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fast analytic refinement of the initial approximations. We modify Weyl’s classical geometric
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Sur ’Approximation des Zéros Compléxes d’un
Polynéme : Une Modification de I’Algorithme de Weyl
par Quadtrees et une Amélioration de la Méthode de
Newton

Résumé : Les meilleures bornes connues sur la complexité pour approcher les zéros d’un
polynéme dépendent, prémierement, de constructions géométriques dans le plan complexe
qui donnent une approximation initiale aux zéros et/ou nuages de zéros tout en les séparant
et, deuxiément, d’une convergence analytique rapide & partir de ces approximations. Nous
modifions la construction géométrique classique de Weyl pour approcher tous les zéros d’un
polynéme afin d’accélerer leur isolation. Pour approcher les zéros ou nuages isolés, nous pro-
posons une extension nouvelle de la méthode de Newton avec une convergence quadratique
globale (des le debut). Les hypotheses sur la séparation initiale sont significativement plus
faibles que dans les algorithmes connus.

Mots-clé : Zéros complexes de polyndomes, algorithmes, complexité de calcul



Modified Quadtree Construction and Improved Newton’s Iteration 3

1 Introduction.

The record upper bounds on the computational complexity of the classical problem of ap-
proximating complex zeros of an n-th degree polynomial p(z) have been obtained by com-
bining some computational geometry constructions for search and exclusion on the complex
plane with some analytical tools, such as Newton’s iteration and numerical integration [Sc82],
[P85], [PR], [P87], [R], [BFKT], [P89], [B-OT], [BP91]. In this paper we continue using such
technical patterns but also apply some new techniques and make further progress.

Asin almost all of the cited papers (with the only exception of the important unpublished
paper [Sc82]), we assume the arithmetic computational model, measuring the computational
complexity by the number of arithmetic operations and comparisons involved; we also allow
(relatively fewer) evaluations of the k-th roots of complex numbers for natural &, and our
computation performed with O(bn) bits ensures the output precision of O(b) bits, for a
polynomial p(z) = Yi,pix® with ||p(z)|| = Yi, |pi] = 1. (We refer the reader to the
argument in [P87] supporting the latter upper bound on the precision of computation by
our algorithms, and we note that o(bn)-bit precision of computation cannot generally ensure
the b-bit output precision, for approximating polynomial zeros, no matter which algorithm
has been applied: for instance, deleting the (bn)-th bit of the x-free term of the polynomial
2™ —27°" turns it into the polynomial #™ and thus changes the b-th bit of the root x = 27°.)

The record estimate for the arithmetic computational complexity of this problem,
O(n%lognlog(bn)) operations, has been obtained in [P87] by means of first isolating the
zeros of p(z) and/or their clusters from each other (based on Weyl’s geometric construc-
tion for search and exclusion on the complex plane, which in [P87] was complemented with
the application of Turan’s proximity test) and then rapidly refining the resulting rough ap-
proximations to the zeros (by means of the techniques of numerical integration and of the
recursive splitting of p(z) into smaller degree factors). Weyl’s construction is a 2-dimensio-
nal extension of the bisection of a line and is also known as quadtree algorithm, effectively
used in various areas of computing, for instance, in image processing, template matching,
and the solution of the n-body problem of particle simulation [HS], [Ga], [Sa], [Se], [G]. We
refer the reader to [P95] on the recent extension of Weyl’s algorithm to the unsymmetric
eigenvalue problem. Some elements of Weyl’s approach also appeared in [Sc82] and [R], al-
though [Sc82] uses Lehmer’s (rather than Weyl’s) construction, and [R] applies Schur-Conn’s
(rather than Turan’s) proximity test and Newton’s iteration for higher order derivatives of
p(x) (rather than numerical integration). Both algorithms [Sc82] and [R] support the or-
der of n?® arithmetic cost bounds, although further improvements are possible within both
frameworks.

In this paper we revisit some fundamental techniques involved in the algorithms for
approximating polynomial zeros, in particular, the geometric techniques for the isolation
of the zeros and the analytical techniques for the refinement of the approximations to the
isolated zeros. To link these two areas, we rely on the useful concept of an isolation ratio,
due to [P87] and giving a quantitative measure for the isolation of polynomial zeros or their
clusters from each other. Furthermore, we contribute new effective algorithms in both areas.

RR n-° 2894



4 V. Y. Pan

Our first contribution is a new variant of Weyl’s (quadtree) construction, which enables
us to isolate groups (clusters) of the zeros of p(x), achieving a constant isolation ratio, f > 8
(say), at the cost of using O(n?logn) operations. Having achieved such an initial isolation
of (the clusters of) the zeros, one may apply various techniques for the subsequent rapid
improvement of the approximation. In this paper we present new techniques for such an
improvement.

This stage of our computation begins with performing O(n?lognloglogn) operations in
order to lift the constant isolation ratio f so as to make it linear in n or \/n. Specifically, we
need to have an initial isolation ratio f > (34 yn)v2 or f > (2 + \/y_n)\/i, where we may
fix any v > 6, in order to insure that our new modifications of Newton’s iteration rapidly
improve the initial approximations to (the clusters of) the zeros of p(z) and converge with
the quadratic rate, right from the start, so that we achieve the desired refinement of the
initial approximations to the zeros (up to within the error bound 27°) in O(n?logn logb)
operations. (For comparison, such a rapid convergence has been achieved in [R] for a distinct
variant of Newton’s iteration, but only for an initial isolation ratio as large as 80n®, which
required to increase the work at the isolation stage, respectively.) In this way, we arrive
at the overall arithmetic complexity estimate O(n?lognlog(blogn)), for the approximation
of all the n zeros of p(z) within 27°, by using the precision of O(bn) bits. This gives al-
ternative algorithms for establishing the complexity bound of [P87], which is the current
record in terms of b and n and which is supported by O(bn)-bit precision of computing
(asymptotically optimum). [The arithmetic bound has been stated as O(n?lognlogb) in
[P87], which is justified if and only if the error bound 27° is not greater than some fixed
positive power of 1/n; the latter assumption, however, is very mild and covers all cases
of interest.] Letting m(s) = O(slogsloglogs) denote the Boolean (bit-operation) com-
plexity of multiplication of two integers modulo 2°, we now immediately arrive at the bound
O(n2%lognlog(blogn)m(bn)) on the Boolean complexity of approximating polynomial ze-
ros. The latter bound can be slightly decreased [by the factor log(bn)] if one performs the
computations using the special techniques of binary segmentation, that is, splitting the 0-1
string that represents a binary value into several substrings (compare [FP], [Sc82], [P92a]
and section 9 of chapter 3 of [BP94] on this subject).

The arithmetic complexity bound O(n?lognlog(bn)) (close to the bound of this paper)
can be also obtained by making a hybrid of our modification of Weyl’s geometric construc-
tion and the techniques of [Sc82] for splitting a polynomial into two lower degree factors.
In [Sc82], the computational complexity has been estimated only in terms of the number
of bit-operations involved, assuming variation of the precision of computation and binary
segmentation, but simple inspection shows that the order of roughly n® arithmetic opera-
tions are required. Specifically, Schonhage in [Sc82] first applies some geometric techniques
(which he calls splitting circle method), in order to reach an isolation ratio of the order
1+ 1/n, and then applies FFT based numerical integration and Newton’s iteration (in two
versions) to split p(z) into factors. The integration stage of splitting requires the order of n3
arithmetic operations in [Sc82|. By applying our modification of Weyl’s construction, rather
than the splitting circle method of [Sc82], one may ensure a higher initial isolation ratio, of
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Modified Quadtree Construction and Improved Newton’s Iteration 5

f=8or f =4 (say), and then reach a smaller arithmetic complexity bound (cited above)
after some adjustment of the splitting algorithm of [Sc82] (also compare Remark 1.2 in this
section).

The asymptotic bound O(n?lognlog(blogn)) on the complexity of approximating the
zeros of p(x) is optimum in terms of b [R], but very recently (already after submission of this
paper) has been improved in terms of n, to the nearly optimum level of O((logn)?((logn)? +
logb)n) (see [P95a], [P,a]). For practical implementation, however, the algorithms of the
present paper still have an advantage of being much simpler to code and to implement,
beside being a very robust and defining an easily controllable iterative process.

Our techniques and our results can be extended to approximating the zeros of an analytic
function in a square, if these zeros are isolated from all other zeros of the function.

For an extension to approximating the eigenvalues of a symmetric tridiagonal matrix,
see [P93] and [PL].

We will present the results in the following order. Section 2 is devoted to some prelimi-
naries. In section 3 we recall Weyl’s exclusion algorithm (quadtree algorithm). In section 4
we define our main algorithm in the flowchart form, as a recursive process of isolation and
contraction. Section 5 describes the geometric construction used at the isolation stages. In
section 6 and Appendices D and E we present some analytic techniques needed at the contrac-
tion stages. Appendices A, B and C contain several auxiliary results needed in sections 3—6.
Appendix F contains figures.

Remark 1.1 In this paper, we have not cited numerous papers that proposed various tech-
niques for approximating all the complex zeros of a polynomial but did not supply the com-
petitive worst case estimates for the computational complexity. Among these techniques, we
wish to single out the Durand-Kerner method and its various extensions and modifications,
such as ones by Aberth, Maehly, Werner, Pasquini- Trigiante, Farmer-Loizou and by others
(see [BP]), which have been proved to be practically most effective among all the known
approaches to the problem of approrimating all the complex zeros of a polynomial. These
methods also require to obtain an initial set of approzimations to the n zeros of p(x), for
which purpose one may apply the techniques of our section 5.

Remark 1.2 In some papers, notably in [Sc82] and [KS], the error of the approzimation to
the zeros of p(x) is measured by the maximum magnitude E(p) of the coefficients of the error
polynomial p(x) — pn H;-Lzl(:c —2}), #; denoting the computed approzimations to the zero z;
of p(x) and p, being the leading coefficient of p(x). In this case the problem is called complex
factorization [versus approximating the zeros of p(z), where the output error is measured
by E.(p) = max; |2} — 2;|/. Recall from the example of the polynomial x™ — 27" that one
needs to have E(p) = O(27°") in order to ensure that E.(p) < 2% in the worst case, and the
algorithms of [Sc82] and [KS] support substantially smaller upper bounds on the complezity of
the complez factorization than approzimating the zeros. In particular, Schonhage in [Sc82]
reaches the Boolean complezity bounds O((b + nlogn)n?log(bn)loglog(bn)) and O((b +
log n)n? log(bn) loglog(bn)) for the problems of complex factorization, with E(p) < 27°, and
of approzimating the zeros, with E,(p) < 27, respectively. [Note that the latter bound can be
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6 V. Y. Pan

also reached (and insignificantly improved) by relying on the algorithms of the present paper
and employing the same techniques of binary segmentation as in [Sc82].) A distinct approach
of [KS] uses O((b + n)nlog®n) and O(bn?log®n) arithmetic operations and comparisons
in order to solve the complex factorization problem and approximating the zeros problem,
respectively [with the error bounds in terms of E(p) and E,(p), respectively] provided that
n = O(b), log E(p) = —b. To reach these bounds, however, multipoint polynomial evaluation
need be involved in the algorithm of [KS], which usually leads to numerical stability problems.
(One may avoid these problems by using the known numerically stable polynomial evaluation
algorithms; then, however, the above complexity bound should be increased by the factor
n/logn.) Technically, the algorithm of [KS] is very interesting since it exploits the path
lifting method, originated in [S81], [S85] and more recently developed into o highly effective
algorithm for a system of polynomial equations, [SS], [SS,af, [SS,b], [SS,c], [SS,d].

Acknowledgment. A. Sadikou has made several useful comments on the original draft
of this paper.

2 Definitions and an Auxiliary Algorithm.

We will present the complexity estimates by using the notation O (%), for O(t) operations,
which may include arithmetic operations, pairwise comparisons of positive numbers and the
evaluation of the k-th roots of complex numbers, for natural k. log denotes logarithms to
the base 2. We will count the polynomial zeros with their multiplicities, not distinguishing
between clustered and multiple zeros. By saying "computing a polynomial” we will mean
“computing its coeflicients” (unless we explicitly specify otherwise). p(x) denotes a fixed
polynomial of degree n,

n

p(x) = Zpixi = Pn H (.CL‘ - zj)v Pn # 0. (21)
=0

j=1

Definition 2.1 D = D(X,R) denotes the disc of radius p(D) = R with the center X on
the complex plane; S = S(X, R) denotes the square with the side length 2p(S) = 2R and
with the vertices X + R(1++/-1), X — R(1++/-1), X + R(1 —v/-1), X — R(1 —/-1).

Definition 2.2 Two complex sets U and V are called equivalent if they contain exactly the
same zeros of p(x). Transformation of a set U into its equivalent subset is called shrinking
or contraction. If U denotes a square or a disc, we define its rigidity ratio, r.r.(U),
and its isolation ratio, i.r.(U), as follows (see Figure 1): r.r.(U) = inf(p(U™)/p(U)),
i.r.(U) = sup(p(U+)/p(U)), where p(U) is defined in Definition 2.1 and where the infimum
and the supremum are over all the squares (or discs) U~ and Ut that are equivalent to the
square (respectively, disc) U and such that UT and U are concentricc U- CU CUT. A
disc or a square U and every its equivalent subset are f-isolated if i.r.(U) > f.

INRIA



Modified Quadtree Construction and Improved Newton’s Iteration 7

Definition 2.3 d(U) = max., ., |2, — 21| for a complex set U,

d*(U) = max., ., max{|Re z, — Re zx|,|Im 24 — Im 23|},

where max., ., denotes the mazimum over all the pairs zq, 21, of the zeros of p(x) in U and
we use the customary notation ¢ = Re ¢ + /—1 Im ¢, with real Re ¢ and Im ¢, for any
complez c.

Proposition 2.1 r.r.(S) = d*(S)/(2p(S)) for a square S; r.r.(D) = d*(D)/(cp(D)),
V2 < ¢ <2, for a disc D.

Definition 2.4 For a complex X, for an f > 1 and for a nonnegative ¢, the disc D(X,¢)
is called an f-isolated e-neighborhood of a zero z; of p(x) if this disc contains z; and is
f-isolated.

Definition 2.5 i(p(x),U), the index of p(z) in U, is the number of the zeros of p(x) lying
in a compler set U and counted with their multiplicities.

Definition 2.6 The n distances r1(X) > 19(X) > -+ > 7,(X) from a point X to the n
zeros of p(x) are called the root radii of p(x) at X ; in particular, rs(X) is called the s-th
root radius of p(x) at X, and we set r,(X) = oo for s <0, rs(X) =0 for s > n.

Proposition 2.2 1/r,(X) equals the (n + 1 — s)-th root radius at X of the (shifted and

reversed) polynomial (z — X)"p(X + —15).

Definition 2.7 For fized positive R and ¢, denote that
b=log(R/¢), (2.2)
provided that R is an upper bound on the moduli of all the zeros of p(x),
R > |z|, forj=1,...,n. (2.3)
In particular(see [He], section 6.4a), the relations (2.3) hold for

R=2 max |pon/pal'/". (24)

Remark 2.1 Hereafter, all the rectangles and squares on the complex plane have their sides
parallel to the coordinate azes.

Algorithm 2.1 (superscription of a square about a closed set) .

Input: a closed set U on the complex plane.

Output: the side lengths and the real and imaginary coordinates of the center of the smallest
rectangle containing the set U (and having its sides parallel to the coordinate azes).
Computation: Compute the mazimum M and the minimum m of the real parts of the
points of U. Output M —m and M;m. Repeat the same computations for the set of the
imaginary parts of the points of U.

RR n-° 2894



8 V. Y. Pan

Proposition 2.3 The two half-sums in the output of Algorithm 2.1 equal the real and ima-
ginary parts of the center X of the minimum rectangle containing the set U. The two
differences equal the lengths of the sides of this rectangle. The center X and the length 2r
of the longer side define the smallest square S(X,r) containing the set U.

In this paper, we will use the known algorithms for the basic operations with polyno-
mials [such as their multiplication and division with a remainder, discrete Fourier transform
(DFT), scaling and the shift of the variable|; the arithmetic cost of these computations is
Oa(nlogn) (see [AHUJ, [P92a], [BP94]).

Remark 2.2 Our results stated for the unit disc D(0,1) immediately extend to the disc
D(X,r), for any complex X and positive r: it suffices to shift and to scale the variable.

3 Weyl’s Exclusion Algorithm.

In this section, we will recall Weyl’s exclusion algorithm, where we will incorporate Turan’s
proximity test of Appendix A ([He], pp. 517-521). Later on, we will use this algorithm in
order to isolate the clusters of the zeros of p(x), although historically such an algorithm has
been first introduced for approximating the zeros.

Algorithm 3.1 (Weyl) (see Figure 2).

Input: positive integers k, G, n > k, and N > 32, the coefficients of the polynomial p(x)
of (2.1), a complex X and a positive R such that the square S(X, R) contains exactly k (not
necessarily distinct) zeros of p(x) and is 5%/N -isolated.

Output: a positive integer H < 4n and compler values X, h = 1,...,H, such that the
union Uthl S(Xn, R/2%) lies in S(X, R) and contains k zeros of p(x).

Initialization: Call the square S(X, R) suspect in Stage 0.

Stage g, g = 1,...,G. Divide each square that is suspect in Stage g < G (such a square has
sides of length R/29) into four subsquares, with the side length R/29%1. Then, within the
factor 5'/N [which is less than 1.052 for N = 32, see (A.2)], approzimate the distances from
the centers of the subsquares to the nearest zeros of p(x). [Do this by applying Algorithm
A.1 of Appendiz A at the four centers of the four subsquares, where each center plays the
role of the input value X of Algorithm A.1, whose other input values, N, n, pg,...,Pn, are
shared with Algorithm 3.1.] Call a square suspect in Stage g unless the latter prozimity test
proves that the square contains no zeros of p(x). Output the centers Xy of all the squares
S(Xp,r) that are suspect in Stage G (where r = R/2%). Output H, the overall number of
the output squares. (The next remark shows that H < 4n.)

Remark 3.1 FEach zero of p(x) may make at most 4 squares suspect in Stage g, for any
g [note that our prozimity test computes r,(X) within 6% error, due to (A.1), (A.2) and
since N > 32].

INRIA



Modified Quadtree Construction and Improved Newton’s Iteration 9

Remark 3.2 Instead of Algorithm A.1, any other prozimity test can be applied. In particu-
lar, replacing Algorithm A.1 by algorithm supporting part a) of Corollary B.1 and based on
the relations (B.8) of Appendiz B would only require to increase the resulting overall bound
on the arithmetic complexity by the small factor loglogn. In fact, in spite of such a minor
increase of the arithmetic complexity estimates, the latter prozimity test is more suitable for
practical implementation since it has better numerical stability.

4 Combining Approximation and Isolation of Polynomial
Zeros.

Our algorithm for polynomial zeros will rely on the solution of the following problem:

Problem 4.1

Input: two real constants f > 1 and ¢ = 27° > 0, complex coefficients of a polynomial p(x)
of (2.1), a natural k, 2 < k < n, and an f-isolated square S that contains eractly k zeros
of p().

Output: an integer ko, 0 < ko < k, f-isolated ,-neighborhoods of ko zeros zp, of p(x) in S
foren <e, h=1,... ko, anintegeru >0 (u > 2 if kg = 0) and u squares Si, ..., S, that are
disjoint, f-isolated, and such that Sq C S, kg = i(p(x),Sy) 21, 9=1,...,u, 2520 ky = k.

The computation of the indices of p(z) in each square Sy, g = 1,...,u, can be based on
Proposition C.1 of Appendix C.

Algorithm 4.1 To compute f-isolated €i,-neighborhoods of all the zeros zn of p(x), proceed
as follows: Initially set k =n, S = S(0,R), for R of (2.4), and solve Problem 4.1 for such
a square S. Then recursively, for each output square Sy, g = 1,...,u, set S = S, and
solve Problems 4.1 (for S = S, playing the role of the input square). Recursively repeat
this process until the desired f-isolated e -neighborhoods of all the zeros of p(x) have been
computed.

Since k, < k, for g = 1,...,u, we will arrive at the desired e,-neighborhoods of all the
n zeros of p(z) in S in at most n — 1 recursive steps of solving Problem 4.1. It remains to
specify the solution of Problem 4.1 and to estimate its complexity.

We will partition the solution of Problem 4.1 into two stages:
Problem 4.1a.
Input: as for Problem 4.1.
Output: either a common f-isolated ep-neighborhood of all the k zeros z, of p(x) in S for
some e, < € or, else, an equivalent subsquare S* = S(X*, R*) of S, such that

e>1/rr(S*) (4.1)

for a fized positive e.

RR n~° 2894



10 V. Y. Pan

Problem 4.1b.
Input: the output subsquare S* of Problem 4.1a, satisfying (4.1).
Output: as for Problem 4.1.
We will consider Problem 4.1b in the next section and Problem 4.1a in section 6.

5 Isolation of the Zeros.

In this section we will assume available a black box algorithm (Algorithm 6.1) that solves
Problem 4.1a (see section 6) and will specify Algorithm 5.1, that is, the blocks of Algorithm
4.1 where Problem 4.1b is solved. We will proceed as in (Weyl’s) Algorithm 3.1 applied to the
input square S* = S(X*, R*) of Algorithm 5.1 (which is the output square of Algorithm 6.1),
so that for every i we define the i-th stage of Algorithm 5.1 as identical to the i-th stage of
Algorithm 3.1, except that we now add some blocks for the verification if the requirements
to the output of Algorithm 5.1 have already been satisfied for some squares suspect in this
stage; if so, we stop partitioning these squares and keep them invariant until the end of
the computations, when we output these invariant squares. Specifically, for every g, we will

partition the union of all the w(g) squares that are suspect in Stage ¢ into v(g) maximal
connected components, C’§g), .. .,C’f}f;), each component contains at least one zero of p(z),
sothat 1 <wv(g) < k,g=1,2,..;v(1) =1, S* = C}. Let the (1 + go)th stage be the

separation stage of Algorithm 5.1, that is,
v(g) =1 for g=1,2,...,90; v(go +1) > 1. (5.1)

In every Stage g, for ¢ > go, apply Algorithm 2.1 to the set of all the vertices of all the
suspect squares of the component Cff’), for u = 1,...,v(g), and arrive at the minimum

square, S = S(Xff’ ) Rg;")), covering C) (compare Remark 2.1 and Proposition 2.3). Call

) is equivalent to C\¥) and if

C? an f-isolated component if the square S
ir(S9) > f.
Rewrite the latter assumption as follows:

dl9) = n;zn(maxﬂReXff) — ReX9|, |ImX(9 — ImX(9|} — R¥) > fR. (5.2)

For each u, u=1,...,v(g), test if
V2R(9) < min{e,d9) /f}. (5.3)

If so, output the disc D(X?, R¥v/2) as an f-isolated (v2R))-neighborhood of the ze-
ros of p(z) lying in the component C¥ and define CY¥* = (X R¥) = s{ot9) =
S’(Xf,g+i),R£,g+i)), for an appropriate v = v(g + i), as an invariant component that re-
mains unchanged in all Stages g + i of Algorithm 5.1 for 4 > 0. Otherwise test if (5.2)

INRIA



Modified Quadtree Construction and Improved Newton’s Iteration 11

holds. If so, output the square Sq(f) as an input square S for Algorithm 6.1 and define
clotd S(qug),Rng)) = §lotd — S(ngJri),Rg,gH)) for appropriate v = v(g + i) as an
invariant component that remains unchanged in all Stages g + ¢ of Algorithm 5.1 for 4 > 0.
Apply Stage g+ 1 of Algorithm 3.1 to all the squares that lie in the remaining noninvariant
components and that are suspect in Stage g. Stop the computation by Algorithm 5.1 when
all the components have become invariant.

Let us next analyze Algorithm 5.1. Hereafter, w(Cq(Lg)) denotes the number of squares

that are suspect in Stage g and lie in the component C&g), so that

v(9)
w(g) = w(C¥), g=1,2,....

u=1
Our next goal is to deduce that
G
W= > w(g)=0(1+log f)k). (5.4)
9=go+1

We define a tree T' with G 4+ 1 — go levels of nodes, where g is defined by (5.1). The v(g)

g

components Cfg), cey Ci(;) are identified with the v(g) nodes forming the (g — go)th level of

the tree. The component Cfgo) is identified with the root of the tree, which lies at level 0.

The leaves are identified with the invariant components C), such that (5.2) and/or (5.3)
hold for the values X\, RY). The edges of the tree go from each component C%) to all
the components [of the (g + 1 — go)th level] formed by the squares that are suspect in Stage
g+1and lie in C'?. We let w denote 3" w(C'?)) where the sum is over all the leaves C{?;
we deduce from Remark 3.1 that

w < 4k. (5.5)
Hereafter, we will assume that every zero of p(x) that makes two or several squares suspect
in Stage g shall lie in or coincide with the intersection of the boundaries of these squares.
[Clearly, we may always move the zeros of p(z) on the complex plane, so as to satisfy this

assumption without any decrease of the value W of (5.4).] Then, each node C' that is not

a leaf contains not more suspect squares than its children do, that is,

w(C) < Y w(CY), (5.6)
r(u)

where the summation is over all the children 05?:-)1) of the node C¥. We now recall that,
besides the leaves, none of the components C’Q(Lg) for g > go is f-isolated and deduce the
following proposition:

Proposition 5.1 FEvery component Cq(lg), g > go, has an ancestor-fork (that is, an ancestor
p

with at least two children) at level g1, g1 = g — go —log ((f — l)w(C’q(Lg))) +y + 6 for some
y > 0, where 6 =0 if C’q(tg ) s an invariant output component, 6 = 1 otherwise.
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Proof. Observe that R < R*w(C'?)/29, whereas the distance from X to the nearest
zero of p(z) lying outside C'? is at least R +2R* /291190 Dbecause such a zero of p(x) must
be separated from X' by both the square S(Xff’), R&g)) and some square S(X, R*/290%91)

discarded in Stage go+g;. Consequently, i.r.(S&g)) > 1+%. Therefore, i.r.(Sig)) > f

if (f— 1)w(C7(f)) < 2979190+ o1 equivalently, if log((f — 1)w(C1(ﬂ))) <g—9g1—go+1. On
the other hand, i.r.(S{)) < f unless C¥) is aleaf of T, and in the latter case i.r.(SS¢ ") < f

for the parent C$9~" of C'¥). By combining the above relations we complete the proof. O
To derive (5.4), we will also use the following estimates:

Fact 5.1 Every component C’ﬁg), foru=1,...,v(9), g =3,...,G, is covered by
s(g,u) < 2+ [w(CP)/2]
squares that are suspect in Stage g — 2.

The proof is rather straightforward (although tedious): it appeals, on one hand, to the
fact that a square that is suspect at Stage g — 2 has the 4-fold increase of the side length
versus the side length of a square that is suspect at Stage g and, on the other hand, to
the connectivity of the component CZ(f) consisting of the chain of 'w(CZ(f)) smaller suspect
squares. To complete the proof, it essentially remains to classify all possible configurations

of these w(CZSg)) squares (the worst case configuration is shown in Figure 3). We will omit
further details but will note that for the proof of the asymptotic bound (5.4), it actually
suffices to prove a weaker version of Fact 5.1, where Stage g— 2 is replaced by Stage g — O(1)

and the right side of the inequality of Fact 5.1 is turned into O(1)+a w(Cng )) for some fixed
a < 1. The latter version of Fact 5.1 immediately follows from the 2 above observations
(about the 4-fold increase of the side length and the component connectivity).

Corollary 5.1 s(g,u) < 0.75w(C’7Sg)) if w(ngg)) > 6.

Now let we = ), , w(C), wp = Dong w(C) where S~ and 3°* denote the sums in
all the pairs g and u such that g > go, 1 < u < v(g), 'w(CI(Lg)) < 6, provided that Y " consists

of forks and leaves, that is, includes no pairs (g,u) such that the node C’I(Lg) of the tree T
has exactly one child.
By combining the bounds (5.5) and (5.6) with Corollary 5.1, we obtain that

W —we < 8w < 32k, (5.7)

and it remains to estimate wg in order to prove (5.4).

Proposition 5.1 implies that in the tree T every node C\?) such that w(Cq(Lg)) < 6 has
at most log(6(f — 1)) — 1 its successive predecessors with a single child. Due to the bound

(5.6), each of these predecessors contributes at most w(Cng)) to the sum wg. It follows that

wg < log(6(f —1))wg. (5.8)
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It remains to estimate wg. We first observe that the tree T has at most k leaves; therefore,
it has at most k — 1 forks (the nodes with more than one child). The set of all the forks

and leaves has a cardinality of at most 2k — 1 and has a subset of nodes C’I(Lg) such that
w(C’ff’ )) < 6. This subset is formed by exactly wg squares, each of which is suspect in at
least one of Stages go + 1,...,G. Consequently,

wi < 6(2k—1) =12k — 6.

Combining this bound on w§ with (5.8) and (5.7), we arrive at (5.4).

We have deduced the bound (5.4) for a single application of Algorithm 5.1, which is
actually called O(n) times in the process of performing Algorithm 4.1. In every application
of Algorithm 5.1, its every output square 59 satisfying the relation (5.2) but not (5.3)
(that is, f-isolated but not embedded in an equivalent and f-isolated disc of radius at most
€), serves as the input square in the subsequent application of Algorithm 6.1, which, in turn,
generally outputs an input square for Problem 5.1 and Algorithm 5.1. We then use the tree
T generated in the latter application of Algorithm 5.1 to replace the respective leaf of the
tree generated in the preceding application of Algorithm 5.1. In this way, we construct a
single tree associated with all the O(n) applications of Algorithm 5.1 within Algorithm 4.1
and having at most n leaves. Proposition 5.1 and Fact 5.1 are also extended to the entire
computational process, represented by the latter tree, and in this way we extend (5.4) to the
same asymptotic estimate (with k replaced by n) for the total number of suspect squares
processed in all these calls for Algorithm 5.1, provided that in each call for Algorithm 5.1
we only count the suspect squares processed after the first splitting of the single input
component into disjoint connected components.

Finally, we complement this estimate with the bound

Wo = O(n +nloge), (5.9)

where e is defined by (4.1) and Wy denotes the overall number of squares that are suspect

in all Stages g such that v(g) =1, g < go [see (5.1)], (that is, Cfg) is the single connected
component output in Stage g), in all the applications of Turan-Weyl’s Algorithm 3.1, within
Algorithm 4.1.

To deduce (5.9) we first consider a single application of Algorithm 5.1 and recall that the
length of the sides of the squares that are suspect in Stage g decreases by twice as g grows
by 1. It is sufficient to consider the cases, where

w(Ci”) = w(g) <6, (5.10)
since we may extend Fact 5.1 and Corollary 5.1 and also recall that
w(g) <4k, ¢g=1,2,...,G. (5.11)
We now combine (5.10) and Proposition 2.1 and deduce that

wg < 6[loge] + 15. (5.12)
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Indeed, due to (5.6) and (5.10), w(Cﬁg)) may grow with g at most in 5 stages g, for 1 < g <
g*, which contributes the term 1+ 2 + 3+ 4 4+ 5 = 15 on the right side of (5.12). On the
other hand, as g increases by 1, r.r.(Sﬁg)) never decreases and grows by twice, if w(C’fg ))
stays invariant. This implies (5.12), since m‘.(S%g)) never exceeds 1 and since we initially
have (4.1).

Combine Fact 5.1 and Corollary 5.1 with (5.11) and (5.12) and deduce the bound
90
Z w(g) = O(k + loge),
g=1

for a single application of Algorithm 5.1, and similarly we arrive at (5.9) for all of at most
n — 1 applications of Algorithm 5.1 within Algorithm 4.1. More specifically, to deduce (5.9),
we observe that there are at most n— 1 forks in the tree associated with the entire Algorithm
4.1 (since this tree has at most n leaves), and that for each fork, we have to go through at
most 15 + 6[log e] its successive descendants before we reach either the next fork or a node
C with w(C) > 6. We exclude the suspect squares associated with the node C such that
w(C) > 6 since to them we may apply or extend Corollary 5.1 and may apply the bound
(5.11). For other nodes, we arrive at (5.9), by n — 1 times applying the bound (5.12).

We now recall that each proximity test in Algorithm 3.1 (one for each suspect square) can
be performed by means of Algorithm A.1 at the cost bounded by Oa(nlogn). Therefore,
from (5.4) and (5.9), we deduce the bound

OA((1 +1log f + loge)n?logn)

on the computational cost of all the applications of Algorithm 5.1 within Algorithm 4.1. In
particular, for e = O(1), log f = O(logn), the latter cost bound turns into O ((nlogn)?),
whereas for e = O(1), f = O(1), this cost bound turns into O (n?logn).

6 Contraction of a Complex Square.

We will now present the following algorithm for Problem 4.la, where we assume that
1/e <024, f = f*V2, f* > 2+ 6n(e — 1)/(e — 2), and f* > /50 (compare Remark 6.1
and the correctness proof in Appendix D), so that it suffices to set e = 5, f = 3 + 8n/2, or
e=38, f=3+Tnv2,0re=26, f =3+ (25/4)nv2:

Algorithm 6.1

Initialization: Let o denote a set of complex numbers available from the previous appli-
cation of Algorithm 6.1 and chosen to be empty at the first application of this algorithm.
Compute the f*-isolated disc D = D(xg, R) whose boundary circle passes through the four
vertices of the input square S. Compute the complex value Y = zy + 2R.

Computations:
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Modified Quadtree Construction and Improved Newton’s Iteration 15

1. Compute the value p'(Y). If p'(Y) # 0, set t =Y. Otherwise, add the complex point
Y to the set o and choose a point t near Y such that p'(t) # 0. (It suffices to test at
most n — |o| candidate points t & o to find one for which p'(t) # 0, where |o| denotes
the cardinality of the set o. Each candidate point t for which p'(t) = 0 is added to the
set o.)

2. Compute the value
kp(t)
P'(t)

3. If p(u) = 0, set X = u and go to Stage 10. Otherwise, apply Algorithm A.1 of
Appendiz A (Turan’s prozimity test), for X = uw, N > 32, which outputs r = r(u)
and r*(u) = 5'/Nr, or achieve the same goal based on the relations of (B.8) and on
the iteration (A.3), in the latter case by using slightly more arithmetic operations [by
factor O(log log n)] but achieving better numerical stability.

(6.1)

4. Compute v, = v (u) = u + 86,7*(u), for 6, = (v/—1)*, h=0,1,2,3.

5. If p(vp) =0 for some h, 0 < h <3, set X = v, and go to Stage 10. Otherwise, apply
Algorithm A.1 for X = vy, N =32, h =0,1,2,3; output r(vp), 7*(vn), h=0,1,2,3
[or apply the cited alternative of Algorithm A.1, based on the relations (B.8) and the
iteration (A.3)].

6. Compute 7, = 1*(vy) + 1*(vha2), for h =0,1. If 7, < 157*(u) for h=0 or h =1,
then go to Stage 10 for X = u.

7. Otherwise, for every h, h =10,1,2,3, write D, = D(vy,7,(vy)), observe that the pair
of the discs Dy, and Dpy1 mod 4 has two points oy and By, of the intersection of their
boundaries [this follows from the comparison of the distances

[Uh — Vh41 mod 4] = 8V2r* (u), h =0,1,2,3, (6.2)

with the bounds (E.1) and (E.3) of Appendiz E], and choose one of these two points,
ap, that lies closer to u (see Figure 4).

8. Compute the complex ¢ and the nonnegative p satisfying
2Re ¢ = mgn Re oy, + m,?xRe ap,
2Im ¢ = mhinIm ap + m}ellem ap,

p = max le — anl.

Here and hereafter we use the notation min, and maxy for the minimums and maxi-
mums in h, for h =0,1,2,3, and 2 = Re z + +/—1 Im z for all complez z. [Note
that the closed disc D = D(c,p) contains ag, a1, a2, az and, consequently, at least
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16 V. Y. Pan

one zero of p(x); furthermore, the disc D is f-isolated, for some fized f = f(N) > 1,
in particular, it is f-isolated for f > 2.38, if N is sufficiently large (see Claim E.1 and
Remark E.1 in Appendiz E).]

9. Apply one of the two algorithms supporting Proposition C.1 of Appendiz C (compare
Remark C.1) in order to compute i(p(x), D), the index of p(x) in D. Ifi(p(x),D) < k
(that is, if the disc D does not contain all the k zeros of p(x) lying in the input square
S), go to Stage 10 for X = c. Otherwise, set Y = c+ 2p and go to Stage 1.

10. Shift to the polynomial q(y) = p(y + X), set s = n+1—k, A = 0.01, and apply
Algorithm B.8 of Appendiz B to compute an upper bound 7 on rs for q(y), such that
re <7 <1.01r,. Then

a) if ¥ < e, output the disc D(X,7) as a common f-isolated 7#-neighborhood of all the
k zeros of p(x) lying in the input square S and stop;

b) otherwise, set X* = X, R* = 7, output the square S* = S(X*, R*) [satisfying
(4.1) for 1/e < 0.24, that is, for e > 25/6] and go to Algorithm 5.1.

In both cases the set ¢ is saved for the next application of Algorithm 6.1.

Let us next show that r.r.(D(X,7)) > 0.24 > 1/e in the case of the transition to Stage 10
from Stage 6. (Similarly, the lower bound 0.24 follows in the case of the transition to Stage 10
from Stage 9, where ¢ and p play the role of u and 7*(u); in the case of the transition to
Stage 10 from Stages 3 and 5, a similar but simpler argument gives a stronger bound of
ro.(D(X,7)) > 0.49.) By the definition of 7}, (see Stage 6), the distance between the two
zeros of p(x) that are the closest to vy and vp42, respectively, is at least |vp — vpyo| — 7p =
167*(u) — 71, which is not less than r* () if 7, < 15r*(u), that is, in the case of the transition
from Stage 6 to Stage 10. Therefore, in this case, d*(D(X,7)) > r*(u), X = u, so that
d*(D(X,7)) > #/2 if #/2 < r*(u). On the other hand, by the virtue of Theorem A.1, p(z)
has a zero u + cr*(u) for |¢| < 1, so that d*(D(X,7)) > rs —r*(u) > 7#/1.01 — r*(u), for the
rs defined at Stage 10. If r*(u) < #/2, then it follows that d*(D(X,#)) > 7#(1/1.01-1/2) =
>9-F. We have shown that this bound also holds if r*(u) > #/2. Therefore, d*(D(X,#)) >
0.247, and hence, due to Proposition 2.1, r.r.(D(X,7)) > 0.24.

Correctness of the algorithm now follows from rapid (quadratic) convergence of the value
u of (6.1) to the smallest disc, Dpin, equivalent to the input square; such convergence is
shown in Appendix D.

Remark 6.1 If k = n, then we do not have to apply Algorithm 6.1, since we may first
compute and output X = —pn_1/(npn) = Z;L:1 zj/n and then apply the algorithms of
Appendiz B to compute and to output a desired approzimation R* to rpi1-1(X).

Algorithm 6.1 is recursively applied in its combination with Algorithm 5.1, so that all
the input squares of Algorithm 6.1 can be arranged in the form of a tree with O(n) nodes.
In each recursive step, one may concurrently apply Algorithm 6.1 to all the squares (nodes)
of the current level of the tree starting with the root, at the first step.

The computational cost of performing Algorithm 6.1 is estimated as follows:
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Stages 1, 2: Oa(n) [dominated by the cost of computing O(1) values of p(z) and p'(z)];
Stages 3, 5: Oa(nlogn) (the cost of O(1) applications of Algorithm A.1);

Stages 4, 6, 7, 8: Ox(1);

Stages 9: Oa(nlogn), since the disc D computed at Stage 8 is f-isolated for f > 2;

Stage 10: Oa(nlogn) for an application of Algorithm B.3, due to Proposition B.2 and
since the input disc is f-isolated for f > 2+ 6n; the same estimate, O (nlogn), holds
for the complexity of shifting to the polynomial ¢(y) = p(y + X).

According to Appendix D, we have quadratic convergence of the value u of (6.1) to the
disc D.,in; the approximation to the zeros of p(x) in D,,;, is then improved in the subsequent
applications of Algorithms 5.1 and 6.1. Due to the quadratic convergence of Algorithm 6.1,
we need O(loglog(R/¢)) recursive calls to its Stage 2, in order to decrease the approximation
error bound from R to £. Based on this observation, we arrive at the overall cost bound
Oa(n?lognloglog(R/c)) at the stages of refining the initial approximation of all the zeros
of p(x), which turns into the bound Oa (n?lognlogb), for b = log(R/e).

By combining the bounds of sections 5 and 6, for e > 25/6, f > 2v/2+6nv/2(e—1)/(e—2),
we arrive at the cost bound Oa(n?lognlog(bn)), for approximating all the zeros of p(z)
within ¢ = 27%. The cost bound can be improved, to O4 (n?logn log(blogn)), if we apply
Algorithm 5.1, say, for f = 8, and then lift f to 2v/2+ 6nv/2(e —1)/(e —2), by means of the
recipe of Remark A.2 of Appendix A.

To conclude this section, we will show a modification of Algorithm 6.1, where the expres-
sion (6.1), is replaced by the following one:

k Pt) ~— 1
u=t——, q= + - 6.3
q q p(t) ; z;—t (6.3)

%
and where z} denotes the current approximation to the zero z; of p(z), whereas ) denotes
the sum in j over all the natural j corresponding to the zeros z; of p(z) that lie outside
the input square S and the initial disc D. Instead of avoiding the points z and ¢ that
annihilate p'(z), we shall now avoid the points ¢ that annihilate ¢ = ¢(t); we will use
a strategy similar to one of Algorithm 6.1. The presented modification of Algorithm 6.1
will be called Algorithm 6.1a and will always be applied to the largest of the currently
unprocessed suspect squares. [This choice should insure the greatest acceleration of the
convergence to the disc Dpi,.] The analysis of Appendix D shows that the quadratic
convergence of Algorithm 6.1a can be achieved already for the input square S with an
isolation ratio f = f*v/2, f* > 2+ /6n(e —1)/(e — 2) [see (D.16)], so that it would suffice
tosete =05, f=3++16n,ore=28, f =3++14n, ore = 26, f = 3+ 12.5n. To
arrive at such a smaller initial isolation ratio, we need roughly by twice fewer iterations of
Algorithm 5.1. This saving should actually be weighted against the additional arithmetic
operations required in order to compute the value u via (6.3) [rather than via (6.1)]; for each
such an evaluation, we need 3(n — k) additional operations.
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Appendices

A Squaring the Zeros and an Isolation Ratio. Turan’s
Proximity Test.

In this appendix, we recall Turan’s proximity test, which enables us to compute the distance
from a complex point X to the nearest zero of p(x), with a relative error at most 51/N _1
and at the cost Oa(n(1 +logN)logn). If z1,29,...,2, denote the zeros of p(z), in the
order of nonincreasing their absolute values, and if sx denotes Z;;l z]K , then, clearly,
|z1] = m1(0), 1 < % for K > 0. By using some sophisticated tools from the number
theory, Turan [Tu] proved an effective upper bound on the latter ratio, namely, 71 (0) <
5N max,—1_n |85 /n|"/N for all natural N. For large N, the value 5'/V is close to 1,
and we may closely approximate r1(0) via the computation of the power sums s,y. For a
proximity test at a point X, we need to know the value r,(X), rather than 71 (0), but 7,(X)
for p(z) equals r1(0) for q(y) = y"p(X + 1/y), where y = z — X (Proposition 2.2).
Algorithm A.1 (Turan’s proximity test) .

Input: Natural N and n, the coefficients of polynomial p(x) of (2.1), having degree n, and

a complex number X that is not a zero of p(x).
Output: Two nonnegative numbers r = r(X) and r* = r*(X) = 5/Nr such that

1< fro(X) <5YN 1 <rp(X)/r <5V rp(X) = min |z — X]|. (A1)

j=1,..,n

Stage 1. Compute the values of the power sums,
N .
son =Y yi, y;=1/(z; - X), j=1,...,n.
i=1

Stage 2. Compute and output r* = [maxg=1, .» |5g1\1|l/(9]\7)]71 and r =r*/5'/N,
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Theorem A.1 [Tu, p. 299]. The output values r and r* of Algorithm A.1 satisfy (A.1).
It suffices for our purpose to choose N = 32; then
1.051581 < 51V < 1.051582. (A.2)

Turan chooses N = 2" to be a power of 2, and here is his algorithm for Stage 1:
Subalgorithm A.1.

Stage a). Shift the variable by setting y = x — X and compute the coefficients of the n - th
degree polynomial q(y) with the zeros y; = 1/(2; — X), j=1,...,n, such that

p(z) =p(X +y) = Zpi(X)yi,

1=0
q(y) = y"p(X +1/y) sz =po(X) [[(w - 5)-
Jj=1

Stage b), (Dandelin-Lobachevsky-Graeffe, [H]). Let qo(y) = q(y)/po(X) and successively
compute the coefficients of the polynomials

ai+1(y) = (-1)"a:(v¥)ai(=vy), 1=0,1,...,h— 1. (A.3)
Stage c). Numerically compute the power sums syn for g =1,...,n, by solving the trian-
gular Toeplitz system of Newton’s identities in the variables sy, San,...,S8nN:

Gn,hSN + Gn-1,n =0,

qn,h82N + qn—1,nSN + 2¢n_2,n = 0,

Gn,hSnN t Gn—1,A8(n—1)N + -+ +ngo,n, = 0.

We note that each step i of Stage b) squares the zeros of the polynomial ¢;(y), so that

=@ -4 =D anry’, N=2" (A.4)
j=1

=0

This makes the iteration (A.3) a powerful tool for separating the zeros of p(z) from each
other, because the logarithm of the ratio |y;/y:| grows linearly in N, if |y;| > |ys|; fur-
thermore higher powers of the absolutely and strictly largest zero of p( ) dominate in the
respective power sums of all the zeros.

At Stage a), we just shift the variable x; every iteration ¢ of Stage b) is a polynomial mul-
tiplication; Stage c) of solving a triangular Toeplitz system amounts to polynomial division
(see [P92a]). Thus the overall cost of performing Algorithm A.1 is

Oa(n(1+h)logn), h=1logN. (A.5)
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Remark A.1 FEach iteration step (A.3) squares i.r.(D(0,7)) for any positive r. This enables

us to increase an i.r.(D) from f > 1 to 2" at the cost Oa((h + &)nlogn), where § = 0 if
the disc D has center 0.

Remark A.2 By applying Remark A.1 for h = O(loglogn), we may increase the ratio
f=0() (say, f =4) to f > 2/2 + 6nv2(e —1)/(e — 2), at the overall cost bounded by
Oa(n?lognloglogn), for the computation performed simultaneously for several discs that
together contain all the zeros of p(x). Thus, remaining within this cost bound, we may
always satisfy the assumptions required for the application of Algorithm 6.1. Then we may
compute isolated e} -neighborhoods of the d-th powers of all the zeros of p(x + w) for a pair
or a triple of fixed shift values u, for d = O(logn), and for appropriate positive ;. For
every u and for every e -neighborhood of a zero z;‘f of q(x), we then compute d candidate
e} -neighborhoods of zy, for €; < e, of which we need to select a true ej-neighborhood of
zn- We choose sufficiently small 5 (they only need to be moderately small relative to €) and
appropriate shifts u, so as to identify unique ep-neighborhoods of zy,, for all h, by intersecting
the candidate ep,-neighborhoods (for all fized h and for all the shift values u).

B Root Radii Computations.

In this appendix, we will approximate the root radii 7.(X), for s = 1,...,n, by following
and a little simplifying [Sc82], section 14. We will keep assuming that X = 0 (otherwise, we
would shift the variable by letting y = z — X)) and will denote rs = rs(X),

rg = 00, Tny1 = 0. (B.1)

Counsider the two following tasks (note the redundancy in their statements):
Task r. Given positive r and A, find a (generally non-unique) integer s such that

rst1/(1+A) <r < (1+ A)rs. (B.2)
Task s. Given a positive integer s, 1 < s < n, and a positive A, find a positive r such that
r/(1+A) <rs < (1+A)r (B.3)

We will solve Tasks r and s for 1 + A = 2n. The extension to an arbitrary positive A is

immediate, by means of

log(2n)
= g(A) = [log( —=——— B.4
9= 9(8) = Mlog(1 B 5] (B.4)

iteration steps (A.3); indeed, such an iteration step amounts to squaring 1+ A in the context
of Tasks r and s, and we have (1 + A)?” > 2n, under (B.4). The computational cost of
performing these iteration steps (as well as the cost of shifting the variable z, if needed)
should be added to the overall cost of the solution, of course. Note that

g(A)=0if 1+ A >2n; g(A) =O(loglogn) if 1/A =0(1), (B.5)
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g(A) = O(logn) if 1/A =n°W, (B.6)

Most frequently, we need to solve Task s for s = n, and we have the following corollary
of Theorem A.1 [compare (A.5)]:

Corollary B.1 a) For s =1 and s = n, Task s can be solved by means of the application
of Theorem A.1 at the cost Oa(n(1+ g)logn), where g is defined by (B.4)-(B.6).
b) Moreover, the cost decreases to Oa(nlogn) if 1/A < O(1).

For part a) we have an alternative simpler proof from [Sc82]. Recall the well-known
inequalities (compare [He], pp.451, 452 and 457):

ti/n<r <2, t] = max [Pk /pn|". (B.7)

Apply Proposition 2.2 for X = 0 and extend the bounds (B.7) as follows:

tr/2<r, <nth, t. = rkn>18 Ipo/pi|Y*. (B.8)

Therefore, r = t4/2/n is a solution to Task s for s = 1, whereas r = ¢} 1/n/2 is a solution
to Task s for s = n; in both cases, we may choose any A such that 1 + A > v/2n. This can
be extended to the solution of Task s, for s = 1 and s = n and for an arbitrary positive A,
at the cost Oa(nglogn) of g iteration steps (A.3), where g is defined by (B.4)-(B.6). This
implies the cost bound of part a) of Corollary B.1.

We also need to solve Task s for 1 < s < n at Stage 10 of Algorithm 6.1 and Task r
in Remark C.1. Next, we will show solution algorithms relying on the following useful and
elegant result:

Theorem B.1 ([He, pp. 458-462], [Sc82]). If 1 <m < n and if |pni1—m—i/Pni1—m| < av®
fori=1,....n+1—m, then r,, < m(a+ 1)v.

Proof. Due to Van Vleck’s theorem ([He|, p. 459), we have

n+l—m n n—1 m n—m
|p”+1—mlrm+1 S ( TL+ 1 - m ) |p0| + ( n—m ) |p1|Tm + + ( 1 ) |pn—mlrm *

Divide both sides by |pnt1—m|r" 1™, apply the assumed bound on the ratios

|Pnt1—m—i/Pnt+1-m|, and deduce for x = v/r,, that

-1 1
1<aqgnti-m " e fooqa2 (™7 +az m )
m—1 m—1 m—1 m—1
(B.9)

If > 1, then r,, <wv, and Theorem B.1 follows. Otherwise (B.9) implies that

l+a<a(l+z+2°+2°+-- )" =a/(1-2)™.
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By applying the Lagrange formula to y® for y = 1 + a, we obtain that y¢ — a? = du?! for
some u, a < u < y. Substitute this expression and deduce that

(a+1)%

1 -~ Z
[z < (a+1)¢ —ad

, d=1/m,
so that r., /v =1/z < (a+ 1)/d, and then again Theorem B.1 follows. O

Theorem B.1 and Proposition 2.2 also imply a similar upper bound on 1/r,,, which is
the (n +1 — m)-th root radius of the reverse polynomial z™p(1/z).

Such bounds immediately imply the solution of Task r for » = 1 and 1 + A = 2n.
Indeed, compute the natural m such that |pry1—m| = maxo<i<n |pi|- If m = n + 1, then
th >1,n >y, and rpy1 = 0 [see (B.1) and (B.8)]. Moreover, for the reverse polynomial,
q(z) = z™p(1/z), we have t; < 1, and, therefore, r; < 2 [see (B.7)], which implies that
rn, > 1/2 for p(z). It follows that s = n is a desired solution to Task r, for r = 1 and
1+ A =mn,as well as for r = \/n/2 and 1+ A = v2n. Otherwise, 1 < m < n. Then
we apply Theorem B.1 (for a = v = 1) to p(z) and ¢(z) = z™p(1/z) and deduce that
m < rm < 2m, so that 1/(2n) < r,, < 2n, and s = m — 1 is a solution to Task r
where r =1 and 1 + A = 2n [take into account (B.1) where m = 1, s = 0]. The extensions
to arbitrary r is by means of scaling the variable x and to arbitrary A by means of the
iteration (A.3). We arrive at

Proposition B.1 Task r can be solved at the cost Oa(n(1+ g)logn) where g is defined by
(B.4)-(B.6); the cost bound can be decreased to Oa(n) if 1 + A > 2n.

We could have solved Task s by recursively applying Proposition B.1 in a binary search
algorithm, but we will prefer a more direct algorithm outlined in [Sc82].

Algorithm B.1 Given the coefficients p, of p(x) and an integer s, 1 < s < n, choose two
integers t and h that satisfy the following inequalities:

t<n+1l—s<t+h<n (B.10)

(so that h > 0, t < n), and the following convexity property: there exists no integer u in the
considered range such that the point (u,w(u)) on the plane {(u,w)} lies above the straight
line passing through the two points (t,w(t)) and (t+h, w(t+h)), where w(u) denotes log |pu|.
Compute and output

7= |peyn/pel " (B.11)

The relations (B.10) and (B.11) and the above convexity property immediately imply that

pt—l—g/ptsrga fOT g:]-a"'an_tv
Pisheo/Pion <1/19, for g=1,....t+h. (B.12)

Proposition B.2 The output r of Algorithm B.1 is a solution to Task s for 1 + A = 2n.
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Proof. Due to the first and the second inequalities of (B.12), we may apply Theorem
B.ltop(y) witha=1,v=1/r, i=g, m=n+1—t—hand to y"p(l/y) with a = 1,
v=r, i=g,m=1t+ 1, respectively, and arrive at the desired bounds,

Tongi—t—h <2(n+1—t—="h)/r, 1/rn_t <2(t+ 1)r.
Since h > 0, t < n, it follows that
1/(2nr) < rp—t <75 < Tpgpi1—t—n < 2n/7T. (B.13)

O
Let us next specify the computations in Algorithm B.1 as follows:

Algorithm B.2 Compute the values log|py|, v = 0,1,...,n, with a prescribed precision;
then compute the convex hull CH of the set {(u,log|p.|), u =0,1,...,n} in the two-dimensional
real space, and then find the edge in the upper part of the boundary of CH whose orthogonal
projection onto the w-axis is an interval including the point n+1—s. Choose t and t+ h to

be the endpoints of this interval and, finally, compute r by using (B.11).

Note that we compute the convex hull CH of the same single set when we solve Task s
for all s. Thus we arrive at the following result:

Proposition B.3 Task s for all s can be solved at the cost of ca(CH)+Oa(gnlogn) where
g 1s defined by (B.4)-(B.6) and where ca(CH) denotes the cost of computing the values
log |pu| for uw = 0,1,...,n and the convex hull of the set {(u,log|p.|), v = 0,1,...,n} of
n + 1 points on the plane.

Let us next simplify the solution of Task s for 1 + A = 2n and for a disc D, with the
center 0, under the additional assumption that

i(p(z),D) =n+1—s, ir.(D) > (1+A)> (B.14)
In this case, the cost of the solution is Oa(n) with a small overhead constant.

Proposition B.4 Let the relations (B.14) hold for a fized integer s (such that 0 < s < n),
for 14+ A =2n, and for a disc D having the center 0 and an unknown radius. Then Task s
for 14+ A = 2n can be solved at the cost Oa(n) if (B.14) holds.

Proof. Let t and h denote the two integers defined in Algorithm B.1 and thus satisfying
(B.10) and (B.13). (B.14) implies that rs_;/rs > (1 + A)? = 4n%. On the other hand, the
first inequality of (B.10) implies that rs > rp_¢, so that rs_1/rn—¢ > (1 + A)2 = 4n?. Tt
follows that either rs_1 > rn41-¢t—n, and thenn+1—-t—-h >s—-1, t+h<n+1-s,or,
otherwise, rni1—t1—n/Tn—t > Ts—1/Tn—t > (1+A)? = 4n?. The latter inequalities imply that
Tnt1_t_n > 4n?r, , which contradicts (B.13), so that ¢t + h < n + 1 — s. Therefore, (B.10)
implies that t+h =mn+1—s. Since t + h has been defined, it remains to choose A > 1 such
that the convexity property of Algorithm B.1 holds, or, equivalently, such that the values
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(1/g)10g|pf::%| = 10g(|£+_'g|1/9) and, therefore, also |pf:%|l/g reach their maximums
where g = h, provided that g is the integer parameter ranging from 1 to n. The integer h
can be computed at the cost Oa(n), and we arrive at Proposition B.4. O

We now observe that, for g(A) of (B.4)—(B.6), g = g(A) iteration steps (A.3) suffice to
reduce the solution of Task s, for any fixed 1 + A > 1 and for any disc D satisfying (B.14),
to the case where 1 + A = 2n, and, by shifting the variable X, we may ensure that the disc

D has center 0.

Corollary B.2 Let the relations (B.14) hold for a fized integer s, 0 < s < n, for a fized
positive A, and for a disc D having the center 0 and an unknown radius. Then Task s can
be solved at the cost bounded by Oa(n + g(A)nlogn), where g(A) is defined by (B.4) [and
satisfies (B.5) and (B.6)].

The algorithm supporting Corollary B.2 is referred to as Algorithm B.3.

C Computing the Number of Polynomial Zeros in a Disc.

Proposition C.1 Leti.r.(D) = f > 1 for a disc D = D(X,r). Then the index i(p(x), D)
of p(z) in D (defined in Definition 2.5) can be computed at the cost Oa(hnlogn), where

h=1+ [mg% w . (1)

Proof (compare Remark C.1). The well known winding number algorithms (see [R],
[He], pp. 239-241) compute the index i(p(z), D) of p(z) in a disc D at the cost Oa (nlogn),
provided that all the zeros of p(x) lie far enough from the boundary of such a disc; specifically,
it suffices if i.r.(D) > 9 (JR]). Proposition C.1 now follows due to Remark A.1. O

Remark C.1 Given a disc D = D(0, p) such that i.r.(D) = f > (14 )2, we may compute
s =n+1—1i(p(x),D) by solving Task r of Appendiz B for r = (1 + v)p and for any
A < w. The cost of the solution is Oa(n(1 + g)logn), where g is defined by (B.4)-(B.6), so
that g = O(h + loglogn), [compare (B.4) with (C.1)]. This implies an alternative proof of
Proposition C.1, provided that the cost bound in its statement changes into Oa(gnlogn).

D Analysis of Algorithm 6.1 and 6.1a.

We will next analyze Algorithm 6.1 and will prove its correctness. With no loss of generality,
we will assume that o = 0 and that we are given an f*-isolated disc D = D(0, R) containing
exactly k zeros of p(z), z1,...,2k, 1 < k < n, R being an upper bound on 7,41-x(0).
[Indeed, we may reenumerate the zeros of p(z) and may shift from any disc on the complex
plane to the disc D by shifting the variable x.] Thus we have our initial relations:

Y =2R, || <R, j=1,...,k (D.1)
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|z;| > f*R, j=k+1,...,n. (D.2)
We now designate that
W= = V= 3 — 0.3
e~ x — z;’ _ T — 2z
J=1 J=k+1
and deduce the equation
p'(z)/p(z) = Q(z) + V(). (D.4)

Since we may choose the value ¢ arbitrarily close to Y, we will simplify our analysis by
assuming that t =Y = 2R.
Now recall that D,,;, denotes the minimum disc that is equivalent to the disc D and

contains the zeros z1, 2, ..., 2k of p(z), so that
Doin = D(Xmin, Rmin)y, Rmin = (r.r.(D))R, Xpmin € D. (D.5)
Let us denote
q(z) =z - k/Q(z), ¢ =q(b), (D.6)
Az) = (x — q(2))V(2)/k, A=A(). (D.7)

We will next prove two auxiliary results.

Lemma D.1 The complex point q(z) of (D.6) lies in the closed disc D pin provided that x
lies outside D and that Q(z) # 0.

Proof. Set y,(2) =1/(x — z) and let Dy = yz(Dmin) denote the image of the disc Dyin,
that is, Dy = {y2(2) : 2z € Dmin}. Since y,(z) is the reciprocal of a linear function in
z and since & € Dinin, we apply a known result from the analytic function theory ([Ah])
and deduce that D, is a disc. On the other hand, y.(z;) € D,, for j = 1,2,...,k, since
2j € Dpn, for j = 1,2,..., k. Therefore, the average value Q(z)/k = (1/k) 25:1 Y= (25)
lies in D,. The inverse map, ¥, (w) = x — 1/w, transforms D, into the disc Dyin, and
therefore, g(z) = y; 1 (Q()/k) € Doin. O

Lemma D.2 u — ¢ = (t — ¢)A/(1 + A), where u, q, t and A satisfy the equations (6.1),
(D.6) and (D.7).

Proof. Due to (6.1) and (D.4), we have
u=u(t) =t—k/(Q(t) + V(¢)). (D.8)

Deduce from (D.6) that Q(t)/k = 1/(t — q), substitute this expression into (D.8) and obtain

that 1 t—q
Ry s S 7 1y A o Y
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p_t—a _tA+gq

1+A  14+A°
Therefore,
tA+gq
TITTIA T
tA—gA  (t—q)A
1+A  1+A
Hereafter denote that
Rzzj:nll?.?f:,k|x—zj|, D, =D(z,R;), forx=1t, x =u. (D.9)

Next obtain the following estimate:
Lemma D.3 Lett & D.in, Q(t) #0. Then

(R:/R)*

R,/R <2Rpin/R+ ——— ,
/ IRt R/ RO

(D.10)

where
u= R|V(t)|. (D.11)

Proof. By definition of D, in (D.9), z; € D, j =1,...,k, and, therefore, Dy;,, C Dy,
for x = ¢, x = u. Consequently, R, — 2R,;n, < |t —a| < R, if @ € Dypyipn. On the other
hand, ¢ € D, due to Lemma D.1 and since ¢ = ¢(t), t € Dpmin, Q(t) # 0. Therefore,
R, —2Rpin < |z — q| < R, for z =t and z = u. Combine the former of these inequalities,
for x = u, with the equation of Lemma D.2, then apply the latter of them, for z = ¢, and
obtain that R, — 2Rpmin < |u—¢q| = |t —q| |A/(1 + A)] < RA/(1 + A)|. To estimate
[A/(1 4 A)| from above, set x = t, apply the equations (D.7), recall that |t — ¢| < Ry, and
deduce that

Al = [t —q| [V()[/k < R|V(1)|/F,

/I1+ Al <1/(1 = |A]) S1/(1 = RV (#)]/K)-
Combine these bounds on |A| and 1/(14]A|) and obtain that |1+AA| < %. Substitute
the latter inequality into the upper bound on R, — 2R,,;» above and obtain that

RV (#)]

Ru - 2Rm1n S )
k— RV (t)]

which immediately implies (D.10). O
The next lemma extends Lemma D.3.
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Lemma D.4 For a fized positive e, let

1

6= <1/3, (D.12)
=2/~ DR/ —B)—3) =
Then
R,/R <6(R:;/R)’ < R;/R . (D.14)
Proof. From (D.10) and (D.13), obtain that
(R:/R)*p (R:/R)
1-2/e)R,/R < = . D.15
Next obtain from the equations (D.3) and (D.11) that
- 1
< - <(n- in |t — 2.
HER =y S (= BR/mint - 2]
j=k+1
The relations (D.2) and ¢t = 2R imply that |t — z;| > (f* — 2)R, for j > k. Therefore,
< - k
n< g

Substitute this bound into (D.15) and obtain that
(R:/R)
(f*=2)k/(n— k) — (R:/R)

We have R; < 3R, since t = 2R, and will choose f* such that (f* — 2)k/(n — k) > 3. Hence
we obtain that

(1-2/e)R,/R <

(R:/R)

(f*=2)k/(n—k) -3
Substitute the expression for 6 from (D.12) and obtain that R,/R < 6(R;/R)?, and, the-
refore, R,/R < R;/R, since # < 1/3 and R; < 3R. This completes the proof of (D.14).
O

Correctness of Algorithm 6.1 follows, and, moreover, O(loglog(R/<)) its recursive steps
suffice, since, for f* > 2+ 6n(e — 1)/(e — 2) and for e > 2, the inequality of (D.12) holds,
and we may recursively apply Lemma D.4.

Finally, we will analyze the convergence of the computed values w to the disc Dn
provided that we shift from Algorithm 6.1 to Algorithm 6.1a, by replacing the equations (6.1)

n 1

by (6.3). The transition from (6.1) to (6.3) amounts to subtracting V*(z) = >27_, 1, v
7
from both sides of the equation (D.4), which gives us that

q(z) = p'(z)/p(z) = V*(z) = Q(z) + V(z) — V"(2).

(1-2/¢)R,/R <
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The analysis of Algorithm 6.1 is extended, with the replacement of V'(z) = 3°7_, | ﬁ by

n

V@) -V = Y (et = Y

Prs Pt T — 25 Pars (a:—zj)(m—z;‘)

The resulting increase of the estimated convergence rate is quantitatively expressed by the
following relations for the main parameter 6 of Lemma D.4:

0= ! <1/3

(1=2/e)((f* —2)%k/(n—k)=3) = "~

In other words, the statement of this basis lemma should remain unchanged, except that,
in the expressions for 6, the quantity f* — 2 should be replaced by (f* — 2)2. This enables
us to preserve the quadratic convergence of the algorithm even where the upper bound on
the initial isolation ratio f* for the disc D decreases from f* > 2 + 6n(e — 1)/(e — 2), for
Algorithm 6.1, to

f*>2++/6n(e—1)/(e—2), (D.16)

for Algorithm 6.1a. This enables us to save about 50% of the preceding iterations of Algo-
rithm 5.1, for large n, at the expense of performing 3(n — k) additional operations, for each
evaluation of u via (6.3), rather than via (6.1).

E Isolation Ratio of an Auxiliary Disc.

Claim E.1 The disc D defined at Stage 8 of Algorithm 6.1 is f-isolated for f > 2.38 provi-
ded that N is chosen sufficiently large in the applications of Algorithm 3.1 to Algorithm 6.1.

Proof. Note that, in the applications of Algorithm A.1, we have r*(X) — 7(X) =
rn(X), for any complex X, as N — oo. Since 7*(X) lies close to 7(X) = r,(X), for any
complex X and for a sufficiently large N, we will simplify our estimates and our notation by
assuming that 7*(X) = r(X), for all X, throughout the proof. In particular, we will write
r(u) instead of 7*(u) and r(vy,) instead of r,(vy) and 7*(vy), h = 0,1,2,3. We will now use
these assumption and definitions in the following relations, basic for our proof:

r(vp) < |op —u|+r(u) =9r(u), h=0,1,2,3, (E.1)

r(vp) + 7(Vh+2 mod 4) = 7 > 15r(u), h=0,1 (E.2)
(see description of Stage 6 of Algorithm 6.1). Consequently, we have

r(o) > 6r(u), h=0,1,2,3, (E.3)

Hereafter, for h = 0,1,2,3, let v, denote the intersection point of the two line segments,
[an, Br] and [vh, Vrt1 mod 4] (see Figure 4). We will also designate that

Zh = |Vh+41 mod 4 — Ui/,
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Yn = |vn — V),
wy, = |ap — vh| = |Br — val,

for h = 0,1,2,3 (see Figure 4) and will let w;, denote the angle between the lines passing
through the pairs of points (v, Vh+1 mod 4) a0d (Vh+1 mod 4, Q4 ), SO that £ = 7(Vh41 mod 4) COSWh,
Wh = 7(Vh41 mod 4) Sinwp. Our next objective is to prove that

mpV2 = min{z + wn, yn +wp} > 5.951198575r(u). (E.4)
We first observe that
(zn + wh)2 = x% + w% + 2zpwp = r2(vh_|_1 mod 4) (1 + 2sinwy, coswy,) =

72 (Vh41 mod 4) (1 +5in(2wy)) < 3672 (u) (1 + sin(2wy))

[compare (E.3)]. We now note that sin(2wy,) takes on its minimum value where r(vy) = 6r(u),
7(Vht1 mod 4) = 97(u). Therefore, my+/2 is bounded from below by x;, + w) provided that
Zp, Yyn and wy satisfy

r(vn) = o3 + wi = 36r%(u),

7%(Vh41 mod 4) = Ypp + wj, = 81r%(u).

Subtracting these equations from each other gives us that
yr — x3 = 451 (u).
Recall (6.2) and obtain that
Un +zn = 8V2r(u), yn —xn = 45r2(u)/(yn + xn) = 457(u)/(8V2).
>From these two equations we have
zn = (4v/2 — 45v/2/32)r(u) = 83r(u)V/2/32.
Consequently,
w? = 36r%(u) — 2 = (36 — (83)%/2%)r%(u) = 11543r2(u)/2°,

(wp, 4+ 21)/V2 = (83 + V11543)r(u)/32 > 5.951198575r(u),

which implies a lower bound of (E.4) on my, for all h. On the other hand, for the radius p
of the disc D defined at Stage 8 of Algorithm 6.1, we have

p < (8r(u) — mhin ma)V?2,

and therefore,
p < 2.8975r(u). (E.5)
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Now let d denote the minimum distance from the disc D to the points By, 31, B2 and
53. Then
d>2 mhin Wh,. (E.6)

On the other hand, the distance from D to the nearest zero of p(z) lying outside D is at
least d (see Figure 4). Therefore,

ir(D)>14d/p. (E.7)
Finally, we observe that w, reaches its minimum value, where

zn = yn = (4V2)r(u),

(V) = 7(Vh41 mod 4) = 67(w)

(see Figure 4). In this case,
W =12 (Vhs1 moaa) — T2 = (36 — (4V/2)2)r? (u) = 4r2(u), wy = 2r(u).
By combining the latter lower bound on w;, with (E.5)—(E.7), we obtain that
i.r.(D) > 1+ 4r(u)/p > 2.38,
which proves Claim E.1. O

Remark E.1 The proof of Claim E.1 can be extended to show that the disc D is f-isolated
for some constant f > 1 already for any N > 32 (we omit the details of estimating such f).
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F Figures.

Figure 1: Isolation and rigidity ratios for squares. i.7.(S(X,r)) > R/r, r.r.(S(X,R)) > r/R.
The dots show all the zeros of p(x) lying in the larger square. They also lie in the smaller
square.
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Figure 2: Turan-Weyl’s algorithm. The dots show all the zeros of p(x) lying in the large
square.
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Figure 3: 16 smaller suspect squares at Stage g + 2 versus 10 larger ones at Stage g of
Turan-Weyl’s algorithm.
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Figure 4: r(vn) + 7(Vh42 moa 4) > 157(u) for h = 0,1; D), = D(vp,r(vy)) for h = 0,1,2,3;
xo = |v1 — |, Yo = |vo —vo|, wo = |ao —vo| = |vo — Bol-
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