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Abstract: This paper demonstrates how graph rewrite systems can be used to specify and generate
program optimizations. For termination of the systems we develop some new rule-based criteria,
defining exhaustive graph rewrite systems. We also define stratification of graph rewrite systems
which automatically selects single normal forms for many non-deterministic systems. To illustrate
the technology we specify parts of the lazy code motion optimization. For the resulting graph rewrite
system classes a uniform evaluation algorithm is given. On the basis of this method the optimizer
generator OPTIMIX has been developed. It is one of the first tools which can be used to specify
analysis and transformation uniformly and we present compilation time results of generated optimizer
components.
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languages, visual programming

(Résumé : tsup)

I would like to thank Martin Jourdan and my other colleagues from the group OSCAR at INRIA Rocquencourt.
During my post-doc year they provided an excellent environment to write this paper. Berthold Hoffmann (University of
Bremen) proof-read the paper, and proposed the term ezhaustive graph rewrite systems to replace an earlier, more ugly
name. Carol-Ina Trudel helped me to improve my English. An previous, much restricted version of this paper appeared

in [AB96]. This work has partly been supported by Esprit project No. 5399 COMPARE.

* Uwe.Assmann@inria.fr. From Nov. 96 on: University of Karlsruhe, Institut fiir Programm- und Datenstrukturen,
Vincenz-Priessnitz-Str. 3, 76128 Karlsruhe, Germany, assmann@informatik.uni-karlsruhe.de

Unité de recherche INRIA Rocquencourt
Domaine de Voluceau, Rocquencourt, BP 105, 78153 LE CHESNAY Cedex (France)
Téléphone : (33 1) 39 63 55 11 — Télécopie : (33 1) 39 63 53 30



Systemes de réécriture de graphe pour optimisation de
programimes

Résumé : Cet article explique comment les systémes de réécriture de graphe peuvent étre utilisés
pour spécifier et générer des optimisations de programmes. Pour la terminaison des systémes, nous
avons développé de nouveaux critéres sur les régles, en définissant des systémes de réécriture de
graphe exhaustifs. Nous avons également défini la stratification des systémes de réécriture de graphe,
qui permet de choisir automatiquement une unique forme normale pour de nombreux systemes non-
déterministes.

Pour illustrer cette technique, nous spécifions quelques étapes du probléeme d’optimisation du
déplacement de code paresseux. Nous donnons pour les classes résultantes un algorithme uniforme
d’évaluation. Le générateur d’optimiseurs OPTIMIX a été développé sur la base de cette méthode.
C’est 'un des premiers outils qui traite uniformément des analyses et transformations. Nous présentons
quelques résultats de temps de compilation des composants d’optimiseurs ainsi générés.

Mots-clé : Générateur de compilateurs, optimisation de programmes, spécification, stratification,
langages de haut niveau, programmation visuelle
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1 Introduction

Writing an optimizer for a programming language is an error-prone and tedious task. In order to
shorten development time, to facilitate validation, and to improve maintainability, a methodology
for specification and generation of optimizers is highly desirable. However, until now specification
methods handled only subtasks of program optimization, or they led to optimizers which executed too
slowly, or they were closed systems which were tied to a specific environment or intermediate language.

This paper demonstrates how graph rewriting can be used for specification and generation of
program optimization. The central idea of our method is to regard all information in an optimizer
as a set of graphs. Program objects, intermediate code instructions, and predicates over the entities
of the program are all represented either as nodes or edges in these graphs. Program analysis and
transformation are performed by graph rewriting. Typically, analyzing programs means enlarging
graphs with new edges which represent the information, while code transformation means rewriting
graphs by deleting and attaching subgraphs. Thus the optimization process is divided into a sequence
of graph rewrite system applications, starting from the intermediate representation given by the front-
end, and resulting in an intermediate graph which is handed over to the back-end for code generation.

However, when trying to specify program optimization with graph rewrite systems, we may easily
specify systems that neither terminate nor yield unique normal forms. Thus our paper defines some
new rule-based termination criteria, termination by edge addition and termination by subtraction.
They result in the class of exhaustive graph rewrite systems. Furthermore, we develop stratification of
graph rewrite systems, which automatically selects a stratified normal form for many non-deterministic
systems. This technique is especially important for the specification of program optimization which
requires negation, deletion and addition of arbitrary subgraphs. This often results in non-deterministic
systems delivering non-expected results. Stratification selects normal forms which are rather natural
because the selected derivations retain subgraphs which are otherwise deleted.

A practical method for generating optimizer components will be judged on three criteria. First
it must be able to express a broad range of program analysis and transformation problems. We
demonstrate this by specifying several parts of the lazy code motion analysis and transformation
[KRS94]. Second the generated algorithms must run efficiently so that the components can be used
in practical optimizers. Thus we have developed a uniform evaluation algorithm for the given rewrite
systems, which works efficiently on directed sparse graphs and often results in linear or quadratic
algorithms. Third the specification method must be flexible and provide an open system. Our method
can handle arbitrary source and intermediate languages because the shape of the graphs is specified
in a data model. The optimizer components can be generated in standard programming languages,
and may easily be integrated with existing front-ends or back-ends.

The structure of the paper is as follows. First we demonstrate the use of graph rewrite systems
by a short example, the collection of intermediate code expressions. This can be described by a
very simple graph rewrite system, and we give an idea of which code can be generated to execute
it. Section 2 defines our notion of graph rewriting and exhaustive graph rewrite systems. Section
3 defines the stratification of graph rewrite systems. Then we present important parts of the lazy
code motion optimization, including syntactic equivalence of intermediate expressions (section 4.2),
global data flow analysis (section 4.3), and the transformation phase (section 4.4). Section 5 deals
with the uniform evaluation algorithm, states its cost for our examples, and gives a short overview
of other evaluation methods. Section 6 describes practical experiences with our method. In order to
demonstrate its validity the optimizer generator OPTIMIX has been developed. It is one of the first
tools which can be used to specify program analysis and transformation. It has been used to generate
several prototypical optimizer parts in the compiler framework CoSy (Esprit project COMPARE)
[AAvS94], and we present some figures concerning their efficiency. We conclude the paper with a
section about related work and an outlook on future work.
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Figure 1: COLLECT-EXPRESSIONS: Collection of expressions from the statement lists

Input: Node domains Proc. Relations Blocks, Stmts, Exprs
Output: New relation A11Exprs

/* Enumerate all objects of Proc, Block, Stmt, Expr */
forall p € Proc do (1)
forall b € p.Blocks do (2)
forall s € b.Stmts do (3)
forall e € s.Exprs do (4)
/* Redex found. x/
p-AllExprs += e;

Figure 2: An algorithm solving COLLECT-EXPRESSIONS

1.1 Motivation

This section presents a short example. We specify a graph rewrite system that attaches all expressions
in the statement list of a procedure to the procedure object. The simple graph rewrite system in
Figure 1 consists only of one rule: COLLECT-EXPRESSIONS-1. The figure contains the rule in two
forms. To the left the original rewrite rule is drawn. If a rule only adds edges, we can also use a
shorthand form, which draws the rule invariant part only once, and the added edges are dashed. This
simplifies the specifications.

We assume that the intermediate representation provides the object types Proc, Block, Stmt, and
Expr, as well as the directed relations Blocks, Stmts, and Exprs. COLLECT-EXPRESSIONS-1 attaches
all expressions of all statements in a procedure into a directed relation A11Exprs: if an edge Blocks
exists between a procedure Proc and a block Block, and there is an edge Stmts from Block to a
statement Stmt, and there is an edge Expr from Stmt to an expression Expr, then there will be an
edge Al11Exprs from Proc to Expr. Thus the only action which COLLECT-EXPRESSIONS performs is
to add edges of label A11Exprs to the host graph.

Our aim is to generate optimizers and optimizer parts automatically from specifications. Thus,
given this graph rewrite system, a practical optimizer generator should generate an executable proce-
dure to be embedded into a compiler. OPTIMIX is such a tool, and Figure 2 contains the layout of the
code it generates for COLLECT-EXPRESSIONS. For our example we assume that the given relations
are represented as sets of neighbor sets in objects (directed graphs with embedded neighbor sets). As
all objects, which may be matched by COLLECT-EXPRESSIONS-1, must be reachable from a procedure
via the depicted relations, we simply generate several loops over the relevant neighbor sets. In our
case the rule test condition is very simple: whenever we have enumerated a suitable permutation of
nodes (a redez), we draw an edge between the current Proc-node and the current Expr-node. If we
look at the resulting algorithm superficially, it has cost O(|Proc||Blocks||Stmt||Expr|). However, in
most intermediate representations the mentioned relations form a tree-like structure which partitions
the objects. Thus we get a linear algorithm in the number of expressions.

INRIA
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Figure 3: We regard the optimization process as a sequence of graph rewrite system applications.
Thick boxes are phases which are generated from specifications.

1.2 Overview of the method

When we specify program analysis and transformation with graph rewriting we attain a uniform view
of the intermediate language and the analysis information: everything is represented as graphs, and all
actions are done by graph rewriting. Moreover, we can split and coalesce specifications easily, which
enables modular composition of program optimizations. However, when we increase the number of
rules, we may easily specify non-terminating or non-deterministic systems. Thus it is better to di-
vide the optimization process into a sequence of graph rewrite system applications which are separate
and thus smaller (Figure 3). Each of these graph rewrite systems generates a procedure in the im-
plementation language of the compiler, and this procedure is called from the main compiler routine
appropriately. The optimization process starts with a graph given by the front-end, which is the abs-
tract syntax tree or the intermediate code sequence. First program analysis is performed. Typically
this is divided into several graph rewrite systems, among which are one or several data-flow analyses.
Then the transforming graph rewrite systems can be applied. After some iterations of analyses and
transformations the modified code is handed over to the back-end.

The advantages of this scheme are the following. First, a suitable split into smaller graph rewrite
systems isolates non-confluence effects and/or resolves non-termination. Second, for smaller systems
we can often generate linear or quadratic algorithms because smaller rewrite systems often have a
lower order than bigger ones (section 5). Third, this division breaks the optimization task down into
component problems which can be solved independently. If we do not find a graph rewrite system for
a certain task, or some developed system turns out to be too slow, we can always substitute it by a
hand-written algorithm. In any event, this is the case for the front-end and the back-end; they are
implemented as usual.

In order to make this scheme work, all specified and hand-written algorithms have to refer to a
uniform data model of the intermediate representation. Therefore the first step of the method consists

RR no2955
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of developing a data model or graph schema for the intermediate representation [Sch91] [SWZ95]. We
have to model the following:

1. the types of graph nodes. Among these are intermediate code instructions such as expressions,
statements, loops, and procedures. Also previously analyzed information can be encoded in
nodes of graphs, e.g. variable definitions, or expression equivalence classes.

2. the types of graph edges (relations). We have to model all predicates we wish to infer about
the program, i.e. the relations between the objects of the intermediate representation. Some
examples are relations such as classical flow dependencies, equivalence relations, calling relations,
or control flow relations. Also the information the front-end produces, e.g. expression tree
pointering or statement lists, must be modeled.

Before we demonstrate the power of our specification method with several examples we define some
theory which ensures that the given graph rewrite systems behave properly.

2 Termination orderings for GRS

This section defines our notion of graph rewrite system, some new termination orderings, and stratifi-
cation of graph rewriting. The resulting graph rewrite system classes can be used not only for program
analysis but also for transformation. First we define some new classes of terminating graph rewrite
systems, called edge-additive, edge-subtractive, and subtractive graph rewrite systems. A subclass of
edge-additive systems are edge addition rewrite systems [AB95b]. Then we present a stratification heu-
ristic for graph rewrite systems, which gives a unique semantics to many non-deterministic systems.

2.1 Graph rewriting
2.1.1 Graphs

Throughout this paper we consider rewritings of directed, relational, and labeled graphs.

Definition 1 Let X be a finite set of constants, the labels. X is the disjunct union of two sets
Y = Xy UZXg, the node and edge labels. Then a (relational) ¥-graph G = (N, E,nlab) consists of
the following.

1. N is a finite set of nodes.

2. Nodes are labeled with labels from X by a function nlab: N — Y. We call a node with label |
l-node. The set Nj = {n € N|nlab(n) =1} C N of all I-nodes forms a node domain.

3. The edges E C (N x N x X) ={E; C N X N}iex,, is a family of binary relations over N x N,
where each edge e € E is labeled by a | € . We call an edge with label | l-edge.

Implicitly associated with G are several functions. elab : E — X g projects an edge to its label.
The functions source, target : E — N provide source and target nodes for edges. We say that e € E is
incident to source(e) and target(e) while source(e) and target(e) are adjacent. All adjacent nodes of a
node are called its neighbor set. The function in-degree: N — IN of a node is the number of incoming
incident edges in-degree(n) = |{e € Eltarget(e) = n}|. Similarly define the function out-degree to
be the number of outgoing incident edges out-degree(n) = |{e € E|source(e) = n}|. A node with
in-degree(n) = 0 is called root. If necessary, we index the components of a Y-graph G = (Ng, Eg,
nlabg), extend the functions nlab and elab to sets of items, and use in-degree and out-degree restricted
to specific edge labels.

INRIA
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Contrary to other approaches in the literature we do not deal with arbitrary multi-graphs. Because
E C (N xNxZXg), between two nodes several edges are allowed, however, their labels must be distinct.
For the purposes of optimization it is not necessary to allow several edges of the same label between
two nodes: edges represent predicates on their source and target node objects, and a predicate either
holds or does not hold. However, it is very important to have different relations because we want to
represent different kinds of information. On the other hand, although attributes for nodes may be
introduced, this is left out for the sake of simplicity. If designed carefully (only integer values, only
matching in rules), node attributes do not change the results obtained in this paper, because they can
be seen as extension of the node label set X .

Several operations on Y-graphs are standard extensions of set operations over nodes and edges. A
Y-graph G = G1 UGy is called union of G; and Go, if G = (Ng, U Ng,, Eg, U Eg,,nlabg, Unlabg,).
Similarly define the X-graph-intersection N and the X-graph-inclusion C. The difference G = G1 — G»
of G and Gs is G = (N = Ng, — Ng,, E|n, nlabg,|n)- The set of all $-graphs over ¥ is called £*.
The set of all $-graphs over a fixed set of nodes N, LY := (L¥|n, U, C), forms a finite lattice.

A Y-graph-morphism g : G — H consists of two functions gy : N¢ — Ny and gg : Eq — Fpy
which fulfil two conditions:

label preservation Vn € Ng : nlaby(gn(n)) = nlabg(n), Ve € Eg : elaby (gr(e)) = elabg(e)

incidence preservation Ve € Eg : sourceg,(gr(e)) = gn(sourceg,(e)), targetg,(gr(e)) =
gn (targetg, (e))

If both gy and gg are injective, ¢ is called injective. If both gy and gg are surjective, ¢ is called
surjective. If g is injective and surjective it is an isomorphism. gn/gp are often extended to sets of
nodes and edges. If clear from context, gn/gg are also called g. We often write gG instead of ¢g(G)
to save brackets.

2.1.2 Graph rewrite rules

In order to define graph rewrite rules and to allow some more expressiveness for their left-hand sides,
we first have to extend the definition of a 3-graph.

Definition 2 A X7-graph J = (N, E, nlab,negated) is a X.-graph, augmented by a function negated :
E — IB which tells whether an edge e of the graph is negated (negated(e) = true). J has a related
Y-graph JP°° with all negated edges stripped (JP°* = (N, E — {e € E|negated(e) = true},nlab). The
set of all X7 -graphs is called L.

A graph rewrite rule 1 = (L O K C R) consists of a left-hand side L € L>, a rule invariant
K € L% (interface graph) , and a right-hand side R € L* (Figure 4). Negated edges are only allowed
in left-hand sides; they are used to test the absence of subgraphs. In the given figures of graph rewrite
rules we annotate a node by its label, and if necessary by an identification number, in order to identify
the same nodes on left- and right-hand sides. Each rule also has a name (here Rs-1). We also use the
following terms:

RR no2955
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Figure 4: Above: Left- and right-hand side. Down left: rule deletion items. Down middle: rule
invariant K. Down right: rule addition items

Teft hand side L Tight hand side R

g g
transforned redex gR

Figure 5: Relating of a rule and a redex with the occurrence g

rule test nodes)
rule test edges)
rule test node labels)
rule test edge labels)

Siest(p) .= ytest | ptest rule test labels)
N"™(r):= Nk rule invariant nodes)
E(r) = Eg rule invariant edges)
Z?Z}”(r) := nlabg (Nk) rule invariant node labels)
S (r) == elabg (Ex) rule invariant edge labels)
Tino(p) := Sine Y in

rule addition nodes)
rule addition edges)
rule addition node labels)
rule addition edge labels)
rule addition labels)
rule deletion nodes)

Nadd(y) := Np — Ng

r) :=nlabr(Ng — Nk)
¥4 (p) := elabp(ERr — Fx)
yadd(p) .= xadd () y Ko ()
N%(r):= N — Ng

(
(
(
(
(
(
(
(
(
(rule invariant labels)
(
(
(
(
(
(
(
(
(
(

E%*(r) .= B — FEx rule deletion edges)
ndel(y) := nlaby(Np — Nk) rule deletion node labels)
Ndel(y) .= elabr,(EL, — Exk) rule deletion edge labels)
Ndel(r) := ndel(r) U eel(r) rule deletion labels)

2.1.3 Rule application
A rule r = (L D K C R) is applicable to a ¥-graph G, the host graph, if the following conditions hold:

(t1) matching (subgraph test) Find an injective ¥-graph-morphism ¢ : LP*® — G, called occur-
rence. g(LP°) is called redex, its nodes redex nodes, its edges redex edges. Because LP°® is used,

negated edges from L are neglected, and we also abbreviate it to gL. gL need not be an induced
INRIA
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Figure 6: GRS: a simple graph rewrite system

subgraph of G, i.e. if gy (Np) is the set of redex nodes from gL, not all linking edges of nodes in
gn(INp) need to be in gL. The graph G — gL is called rest graph. Edges from G — gL into gL
may exist (hidden edges, dangling edges).

(t2) negated edge test (e = (ni,n9,l) € Er,negated(e) = true) = —3(gn(n1),gn(n2),1) € Eg,
i.e if an [-edge in Ej, is negated, between the corresponding nodes in gn(Ny) no l-edge may
exist.

(t3) relation completeness test e = (n1,n2,1) € E%(r) : (gn(n1),gn(n2),1) € Eg i.e. not all
edges which the application of » would add are already in G.

If r is applicable,  derives from G the X-graph H by performing the following steps in order (direct
derivation G — H):

(al) redex edge deletion All redex edges matched by rule deletion edges are deleted: E¢g := Eg —
gu(E*(r))

(a2) hidden edge deletion All redex edges are deleted which are incident to nodes matched by rule
deletion nodes: Eg := Eg — {(n1,n2,1) € Eg|n1 V ny € gn(N¥ (1))}

(a3) node deletion All redex nodes matched by rule deletion nodes are deleted: Ng := Ng —
gn (N (r))

(a4) node addition A set of new nodes corresponding to N%%(r) is added to G: Ng := NgU{n|m €
N®dd(r), nlabg(n) = nlabr(m)}

(a5) edge addition A set of new edges corresponding to E%4(r) is added to G, if they are not
already in G: H := (Ng, Eg U {(gn(n1),9n(n2),1)|(n1,n2,1) € E*}, nlabl;) where nlabg has
been appropriately extended. Eg and Ey are sets, i.e. after the application of r there will still
be only one l-edge between gn(n1) and gn(n2), so that H is a well-formed ¥-graph.

2.1.4 Graph rewrite systems

A (relational) graph rewrite system G = (S, Z) consists of a set of graph rewrite rules S and a ¥-graph
Z (the aziom). The set of all graph rewrite systems is called GRS.

Figure 6 contains an example of a graph rewrite system. Rule GRS-1 adds a b-edge between two
nodes with labels A and B which are linked by an a-edge (a5). GRS-1 is not applied if there is already

RR no2955
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an b-edge (t3). GRsS-2 adds an e-edge between two A-nodes (a5) which are not already linked by an
c-edge (t3). Because we use an injective occurrence ¢ in rule application condition (t1), g(A:1) and
g(A:2) must be different. GRs-3 removes a C-node (a3) together with an incoming f-edge (al) and
allocates a new D-node (a4) with incoming g-edge (a5). Figure 7 shows an occurrence of GRS-2 in a
possible host graph. The rule matches a non-induced subgraph containing the redex nodes A:1 and
A:2.

In this paper we use a specific graph rewrite approach. None of the approaches reported in the
literature seems to meet the execution efficiency criteria which are required for program optimization.
This concerns embedding of rules, gluing conditions, and hidden edges. We restrict the rule application
conditions to those that can be tested in constant time when a set of nodes of the host graph is under
investigation. Thus we use invariant rule embedding [BFG95], i.e. we do not allow hidden edges to be
redirected, split or coalesced. Redexes always refer to a fixed number of nodes and edges. More liberal
embedding mechanisms would form additional rule application conditions. Although this resembles
the algebraic approach [EKL90], we do not use its gluing condition because it prohibits hidden edges
to nodes which are deleted. To test whether hidden edges exist is rather expensive on directed graphs
because we have to look up sources of incoming edges at every rule application. Hence rule applications
need not be pushouts in the category of graphs and a rule does not always have an inverse. However,
this is not important because we are only interested in rewriting and not in parsing.

Some of the approaches reported in the literature are not appropriate because they use induced
subgraph tests instead of matching. If — for the application of a rule — all linking relations between
nodes were to be enumerated, specifications would be rather difficult to read and write. Realistic
optimizer specifications will work on an enormous amount of relations over the object types of the
intermediate representation. We estimate that a full-fledged optimizer will use about 30 - 100 object
types and around 100 - 500 relations. Also induced subgraph tests prevent specifications from being
extended easily; if new relations are added to host graphs, formerly matching rules suddenly need not
match anymore [BFG95]. With matching, we can abstract from all non-relevant relations. However,
if nodes are deleted, all incident edges of the node must also be deleted. Section 5 clarifies how this
can be done with linear execution cost.

2.1.5 Derivations

Let be G = (S, Z) € GRS. A derivation in G is a sequence of ¥-graphs Gog —,, G1 —py ... =, Gp,
linked by direct derivations under rules r; € S. We say that G,, is derivable from Gy (Gy N Gr).
If there is no r € S which can be applied to G,,, G, is called a normal form of G. A derivation is

INRIA
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terminating if n is finite, otherwise non-terminating. If all derivations in G are terminating, G is also
called terminating.

Two alternative direct derivations of rules 1 = (L; 2 K7 C R;) and 9 = (L 2 K3 C Ry) from S
are called independent, if they can be interchanged: G3 «, G1 —,, G3 = 3H : Gy —,, H «—,, G3.
Otherwise they are called an overlap. The following definitions hold for G and its direct derivation
relation —. G is called strong confluent if VG1,Go, G3 € Y-graph : Go — G1 — G3 = JH : Gy —),
H ) (3 where A is the reflexive closure of —. This is at least the case if all pairs of direct derivations
are independent. G is called confluent, if VG1,Gq,G3 € L : Gy & G1 5 Gy = 3H : G, > H & Gs.
G is called convergent if it is terminating and confluent [DJ90]. Such systems deliver a unique normal
form [New42]. Graph rewrite systems with several normal forms are called non-deterministic.

2.2 Termination by edge addition

A set of graph rewrite rules S terminates on a finite axiom Z if every derivation step adds some
edges to a particular relation. At last when this relation is complete the derivation process must stop
because we only allow one edge with a certain label between two nodes.

Definition 3 (Edge-additive rule) Let be G = (S,Z) € GRS. Define forr = (L O K C R) € S the
set of edge-addition-termination labels

OL(r) := {l € 2% (r)|Ve = (n1,n9,1) € E*M(r) : nlabg(n,), nlabg(ny) & T (r)}
the set of termination-subgraph node labels
On(r) := {l € Sy|Ve = (n1,n2,m) € B*“(r),m € ©4(r) :
nlabr(ni) =1V nlabg(ng) =1}

the termination-relations in Z

Er(r) = {e € Ezl|elabz(e) € O%(r)}
the set of termination-subgraph nodes in Z

Nr(r) :=={n € Nz|nlabz(n) € On(r)}

If @E(r) # 0, i.e. there are rule addition edges which are only incident to rule invariant nodes, r
15 called edge-additive.

An edge-additive rule r with N4 (r) = N4€(r) = Ede(r) = () is called edge addition rule because
it only adds edges.

An edge-additive rule adds at least one rule addition edge which is only incident to rule inva-
riant nodes. The label of this edge (these edges) denote a (set of) relations of the host graph (the
termination-relations) which are being completed during the applications of the rule. This provides
the basis for edge-additive graph rewrite systems:

Definition 4 (Edge-additive graph rewrite systems) G = (S,Z) € GRS is called edge-additive
ifVT'l = (Ll D Kl C Rl),’r'z = (L2 D K2 C RQ) €S:

V(ny,n9,l) € E“dd(rl),l € @E(Tl) : nlabg, (n1),nlabg, (ny) ¢ E%id(m)

i.e. all rules are edge-additive and no rule adds nodes to the termination-subgraph nodes of another
rule. Then define the set of edge-addition-termination labels of G

049) = J o5
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and the termination-subgraph of G to be the subgraph of Z

T:=(Np:= U Nr(r), Ep = U Er(r),nlabz|n,)
reS reS

The set of all edge-additive graph rewrite systems is called AGRS.
A graph rewrite system with edge addition rules is called edge addition rewrite system (EARS).
The set of all edge addition rewrite systems is called EARS.

In edge-additive graph rewrite systems we can identify a subgraph of the axiom, the termination-
subgraph. Its nodes carry labels from (J,cg On(r), its edges from ©%(G). Rules may manipulate
arbitrary nodes and edges, except that each of them only adds edges to the termination-subgraph.
Thus the termination-subgraph is being completed and the system terminates. EARS are very specific
graph rewrite systems because they only add edges to graphs [A895b]. We clearly have EARS C AGRS.

Theorem 1 (Termination of AGRS) Let be G = (S,Z) € AGRS. G terminates on finite Z.
If T = (Nr, Er,nlaby) C Z is the termination-subgraph of G and ©%(G) is the set of edge-addition-
termination labels, a derivation in G has at most |©%(G)| - |[Nr|? steps.

Proof: (1) G € EARS. Starting from Z, a derivation d = G % H of G forms an ascending chain in
(EJEVZ,U, C) because the rules of G only add edges. Due to rule addition action (a5) edges are added
only once. Thus every direct derivation leads to another Y-graph in (E%Z ,U, C). Because (E%Z, U,C)
is finite, the chain of the derivation is noetherian. Thus G terminates on Z.

(2) G € AGRS—EARS. Because G adds and deletes items, the inputs of direct derivations need
not be subgraphs of the results, and the derivable graphs do not form a lattice. However, every
graph derivable from Z contains a subgraph which is restricted to the termination-subgraph nodes
Np C Nyz. Consider this set of subgraphs (E%T, U, C), and an arbitrary direct derivation G —, H.
G has a subgraph G’ € [,]EVT. Because r must add an edge to a termination-relation of G, H has a
subgraph H' € £%T C H which is the result of applying r to G'. G’ € H' holds in [,]EVT. Therefore
each derivation d = Gy — G; — ... — G, in G has associated an ascending chain of subgraphs of
the G; in L%, ,Gy C G} C ... C G,,. This sequence is always finite because LY, is finite. Thus d
terminates, and also G.

In both cases the number of edges in a complete graph over Ny C Nz with |©F(G)| relations is
limited by |©£(G)| - |Nr|?. Because every direct derivation adds an edge, its length can be at most
©5G)] - |NT|*.

[

As an example consider the graph rewrite system in Figure 1. Because we have N%%(COLLECT--
EXPRESSIONS-1) = @ = N%(COLLECT-EXPRESSIONS-1) = E%(COLLECT-EXPRESSIONS-1),
COLLECT-EXPRESSIONS is an EARS. We have ©%(COLLECT-EXPRESSIONS-1 ) = {AllExprs},
O N (COLLECT-EXPRESSIONS-1) = {Proc,Expr}. COLLECT-EXPRESSIONS terminates on a finite in-
termediate representation.

Figure 8 contains two other examples. Although TGRS adds nodes, a derivation terminates when
the relation terminator is complete. We have ©}(TGRs-1) = {terminator}, O y(TGRs-1) = {A}.
Figure 9 depicts how a derivation in TGRS behaves: each rule application adds an edge to the
termination-subgraph, while its nodes are left untouched. In contradistinction NTGRS additionally
creates A-nodes. Thus there is no termination-relation and a derivation may be non-terminating.

Because the given termination criterion relies on the features of the rules alone it can be decided
in an optimizer generator. EARS which do not use negation in their left-hand sides, are not only
terminating, but also strong confluent, and thus convergent [A895b]. They can be used to specify
intraprocedural distributive data-flow analysis [A895b]. Because EARS only add edges, they operate
on the complete lattice of relations over the nodes of the axiom. Each direct derivation enlarges a
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Figure 8: An edge-additive graph rewrite system with the edge-addition-termination label terminator
and a non-terminating graph rewrite system

Figure 9: A derivation in the edge-additive graph rewrite system TGRS
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relation and a derivation forms an ascending chain in the lattice. Because rule applications can be
interchanged arbitrarily, each rule models a distributive function, and the EARS models a distributive
data-flow framework [AB95b]. Thus, finding a normal form of an EARS over an axiom is similar to
finding a fixpoint in a distributive data-flow framework: we apply all rules to the host graph until a
fixpoint, the normal form, is reached.

2.3 Termination by subtraction

We also can use edge or node deletion to achieve termination.

Definition 5 (Subtractive rule) Let be G = (S,Z) € GRS. Define forr = (L O K C R) € S the
set of edge-subtraction-termination labels

04 (r) := {l € %" 3(ny,n9,1) € E¥(r),
nlabr(n1), nlab(n2) & SK4(r),1 & SE(r)}
the set of termination-subgraph node labels
On(r) := {l € Tx|Ve = (n1,n2,m) € E¥(r),m € O,(r) :
nlabr(n1) =1V nlabr(n2) =1}
the set of node-subtraction-termination labels
O (r) =S¢ (r) - SH(r)
the termination-relations in Z
Er(r) :=={e € Ezlelabz(e) € ©5(r)}
the set of termination-subgraph nodes in Z
Nr(r) := {n € Nz|nlabz(n) € On(r) UOy(r)}
If ©4(r) #0, r is called edge-subtractive. If ©y(r) # 0, r is called node-subtractive.

Similar to edge-additive graph rewrite systems our aim is to define a termination-subgraph
from which items are subtracted until the system stops. Its nodes and edges carry labels from
Ures (On(r) UOL(r)) (edge-subtractive systems) or from J,cg (©x(7) UON(r) UOL(r)) (subtrac-
tive systems):

Definition 6 (Edge- and subtractive graph rewrite systems) Define for G = (S, Z) € GRS the
set of edge-subtraction-termination labels of G

0p(9) = | ex(r)

r€S

and the set of subtraction-termination labels of G

07 (9) = |J ez uex()
res
G = (S,Z) € GRS is edge-subtractive, if Vr; = (L1 D K1 C Ry),r9 = (Ly D Ky CRy) € S :

A(n1,n2,1) € E*(ry), nlabr, (n1), nlabr, (n2) & L4 (r2), 1 & SE4(r2)}
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1.e. all rules are edge-subtractive and every rule has an edge-subtraction-termination label whose in-
cident node labels are not added by any other rule.

G = (S,Z) € GRS is subtractive, if all rules are edge-subtractive or node-subtractive Vry = (L1 2
K; C Rl),TQ = (Lz DKy C Rg) €S:

(3(n1,n2,1) € B*(r1), nlabr, (n1), nlabr, (ne) & S5 (r2), 1 € S5 (r2))
V(3 € Oy () : 1 & 3% (ry))

1.e. every rule has a subtraction-termination label which is not added by any other rule.
Then define the termination-subgraph of G to be the subgraph of Z

T:=(Np:= U Nr(r), By = U Er(r),nlabz|n,)
res reS
The set of all edge-subtractive graph rewrite systems is called ESGRS. The set of all subtractive
graph rewrite systems is called SGRS. We have ESGRS C SGRS. The union of edge-additive and

subtractive graph rewrite systems is called the class of exhaustive graph rewrite systems XGRS :=
AGRS U SGRS.

In a subtractive graph rewrite system each rule may manipulate arbitrary nodes and edges, except
that it also deletes items from the termination-subgraph. At latest when this subgraph is empty the
system terminates. In an edge-subtractive system every rule deletes at least one edge with a label from
©4(G) from the termination-subgraph. The set ©(G) may be empty. Hence these systems form the
counterpart of edge-additive systems.

Theorem 2 (Termination of SGRS) Let be G = (S, Z) € SGRS. G terminates on finite Z.
If T = (Np, Ep,nlaby) C Z is the termination-subgraph of G and ©~ is the set of subtraction-
termination labels, a derivation in G has at most |©~|-|Nr|? steps.

Proof: The number of nodes in T C Z is |Nr|, and the number of edges with |©,(G)| edge-
subtraction-termination labels is at most |©(G)| - [Nz |?. Thus the length of any derivation in G may
be at most |©~| - | Np|3. ]

As example consider Figure 8. If rule TGRS-1 is reversed, Figure 9 displays an example derivation
in reverse direction: each rewrite step is edge-subtractive.

2.3.1 TUsefulness

Exhaustive graph rewrite systems rely on the fact that all implicit redexes in the host graph are
reduced step by step. The rewrite process is always tied to a termination-subgraph which is either
completed or consumed. Edge-additive systems create new redexes, but there are at most as many
redexes as the number of edges in the termination-subgraph. Subtractive rewrite systems are even
more restricted: they do not create redexes but only destroy them. Therefore exhaustive graph rewrite
systems can only be used to specify algorithms which perform a finite number of actions depending
on the size of the host graph. In fact this is the case for many code optimizations, especially for
code motion and replacement algorithms: after calculating the places of code transformations, they
perform the transformation for each of the places once. Thus they reduce a number of redexes which
is proportional to the size of the host graph, and the transformation stops after a finite number of
actions.

[Plu95] presents a termination criterion which is also based on subtraction (called consumptive
graph rewrite systems). This criterion is more general than ours because it characterizes the exact
conditions for a graph rewrite system to be terminating. However, it is based on features of derivations
and not on features of rules alone. This is indispensable for use in an optimizer generator because the
generated algorithms must terminate on any input graph. Plump’s criterion also uses multi-graphs
(multiple edges with the same labels between two nodes). Hence he cannot define a criterion similar
to edge-additive termination.
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3 Stratification of graph rewrite systems

If a terminating graph rewrite system is not confluent, it delivers a correct, but arbitrarily selected
result. Often it would be useful to have a technique to automatically select one of these. To this end
we transfer the concept of stratification from DATALOG™ (DATALOG with negation) to graph rewrite
systems [CGT89b]. Stratification orders the rules into a list of rule sets (the strata). When the rules
are executed along this order they yield one unique result. In a lot of cases this turns out to yield a
rather natural semantics of the rewrite system.

Stratification takes dependencies of the rules into account. While in DATALOG™ these are only
due to negation, in graph rewrite systems they are additionally caused by arbitrary manipulation of
items. Here the major idea is to defer the application of rules that delete objects or use negation.
First we enlarge the axiom as much as possible, then we apply negation rules, and finally we execute
rules that delete objects. Using this heuristic we are able to apply more rules that construct or test
subgraphs. We conclude that subgraphs are absent only if they really cannot be derived, preferring
longer derivations over shorter ones.

3.1 Rule dependencies in graph rewrite systems

A rule of a graph rewrite system may have several effects on a node domain or a relation: test (),
test absence (negation,n), add (a), and delete (d). A dependency between two rules consists of a pair
of these effects, e.g. add-add/aa or add-delete/ad. These pairs form relations between the rules and
span up the rule dependency graph (RDG) of a graph rewrite system.

Definition 7 (Rule dependency graph (RDG)) Let be G = (S,Z) € GRS, r € S, € . Let
EFF = {t,a,d,k} be a set of relations between rules and labels defined as follows:

t(r,1) <= 1€ 3% (r) U {lle € E**(r),1 = elab(e), negated(e) = false}

n(r,1) <= e € E*(r),] = elab(e), negated(e) = true
a(r,1) =1 € 2%4(y)
d(r,1) <=1 € 2% (r)

The following defines a set of rule dependency relations for a pair of effects x,y € EFF and two rules
ri,r9 €S
Opy(11,72) <= 3l € T : z(r1, 1), y(ra, ).

The relations 6it, Otn, Ont und dnn are called harmless. The relations daq, Oat, Ota are called generating.
The relations 6iq, Oan, Oad, Ond, as well as their inverses dg4¢, 6na, 0da, and 64, are called stratifiable.
The relation 64q s called non-stratifiable.

With Sy := 0 and g := {t,n,a,d}? the rule dependency graph (RDG) of G is the X-graph

RDG(G) := (S, 6aa U bat U 6tq U ban U baq U bpg U dgq, 0)

The first component of a dependency specifies the effect of the first rule on a node domain or
relation, the second component that of the second rule. E.g. if 6;4(r1,72) holds for some rules ri, 79,
then the r; tests a node or edge label which 7y deletes. A stratification would apply = in an earlier
stratum than r9 because 79 prevents r1 from being applied. Stratification relies on the fact that only
one rule involved in an overlap deletes the redex of the other rule. Then rule applications may be
ordered such that concerning one rule either no or as many redexes as possible are destroyed.

Table 1 shows how the heuristic handles the different combinations of rule effects, and which of
them are integrated in the RDG. Harmless dependencies (64, 6ty 0nt und 6,,,) between rules can be
neglected for the stratification because they do not prevent that corresponding direct derivations can
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dependency (r1,7r9) | class remark

test-test bt harmless not in RDG
test-negation Oin, harmless not in RDG
test-add Ota generating bat in RDG
test-delete 6t stratifiable r1 first
negation-test Ont harmless not in RDG
negation-negation 0, harmless not in RDG
negation-add Ona stratifiable ro first, 84, in RDG
negation-delete Ond stratifiable rq first

add-test but generating

add-negation Oan stratifiable rq first

add-add bua generating

add-delete Oud stratifiable r1 first

delete-test bdr stratifiable ro first, d;4q in RDG
delete-negation Odn stratifiable ro first, 6,4 in RDG
delete-add Oda stratifiable ro first, 8,4 in RDG
delete-delete bda non-stratifiable

Table 1: Dependencies between rules

be interchanged. Also generating dependencies (644, 04¢) do not lead to overlaps. However, they have
to be considered in the stratification because they generate redexes for other rules. &y, is considered
in its inverse form 0.

Stratifiable dependencies indicate that their rules may form overlaps, in which the application of
one rule destroys the redex of the other, but not vice versa. The heuristic is to first execute those
rules which add subgraphs, followed by those which test on non-existence of subgraphs, and finally
those which delete subgraphs. Thus we consider for the RDG only the relations 6:q, dan, 644, and
0na (and thus also their inverses d4t, Ona, 0da und d4,). This strategy retains redexes for rules which
test the existence of subgraphs. Rules that test non-existence of subgraphs are applied less. As many
subgraphs as possible are derived from the axiom, and the non-existence of a subgraph is concluded
only if it is really not derivable from the axiom. Thus the stratification process yields a rather natural
semantics of the rewrite system.

The dependency 644 is not stratifiable because its rules may produce overlaps in which the appli-
cation of each rule destroys the redex of the other (mutual exclusion). This means that no reasonable
order for a stratification can be found.

3.2 Stratification of graph rewrite systems

This section gives a fundamental theorem about normal forms in stratified graph rewrite systems.
Although a stratified graph rewrite system may not be convergent, its rules can be ordered such that
a single normal form results.

Definition 8 (Stratification of a GRS) Let be G = (S,Z) € GRS. A stratification of G is a parti-
tion of S into a list of sets of rules (strata) [Si,...,Sy], so that the following conditions hold for the
relations of RDG(G):

Let be r1,79 € S. If 11 € S; Ay € Sj, then

1. _‘6dd(T1 , 7‘2)
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2. bat(r1,72) V baa(r1,72) => 1 < j
3. 6ta(r1,79) V ban (11, 72) V 6aa(r1,72) V Opa(r1,m2) =0 < j

If there is a stratification for S, G is called stratifiable. The set of all stratifiable graph rewrite systems
s called STRGRS.

Condition 1 excludes that a stratifiable graph rewrite system contains non-stratifiable rules. Condi-
tion 2 means that if there is a generating dependency between a rule 1 and a rule ry, then rs must be
evaluated in the same or in a later stratum than r;. Condition 3 means that if there is a stratifiable
dependency between r; and 7y, then ro must be evaluated in a later stratum than r;. Equivalent to
this condition is, that edges in the loops of the RDG must not be stratifiable dependencies. If so, rules
that delete parts of the graph or test the non-existence of parts, depend recursively on each other.
Then our stratification heuristic cannot find an execution order.

Theorem 3 (Stratified convergence) Let be G = (S,Z) € STRGRS, and S’ = [S1, .., Sn] a strati-
fication of S. Let every S; € S’ terminate. Suppose every rule of S; does not form overlaps with itself
on Z. Then S; yields a unique normal form.

Suppose every stratum S; € S’ has a unique normal form. Then G is called stratified-convergent.
If the strata are computed in stratification order, this process selects a single normal form for G, the
stratified normal form.

Proof: All strata of G are assumed to terminate. Within a stratum only harmless and generating
rule dependencies are allowed. Rules with such dependencies never form overlaps, i.e. their direct
derivations are always independent. Additionally, if each rule does not form overlaps with itself (this
is at least the case if its redexes do not overlap), all pairs of direct derivations from rules in the stratum
may be interchanged directly. Thus the stratum is strong confluent and with [New42] yields a unique
normal form.

If all strata of G yield a unique normal form, and if the strata are computed in stratification order,
also the whole derivation process delivers a single normal form. [

The above heuristic is a generalization of the stratification of DATALOG™ to graph rewrite systems.
The rule dependency graph of a DATALOG -program results as a special case of our RDG and only
contains relations with add- and negation-effect on edges [CGT89a).

Whereas the stratification process deals well with overlaps between different rules, the absence of
overlaps for single rules can only be decided if a host graph is given. If a rule deletes items and can
be applied competitively on two overlapping subgraphs, these form an overlap and the corresponding
stratum does not yield a unique normal form. Thus a stratification on the rule set may be possible, but
whether a stratified normal form exists can only be checked by investigating the direct derivations on
the host graph. However, we expect that this does not disturb specification of program optimizations.
An experienced user is able to assert whether there are overlaps concerning one single rule because he
knows about the shape of the intermediate representation. Even if this is not possible, stratification
reduces the number of solutions enormously.

4 How to use graph rewrite systems for optimization

This section demonstrates how graph rewriting can be used to specify important parts of the lazy code
motion optimization. We consider local analysis, global analysis and transformation. We employ all
the developed theory: termination is essential and stratification already occurs with simpler examples
of data-flow analysis.

Lazy code motion moves intermediate expressions within a procedure. Its aim is to remove partial
redundancies, i.e. repeated computations of the same values. This is achieved by moving computations
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Figure 10: Moving an invariant expression out of a loop. Busy code motion with dotted edge, lazy
code motion with dashed edge

higher up in the code and re-using their results later in the program. The original algorithm (also called
busy code motion [MRT9]) pays especially in array-intensive computations because address expressions
often can be moved out of loops.

However, busy code motion introduces longer life-times for expression values, which may deteroriate
register allocation. Therefore lazy code motion was developed [KRS94]. It tries to reduce register
occupation (register lifetimes) as long as the number of computations is minimal. This is achieved by
computing two kinds of information. First the same information as in busy code motion is computed:
for each expression the earliest place in the code is determined for which the most re-uses are possible
and the most computations are saved (earliest information). Then lazy code motion tries to re-move
the expression computation downwards in the code, but only as far as no additional computations
have to be introduced (latest information). This means that for each expression the latest places in
the code are determined, which still are computationally optimal, but which yield shortest register
life-time of the computed value. Thus lazy code motion moves expressions up in the code as much
as possible (to save computations), and then moves them back as far as possible without duplicating
them (to reduce register life-times).

Figure 10 contains two loops (1) and (2) with two loop entry headers (LH1) and (LH2). Suppose
EXPR is a redundant expression in loop 2 and not invalidated in loop 1. While busy code motion would
move EXPR out of loop body (2) up into LH1 lazy code motion would move it into LH2. This results
clearly in a shorter register lifetime and a better register allocation.

Our example specification regards only one procedure. Interprocedural analyses are often more
complicated than intraprocedural ones. Instead of applying chaotic iteration to evaluate the rules
special evaluation strategies must be used. Thus modeling interprocedural analyses with graph re-
writing needs special specification mechanisms. On the other hand, all EARS-specifications model
distributive data-flow frameworks over finite power-sets. For these frameworks there exist several
simple interprocedural propagation methods, which could be applied [SP81] [KS92] [RHS95].

4.1 Designing the data model

Before we develop graph rewrite systems for program optimization, we have to describe how the graphs
of the intermediate representation look like. A data model of an optimizer has to specify all entities
of the intermediate language as well as all analysis information which is used for the transformations.
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Figure 11: Data model as higraph.

Our running example relies on the data model in Figure 11. The diagram is a higraph, i.e. an
extended entity-relationship-model [Har88]. Boxes denote object types, while box inclusion denotes
inheritance. The direction of the binary relations is indicated by arrows to their target domains.
n:m-relations are depicted by diamond boxes, 1:n-relations by triangles, and 1:1-relations by simple
arrows. We use object types, which appear frequently in intermediate representations, such as blocks,
statements and expressions. Several of them are generated by the front-end (Proc, Block, Assign,
LoadConst, Plus, Const) and form the basis for the optimization process. Others are generated by the
optimizer: AssReg- and UseReg- objects denote assignments and uses of registers (Register), objects
of type ExprClass denote syntactically equivalent expressions. Also the relations are only partially
produced by the front-end (Blocks, Stmts, Exprs, Left, Right). All others are the results of optimizer
components, i.e. computed by graph rewrite systems. Some relations are only 1:1 relations, such as
Left and Right, others are 1:n-relations, such as Blocks.

Some relations which the front-end generates have to be ordered (expressed by dashed boxes),
because the intermediate code obeys control flow constraints. In our definition of graphs we have
used only unordered relations. However, an ordered relation can be regarded as an unordered relation
overlaid by a second one providing the order. Thus we have to match both of them in a left-hand side.
The alternative would be to introduce graphs with ordered relations. Whereas this is no problem for
matching, the construction of ordered relations would need a special mechanism. Thus we assume that
ordered relations implicitly create a linearizing second relation, which must be matched additionally.
This is the style of PROGRES [Ziir95].

For an implementation this data model has to be transformed into a concrete data description
language, from which a uniform object handling package can be derived. More specifically, each
abstract relation must be annotated by a concrete representation class. To be appropriate, a data
specification language should provide an abstraction for relations. In the compiler framework CoSy
this is solved by the data description language fSDL [WKD94]. fSDL provides two kinds of relation
representations (template classes): bidirectional relations (such as Graph or EqGraph), and directed
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Figure 12: COMPUTE-EQUIVALENCE: Syntactic equivalence of expressions

relations (such as Set or List). Starting from the fSDL specification a uniform data access interface
is generated, which is used by all hand-written and generated phases of a compiler.

4.2 Expression equivalence (value numbering)

The first step of lazy code motion is to assemble all intermediate expressions of a statement list of a
procedure. COLLECT-EXPRESSIONS from section 1.1 can be used for this purpose. Because in our data
model the relation A11Exprs is denoted to be a set, the result of executing COLLECT-EXPRESSIONS
constructs a set of the procedure’s expressions. The result is unique because COLLECT-EXPRESSIONS
is an EARS without negation.

The second step of lazy code motion maps all syntactically equal expressions to each other. Fi-
gure 12 contains the core of a specification. In intermediate languages we distinguish two kinds of
expressions: those without operand expressions (leaf expressions), and those with operands (non-leaf
expressions). Among the former there are operators such as LoadConst, among the latter there are
such as Plus. We express the equivalence of two expressions by the relation eq. Two expressions are
equivalent if they use the same objects and their operands are equivalent. For LoadConst expressions
the used constant object must be equal (COMPUTE-EQUIVALENCE-1). For Plus expressions their ope-
rands must be equivalent (COMPUTE-EQUIVALENCE-2). For a complete specification of syntactical
tree equivalence of expressions we have to add similar rules for all subtypes of expressions.

COMPUTE-EQUIVALENCE is an edge addition rewrite system and does not use negation. Thus
COMPUTE-EQUIVALENCE is convergent. A stratification groups all rules into one stratum.

The information which expressions are equivalent can be used to reduce the number of objects
which have to be considered in global data-flow analysis. Because expression classes represent expres-
sions the data-flow analysis can be performed on the classes alone, taking some more modification
information into account (define/use/kill information). Thus the next step in the preparation of the
data-flow analysis summarizes all strongly connected components of the eg-relation into a set of ob-
jects, the expression classes (ExprClass). This can be specified with an exhaustive graph rewrite
system that allocates the objects, one for each partition, and then transitively links all reachable
expressions. Then data-flow analysis can be performed.

4.3 Global data-flow analysis

Because EARS may be used to model global distributive data-flow analysis they can be used to specify
lazy code motion analysis [KRS94] [A96]. This analysis relates the basic blocks of the control flow
graph to the expression classes of the program, representing the data-flow information in form of
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Figure 13: LeM-ANALYSIS: Data-flow analysis for lazy code motion: isolated, insert-out, replace-out.

the edges of several graphs. Here we present only the last two parts of the analysis: the recursive
equation system for isolation analysis and the non-recursive equation system which determines the
places of transformations at the end of blocks (Figure 13). The remainder of the analysis as well as
the initialization can be specified quite similarly.

Our example computes the predicates INSERT/REPLACE_QOUT which denote those block exits where
expressions are to be inserted or replaced. It uses the following predicates which are the results of
the first equation systems in [KRS94]. EARLIEST_IN/OUT denotes block entries/exits which are the
earliest points in the program where an expression is computationally optimal. LATEST_OUT denotes
those block exits where expressions have to be inserted latest to achieve shortest register lifetime and
computational optimality. Code motion can be performed using these predicates (almost lazy code
motion [KRS94]). However, often this is not sufficient. Also expressions are inserted which have only
one use. Such expressions should not be transformed because replacing the single use does not save
computations. These expressions are called isolated and are marked by the isolation analysis. We
represent this by the relations TSOLATED_IN/QUT.

Isolation analysis is done by rules LCM-ANALYSIS-1-6. An expression is isolated at the exit of a
block if it is either not computed and isolated at the beginning (LOM-ANALYSIS-1) or earliest at the
entry of all successor blocks. To specify this we would need all quantified variables. Although this can
be integrated the approach of this paper does not provide this. We can also rewrite the rules, expressing
that there should be no successor block where an expression is not earliest (LCM-ANALYSIS-2-3). Then,
an expression is isolated at the entry of a block if it is earliest (LCM-ANALYSIS-4) or isolated at the
exit of the block (LCM-ANALYSIS-5). Thus isolation at the entry and exit of a block is expressed by
recursive rules, defined over the successors of the block. This makes a fixpoint evaluation necessary.

Finally, rules LOM-ANALYSIS-6-8 compute the necessary predicates for a transformation. An
expression must be inserted at the end of a block, if it is latest, but not isolated there (LOM- ANALYSIS-
7). An expression is to be replaced at the end of a block if it is computed there (LCM-ANALYSIS-8)
and not isolated and latest (LCM-ANALYSIS-6).

The given graph rewrite rules relate almost one-to-one to the equations in [KRS94]. Thus specifying
global data-flow analysis with graph rewrite systems can be done in a very short time.
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Figure 14: The rule dependency graph of LCM-ANALYSIS. Edges are marked by effect-pairs and by
the labels which invoke them. Dashed edges denote stratifiable dependendies, i.e. transitions between
the two strata in a possible stratification

4.3.1 The role of stratification in data-flow analysis

For LcM-ANALYSIS — and the complete set of equations of lazy code motion — we have to use
negation. This easily destroys the confluence of an EARS [A95c|, and we have to apply stratification.
The rule dependency graph of our example is given in Figure 14. A stratification consists of two
strata of which the first is cyclic. One possible solution is [{LOM-ANALYSIS-1,. .., LCM-ANALYSIS-6},
{LcM-ANALYSIS-7, LOM-ANALYSIS-8}].

For the complete data-flow specification several stratifications exist. One of the possible solutions
consists of 4 cyclic and 3 non-cyclic strata, which corresponds exactly to the rule groups (equation
systems) from [KRS94]. Because no rule deletes anything, there are no overlaps concerning single
rules. According to theorem 3, executing the rules in the order of the stratification yields one normal
form. This is the data-flow information for lazy-code motion. If all rules of lazy code motion analysis
were included in one system, it would not be deterministic. In terms of data-flow analysis this means
that the combined equation system would not be distributive, but only monotone. It is interesting
that current data-flow analysis theory does not discuss this topic, instead the separation into equations
systems is always given ad hoc. Thus stratification also provides a systematic method for structuring
complex data-flow analyses.

4.4 Transformation

We conclude our examples by specifying some of the necessary transformation rules for lazy code
motion (Figure 15). We regard only the necessary relations for transformation at the end of blocks
(INSERT_OUT, REPLACE_OUT). These relations indicate the blocks where expressions should be inserted
or replaced. The first rule inserts an expression at the end of a block. It creates new statements which
compute the value of the expression and store it into a register. Edge INSERT_0UT is deleted in order to
prevent that LCM-TRAFO-1 is applied again. LCcM-TRAFO-2 replaces a partially redundant expression
at the end of a block whose expression class is marked by an edge REPLACE_QUT. The rule replaces the
redundant expression to a UseReg expression which re-uses the already computed value of the class
from the corresponding register. To simplify presentation we assume that only one expression is to be
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Figure 15: LoM-TRAFO: Insert and replace of an expression at the exit of a basic block
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Figure 16: The rule dependency graph of LCM-TRAFO. Edges are marked by effect-pairs and by some
of the labels which invoke them. Dashed edge denotes stratifiable dependencies

replaced per block. For a complete lazy code motion transformation similar rules for the beginning of
the blocks must be written.

LcM-TRAFO is edge-subtractive. Although its rules add items they do not produce any redex:
LcM-TRAFO-1 subtracts the edge INSERT_OUT and LCM-TRAFO-2 the edge REPLACE_OUT. Thus LcM-
TRAFO terminates.

LcM-TRAFO need not be strong confluent, because LCM-TRAFO-1 inserts and LOM-TRAFO-2
deletes expressions. However, due to the rule dependency graph in Figure 16 we can stratify it into
[{LcM-TRAFO-1}, {LcM-TRAFO-2}]. Execution along these strata first inserts as many expressions
as possible, and then replaces expressions. Each of the rules should not form overlaps with itself,
because each expression class is handled separately in the data-flow analysis and all transformations
can be carried out in parallel for each expression. Thus according to theorem 3 LCM-TRAFO is
stratified-convergent.

The following table summarizes the features of our graph rewrite system examples.

example termination normal forms #£strata
COLLECT-EXPRESSIONS | edge-additive convergent 1
COMPUTE-EQUIVALENCE | edge-additive convergent 1
LceM-ANALYSIS edge-additive stratified-convergent | 2
LcM-TRAFO edge-subtractive | stratified-convergent | 2
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4.5 Other specifiable optimizations

Other examples for optimizations which can be specified by graph rewrite systems are found easily
because the structure of lazy code motion is prototypical for a number of classical optimizations. We
expect that at least the following areas of optimization can be handled:

e other code motion algorithms

e dead code elimination

e strength reduction

e induction variable elimination

e simple alias analysis expressing alias equivalence relations
e control flow analysis

e copy propagation

e folding constant propagation

Optimizations, which rely on syntactical transformations of the code and do not need global
analysis, can be specified directly with graph rewrite systems:

e branch optimization

constant folding

constant propagation with partial evaluation [Bin94]
e idiom recognition [PP94].
e loop transformation algorithms such as loop unrolling

There exist specifications of optimization algorithms in the literature which use graph rewrite
systems (e.g. [Bin94]). It is probable that more subclasses of graph rewrite systems will be found
which are able to cope with more optimizations.

5 Meta-code-generation by the order algorithm

In this section we present a generic algorithm to execute an exhaustive graph rewrite system, the order
evaluation. In [AB9I5b] a variant of this algorithm was presented for EARS. Here it is extended to
handle (stratified) exhaustive graph rewrite systems. The idea of the algorithm is similar to a nested-
loop join in relational algebra: edge relations are joined to find all redexes in a graph. However, in
contrast to databases, order evaluation assumes a node-based, directed representation of the graph.
This is required for an optimizer because front-end and back-end rely on it and the optimizer has to
share data with them. In addition, the cost of the algorithm does not refer to the amount of edges in
a relation but only to the maximal out-degree of a node under a certain relation. Thus it works best
on sparse and width-limited graphs which are often encountered in program analysis. Finally, section
5.4 gives a short overview on other evaluation methods.
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5.1 Overview

Order evaluation is based on the notion that we will find all redexes of a rule if we consider all host
graph nodes, which can be homomorphic to root nodes of left-hand sides. Then the remainder of the
redexes is found by traversing neighbor sets, starting from the redex root nodes. In order to accomplish
this, the order of a set of rules has to be calculated, which is the maximal number of root nodes in
left-hand sides. If a left-hand side does not have a root, we choose an arbitrary node as artificial root,
normalizing the order to at least 1.

Definition 9 (Order of a rule set) Let S be a set of graph rewrite rules, r = (L 2 K C R) € S.
Define the signature sig(L) to the multiset of the root nodes labels in a left-hand side L. Define the
order k(S) to be the maximum of the cardinalities of sig over all left-hand sides, normalized to 1:

B(S) = max( max |sig(L)],1)

Let be G = (S,Z) € STRGRS, and [Si, .., Sn] a stratification of S. Then the order of G is

k(G) :== max k(S;)

1<i<n
We also call G a STRGRS(k).

Based on this definition [A95b] developed a generic evaluation algorithm for EARS. EARS-order-
evaluation works on directed graph representations and has complexity O(n**2¢P), where I the length
of the longest path of an edge disjoint path cover over all left-hand sides, p the maximal number of
paths in such a cover, n the maximal number of nodes in a node domain, and e the maximal out-degree
of a node concerning an arbitrary relation. For concrete rule sets k,l, and p are constant, and the
generated algorithms are polynomial. In program optimization many relations are one-valued, have a
fixed cardinality, are sparse, or are partitioned over some object domains. Hence linear or quadratic
algorithms often result.

In this paper we extend this algorithm to XGRS-ORDER in Figure 17. In contrast to EARS we not
only have to add edges, but also add nodes and delete items. XGRS-ORDER is always generated for
a set of rules, either for one stratum of a stratification or for all rules of a graph rewrite system. For a
stratification the generated algorithms have to be executed in the stratification order. XGRS-ORDER
is a generic algorithm because it depends on several parameters of the rules: some loops marked by
forall-const and can be unrolled for a concrete algorithm.

The algorithm consists of the following parts. First all nodes of node domains which can be deleted
are marked as valid. Then all permutations of possible redex root nodes are enumerated. We overlap
all rule tests which have a similar set of root nodes. To this end the rule set of a stratum S has to be
partitioned into a set of equivalence classes V. A rule r; = (L1 O K; C Ry) is equivalent to a rule
rg = (Ly O K9 C Ry), if sig(L1) C sig(Ly) or sig(Ly1) D sig(Lg). This expresses whether the tests for
the rules can be done together in loop (3). In the algorithm, k, is the maximal number of elements
in a signature in an equivalence class v € V. For every class v k, is always smaller or equal to order
k. Normally we have to embed the rule tests into a fixpoint loop (loop (1)). After the normal form is
reached, the host graph relations must be cleaned, i.e. edges to deleted nodes have to be deleted.

Then, for one single permutation of root nodes and for one rule, RULETEST finds all reachable
redexes, traversing neighbor sets. To this end an edge disjoint path cover of the left-hand side is stati-
cally computed. This is a set of paths which cover the left-hand side such that the paths intersect each
other only at their end points. RULETEST computes the cross product over all paths to enumerate
all reachable nodes. Thus RULETEST performs a nested loop join over the path problems of the
paths (loop (5)). For each permutation of nodes the rule application conditions (t1) — (t3) are tested,
and if successful, the rule actions (al) — (a5), except (a2) are executed. Deletion of hidden edge needs
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Input: Generic: rule set S with order k, rule classes V, path covers P(L) for all (L D K C R) € S.

Non-generic: host graph Z with termination-subgraph 7'.
Output: Non-generic: added relations

/* Marking nodes as non-deleted =/
forall n € N7(Z) do
n.deleted «— FALSE;
end
/= fixpoint loop: enumeration of redexes */
change «+— TRUE;
while change = TRUE do (1)
change «— FALSE;
forall-const v € V do (2)
forall (x1,...,2,,) € (N1 X ... x N, ) do (3)
/* tests of rules with overlapping signature */
forall-const 7 € v do (4)
/* Test rule r with roots x1,...,x, */
change < change or RULETEST(r, z1, ..., %k, );
end
/* Cleanup relations of graph x/
forall (y;,y;,a) € E7(Z) do
if y;.deleted then
Yi-@ —= Yj;
end
/* Rule test for all redexes that can be reached from root nodes */
procedure RULETEST(r = (L O K C R),z1,...,%k, ) return BOOLEAN
begin
change «— FALSE;
/* Cross product of all paths P; to P, € P(L) by traversal of x/
/* the neighbor sets, starting from root nodes x1,. .., &y, */
forall ((yll""zyll)z"'7(yP17"'7yP1) € (Pl X ... X Pp)zzly--')mk“) do (5)
/* First test join conditions... */

/* (t1) Test homomorphism x/
forall-const (n1,n2,a) € Er,n1 € N;,n2 € N; do
if y;.deleted or y;.deleted then (t1-a)
continue (5); /x Node has been deleted already =/
if y; € y;.a then (t1-b)
continue (5); /* Redex edge is missing %/
/* (t2) Test all negated rule edges */
forall-const e = (n1,n2,a) € Er,,negated(e) =TRUE,n; € Nj,n2 € N; do
if y; € y;.a then
continue (5); /* No redex here x/
/* (t3) Test whether all added edges are already there */
AllEdgesThere «— TRUE;
forall-const (ni,n2,a) € Eadd(r),nl € Nj,n2 € N; do
if y; € y;.a then
AllEdgesThere < FALSE;
if AllEdgesThere = TRUE then
continue (5); /+ Terminating relation is complete x/
/% ————  All tests passed: redex found. ——  x/
/* (al) Delete redex edges. x/
forall-const (ni,n2,a) € Edd(r),nl € N;,n2 € N; do
¥i-a —= yj;
/* (a3) Delete nodes by invalidation. /
forall-const nq, € Ndel(r),wu € N; do
y;.deleted «— TRUE;
/* (a4) Add nodes. x/
forall-const ny € N%%(r) nlabr(ni) =4 do
N; += new(i);
/* (a5) Add all edges of the rule =/
forall-const (n1,n2,a) € Eadd(r),nl € N;,n2 € N; do

Yi-a —= Yj;
change «— TRUE;
end
return change;

end

Figure 17: Generic algorithm XGRS-ORDER
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Figure 18: A edge-disjoint path cover for LcM-TRAFO-2 with two paths. Path 1 is drawn with normal
edges, path 2 with dotted edges

Input: Node domains Block. Relations Stmts, Exprs, REPLACE_OUT, Computes, InRegister
Output: Modified intermediate code: expressions replaced by UseReg expressions

/* Enumerate path 1 %/
forall block € Block do (1)
forall exprclass € block. REPLACE_OUT do (2)

register « exprclass.InRegister; /+ 1:1-relation %/

/* Join with path 2 %/

forall stmt € block.Stmts do (3)

forall expr € stmt.Exprs do (4)
if expr.deleted = TRUE then /x test on deleted nodes x/
continue ;
exprclassy < expr.Computes; /+ 1:1-relation =/
/* Join condition x/
if not exprclass = exprclassy then
continue ;

/* Redex found. Do the transformation */
expr.deleted <+ TRUE;
block. REPLACE_OUT —= exprclass;
expr.Computes «— NIL;
stmt.Exprs —= expr;
usereg < new(UseReg);
stmt.Exprs += usereg;
usereg.UsedReg « register;

Figure 19: Order evaluation for LcM-TRAFO-2

a special handling: if rule nodes have to be deleted, the corresponding redex nodes are invalidated
(a3), so that they are not considered anymore (t1-a).

For example consider Figure 18 which contains an edge disjoint path cover of LCM-TRAFO-2. This
rule results in the code in Figure 19. The outer loops (1) and (2) enumerate the path problem of
path 1, the inner loops (3) and (4) that of path 2. The paths are joined with a nested-loop-join
under the join condition exprclass = exprclassy in order to find the intersection of their enumerated
objects. Because LOM-TRAFO-1 is equivalent to LCM-TRAFO-2 concerning its signature, the test for
LcM-TRAFO-1 can be overlapped with the loop (1) of algorithm in Figure 19. This illustrates the
advantage of the algorithm: traversal of node domains of redex roots are overlaid.

5.2 The cost of XGRS-ORDER
The following theorem deals with the cost of an algorithm generated from XGRS-ORDER.

Theorem 4 (Evaluation of XGRS with XGRS-ORDER) Let be G = (S, G) € XGRS with order
k. Let [ the length of the longest path of an edge disjoint path cover over all left-hand sides, p the
mazximal number of paths in a path cover, n the maximal number of nodes in a node domain with an
arbitrary label, e the mazimal out-degree of a node concerning an arbitrary edge label. The addition
and deletion of an edge shall be performed in constant time.
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If G € AGRS has one stratum, it can it can be evaluated with a algorithm generated from XGRS-
ORDER in O(n*+2¢/P).

If G € SGRS has one stratum, or if G € AGRS has one non-cyclic stratum and one rule equivalence
class v, it can be evaluated with a algorithm generated from XGRS-ORDER in O(n*e'P).

If G € STRGRS it can be evaluated with the mazimal cost of one of its strata.

Proof: First assume that G has one stratum.

(1) Termination. If a fixpoint loop of XGRS-ORDER does not change the host graph, the algorithm
stops. (1la) G € AGRS. Then each loop adds at least one edge to the termination-relation of Z in action
(a5). When this is complete, the relation completeness condition (t3) is always false, and the algorithm
terminates.

(Ib) G € SGRS. Then either action (al) or (a2) will delete items from the termination-subgraph of G.
When it is empty, (t1) will not be true anymore and the algorithm will terminate.

(2) Correctness. XGRS-ORDER enumerates all permutations of root nodes of possible redexes. For
one single permutation of root nodes, RULETEST will find all redexes: starting from the root nodes, it
traverses all neighbor sets, using the path problems which are induced by the edge disjoint path cover.
Thus one fixpoint loop of XGRS-ORDER will find all present redexes in the host graph. New redexes
are handled in the next round. If G is convergent, XGRS-ORDER will compute the unique normal
form, otherwise it will select arbitrary solution, depending how the code of the concrete algorithm is
generated.

(3) Cost of one fixpoint iteration.

(3a) Redex root node permutations. The enumeration of all redex root node permutations costs O(nF),
as in the case of EARS order evaluation [A895b]. This is due to the fact that loop (3) enumerates the
cross product of £ node domains, and % is chosen maximally for all rule equivalence classes v € V C S.
Loop (2) and (4) handle all rules of G, but only once, and can be unrolled in a concrete algorithm.
(3b) Rule test. The cost for enumerating all redex nodes to a given set of root nodes, i.e. a nested loop
join over the path problems of the path cover, is O(e'?) for p paths with maximal length I. The actions
which have to be performed for rule tests of a terminating graph rewrite system all have constant effort
with regard to a given set of redex nodes. The actions for the test of a single redex, namely rule test
actions (t1) — (t3), the addition of new items and the deletion of redex items ((al), (a3) — (a5)) only
depend on the current set of redex nodes. Thus all relevant loops can be unrolled by an optimizer
generator and yield constant cost in a generated algorithm.

The main difficulty is the deletion of hidden edges linking the redex and the rest graph (a2). This
is not a problem if the host graph is implemented bidirectional. Otherwise, the sources of incoming
hidden edges must be looked up in the graph, which would mean additional cost O(n) for each incoming
hidden edge. XGRS-ORDER reduces this to a constant factor per redex test: it marks a node invalid
which must be deleted (a3) and tests during the rule test whether an invalid node must be neglected
(t1-b). This requires additional constant effort in redex testing, but avoids the search for sources of
incoming hidden edges. The cost of RULETEST is O(e'?).

(3c) Cost of cleaning up. At the end of the rewrite process the graph must be cleaned up, i.e. all
invalid edges are finally deleted. To this end all node domains and relations of deletable edges have to
be traversed once, i.e. a factor O(ne) is added which does not increase the total cost. Deleted nodes
may either be garbage collected or deallocated with an additional linear loop over all corresponding
node domains.

(4) Cost of fixpoint. If G € AGRS, each round of a fixpoint rule may add one edge to the termination-
subgraph. Thus the additional fixpoint cost O(n?) must be added.

For a subtractive graph rewrite system consisting of one stratum we do not need to perform a
fixpoint application of the rules because only existing redexes are reduced, and no new redexes are
produced.
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For a edge-additive graph rewrite system which is non-recursive, consists of one stratum, and all
rules fall into one equivalence class v, we are also able to reach the fixpoint in one iteration. To this
end we have to order the rule tests in the loops (2) and (4) along the dependencies of the RDG. This is
always possible if the RDG is tree-like (one non-cyclic stratum) and there is only one rule equivalence
class (then all rules can be overlapped). Then we will find all redexes in one iteration.

If the graph rewrite system is stratifiable, its cost is the sum of the cost of all strata.

[

We are able to use the order algorithm for graph rewrite systems because we use an invariant
embedding: we modify items only in the context of the tested and added nodes, and take special care
of the deletion of hidden edges. Allowing general embedding [Nag79] complicates the rule test and
leads to context-sensitive search during rule application. This enlarges the cost for the evaluation of
a graph rewrite system significantly.

5.3 Order evaluation for our examples

COLLECT-EXPRESSIONS has order 1. It is a non-recursive EARS. Because it contains one stratum,
adds only one edge, and has only one path in its left-hand side, the XGRS-ORDER algorithm collapses
to a simple nested loop over blocks, statements and procedures (Figure 1). According to the evaluation
theorem O(|Proc|e3) = O(|Proc||Block||Stmt||Expr|) would result. However, because expressions are
partitioned by procedures, blocks, and statements, we have O(|Expr|).

CoMPUTE-EQUIVALENCE has order 2, because both rules left-hand sides contain two roots. It
is recursive. A theorem in [AB95b] shows that because we deal with expression trees the fixpoint
computation can be avoided. Because Left and Right are l:1-relations, [ = 1 and p = 4 hold. Thus
for COMPUTE-EQUIVALENCE the cost O(|Expr|?e?) results. However, e is here much smaller than
|Expr| because the relation eq partitions Expr. If we neglect their cardinality, XGRS-ORDER results
in a quadratic algorithm in the number of expressions.

LcM-ANALYSIS has order 1, because Block is the only root node domain of all rules. Because
it is recursive, we have to apply fixpoint computation. Because | = 2,p = 2, we have complexity
O(|{Block,ExprClass}|?¢*). We can use a bit-vector representation for the relations, which results
in the standard round-robin iteration for data-flow analysis. Because bit-vector union/intersection
has linear effort in the number of expressions, a concrete algorithm has cost O(|Block|?|ExprClass| x
|Block||ExprClass|) = O(|Block|®|ExprClass|?). This rough estimate can be improved by taking the
loop nesting of the control-flow graph into account [Hec77].

LcM-TRAFO is non-recursive, because it does not create new redexes for itself. According to
the cost formula it has complexity O(|Block|'e?), because k = 1,1 = 3,p = 3. Then Computes,
Stmts.next, and InRegister are l:1-relations. Also expressions are partitioned over the blocks, i.e.
we need to loop only once over all expressions of a procedure. Thus the generated algorithm has cost
O(|Expr||ExprClass|).

The order of a graph rewrite system relies on the directions of the relations in the data model.
Choosing different directions may result in a different order. If we represent all relations with bidirec-
tional graphs, the order is always the maximal number of non-connected components in a left-hand
side, because bidirectional graphs do not have roots.

All exhaustive graph rewrite systems can be solved by order evaluation. For convergent systems
it delivers the unique normal form. For non-deterministic systems it delivers a correct, but arbitrarily
selected result. Thus we are able not only to specify analysis and transformation uniformly, but also
execute the specifications with a uniform execution mechanism.

5.4 FEvaluation with other methods

Because a convergent rewrite system yields unique normal forms, an evaluation algorithm is allowed to
interchange rule applications arbitrarily. This is the case for EARS, strata in stratified graph rewrite
INRIA
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systems, but also for DATALOG [CGT89b]. In fact, because termination is guaranteed, and all direct
derivations can be interchanged, the evaluation methods for the latter can be used for the former.
Thus the stratification theory of this paper lays the foundation that all DATALOG methods can be
used for EARS and stratifiable graph rewrite systems.

Numerous DATALOG evaluation algorithms have been developed. The fundamental methods are
bottom-up (forward-chaining, exhaustive) and top-down evaluation (backward-chaining). The former
computes all solutions at once, the later works incrementally and computes only one solution. In
graph rewriting the top-down evaluation corresponds to testing whether a single graph edge can be
derived. Bottom-up evaluation corresponds to the construction of all derivable subgraphs and edges,
i.e. to reduce to a normal form. Because we have used this strategy throughout the paper the order
algorithm is a forward-chaining algorithm. However, depending on the context of a specification each
evaluation method has its advantages in efficiency.

Order evaluation works naive, i.e. reconsiders old redexes in a new round of the fixpoint loop again.
This can be easily improved by applying semi-naive evaluation, which is known from DATALOG. This
method considers only new parts of the database in a new round, by memorizing which parts of the
database are new. The memoization can be done in different ways, e.g. by worklists of redexes or
marking of nodes.

Very prominent in DATALOG are also tabling methods (OLDT resolution, query-subquery eva-
luation), because they reuse partial solutions to cut down the search space [CGT89b]. Also rule
transforming schemes such as magic set transformation can be applied to the rules. This has the
effect, that tuples are pre-selected from the database before joins are performed. In our case it cor-
responds to narrowing down the node domains of the host graph. Finally, DATALOG databases with
special forms (acyclic relations) are also efficiently executable (counting method).

The main prerequisites for all these techniques are termination and interchangeability of rule
applications. Thus we should be able to use all of them for stratifiable graph rewrite systems. Order
evaluation works best if the host graphs are sparse; otherwise a DATALOG-evaluation method may
be more apt and more efficient. However, this reveals another strength of our specification method:
an optimizer generator can be instructed to use another evaluation algorithm without changing the
specification at all.

6 Practical experience

The last section is dedicated to practical experiences with the specification method. In order to
show the validity of the approach, the optimizer generator OPTIMIX has been implemented [A395a)]
[AB95c]. OPTIMIX takes graph rewrite system specifications in textual form and generates an order
evaluation procedure in plain C, which can be embedded in compilers. The tool has been used to
generate several optimizer components, especially some of a Modula-2 lazy code motion optimizer,
using several of the presented example specifications. The generated optimizer parts work on the the
intermediate language CCMIR (common COMPARE medium intermediate representation) [VvSL93|
for C, Fortran-90, Modula-2, and its parallel dialect Modula-P [VH92].

The first important point is the size of the specifications. Table 6 shows the approximate number
of rules for several examples. Because a specification of an analysis has to handle a lot of cases it
typically needs more rules than that of a transformation. Also, the considered analyses are quite
complex: e.g. lazy code motion data-flow analysis contains 7 equation systems.

Also the relation of generated and hand-written part in the optimizers is interesting. Because
OPTIMIX still has a lot of restrictions, several parts of the optimizer components are hand-written.
We estimate that with an industrial-strength implementation of the generator 90% of an optimizer
could be generated. Due to the fact that specifications are very compact the development time of an
optimizer should be greatly reduced. Equation systems such as LCM-ANALYSIS can be typed in in a
few hours. Also the generated optimizer algorithms can be validated quite quickly, supposed that the
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component approx. number of rules
expression equivalence classes 30
data-flow analysis reaching definitions 20
data-flow analysis live copies 20
data-flow analysis lazy code motion 40
transformation copy propagation 5
transformation lazy code motion 5

Table 2: Number of rules in some example specifications
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Figure 20: Compilation speed on the Stanford benchmark

generator generates correct code. Thus we estimate that about 50% savings in development time are
possible.

6.1 Optimization speed

In order to test the compilation speed of the generated components, we compared the runtime of the
Modula-2 compiler with and without optimization. For this test we compiled the Stanford benchmark
from Henessy and Nye, resulting in Figure 20. Row (1) depicts the runtime without optimizer, only
front-end and back-end. Row (2) adds the time of the analysis except global data-flow analysis and
transformation. This adds factor 5 to the runtime of the compiler. Row (3) additionally contains
the global data-flow analysis (factor 6). Row (4) contains the time with all generated components.
The compiler slows down about factor 9. For the transformation phase there is an alternative im-
plementation by hand, which results in row (5). This phase is not much faster than the generated
transformation phase, most time of the optimizer is spent in the generated analysis components.

If we compare this to gcc -O4 (6) and sun-cc -O3 (7), running on an equivalent C program,
they are much faster while performing more optimizations. Nevertheless, for an optimizer with ge-
nerated parts the results are quite encouraging. The lazy code motion optimizer performs a rather
computation-intensive optimization: it computes syntactical expression equivalence and 4 data-flow
equation fixpoints.

6.2 The speed of expression equivalence

Apparently the optimizer spents a lot of time in program analysis. This is due to the expression
equivalence algorithm. Most of the procedures in the benchmark translate quite fast, but there are
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Figure 21: Compile time with different number of expressions per procedure
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Figure 22: Compile time with different generated expression equivalence algorithms

two which contain up to 1400 expressions and these slow down the expression equivalence algorithm
enormously. Compared to that the data-flow analysis, also for large procedures, is reasonably fast.
This is assured by diagram 21 where several compilations of procedures with a different number
of expressions are shown. Curve gen-lcm depicts the compilation time with all generated engines,
hand-1cm that with hand-written transformation phase, and no-1cm everything except transformation.
If additionally the global data-flow analysis is skipped, we get curve no-dfa. We can see that global
data-flow analysis in all cases is quite fast.
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Apparently the order algorithm for COMPUTE-EQUIVALENCE is at least quadratic because it has to
compare expressions pair-wise (due to the two root nodes in COMPUTE-EQUIVALENCE-1/2). [AB95b]
shows that an index structure can be used to speed it up. It realizes a mapping between the used
constants and the using nodes. Hence it simulates virtual edges between the two root nodes of
CoMPUTE-EQUIVALENCE-1. Then COMPUTE-EQUIVALENCE reduces to order 1. Both algorithms
are compared in Figure 22, curve order-expr and curve index-expr. The algorithm with index
optimization uses a hash table index. It is faster for medium-sized procedures. Also the choice of the
hash function plays an important role. We experimented with different functions and hash table sizes.
Using a inappropriate hash function may slow the whole compiler down about factor 2. Thus it is
very important in practice to use index structures and to tune their performance.

Apart from that there are other meta-optimizations for COMPUTE-EQUIVALENCE. Currently
OPTIMIX does not exploit the fact that the equivalence for expressions can be computed bottum-
up in one pass because the operand relations Left and Right are tree-shaped [A95b]. Because the
system is recursive, the generator has to use a fixpoint evaluation algorithm. The fixpoint is reached if
no rule can be applied anymore. In the currently generated algorithm this needs a complete round of
rule tests on all expressions. Avoiding this we would gain at least another factor 2. Also the semantic
knowledge could be used that the constructed relation eq is an equivalence relation. Then the stan-
dard value numbering algorithm with cost O(|Expr||ExprClass|) can be generated which walks over
all expressions linearly and hashes them to their equivalence class [CCLT96]. Normally the number of
expression classes is small compared to the number of expressions, and an almost linear behavior can
be achieved. However, the generator cannot infer this from the specification. It should be asserted by
the optimizer writer. Thus, with an industrial-strength tool the generated optimizer parts could very
well reach the velocity of hand-written ones.

6.3 The influence of graph representations

We also measured the influence of the graph representations on the optimization time. To this end
a data-flow analysis component was run with a list- and a bit-vector-based implementation for the
data-flow sets. Both representations can be exchanged by changing the concrete class of the relations
in the fSDL data specification, and the generator adapts the code generation (of course hand-written
parts have to be adapted, too). The union and intersection operation on data-flow sets have different
cost: on bit-vectors they are linear and on lists they are quadratic. On the Stanford benchmark the
bit-vector implementation beats the the list-based implementation by factor 6. One could also try a
factored representation for the graphs [CCF94]. This should speedup data-flow analysis even more.

Thus the last step in writing an optimizer with graph rewriting consists of selecting the right data
representation for the host graphs. Only the data model has to be changed; the generator can adjust
its code generation automatically. This reveals a major strength of our method: the specification is
independent of the concrete representation of the graphs.

7 Related work

Termination of graph rewrite systems was first tackled in [Plu95]. However, the method of forward
closures relies on the features of a derivation, and cannot be proved regarding the rules alone. Thus it
does not seem not to be appropriate in our case. [Plu93b] [Plu93a] treat confluence of graph rewrite
systems, but again based on criteria of the derivations. Also, confluence alone is not sufficient for
program optimization: many problems are inherently non-confluent. Stratification goes beyond that:
it can handle overlaps of different rules automatically and yields normal forms which are quite natural.

Stratification was invented for DATALOG™ to handle negation. In the meantime a lot of other
methods have been developed [Ull94]. It is an interesting question which of them can be carried over
to graph rewrite systems. The idea that DATALOG can been used to describe data-flow analysis has
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also been discovered by [Rep94]. However, because our work constrains DATALOG to binary predicates
we arrive at a special subclass of graph rewrite systems, EARS. These can be extended very easily to
specify general transformations, which is not the case for DATALOG.

The algorithmic approach to graph rewrite systems is the most similar to ours. However, there
seems to be few work on the efficient automatic execution of terminating or convergent systems. The
language PROGRES [Sch90] [Ziir95] is its most advanced representative. However, PROGRES is
designed for an interactive user environment and not for batch processing. Currently it does not allow
for fixpoint computations, it is tied to an underlying database, and does not provide mechanisms for
rule overlapped execution, which is indispensable for program optimization. Nevertheless it provides
an excellent user interface and program environment.

UBS systems [Do6r95] provide a subclass of graph rewrite systems which can be handled more
efficiently. However, the described implementation is still too slow for program optimization. Our
method produces much faster algorithms: order evaluation of COMPUTE-EQUIVALENCE performs at
least 2400%/140 = 41000 redex tests/second (Figure 22)! Thus OPTIMIX should also provide one of
the fastest existing tools to execute graph rewrite systems.

Several other tools are known which can generate program analyses. Sharlit [TH92] and PAG
[AM95] generate efficient global data-flow analyses from lattice-based specifications. With both tools
users have to supply C code for the lattice elements and flow functions. Thus exchange of implemen-
tations is not so easy. Also the tools do not aid in the preparation of the global analysis. SPARE
[Ven89] follows the same approach, but uses a closed specification language. It is additionally tied to
the Synthesizer Generator. [Ste91] shows how data-flow analysis algorithms can be generated from
modal logic specifications. Although the powerful modal operators allow very short specifications, an
application in a real-life compiler is not yet known. All these tools allow for the specification of more
complex lattices and flow functions. However, we believe that our method is much more intuitive for
the average programmer because it relies on the familiar concept of graphs.

Only few approaches are known which integrate analyses and transformations. SPECIFY [Koc92]
additionally provides a proof language but was never implemented completely. GENESIS [WS90]
provided one of the starting points of this work. It allows powerful transformation specifications.
Preconditions can be specified in a variant of first-order logic. However, because fixpoint computations
cannot be specified, generation of data-flow analysis is not possible. Also the intermediate language is
fixed and the code generation scheme is quite ad hoc. Because our method is founded on the theory
of graph rewrite systems and DATALOG, it provides a more solid basis for generation optimizers.

Although term rewriting can be used for program optimization purposes, there are only few works
on it. [FRT95] applies it to program slicing, an analysis technique which filters out code parts which
are dependent on single statements. However, general criteria for termination and/or normal forms are
not given. Term graph rewriting [SPvE93] is a new technique to model and implement term rewriting
by graph rewriting on shared subterms. Most of this work is only applicable to directed acyclic graphs,
so that e.g. data-flow analysis cannot be described. Only [AA93] also allows cycles. This work defines
a criterion for strong confluence, and investigates semantic features of a graph rewrite system in order
to prove the equivalence of two graphs. Thus this work is somewhat orthogonal to ours.

8 Conclusion

The main contributions of the research described in this paper are the following. First several new
rule-based termination criteria for graph rewrite systems have been developed which define exhaustive
graph rewrite systems. In order to handle terminating, but non-deterministic systems, stratification for
graph rewrite systems has been defined. Using examples from lazy code motion we demonstrated that

1 This is a rough estimate because the numbers even comprise the runtime of the front-end and back-end. A quadratic
algorithm is assumed for the number of tests. In fact even more tests are done. To compare with arbitrary graph
transformation some cost has to be added, because COMPUTE-EQUIVALENCE only adds edges.
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stratified graph rewrite systems are apt to specify classical program optimizations. Next, a generic
evaluation algorithm for all exhaustive graph rewrite systems has been presented, which often leads
to linear and quadratic concrete algorithms. We have shown that our method works in practice by
giving some numbers of a concrete implementation of lazy code motion. Thus this paper proposes a
new method for the uniform specification and evaluation of program analysis and transformation.

Using graph rewrite systems, for the first time a uniform view on local, global analysis, and trans-
formation results. This facilitates the modular composition of optimizers, allowing coalescing and
separation at the specification level. Moreover, the stratification heuristic structures complex specifi-
cations automatically, e.g. complex data-flow analyses. Because the methodology covers a broad range
of analysis and transformation problems, is independent of the source and intermediate languages, and
leads to efficiently executing optimizers, it should greatly facilitate the development of optimizers.

This work associates program optimization, DATALOG, and graph rewrite systems. Program ana-
lysis can be seen as a process to query the intermediate representation, or as a process to infer explicit
knowledge implicit in the intermediate representation. On the other hand, exhaustive graph rewrite
systems extend DATALOG in a straight-forward way to handle transformations. Moreover, they can
be evaluated by DATALOG-algorithms. This provides a new approach for their efficient execution.

Future work will consider non-deterministic graph rewrite systems. It is interesting to investigate
how a rule-based cost function can be used to select better or best derivations. As in the case of
weighted term rewrite systems for codegenerator-generators [Emm92] such a method would lead to
generated optimizers which automatically improve the quality of their manipulated code. Finally,
stratified rewrite systems provide a powerful rule-based programming paradigm in which the control
flow is automatically computed as a result of the stratification. In contrast to logic programming,
stratified graph rewrite systems allow general data transformations. Hence they could extend standard
programming languages quite usefully.
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