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2 L. Finta, Z. Liu

Abstract: Consider a scheduling problem of parallel computations in multipro-
cessor systems. Let a parallel program be modeled by a task graph, where vertices
represent tasks and arcs the communications between tasks. An interprocessor com-
munication time incurs when two tasks assigned to two different processors have to
communicate. Such a scheduling problem has recently been studied in the literature,
mostly for the case where interprocessor communication times are fully determined.
In this paper, we consider the scheduling problem with communication resource
constraints. More specifically, we consider the case where all interprocessor commu-
nications take place on a network (communication medium) of bounded capacity.
We consider two variants of the problem: communications with independent-data
semantics or common-data semantics. We show that even for very specific subprob-
lems, viz. scheduling of general graphs on two processors and scheduling of binary
trees on infinite number of processors, the minimization of the makespan of parallel
programs in such a multiprocessor system is strongly NP-hard. We first establish
the results for the case of capacity 1, referred to as the single-bus system. We then
extend the results to the more general case of fixed communication capacities. As
a consequence, the general scheduling problem of parallel programs with communi-
cation resource constraints is strongly NP-hard. These results are to be contrasted
with the corresponding scheduling problems without constraint on the communica-
tion capacity, where the two-processor case has unknown time complexity and the
infinite-processor case is polynomial. Our results are also extended to the case of
broadcasting communications, and can be applied to multiprocessor systems with
shared memory.

Key-words: Scheduling, Makespan, Precedence Constraint, Bounded Communi-
cation Capacity, Resource Constraint, NP-completeness.

(Résumé : tsup)
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Complexité des problemes d’ordonnancement
des programmes paralléles avec capacité de
communication fixe

Résumé : Nous considérons un probleme d’ordonnancement pour les calculs pa-
ralleles dans un systéme multiprocesseur. Un programme parallele est représenté par
un graphe de tiches, ol les sommets représentent les tches et les arcs les communi-
cations entre les taches. Un tel probleme a été récemment étudié dans la littérature
dans le cas oll les temps de communication ne dépendent pas de I'état du systeme.
Dans cet article, nous considérons le probleme d’ordonnancement avec contrainte de
ressources. Plus précisement, nous étudions le cas oll toutes les communications ont
lieu sur un réseau de communication avec capacité bornée. Nous analysons deux
variantes du probléme : les communications avec sémantique de données indépen-
dantes ou sémantique de données communes. Nous prouvons que, méme pour des
sous-problemes spécifiques, c’est-a-dire, I’ordonnancement des graphes généraux sur
deux processeurs et I’ordonnancement des arborescences binaires sur une infinité de
processeurs, la minimisation de la durée d’ordonnancement pour les programmes pa-
ralleles dans un tel systéme multiprocesseur est N 'P-difficile. Nous établissons ces
résultats d’abord pour le cas de capacité 1 (le cas du systeme avec bus unique).
Puis nous les généralisons au cas général de capacité fixe. Par conséquent, le pro-
bleme général d’ordonnancement pour les programmes paralléles avec contrainte de
ressources de communication est N 'P-difficile. Nos résultats s’étendent aux cas des
communications avec diffusion, et peuvent s’appliquer aux systémes multiprocesseurs
a4 mémoire partagée.

Mots-clé : ordonnancement, durée d’ordonnancement, contraintes de précédence,
capacité de communication bornée, complexité, NP-complétude.



4 L. Finta, Z. Liu

1 Introduction

Scheduling of parallel programs in multiprocessor systems is one of the important is-
sues in parallel computing. Parallel programs are usually represented by task graphs,
where vertices represent tasks and arcs the communications between the tasks. An
interprocessor communication time incurs when two tasks assigned to two different
processors have to communicate. A task can start execution only when all its pre-
decessor tasks have completed execution and the communications between its prede-
cessor tasks and the task have taken place. Our goal is to minimize the makespan,

or the schedule length, of a program, i.e. the maximum task completion time.

Such a scheduling problem has been receiving growing interest in the literature
recently. Most of the studies have been focused on the case where interprocessor
communication times are fully determined, i.e., interprocessor communication times
are constants which are possibly dependent of the message length and distance bet-
ween processors, but are otherwise independent of the status of system (in particular,

the congestion of the communication network).

Rayward-Smith [26] first analyzed the case where tasks have unit-execution-time
(UET) and interprocessor communications have unit-communication-time (UCT).
He showed that the minimization of makespan is strongly NP-hard. Picouleau [24]
and Hoogeveen et al. [14] analyzed the complexity (polynomial or N'P-complete) of
the decision problem whether the minimum makespan of a program can be smaller
than a threshold. Various heuristics were proposed in [13, 17, 21, 28], and a general
worst-case analysis of greedy heuristics was given in Liu [20]. For the case of two
processors, when the task graph has an in-tree structure with UET-UCT, polynomial
optimal algorithms were recently proposed in Varvarigou et al. [29], Lawler [16],
Lenstra et al. [19], Guinand and Trystram [12]. These polynomial-time-complexity
results are further extended to the UET-UCT series-parallel graphs by Finta et al. [8]
who proposed a polynomial optimal algorithm for the scheduling on two processors.

There are also studies on the case of infinite number of processors. Chretienne [3|

provided a polynomial algorithm for the case of trees with integer execution time and
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Complezity of Task Graph Scheduling with Fized Communication Capacity 5

short communication times (shorter than execution time). Picouleau [24] obtained
a polynomial algorithm for the case of series-parallel graphs. Picouleau [25| and
Hoogeveen et al. [14] showed that the problem is strongly NP-hard for general task
graphs with UET-UCT. There are also studies for the case when task duplication is

allowed, see e.g. Papadimitriou and Yannakakis [22] and Colin and Chretienne [6].

Another related problem is the minimization of the total amount of communica-

tion, which was analyzed in Prastein [23] and Afrati et al. [1].

The reader is referred to Veltman et al. [31] for a classification of the variants
of the scheduling problem, and to Chretienne and Picouleau [4] for a survey on the

complexity results, optimal and approximate algorithms.

In this paper, we consider the scheduling problem with communication resource
constraints. More specifically, we consider the case where all interprocessor com-
munications take place on a network (communication medium) of bounded capa-
city (bandwidth). We consider two variants of the problem: communications with
independent-data semantics or common-data semantics. We show that even for very
specific subproblems, viz. scheduling of general graphs on two processors and sche-
duling of binary trees on infinite number of processors, the minimization of the
makespan of parallel programs in such a multiprocessor system is strongly N P-hard.
We first establish the results for the case of capacity 1, referred to as the single-bus
system. We then extend the results to the more general case of fixed communication
capacities. As a consequence, the general scheduling problem of parallel programs
with communication resource constraints is strongly NP-hard. These results are to
be contrasted with the corresponding scheduling problems without constraint on the
communication capacity, where the two-processor case has unknown time complexity
and the infinite-processor case is polynomial. Our results are also extended to the
case of broadcasting communications, and can be applied to multiprocessor systems

with shared memory.

We consider several variants of the problem. Communications between tasks can

have independent-data or common-data semantics. The distinction is due to the type

RR n~2959



6 L. Finta, Z. Liu

of data dependency we consider for two tasks in direct precedence relation. Such a
distinction of data semantics was also made in [1, 23]. A more general discussion can
be found in [31].

The paper is organized as follows. In Section 2, we describe the scheduling pro-
blem and its variants in detail. We will first consider single-bus systems, where the
communication capacity is bounded by one. In Section 3 we prove the strong NP-
hardness of problems when communications between tasks have independent-data
semantics. In Section 4 we prove the strong A/P-hardness of problems when commu-
nications between tasks have common-data semantics. In Section 5, we extend these
results to the more general case where the communication capacity is a fixed integer.
Finally, in Section 6, we conclude with remarks on further complexity results for the
cases with task preallocation, trees on two processors and blocking communication

mechanism.

2 Problem Description

The multiprocessor system under consideration contains m parallel processors connec-
ted to communication network. All communications between processors take place
on the network. The capacity, or bandwidth, of the network is denoted by B > 1. At
any time, at most B processors can send a message over the network. A particular

example of the network is the single-bus system, where the capacity B = 1.

Two communication mechanisms will be considered. The first one is one-to-one
communication, where only one of the processors can be the receiver of a message.
The second one is broadcasting communication, where several processors can be re-

ceivers of a message, provided they are the destinations.

When a processor is sending or receiving a message, it can stop processing a
task until the communication is finished. This communication mechanism is called

communication with blocking. In what follows we shall consider nonblocking commu-
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Complezity of Task Graph Scheduling with Fized Communication Capacity 7

nications. For the case of blocking communications, the interested reader is referred

to [7], where less strong results were obtained.

A parallel program is represented by a directed acyclic graph G = (V, E), referred
to as task graph, where vertices in V represent tasks of the parallel program, arcs of £
represent data dependence or communication relations between tasks. If (i,7) € E,

then task j has to wait for results of task ¢ before starting its own execution.

Task running times on processors are assumed to be known constants. Throu-

ghout this paper we counsider tasks with UET.

The time for data transfer between tasks allocated to the same processor is assu-
med to be negligible. However, data transfer between two tasks allocated to different
processors are carried out through message passing. The set of data to be transferred
from one task to another can be specified as weight of an arc in the task graph. In
general, as discussed in Veltman et al. [31], if two immediate successors u,v of task
¢ are assigned to the same processor and if task w starts execution prior to task v,
then only those data that are useful to v but not to u need to be transferred from
task ¢ to task v. In order to simplify discussions, we shall consider two (extreme)
cases of the communication semantics: independent data and common data. In the
case of independent-data communication semantics, the sets of data to be transferred
from a task to its immediate successors are assumed to be different. In the case of
common-data communication semantics, however, the sets of data to be transferred
from a task to its immediate successors are assumed to be the same. Only in this

case one can use broadcasting communication mechanisms.

In both cases, we can simply specify the communications between tasks by the
amount of data to be transferred, or even simpler, the communication time for the
data transfer if the communication takes place in the network. In this paper, we as-
sume that these communication times are specified (e.g. as the weights of arcs in the
task graph). We will consider the simplest case, i.e. UCT, where all communications

in the network take unit time.

RR n~ 2959



8 L. Finta, Z. Liu

Note that in the literature, most of the results (see e.g. [4]) on scheduling of
parallel programs with communication are on the independent-data communication

semantics.

A schedule of the parallel program in the multiprocessor system defines for each
task the processor the task is assigned to, and the time epoch when the task starts
execution. The schedule defines also for each communication the time instant when
the message is sent over the network. The schedule is feasible if at any time only one
task is running on a processor and at most B communications occur in the network,
and if a task starts its execution on a processor only after all data needed from its
predecessors are ready on the processor. No task duplication is allowed, i.e., a task

can be run only on one processor.

Given a schedule o, let C;(0) denote the completion time of the task ¢ in the
schedule o. The goal of our study is to minimize the schedule length or the makespan,

i.e. the maximum of task completion times: Cpax(0) = max;cy Ci(0).

This scheduling problem can be defined in a formal way as follows. Let there be
m identical processors. Let G = (V, E) be the task graph with p;, i € V, being the
processing time of task ¢, and ¢(7,7), (i,j) € E, being the communication time if
tasks ¢ and j are assigned to different processors. Each task ¢ € V' can be run on one
of the processors of the subset A; C {1,2,---,m}. A schedule is a pair of functions
(m,0), where (i) specifies the processor to which task i € V is assigned, o(i) is
the starting time of task ¢ € V, and o(4,j) is the starting time of communication
(i,7) € E in the network, provided = (i) # 7(j).

The assignment is constrained by w(i) € A;, ¢ € V. In this paper we shall
consider the case A; = {1,2,...,m} for all i € V, which we referred to as tasks
without preallocation. The case of tasks with preallocation, which corresponds to the

case where A; is singleton for all ¢ € V', will be discussed briefly in Section 6.

The time schedule should satisfy the precedence constraints:

o(i,j) 2 o(t) +pi,  (4,5) € B, «(i) # n(j), (1)
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Complezity of Task Graph Scheduling with Fized Communication Capacity 9

and
o(j) = (0(i) + i) Lao)=r(j) + (0(i,5) + (75 5)) Lao)£a()s (4,5) € E, (2)

where 1, is the indicator function. Moreover, at any time, at most one task is running

ON 3 Processor:
Vi,jeV: ifn(i)=mn(j) then o(j)>0(i)+p;i or o(i)>o0(j)+pj (3)

and at most B communications are taking place in the network: V¢ > 0,

Z Lic(oi1,in), o(inin)te(in i) < B- (4)
(i17i2)€E7 W(il);éw(i2)

When common-data semantics is under consideration, we have the constraints
that ¢(i,j) = (i) for all (4,7) € E and that

U(’LJ]) = o-(lajl)]ﬂr(z);éw(j), w(7)==(5") (7”])7 (’Lajl) €E. (5)

If, moreover, the broadcasting communication mechanism is implemented,

o(i,j) = o(i, ) ln(iyn(y), niyn(y  (64),(i,5') € E. (6)

In this paper we consider the special case: UET-UCT, i.e. p; =1 for i € V and
c(i,j) = 1 for (i,j) € E. We obtain “negative” results of the scheduling problem,
i.e., we prove the strong NP-hardness of the makespan minimization problems. In

order to do this, we consider the associated decision problem:

Given a task graph G = (V,E) with UET-UCT and independent-data
(resp. common-data) communication semantics, m processors with a
communication network of capacity B, and a time limit T, is there a
feasible schedule (7, 0) satisfying constraints (1)—(4) (resp. (1)-(5)) such
that Crax(o) <T'?

RR n~° 2959



10 L. Finta, Z. Liu

When broadcasting communication is allowed, constraint (5) is replaced by (6)

in the above definition.

According to the three-field notation scheme introduced by Graham, Lawler,
Lenstra and Rinnooy Kan [11] and the extension by Veltman, Lageweg and Lens-
tra [31] for scheduling problems with communication delays, our problem can be
denoted as P, B | prec, ¢ = 1 (i.d.), pj = 1 | Cmax, where ¢ = 1 (i.d.) de-
notes that any communication delay is unit with independent-data semantics. When
there is unbounded number of processors, say m > |V|, the problem is denoted as
P, B | prec, ¢ =1 (id.), pj = 1| Crax. When there is fized number m of pro-
cessors, the problem is denoted as Pm, B | prec, ¢ = 1 (i.d.), pj = 1 | Cmax-
When the communication network has fized capacity b, the problem is denoted as
P, Bb|prec, c=1 (id.), pj =1 | Cmax-

If common-data semantics is under consideration, the problems will be denoted
as P, B | prec, ¢ = 1 (c.d.), pj = 1 | Cpax for arbitrary number of processors,
P, B | prec, ¢ =1 (cd.), pj = 1 | Cpax for unbounded number of processors,
Pm, B | prec, ¢ =1 (c.d.), pj = 1| Crax for fixed number of processors. and

P, Bb | prec, c=1 (c.d.), pj =1 | Cmax for fixed communication capacity.

We will show that these decision problems are strongly A/P-complete so that
the corresponding optimization problems are strongly A/P-hard. Since the source
problems of the polynomial transform in our proofs are concerned with non-number
problems, the strong N'P-completeness follows from the A'P-completeness. Thus in

”

the sequel we shall not stress this and omit the term “strongly” in the statements.

3 Scheduling with Independent-Data Communication Se-
mantics

In this section we consider scheduling problems with independent-data communica-
tion semantics. We shall analyze the single-bus system (B = 1). The more general
case will be considered in Section 5. We prove that the problem is N"P-hard for bi-
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Complezity of Task Graph Scheduling with Fized Communication Capacity 11

nary trees (or, more precisely, binary forests) with unbounded number of processors,

and for general task graphs with two processors.

We polynomially transform the well-known 3SAT problem to P, B1 | binary tree,
c=1(id.), pj =1| Cmax. We recall the definition of 3SAT.

3SAT problem: Given a set of variables U, a collection of clauses C over
U such that each clause has three literals, is there a satisfying truth

assignment for C'?7

Lemma 3.1 3SAT problem polynomially transforms to P, Bl | binary tree, ¢ =
1(id.), pj =1 Crax-

Proof. Given an instance of the above 3SAT problem, we construct the following
instance of the scheduling problem, such that there exists a feasible schedule o if and
only if the 3SAT problem has a solution. The construction is inspired by that of the
proof of Theorem 1 of Lenstra et al. [19] who obtained the strong AP-hardness of
P |tree, c=1, pj =1| Crmax-

Let n = |U| be the number of variables and m = |C| the number of clauses in
the 3SAT problem. The time limit for the scheduling function is T = 3m + n + 6.
The task graph G = (V, E) is constructed as follows:

e For each variable u;, 1 < 7 < n, we introduce a task x,,, a V-chain u; of
i + 1 tasks and two L-chains of n — ¢ + 3m + 4 tasks each; one of these two
chains corresponds to the literal u; and the other to the literal u;. The z-task
is preceded by the first task of the V-chain. Each L-chain is preceded by the
V-chain, i.e., there is an arc from the last task of the V-chain ; to the first

task of L-chain w; (resp. u;).

e For each clause ¢j, 1 < j < m, we introduce three C-chains of 3j + 1 tasks

each. There is an one-to-one correspondence between those chains and the

RR n~ 2959



12 L. Finta, Z. Liu

literals that constitute c;. If variable u; occurs in clause c;, the corresponding
C-chain is denoted by cj,,. The first task of the C-chain is preceded by the
(n —i43(m — j) + 1)-st task of L-chain w; (resp. u;) provided that literal u;

(resp. ;) occurs in clause c¢;.

e Finally, we introduce a T-chain of T" tasks. Attached to this chain, there are
four chains of 3m +n+4, 3, 2 and 1 task, respectively, which are successors of
the 1-st, (T'— 4)-th, (T — 3)-rd and (T — 2)-nd task of the T-chain.

We thus obtain a binary forest with n+ 1 binary trees. The trees other than that

connected with the T-chain are referred to as V-trees.

In any feasible schedule, it is clear the T-chain is to be processed on one processor
and the communications from it to the other four chains are critical, and must take
place on the bus in time slots 2, T — 3, T — 2 and T — 1.

Figure 1 illustrates the task graph that we construct for an instance of 3SAT
problem. The clauses are: C1 = v+ v+ w and Cy = w+ v+ w. The time limit is 15.

Given a satisfying truth assignment for 3SAT, we can construct a feasible schedule
of length T as follows. Each V-chain is executed without interruption on the same
processor. Different V-chains are executed on different processors. If variable u; is
true (resp. false), the L-chain w; (resp. L-chain ;) is executed immediately after
the V-chain on the same processor without interruption. The L-chain u; (resp. L-
chain wu;) is executed on another processor after one communication. The z-tasks

are executed in the last time slot on the same processors as their predecessors.

Each C-chain is executed on a distinct processor, i.e. the arc connecting a C-chain
to an L-chain corresponds to an interprocessor communication. There is a group of
three communications for each clause. Each such group uses the bus for three units
of time. The first communication of such a group is feasible since at least one literal
is true in each clause so that the corresponding L-chain is executed immediately after
the V-chain on the same processor. The other two communications are feasible as
well since they are on paths of length 7' — 3.

INRIA



Complezity of Task Graph Scheduling with Fized Communication Capacity

13

C1u QU

Clu U

Figure 1: Task graph instance of P, B1 | binary tree, ¢ = 1
corresponding to the instance of 3SAT problem.
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We now show that for any feasible schedule there is a solution to the correspon-
ding instance of 3SAT.

Consider a V-tree corresponding to some variable u. There are two paths of

T — 1 tasks from the root of the tree ending with L-chains. These paths will be

denoted as T7-paths. Suppose that the number of C-chains in the tree is k. Then

there are k paths of length 7" — 3 in the tree. Such paths are denoted as T3-paths.

RR n~ 2959




14 L. Finta, Z. Liu

The following claims present some useful properties of Ti-paths and T3-paths of a
V-tree. For simplicity, in what follows, interprocessor communication is referred to

as communication.

Claim 1: There is at least one communication in the two Ti-paths of the same V-
tree. Since the total number of tasks of the two Ti-paths is greater than T, one

cannot execute all those tasks on only one processor.

Claim 2: There is at most one communication in each Th-path. Since each Ti-path

has T' — 1 tasks, two or more communications would make the schedule infeasible.

Claim 3: There is no communication between tasks of V-chains. Otherwise, all tasks
of the two Ti-paths of the V-tree after the communication have to be executed on
only one processor. This is impossible since only one of the T7-paths can be executed

entirely on a processor.

Claim 4: Neither a 17 -path together with a Ts-path, nor two T3-paths can be executed
on the same processor. This is because such paths have at least T'— 3 tasks and any
C-chain has at least 4 tasks.

Claim 5: There are at least k + 1 communications for each V-tree. If there are
2 communications in the two Ti-paths of a V-tree, the first such communication

corresponds to the arc between the V-chain and an L-chain.

In order to prove the above claim, we first assume that there are 2 communications
in the two Ti-paths of a V-tree, i.e. one L-chain w and the other on L-chain .
Thus, there is one communication in each Tj-path. Both Tj-paths are now critical.
Moreover, it is easy to see that the processor executing the root of the tree has to
execute tasks of only one T3-path until the second communication. Therefore, the
first communication must be between the V-chain and an L-chain, say L-chain wu,

otherwise the second communication would occur too late.

This L-chain w is critical in the sense that all its tasks have to be executed on the
same processor continuously. Thus all C-chains connected to L-chain u correspond to

communications as they have to be executed on other processors. The other L-chain,
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Complezity of Task Graph Scheduling with Fized Communication Capacity 15

i.e. L-chain u, starts execution immediately after the V-chain on the same processor.
Let y be the task that initiates the communication on the L-chain @. Then, all C-
chains connected to L-chain 4 through the predecessors of y or y itself correspond
to communications as they have to be executed on other processors, cf. Claim 4
(except at most one, if any). Moreover, all C-chains connected to L-chain 4 through
the successors of y have to be executed on other processors (as the L-chain becomes
critical). Thus, at least £ — 1 C-chains have to be executed on different processors
than their predecessors. We conclude that there are at least k¥ + 1 communications

for each tree, i.e. £k — 1 for C-chains and two communications for the T3-paths.

Assume now that one of the T7-paths contains no communication. On the proces-
sor executing the T7-path without communication, no other T3-path (with a C-chain)
can be executed (cf. Claim 4). Therefore, by similar arguments as in the previous
case, we obtain that there are k + 1 communications for the V-tree, i.e. k for the

C-chains and one for one of the 7T7-paths.

Claim 6: In any feasible schedule there are exactly T —2 communications. It follows
from Claim 5 that for the n V-trees there must be at least 3m + n communications.
If we add now the four critical communications of the T-chain, and since there are
only T'— 2 slots on the bus (any communication must be between two tasks), we can
conclude that in any feasible schedule there must be exactly 7" — 2 communications
on the bus (recall that T'= 3m + n + 6).

Claim 7: There is no communication on arcs connecting V-chains to z-tasks. It
follows directly from the fact that 7T"— 2 communications are needed for the C-chains,
T1-paths and the T-chain.

Claim 8: If there is no communication on one of the Ti-paths of the same V-tree, the
communication on the other Ty -path is between the V-chain and an L-chain. This is

because the processor executing the root has to execute one 71-path and the z-task.

Claim 9: If there are two communications on the two T1-paths of the same V-tree,

there must be one Ts-path in the tree without any communication on it. Otherwise,

RR n~ 2959



16 L. Finta, Z. Liu

some other tree has no enough time slots for communications in order to finish

execution within 7T slots.

Claim 10: Any schedule having two communications on the Ti-paths of the same
V-tree can be transformed to a schedule with only one communication in the two
T1-paths without increasing the makespan. Suppose that we have a feasible schedule
that makes two communications for some pair of 7T1-paths belonging to the same V-
tree. Let ¢ be the time slot where the second communication occurs and vy, z be the
sender and receiver tasks of the communication. Let P, be the processor executing
tasks of the Ti-path between the root and y, and P, be the processor executing tasks
between z and the final task of the same path. According to Claims 7 and 9, task
x connected to the root and a C-chain are executed on P, after the execution of
y. We construct a new schedule by executing the tasks of the C-chain on P,, and
executing on P, the last T —t tasks of the T}-path (previously on P,) and task x in
the last slot. The communication between the T1-path and the C-chain occur in the
same time slot ¢. This schedule is feasible since the C-chain has at most 7" — ¢ tasks.

Iterating this transformation will yield the desired schedule.

We are now in a position to show how to find a solution to the 3SAT instance
from a feasible schedule. Without loss of generality we consider only schedules that
always put tasks on a new (previously unused) processor after each communication.
Moreover, we consider feasible schedules satisfying the property of Claim 10. Observe
that in such a schedule, each arc connecting a C-chain to an L-chain represents a

communication.

In our construction of the task graph, each clause is associated with three equal
length C-chains and, in any feasible schedule, associated with a group of three com-
munications. All these three communications are on T3-paths so that they should
take place in three consecutive time slots. Consider the path (among the three
T3-paths) which uses the first slot (among the three consecutive time slots) for a
communication. Since this communication occurs in the first time slot, it is the only

communication on that T3-path, so that there is no communication on the 73-path to
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which the C-chain is connected. Therefore, from any feasible schedule, for any V-tree
associated with variable u, if L-chain u (resp. @) is assigned to the same processor
as V-chain 4, then the truth assignment to variable u is “true” (resp. “false”). Such

an assignment yields a solution to the corresponding 3SAT problem.

To conclude, a feasible schedule exists if and only if there is a satisfying truth
assignment for 3SAT. |

As a consequence of Lemma 3.1, we have:

Theorem 3.1 Problem P, B1 | binary tree, ¢ =1 (i.d.), pj = 1 | Ciax i N'P-

complete.

Similar to the AN"P-completeness of P | tree, ¢ =1, pj =1 | Cmax by Lenstra et

al. [19], we obtain, as a consequence of the above theorem,

Corollary 3.1 Problem P, B1 | binary tree, ¢ =1 (i.d.), pj =1 | Cmax is N'P-

complete.

It is interesting to note that when there is no bus constraint, the UET-UCT
scheduling problem on infinite number of processors is N'P-hard for general task
graphs (cf. [14, 25]). However, when the task graph is a tree, a series-parallel graph
or a bipartite graph, the problem becomes polynomial (cf. [3, 24]). The result of
Theorem 3.1 indicates that the bus constraint makes the scheduling problem more
difficult.

We now consider problem P2, Bl | prec, ¢ =1 (i.d.), pj =1 | Cmax. We show
that the makespan minimization of a task graph with UET-UCT and independent-
data communication semantics is A/P-hard in the strong sense even if there are
only two processors. To this end, we polynomially transform the well-known ONE-
IN-THREE 3SAT problem (which is N'P-complete [10]) to P2, Bl | prec, ¢ =
1 (i.d.), pj =1 | Cmax. Recall the definition of ONE-IN-THREE 3SAT problem.
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ONE-IN-THREE 3SAT problem: Given a set of variables U, a collection
of clauses C' over U such that each clause has three literals, is there a
truth assignment for U such that each clause in C' has exactly one true

literal?

Lemma 3.2 ONE-IN-THREE 3SAT problem polynomially transforms to P2, B1 |
prec, c=1 (i.d.), pj =1 | Crnax.

Before presenting this transformation, we prove two technical lemmas.

Lemma 3.3 Consider task graph V in Figure 2. In any feasible schedule of length
8 of the graph, tasks a and h are ezecuted on the same processor (say P1) in time
slots 1 and 6. Tasks so and t1 are executed on the other processor (say P2) in the

slots 1 and 8. FEither tasks b,c or d, e are executed on P2 in the slots 3,4. Moreover,

the bus is occupied in slots 2,3,...,7.
P2 |a pPiq1 31[t1| P2 so| to flg hltll
P1|s0|to h Plle s1
(a) (b)
P2 [So[to[p1]q1] f [g [A [t1] p2|solto]p| [fg[h]ti]
P1ja S1 P1|a q1| 51
(c) (d)
P2 |so|to flg[hr]t] P2|a flg[r]t]
pP1|@ P1]q1|s1 P1 [0 to S1
(e) (f)
V graph L X7
grap ! P2 | Solto pilqa Sl‘tl‘ P2|so|to|b [c |pilqr Sl[tll
Pllae h Pila|f|d|g|e|h
(8) h)

Figure 2: Task graph V and partial schedules for it.
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Proof. Consider the case where ¢; is executed by P2 (the other case is symmetric).
In any feasible schedule of length 8, processor P2 should never idle and P1 idles only

in time slots 7 and 8, as ¢; has 13 predecessors.

If we now look from the end of the schedule and we schedule backwards, clearly
in time slot 7 either task h or task s; should be executed on P2. Thus, on P1 in
slot 6, either task s; or h should be processed. Suppose h (s1) on P1 in time slot 6,
no predecessors of h (s1) can be executed on P2 in time slots 5, 6, tasks p1,q1 (f,9)

become the only choice, see Figure 2-(a),(b).

In the first time slot only tasks a and sg are available for execution, they have to
be executed on two different processors in slot 1 in order to avoid idling. Moreover,
to should be executed on the same processor as sg, in order to avoid idle in slot 2
on this processor. We analyze four possible cases, of which only one case results in
feasible schedules.

Case 1: tasks sg,t, h are on P1 and a, s; on P2 (Figure 2-(a)).

Tasks b, ¢, d, e, f,g are to be filled in the remaining time slots, i.e. slots 2,3,4 on
P2 and slots 3,4,5 on P1. It is easy to see that exactly one task among b,d, f is on
P1 (in slot 3), while the other two are to be processed on P2, otherwise either P1 or
P2 will idle in some time slot. Hence, tasks c, e, g are to be executed in slots 4,5 on
P1 and in slot 4 on P2 (since the task executed in slot 4 on P2 must be an immediate

predecessor of h).

Since there are three disjoint paths from a to h, and tasks a and h are executed
on different processors, there are at least three communications in time slots 2, 3,4, 5.
Similarly, since there are three disjoint paths between tasks tg and s1, and that these
three paths do not have common arcs with the previous three paths, there are at
least three more communications to carry out on the bus during time slots 3,4, 5, 6.

Therefore, Case 1 is infeasible due to bus constraint.
Case 2: tasks sq, %, h are on P2 and a,s; on P1 (Figure 2-(b)).

This case is also infeasible as will be shown below in the analysis of three subcases.
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Case 2.a : tasks pi, ¢ are on P2 in slots 3,4 (Figure 2-(c)).

Tasks b, c,d, e are to be filled in the remaining time slots, i.e. slots 2,3,4,5 on
P1. Given that ¢, e are successors of ¢y, they are to be processed in slots 4, 5.
Case 2.a is thus infeasible since there are three communications to be dealt

with by the bus in slots 5,6, i.e. ¢t — s1, ¢ — h and e — h.

Case 2.b : task p; is on P2 in slot 3 and ¢; on P1 in slot 5 (Figure 2-(d)).

Since on P2 in slot 4 there can be neither b nor d, there should be either ¢
or e, otherwise an idle occurs on P1 or P2. Suppose this task is ¢ (the other
case is symmetric). Then, on P1 we have tasks b,d,e in slots 2,3,4. Thus,
this subcase is again infeasible since communications g — e and b — ¢ occur

concurrently in slot 3.

Case 2.c : tasks py,q; are on P1 in slots 4,5 (Figure 2-(e)).

It is easy to see that an immediate successor of a, i.e. one task among b, d, is to
be processed on P2 in slot 3. Let this task be . Thus, tasks d, e are processed
on P1 in slots 2,3. This yields an infeasible schedule since both tasks c, e are

successors of tg.

Case 3: tasks sg,tg, s1 are on P1 and a, h on P2 (Figure 2-(f)).

Tasks p; and ¢ are to be executed on P1 (since they are inbetween to and s1).
Only one task among tasks b,c,d, e, f,g is executed on P1 in one time slot among
slots 3,4,5. Focus now on the subgraph defined by tasks tg,p1,¢1,c,e,s1. Clearly
either c or e is to be executed on P2 in slot 4, so that e or ¢ is on P1. Suppose task ¢
is on P1 and e on P2 (the other case is symmetrical). Then, Case 3 is infeasible due
to bus capacity constraint: the communications ty — e,e — s1,t9 — g,b — c,c — h

are to be done in time slots 3,4, 5, 6.
Case 4: tasks sg, tp, s1 are on P2 and a, h on P1 (Figure 2-(g)).

Tasks b, c,d, e, f, g are to be filled in the remaining time slots, i.e. slots 3,4 on P2

and slots 2,3,4,5 on P1. Using similar arguments as in the Case 1, we can see that
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the task on P2 in slot 3 should be among b, d, f and the one in slot 4 be among c, e, g.
The two tasks on P2 must be in precedence relation, otherwise there are too many
communications on the bus in slots 3,4 which would make the schedule infeasible.
Moreover, those two tasks cannot be f, g, otherwise e and ¢ have to be executed on
processor P1 in slots 4,5, so that there are 3 communications to be dealt with by
the bus among time slots 5,6, i.e. ¢ — h,c — s1,e — s1. In Figure 2-(h) we give an
example of feasible schedule.

We can therefore conclude that a schedule is feasible if and only if either b, c or
d, e are on processor P2 in slots 3,4. Moreover, the bus is occupied in slots 2,3,...,7.
|

Lemma 3.4 Consider task graph C in Figure 8. In any feasible schedule of length 9
of the graph, tasks a,h,k are executed on the same processor (say P1) in time slots
1,6,7. Tasks so and t1 are executed on the other processor (say P2) in the slots 1
and 9. Either tasks b, c or d,e or f,g are executed on P2 in the slots 3,4. Moreover,
the bus is occupied in slots 2,3,...,8.

P2 piai[rifsi]ti]  Pp2le p1]qa[ri]s1]t1]
P1 h |k P1 |solto h |k
(a) (b)
P2|s0/to p1|q1|T1 81\751\ P2 |solto|b |c |p1|g1|r1 Sl‘tl \
Plla h |k Pila |f|dle |g |h |k
C graph L2321 (c) (d)

Figure 3: Task graph C and partial schedules for it.

Proof. The proof is similar to that of Lemma 3.3. We assume again that ¢ is
executed by P2. Given the number of predecessors of s; (resp. t1), in any feasible
schedule of length 9, task s1 (resp. t1) is to be executed on P2 in slot 8 (resp. 9).
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Processor P1 is always busy except the last two time slots. P2 never idles. If we
look backwards from the end of the schedule, only an immediate predecessor of t;,
that is task k, can be executed in time slot 7 on P1. As processor P2 never idles, it
has to execute tasks ¢1,71 in slots 6, 7. Similarly, task A must be processed on P1 in

time slot 6 and task p; on P2 in time slot 5, see Figure 3-(a).
Since only tasks a and sy have no predecessor, two cases are to be analyzed:
Case 1: tasks sg,tp are on P1 and a on P2 (Figure 3-(b)).

Given that tasks a and h are executed on different processors and there are three
disjoint paths from a to h, there are at least three communications during time slots
2,3,4,5. There are four disjoint paths from task ¢y to s; (and these paths have no
common arcs with the previous three). Thus, there are four more communications
to be dealt with on the bus during time slots 3,4,5,6,7. Consequently, Case 1 is

infeasible since there cannot be 7 communications during time slots 2, 3,4,5,6,7.
Case 2: tasks sg,tp are on P2 and a on P1 (Figure 3-(c)).

Clearly, tasks b, c,d, e, f,g are to be executed on P1 in time slots 2, 3,4,5 and on
P2 in time slots 3,4. Task in slot 3 on P2 is among b,d, f (immediate successor of
a) and the one in slot 4 is among ¢, e, g (immediate predecessor of h). Moreover, the
two tasks on P2 must be in precedence relation, otherwise there are too many com-
munications to occur on the bus in slots 3,4 which will make the schedule infeasible.

In Figure 3-(d) we give an example of feasible schedule.

Therefore, Case 2 is feasible if and only if either b, c or d, e or f, g are on processor

P2 in slots 3,4. Moreover, the bus is occupied in slots 2,3,...,8. |

Proof of Lemma 3.2. Given an instance of ONE-IN-THREE 3SAT, we construct
the following instance for the scheduling problem, such that there exists a feasible
schedule ¢ if and only if the ONE-IN-THREE 3SAT problem has a solution.
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Let U = {u1,---,u,} be the set of variables and C = {Cy,---,C,,} the set of
clauses in the instance of ONE-IN-THREE 3SAT problem.

We construct now a task graph G = (V. E) of 12n + 14m + 2 tasks for the
associated scheduling problem. Figure 4-(a) illustrates the global form of the graph,
and Figure 4-(b),(c) the intermediate stages corresponding to V-graphs and C-graphs,

respectively.

The tasks in G = (V, E) are

V. = {SO’tO}U{aiabiaciadiaeiafiagiahiapiaqiasiatia 1< < n+m}

U{ki,n, n+1§i§n+m},

and the precedence relations are:

e 50 — tg;

o for 1 <i<n+m,a; — b — c¢; — hi, a; — di — e; — hi, a; — fi — gi — hy,
ti—1 — € — Sy tim1 — € — S84, i1 — G4y Lim1 — Di — @Gy Si — Uy

o h; —t;,q — s;, for 1 <i <y

o hi = ki —ti, ¢ —1i—8i, 9 — s, forn+1<1<n+m;

e Consider clause Cj, 1 < j < m. Suppose the occurrence of variable u; in Cj
is unnegated and w; is the first (resp. the second or the third) literal in Cj;.
There is an arc b; — by4; (resp. b; — dp4j or b; — fr4;). If the occurrence of

u; in Cj is negated, the arc is from task d;, i.e. d; — bpq; (resp. d; — dpyj or
d; — fn-f—j)'

The time limit for the schedule of G is T = 6n + Tm + 2.

Figure 4-(d) illustrates the task graph that we construct for an instance of ONE-
IN-THREE 3SAT problem. The clauses are: C;1 =u+ v+ w and Cy = @+ v + §.
The time limit is 40.
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Observe that task t,4,, is the common successor of all the other tasks, so that
the soonest we can execute t,4,, is time slot T. Moreover, the processor executing

this task never idles and the other idles only during the last two time slots.

In what follows, we first show that for any solution of the problem ONE-IN-
THREE 3SAT there is a feasible solution for the scheduling problem. Using Lem-
mas 3.3 and 3.4 we construct a feasible schedule for the graph G by simply concate-
nating n schedules of V graphs (c.f. Figure 4-(b)) with m schedules of C graphs (c.f.
Figure 4-(c)) in such a way that tasks b;,c; (resp. d;,e;) are executed on processor
P2 if u; is true (resp. false), 1 < i < n, and tasks b,4j,cntj (resp. dpyj,€nqj OF
fn+j>Gn+;) are executed on P2 if the first (resp. second or third) literal is the true
one in clause Cj, 1 < j < m. Since there is exactly one true literal in each clause,
there are no communications associated with arcs connecting V graphs to C graphs
(i.e. the extreme vertices of these arcs are assigned to the same processors). Thus
the simple concatenation of individual schedules of V graphs to C graphs yields a

feasible schedule of the task graph.

We now show that for any feasible schedule there is a satisfying truth assignment
for the corresponding ONE-IN-THREE 3SAT instance.

In any feasible schedule, task t,+m is executed at time 7. Given the number of
predecessors of ¢,,4,,—1, We cannot execute this task before time slot T'— 7. Consider
the subgraph consisting of tasks inbetween t,, 1, 1 and ¢, (i-€. thym—1 and tpem
and those which are both successors of ¢, 4,,—1 and predecessors of t,4,,). Suppose
that tasks t,,4—1 and t,4,, are executed in time slots o and 3, respectively. Then,
due to communication delay, at most one task can be processed in time slot o + 1
and at most one in slot  — 1. Thus, at most 2(8 — a — 3) + 2 tasks can be processed
inbetween « and (. Since the number of tasks which are both successors of £, .,—1
and predecessors of t,1., is 9, 8 — a should be at least 7. Thus, in any feasible

schedule task ¢,4+m—1 is executed exactly 7 time slots before task ¢, 4m.

Iterating backwards in the same manner, we conclude that tasks t,; should be
executed in slot 6n + 77 + 2 in any feasible schedule, 0 < i < m.
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Similarly, we can show that tasks ¢, _1 is executed exactly 6 time slots before task
tn. Iterating backwards in the same way, we obtain that tasks ¢; should be executed
at slot 62 + 2 in any feasible schedule, 0 < <n — 1.

It is easy to see now, using Lemma 3.3, that the predecessors of ¢; must be
executed as in Lemma 3.3, i.e. tasks sq, tg, p1, g1, S1,%1 and either by, ¢; or di, e; on the
same processor (say P2), and all other tasks on P1. If we look at the schedule starting
from slot 7, we can easily recognize the same scheduling problem for predecessors of
to, i.e. tasks si,t1,Dp2,q2,52 and ag, by, co, do, €2, fa, g2, ho, with tasks si,t; already
scheduled on P2 in slots 7,8. Repeating these arguments we see that in any feasible

schedule either b;,c; or d;, e; are on P2, 1 <17 < n.

Similarly, using Lemma 3.4, we can conclude that in any feasible schedule, either

b;,c; or d;,e; or f;,g; areon P2, n+1<i<n+m.

Thus, the truth assignment for the variables is such that if b;, ¢; are assigned to

P2, then wu; is “true”, otherwise w; is “false”, 1 < i < n.

According to Lemmas 3.3 and 3.4, the bus is already occupied from slot 2 to
slot T'— 1 in any feasible schedule. Thus, there are no communications associated
with arcs connecting V graphs to C graphs. Thus extreme vertices of these arcs are
assigned to the same processors. Therefore, such a truth assignment yields a solution
to the ONE-IN-THREE 3SAT problem. |

Theorem 3.2 Problem P2, Bl | prec, c =1 (i.d.), pj =1 | Cmax is N'P-complete.

And, for any fixed number of processors, it is sufficient to add some critical chains

in the task graph to obtain

Corollary 3.2 Problem Pm, B1 | prec, c =1 (i.d.), pj =1 | Cax is N'P-complete.
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It is worthwhile noticing that scheduling of general task graphs with fixed number
of processors is a notoriously difficult problem. In the case of no interprocessor
communications, the two-processor case is polynomial owing to Coffman and Graham
[5]. When there are three or more processors, the problem is still open, regardless
important research effort (see e.g. [2]). In the case of UET-UCT, the complexity is
unknown even for two processors. The result of Theorem 3.2 indicates again that

the bus constraint makes the scheduling problem more difficult.

4 Scheduling with Common-Data Communication Seman-
tics

In this section we consider scheduling problems with common-data communication
semantics. Again, we shall analyze the single-bus system (B = 1). The more general
case will be considered in Section 5. The results are similar to those of Section 3.

We first consider the case of non-broadcasting communication.

Note that when there are unlimited number of processors, the makespan mini-
mization problem was shown to be AN'P-hard for binary trees and independent-data
communication semantics. This result remains valid in the case of common-data se-
mantics, as no two communications are required between a task and two immediate

successors of the task. Thus, we have

Theorem 4.1 Problem P, B1 | binary tree, ¢ =1 (c.d.), pj = 1 | Ciax is N'P-

complete.

Corollary 4.1 Problem P, B1 | binary tree, ¢ =1 (c.d.), pj =1 | Cpax is N'P-

complete.

When we have two processors and a general task graph, the makespan mini-

mization problem was shown to be NP-hard for independent-data communication
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semantics. This result still holds for common-data semantics. However, the proof
has to be modified.

Lemma 4.1 Consider task graph V in Figure 5 with common-data communication
semantics. In any feasible schedule of length 8 of the graph, tasks b and c are executed
together on one processor, and tasks d and e are on the other. Moreover, the bus is

occupied in slots 2,3,...,7.

P2|a pi]qi[sit1] p2la [b [f g [pifqr]si]t1]
P1 |solto h P1|soltold |e |c |h

(a) (b)
P2la (b |d |e plqlsl‘tl‘ P2la |f b |c plqlsl‘tl‘
P1lso|to|f |g |c |h P1[soltold |e |g |

) (d)
P2 |So|to p1fq1[s1]t1] P2 [so[to b [c [pa]g1si]t1]
p1la h pile |[f]d]g e |h

V graph 1
(e) €]

Figure 5: Task graph V and partial schedules for it.

Proof. Consider the case where ¢; is executed by P2 (the other case is symmetric).
In any feasible schedule of length 8, processor P2 never idles and P1 idles only in
time slots 7 and 8, since ¢; has 13 predecessors.

If we look from the end of the schedule and we schedule backwards, clearly in
time slot 7 task s; should be executed on P2 (it has 10 predecessors). Thus, task &
is to be processed on P1 in slot 6. No predecessors of h can be executed on P2 in

time slots 5,6, tasks p1,q; become the only choice.

In the first time slot only tasks a and sg are available for execution, they have to
be executed on two different processors in slot 1 in order to avoid idling. Moreover,
to should be executed on the same processor as sy, otherwise this processor would
be idle in time slot 2. Therefore, two cases are to be analyzed:

Case 1: tasks sg, to, h are on P1 and a, s; on P2 (Figure 5-(a)).

INRIA



Complezity of Task Graph Scheduling with Fized Communication Capacity 29

Tasks b, ¢, d, e, f,g are to be filled in the remaining time slots, i.e. slots 2, 3,4 on
P2 and slots 3,4,5 on P1. It is easy to see that exactly one task among b,d, f is on
P1 (in slot 3), while the other two are to be processed on P2, otherwise either P1 or
P2 will idle in some time slot. Hence, tasks c,e, g are to be executed in slots 4,5 on
P1 and in slot 4 on P2 (since the task executed in slot 4 on P2 must be an immediate

predecessor of h).

Focus now on tasks f,g. Those two tasks are either together on some processor,

or separate, i.e. f on P2 and g on P1.

Case 1.a : tasks f, g are on P2 (Figure 5-(b)).

Clearly tasks c,e are on P1 in slots 4,5. In this case, there are three commu-
nications to be dealt with by bus in slots 5,6, i.e. ¢ — s1, ¢ — s1 and g — h.

Thus, there is no feasible schedule.

Case 1.b : tasks f, g are on P1 (Figure 5-(c)).

Suppose ¢ is the task among c,e which is assigned to P1 (the other case is
similar). Thus, tasks b,d,e are on P2. This results in five communications
b—c ty—e c— s, f— s1 and e — h to be done in slots 3,4,5,6. Hence

this case is again infeasible due to the bus constraint.

Case 1.c : tasks f is on P2 and ¢ is on P1 (Figure 5-(d)).

Suppose the task on P1 in slot 3 is d. It is easy to see that e is to be processed
on P1 also. Thus, b, c and d, e are never on the same processor in this subcase.

In Figure 5-(d) we provide an example of feasible schedule for the Case 1.c.

Case 2: tasks s, to, s1 are on P2 and a, h on P1 (Figure 5-(e)).

This case is similar to Case 4 of the proof of Lemma 3.3. However, since in the
case of independent-data semantics there are two communication from ¢y to the two
tasks among c, e, g on P1, here, one of those communications does not occur anymore,
and is replaced by the communication f — s;. The schedule in Figure 5-(f) is an

example of feasible schedule.
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We can therefore conclude that a schedule is feasible if and only if tasks b and ¢
are executed together on one processor, and tasks d and e are on the other. Moreo-

ver, the bus is occupied in slots 2,3,...,7. |

Lemma 4.2 Consider task graph C in Figure 6 with common-data communication
semantics. In any feasible schedule of length 8 of the graph, two tasks among b,d, f

are executed on the same processor in time slots 2,3 and the third one is on the other

processor in slot 3. Moreover, the bus is occupied in slots 2,3,...,7.
P2 |s0|to h [t1] P2 [solto |P1|q1 h 1]
P1|a 81 P1|a 81
(a) (b)
P2 [so|to|p1 h ]t1] P2 |so[to h [t1]
P1[@ q1|81 P1|e P1]91(s1
(c) (d)
P2la h‘tl‘ P2la |b|d e p1|g1 sl‘tl‘
P1 |so|to s1 P1 |So|to flg lc |h
(e) (f)
P2 [so[to pifq1[s1t1] P2 [so[to[b Jc [pafa1[s1]t1]
C graph Pile h Pila |[fld]g le |h

(8) (h)

Figure 6: Task graph C and partial schedules for it.

Proof. We assume that ¢; is executed on P2 (the other case is symmetric). Since
t1 has 13 predecessors, any feasible schedule of length 8 has both processors always
busy except for P1 which idles only in the last two time slots. It is easy to see that
in time slot 7 either task h or task s; should be executed on P2. Thus on P1 in slot

6 either task s; or h should be processed.

There are only two initial tasks in the graph, thus in the first slot both tasks a
and sg are processed. It is clear that only ¢y can be executed in the second slot by

the processor that executes sg. Hence, four cases are to be analyzed:
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Case 1: tasks sg,to, h are on P2 in slots 1,2,7 and a, s; on P1 in slots 1,6 (Figure

6-(a)).

We counsider three subcases to show that this configuration results in no feasible

solution.

Case 1.a : tasks p1, ¢ are on P2 in slots 3,4 (Figure 6-(b)).
Since on P2 in slots 5,6 there cannot be any of tasks b, d, f, there should be two

tasks among c, e, g on this processor (the third one has to be on P1). There are
two communications from two tasks on P1 among b, d, f to their two successors
on P2 in slots 5,6. Moreover, there is also a communication from ¢y to the third
task (the one on P1) among ¢, e, g. In slot 5 there is a communication from ¢;
to s1. Therefore, Case 1.a is infeasible since there cannot be 4 communications

in time slots 3,4, 5.

Case 1.b : task p; is on P2 in slot 3 and ¢; on P1 in slot 5 (Figure 6-(c)).

Either tasks b, d, f or only two of those tasks and one among c, e, g are execu-
ted on P1. In the former situation, there are three communications from tasks
b,d, f to ¢,e,g in time slots 3,4, 5, and in slot 4 there should be a communi-
cation from p; to ¢;. Thus this situation yields no feasible schedule. In the
latter situation, let b,d, e be on P1 and f, ¢, g on P2 (other assignments can be
analyzed in the same way). The communications are: a — f, b — ¢, p1 — q1,
to — e and f — s1. This situation again yields an infeasible schedule since
the five communications should take place on the bus within four time slots:
2,3,4,5. Therefore, Case 1.b is infeasible.

Case 1.c : tasks p; and ¢; are on P1 in slots 4,5 (Figure 6-(d)).

In slot 3 there is a communication from %y to p;. No task among c,e,g can
be on P1 in slots 2,3. Suppose b,d are on P1. Since there are at least five
communications in slots 2,3,4,5, i.e. a — f, tg — p1, b — ¢, d — e and

f — s1, Case 1.c is infeasible.

Case 2: s, tp, 1 are on P1 and a,h on P2 (Figure 6-(e)).
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Tasks p; and ¢; are to be executed on P1, otherwise the communication delay
is at least 2 slots in the path t¢ — p1 — ¢1 — s1. Only one task among tasks
b,c,d,e, f,g is executed on P1 in one of the slots 3,4,5. Hence, there are at least
one successor of ¢ty and two predecessors of s; which are on P2, so that there are at
least three communications (one from ¢y and two to s1) to deal with on the bus in
slots 3,4,5. Suppose now task b (resp. c¢) is on P1 (the other cases are symmetric).
Then the communication b — ¢ should also take place in slots 3,4,5 due to the fact
that ¢ should be executed in slot 6 or earlier (resp. b should be executed in slot 2 or

later) on P2. Case 2 is therefore infeasible due to bus capacity constraint.
Case 3: tasks sq, t, h are on P1 and a, s; on P2 (Figure 6-(f)).

It is easy to see that only a task among b, d, f can be executed on P1 in slot 3, and
ouly a task among c, e, g can be executed on P2 in slot 4. Thus, one can immediately
conclude that tasks b,d, f are to be executed on P1 in slot 3 and on P2 in slots 2, 3.

An example of feasible schedule for this case is illustrated in Figure 6-(f).
Case 4: tasks s, to, s1 are on P2 and a,h on P1 (Figure 6-(g)).

As in Case 3, tasks b, d, f should be executed in the slots 2,3, i.e. on P1 in slots
2,3 and on P2 in slot 3. The schedule is feasible in Case 4 if and only if the two
tasks on P2 among b, ¢, d, e, f, g are in precedence relation, i.e. they should be b, ¢ or

d,e or f,g. An example of such a schedule is provided in Figure 6-(h).

Thus, a schedule of length 8 is feasible if and only if two tasks among b,d, f are
on the same processor (slots 2,3) and the third one on the other processor (slot 3).

Moreover, the bus is occupied in slots 2,3,...,7. |

We are now in a position to present a polynomial transformation from the
well-known NOT-ALL-EQUAL 3SAT problem (which is N'P-complete cf. [10]) to
P, B1 | binary tree, ¢ = 1 (c.d.), pj = 1| Ciax. We recall the definition of
NOT-ALL-EQUAL 3SAT problem.
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NOT-ALL-EQUAL 3SAT problem: Given a set of variables U, a collec-
tion of clauses C over U such that each clause has three literals, is there
a truth assignment for U such that each clause in C has at least one true

literal and at least one false literal?

Lemma 4.3 The NOT-ALL-EQUAL 3SAT problem polynomially transforms to P2,
B1 | prec, c=1 (c.d.), pj =1 | Crax-

Proof. The proof similar to that of Lemma 3.2. We provide here a sketch of the
proof. The interested reader can complete it by mimicking the arguments of the

proof of Lemma 3.2.

Let U = {u1,---,u,} be the set of variables and C = {C,---,C,,} the set of
clauses in the instance of ONE-IN-THREE 3SAT problem.

The task graph G = (V, E) constructed from a given instance of NOT-ALL-
EQUAL 3SAT problem is obtained by concatenating n V-graphs (see Figure 7-(b))
with m C-graphs (see Figure 7-(c)). The global form of the graph is illustrated in
Figure 7-(a). Figure 7-(d) illustrates the task graph that we construct for an example
of NOT-ALL-EQUAL 3SAT problem where the clauses are: C; = u + 7 + w and
Co=u+v+7.

In any feasible schedule of C-graphs, two tasks among b, d, f are on one processor
and the other task on the other processor. This motivates the choice of NOT-ALL-
EQUAL 3SAT as source problem in our proof. Indeed, as we will see later on in the
proof, the entering arcs (from V-graphs) to tasks b, d, f of C-graphs do not correspond
to any communication in a feasible schedule. Thus, we can define truth assignment
in such a way that the clause has two true literals if two of the tasks b,d, f are on

P2 and one true literal if only one of them is on P2.

The formal definition of the task graph is given as follows. Graph G = (V,E)
has 12(n + m) + 2 tasks. They are

V = {so,to} (J{ai, bi: ci di, €, fis 9ir his Pis s Siy iy 1 < 0 <m+m}.
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The precedence relations are:

® 59 — to;

eforl<i<n+m,a; —b—c—hia—d—e—hi,a— fi =g — hi,

ti1 — iy tic1 — €5, i1 — gi, fi = 8, hi — i, ti1 — pi — ¢ — si — 1
e ¢ — 85, e — 8, forl <i<my
o by — s, di — s, forn+1<i<n+m;

e Consider clause €, 1 < j < m. If the occurrence of variable u; in C; is
unnegated and w; is the first (resp. the second or the third) literal in Cj,
there is an arc b; — bp4; (vesp. by — dpqj or by — frnyj). Otherwise, if the
occurrence of u; in C; is negated and w; is the first (resp. the second or the

third) literal in C}, then the arc is from task d; (i.e. di — by (vesp. di — dnyj

or d; — fn-l-j))'

The time limit for the schedule of G is T = 6(n + m) + 2. The time limit for the
example of Figure 7-(d) is 38.

Given a solution of an instance of NOT-ALL-EQUAL 3SAT problem, we construct
a feasible schedule in the following way. We concatenate n schedules for the graph
V (Cases 1.c or 2 in the proof of Lemma 4.1) with m schedules of graph C (Cases 3
and 4 in the proof of Lemma 4.2). For all 1 < i < n, tasks b;, ¢; are assigned to P2

(resp. P1) if variable u; is true (resp. false).

Consider now clause Cj, n < j < n + m. If there are two true literals in Cj,
then we execute tasks b,4; and d,,1; (resp. by1; and fn4; or dyy; and f4;) on P2
provided that the first two literals (resp. the first and the third, or, the second and
the third) in C; are true. If, however, there is only one true literal in C}, we execute
task bn4; (resp. dn4j Or fnyj) on P2 provided that the first (resp. the second or the

third) literal is the true one.
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With such a task assignment, one can easily see that the extreme tasks of arcs
connecting V-graphs to C-graphs are assigned to the same processors. Thus, there
is no communication associated with such arcs so that the simple concatenation of

individual schedules of V-graphs and C-graphs results in a feasible schedule.

We now prove that for any feasible schedule there is a satisfying truth assignment
for the corresponding instance of NOT-ALL-EQUAL 3SAT problem.

Analogously to the proof of Lemma 3.2, we can show that tasks #; has to be
executed at time 67 + 2, 0 < ¢ < m + n, and that partial schedules for the V-
subgraphs and C-subgraphs have the properties stated in Lemmas 4.1 and 4.2.

For all 1 < ¢ < n, variable u; is assigned a “true” value if task b; is on P2
and “false” otherwise. Due to the fact that in the feasible schedule there is no
communication associated with arcs connecting V-graphs to C-graphs, such a truth
assignment guarantees that in each clause Cj, 1 < j < m, there is at least one “true”
(resp. “false”) literal (corresponding to one of the tasks b; and d;, 1 < ¢ < n, which
is assigned to P2 (resp. P1) and which has an arc to the j-th C-graph).

Hence we obtain a truth assignment for the corresponding instance of NOT-ALL-
EQUAL 3SAT problem.

Note that changing all truth values for all variables to the opposite value yields
another solution to the 3SAT problem. |

As a consequence, we obtain

Theorem 4.2 Problem P2, Bl | prec, c =1 (c.d.), pj =1 | Cmax is N'P-complete.

Corollary 4.2 Problem Pm, Bl | prec, ¢ = 1 (c.d.), pj = 1 | Cmax is NP-

complete.
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When broadcasting communication is under consideration, all the results of this
section still hold. Indeed, in the case of unlimited processors, the task graph is a
binary tree and there is at most one communication from a task to its immediate
successors. In the case of 2 processors, broadcasting or nonbroadcasting makes no

difference.

5 Extensions to the General Communication Capacity
Constraint

In this section we consider the general case of fixed communication capacity constraint

b >1,i.e. the number of messages that can be handled in each timeslot is at most b.

We prove that for unlimited number of processors the results showed in the pre-
vious sections are still valid when the communication capacity is b for both communi-

cation semantics, i.e. common-data or independent-data communication semantics.

Theorem 5.1 For any fized b > 1, problems P, Bb | binary tree, c =1 (i.d.), p; =
1 | Cmax and P, Bb | binary tree, ¢ =1 (c.d.), pj =1 | Cmax are NP-complete.

Proof. The construction is identical to the one in the proof of lemma 3.1 to which
we add for each unit of additional communication capacity a binary tree containing
T —1 critical chains and T'— 2 critical communications (similar to the rightmost tree
in figure 1). More precisely, one chain has length T (i.e. T tasks). Attached to this
chain there are T — 2 chains of lengths T'— 2,T — 3,...,1 which are successors of
the 1st, 2nd, ..., T'— 2nd task, respectively, of the first chain. Therefore, those b—1
new trees will occupy the extra communication capacity in slots 1,---,7 — 2 with

critical communications. [ |

Corollary 5.1 For any fired b > 1, problems P, Bb | binary tree, c =1 (i.d.), p; =
1 | Cmax and P, Bb | binary tree, ¢ =1 (c.d.), pj =1 | Cmax are N'P-complete.
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V graph C graph critical chains

(a) (b) (c)

Figure 8: Task graph instance of Pm, Bb | prec, ¢ =1 (i.d.), pj =1 | Cmax- (a)
V-graph. (b) C-graph. (c) m — 2 critical chains.

When the number of processors is m fixed a priori, the problem is still N'P-

complete for any fixed communication capacity b < (m — 2)2 + 1 as follows:

Theorem 5.2 For any fizedm > 1 and 1 < b < (m—2)2+1, problems Pm, Bb | prec, c =
1 (i.d.), pj =1 | Cnax and Pm, Bb | prec, ¢ =1 (c.d.), pj =1 | Crax are N'P-
complete.

Proof. The construction is similar to that of the two-processor case (see previous
sections), to which we add m — 2 critical chains of length T (cf. Figure 8-(c)) which
are to be executed on the m — 2 remaining processors. The original task graph of

the two-processor case will use 1 unit of communication capacity.

For each additional unit of communication capacity, up to (m — 2)(m — 3), we

take a pair of critical chains and we add a communication arc from each task i,
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0 <i < T — 3 of one chain to task i + 2 of the other chain (cf. Figure 8-(c)). It is
clear that all these T — 2 communications are critical.

If (m—2)(m—3)+1<b<(m—2)?+1, then we can add some more critical
arcs between the tasks of critical chains introduced above and the tasks of the chain
80,205 " * 5 8|U|+|C|+1s tjU|+|C|+1 in the original task graph, see Figure 8-(a),(b). Note
that in this figure, we illustrate the construction for the independent-data communi-
cation semantics. The case of common-data is analogous. Again, one can easily see

that these arcs correspond to critical communications. |

Observe that for common-data semantics, if the communication capacity b ex-
ceeds m(m — 1), the problem reduces to the classical UET-UCT scheduling problem
with no communication capacity constraint. Thus the complexity is an open ques-

tion.

Consider now broadcasting communications. Results of Theorem 5.1 and Corol-
lary 5.1 are still valid due to the fact that only binary trees are involved so that
there is at most one communication from each task. For the case of fixed number of

processors, we have

Theorem 5.3 For any fited m > 1 and 1 < b < m — 1, problem Pm, Bb —
broadcast | prec, c=1 (c.d.), pj =1 | Cmax is N'P-complete.

Proof. Consider first the case m = 3. If b = 1 the problem reduces to the case
of m = 2 by adding a critical chain in the task graph. Consider the case b = 2. We
add a critical chain as previously. Moreover, we add communications inbetween the

critical chain and the original 2-processor task graph, cf. Figure 9.

For the case m > 4, we use again the task graph of the 2-processor problem and
add m — 2 critical chains, see Figure 10. The original 2-processor task graph will
occupy one unit of communication capacity. For each additional unit of communi-

cation capacity, up to m — 2, we take critical chains k¥ and ! = (k mod m — 2) + 1,
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Figure 9: Task graph instance of P3, B2 — broadcast | prec, ¢ = 1 (c.d.), p; =
1| Cmax- (a) V-graph. (b) C-graph.

critical chains

Figure 10: Subgraph of critical chains for Pm, Bb — broadcast | prec, ¢ =
1(cd.), pj =1 Cnax-
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1<k <m-—2, and we add a communication arc from each task ¢, 0 < < T — 3
of chain k to task ¢ + 2 of chain [ (cf. Figure 10). It is clear that all these 7" — 2

communications are critical. [ |

Observe that when b > m, the problem Pm, Bb — broadcast | prec, ¢ =
1 (c.d.), pj =1 | Cmax reduces to the classical UET-UCT scheduling problem with

no communication capacity constraint.

6 Concluding Remarks

In this paper, we have analyzed scheduling problems in a multiprocessor system
with bounded communication capacity. The goal of these scheduling problems is
to minimize the makespan when parallel programs are represented by a UET-UCT
task graph. We have shown that these problems are strongly A'P-hard for binary
trees with unbounded number of processors and for general graphs with two proces-
sors. Thus, the general scheduling problem of parallel programs with communication

resource constraints is strongly N P-hard.

We have considered several variants of the problem: communications with inde-
pendent-data semantics and with common-data semantics. Our results have been
extended to the case of broadcasting communications. Thus, the AP-hardness of
analyzed problems extends trivially to scheduling problems with general communi-
cation semantics and communication mechanisms. It is also easy to see that our

results apply also to multiprocessor systems with shared memory.

In some scheduling problems (cf. [9, 27, 30, 31]), tasks are assumed to be preal-
located to specific processors. Using the arguments of Goyal [9] and Veltman et
al. [15, 30] who established the NP-hardness of scheduling problem of chains on
two processors with task preallocation and no communication delay, we can show
that scheduling UET-UCT chains on two processors with bus constraint is strongly
N'P-hard. The interested reader is referred to Finta and Liu [7].
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In some parallel systems, communications are blocking in the sense that the
processor sending and/or receiving a message cannot execute tasks until the com-
munication is completed. The complexity issues of the scheduling problem with bus

constraint and blocking communications are discussed in [7].

In general, adding constraints in scheduling problems can make problems easier
or more difficult. The results of this paper clearly suggest that the constraint on

communication capacity makes the UET-UCT scheduling problem more difficult.

This difficulty is also encountered in the search of polynomial solutions for specific
cases. When there are two processors and the task graph is a tree, the polynomial
algorithm proposed by Guinand and Trystram [12] for trees with UET-UCT still
works, as the algorithm yields a schedule in which all communications are from
processor 2 to processor 1, and each task communicates with at most one of its
successors. Thus, the constraint on communication capacity has no effect on the
schedule. For other more complex graphs, such as series-parallel graphs, existing
polynomial algorithms (see Finta et al. [8]) do not extend easily to the case with bus
constrain (counterexample can be constructed with a simple graph with 1 source task,
8 parallel tasks and 1 final task). We did not succeed in finding optimal polynomial

algorithms for special classes of task graphs other than trees.

Finally, we remark that according to the impossibility theorem of Lenstra and
Shmoys [18], if the problem of deciding whether there is a feasible schedule with
length at most ¢ is N’P-complete, then there is no polynomial time algorithm with
performance guarantee ratio (¢ + 1)/c, unless P = N'P. In the case of traditional
UET-UCT scheduling problems, various results are reported (see e.g. Hoogeveen
[14]) showing that there are no efficient polynomial approximations. This kind of
results do not seem to be easy in the case of scheduling with constraint on commu-

nication capacity.
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