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Abstract: In this paper we consider explicit substitutions calculi that allow open terms.
In particular, we propose a variant of the A,-calculus, that we call A,. For this calculus and
its simply-typed version, we study its meta-theoretical properties. The Ag-calculus enjoys
the same general characteristics as A,, i.e. a simple and finitary first-order presentation,
confluent on terms with meta-variables, with a composition operator and with simultaneous
substitutions. However, Ay does not have the non-left-linear surjective pairing rule of A,
which raises technical problems in some frameworks.
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Propriétés méta-théoriques de A,:
Une variante linéaire a gauche de )\,

Résumé : Dans cet article, on s’intéresse aux calculs avec substitutions explicites qui
admettent des termes avec des méta-variables. En particulier, on propose une variante du
As-calcul, qu’on appelle Ay. Pour la version pure et pour la version simplement typée de ce
calcul on étudie les propriétés méta-théoriques. Le calcul Ay satisfait les mémes propriétés
générales de )\, c’est-a-dire:

e une présentation simple, finitaire et de premier ordre,
e confluent pour les termes avec des méta-variables
e avec des opérateurs de composition et de substitutions simultanées.

Mais Ay ne comporte pas la régle non-linéaire de A, qui pose des problémes techniques dans
certaines applications.



1 Introduction

There are several versions of explicit substitutions calculi (see for example [Les94] for a overview of some of
them, but also among others [KR95], [BR95], [LRD95], [Kes96], [Muii96], [FKP96], ...). All these calculi
implement A-calculus by means of a lazy mechanism of reduction of substitutions. In order to consider meta-
variables, most of them have a strong drawback: non-confluence on terms with meta-variables. Confluence
and weak normalization are sufficient to decide equivalence of terms. Hence, these two properties seem to
be desirable in any extension of A-calculus with meta-variables and explicit substitutions.

The A,-calculus! is one of the most popular explicit substitutions calculus. It is a first-order rewriting
system with two sorts of expressions: terms and substitutions. In this calculus, free and bound variables are
represented by de Bruijn’s indices, and hence, A-terms correspond to ground A,-terms without substitutions.
Confluence and termination properties of A, for ground terms are shown in [ACCL91]. The A,-calculus is
not confluent on general open terms ([CHL96]), however [Ri093] has proved that it is confluent on semi-open
terms, i.e. expressions with meta-variables of terms but not meta-variables of substitutions.

Others calculi that are confluent on terms with meta-variables are Ay ([CHL96]), As, ([KR95]) and A,
(Muii96]). In particular, Ay is a confluent first-order rewriting system. Compared with Ay, A, has less
rewriting rules and it is compatible with the n-rule. But it has also some advantages whit respect to As,
and A¢: Ay is a finitary first-order system and it allows composition and simultaneous substitutions.

In A, the composition operator was introduced to solve a critical pair, and so, to gain local confluence.
Composition of substitutions introduces simultaneous substitutions that happens to be useful for several
purposes. For example, the modeling of closures of an abstract machine ([HMP95]) or the pruning of
search space in unifications algorithms ([DHK95]). Also, these features improve the substitution mechanism

by allowing parallel substitutions of variables. But also, composition of substitutions and simultaneous

SC
substitutions are responsible of the following non-left-linear rule: 1[S]- (ToS) ﬂ» S. Informally, if

we interpret S as a list, 1 as the head function and T as the tail function, then this rule correspond to the
surjective-pairing rule.

The (SCons) rule, 1[S]- 10 S —— S, is impractical for many reasons. In fact, [Mufi97] has shown that
Ao may loses the subject reduction property in a dependent types system due to the (SCons) rule. But
also, independently, Nadathur has remarked in [Nad96] that this non-left-linear rule is difficult to handle

in implementations. He has remarked that in A\, with semi-open terms this rule is admissible when the
n-times

. . . . +1 (SCons) . : u’_/Hw
following scheme of rule is maintained: 1[1"] - 1"*! ————» 1", where 1" is a notation for “To...01”.

Following this idea, we propose an explicit substitutions calculus that keep the same spirit of A,, i.e.
a simple and finitary first-order presentation, confluent on terms with meta-variables, with a composition
operator of substitutions and with simultaneous substitutions. But in contrast to A,, the new calculus has
not the (SCons) rule and it is extensible to higher-order typed systems.

The rest of the paper is organized as follows. In Section 2 we present the Ag-calculus. Confluence and
normalization properties of the calculus of substitutions are proved in Sections 3 and 4. In Section 5 we
show that Ay is confluent on A-terms with meta-variables. Finally, in Section 6 we study the simply typed
version of A4. In particular we prove subject reduction and weak normalization properties.

2 )\y4-Calculus

The finitary presentation of the scheme suggested by Nadathur is gained by the introduction of a sort to
represent natural numbers and an adequate set of rewriting rules to compute with them.
The set Ay of well formed expressions is defined by the following grammar:

n this paper we use Ao to designate the locally confluent calculus proposed in [ACCL91].



(AM)N —  MIN -1 (Beta)
(AM)[S] —  AM[1-(S015%(®)] (Lambda)
(M N)[S] —  M][S] N|[S] (App)
MIS|[T) —  M[SoT] (Clos)

1[M - S] — M (VarCons)
M) — M (14)
(M-8S)oT —  M[T]-(SoT) (Map)
1%08 — S (Ids)
TSuc(n) ° (M . S) — 1"oS (ShlftCOHS)
TSuc(n) o™ — "o TSuc(m) (ShlftShlft)
1- TSuc(U) N TO (ShlftO)
]-[Tn] R TSuc(n) N TTL (ShlftS)

Figure 1: The rewrite system Ay.

Naturals n
Terms M,N
Substitutions S,T

0| Suc(n)
1|AM | M N | MI[S]
1" |M-S|SoT

We define the system A, in Fig. 1. The system ¢ is obtained by dropping the (Beta) rule from Ag.

Technically, Ay is not a left-linear rewriting system due to the (ShiftS) rule. However, its deviation is
not harmful since the term with a double occurrence in this rule can be considered as a constant. In other
words, since natural numbers are never reduced, the Ag-calculus can be considered as left-linear in the sort
of terms and substitutions.

We remark that the rewriting system ¢ is not confluent, not even locally confluent, on open expressions.
We can check mechanically, for example using the RRL ([KZ89]) system, in order-manual option, that ¢ has
the following critical pairs:

e (Id-Clos). M[S] <*— MI[S][1°] 2~ M[S01°].

(Clos-Clos). M[(SoT)oT'] <*— M[S|[T][T"] -+ M[So (T oT").

+
(Shifto-Map). S A (1-15%(®)0 8 4, 1[S] - (15%(©) 6 ).

(ShiftS-Map). 170§ ~“— (1[1"] - 15%(")0 5 7w 1[0 5] - (154 o 5).

(Lambda-Clos). AM[L - (S o 154} o (1 - (T 0 15%®)))] <2 (AM)[S][T] -
AMI1-((SoT)o 5%,

If we consider the (Beta) rule, we have additionally the following critical pair with the (App) rule:
+ T
MINIS]- 8] +“— ((AM) N)[S] =~ MINIS]- (S 0 1°*(®)) o (M - 1°))].
However, we are going to prove that these critical pairs are ¢-joinable in the set of expressions that

contain meta-variables only of sort term, i.e. no meta-variables of sorts substitution or natural. This set is
defined as the set of gquasi-open expressions of A4 and it is noted by Ag.



Definition 1 (Addition) We define the addition function on the set of ground naturals.

0+m =m
Suc(n) +m = Suc(n +m)

The following properties are proved by structural induction on naturals.
Lemma 1 (Addition Properties) For any n, m and r ground naturals:

1. (Commutativity) n +m = m + n.

2. (Associativity) n+ (m + 1) = (n+m) + .

3. (Right Zero) n+0 = n.

4. (Rigth Successor) n + Suc(m) = Suc(m + n).

5. (Arrow Composition) 1™ o T™ . prtm

Proposition 1 The set of ¢p-normal forms in Ag is defined by the following grammar:

Naturals n 2= 0] Sue(n)
Terms M,N 2= 1]1[15«M]|AM | M N |z | z[S"]
Substitutions S = 10198

S’ = 15w | M-S with M-S #1150 and

M-S #1[17] - 15wl
where x is a meta-variable of sort term.

Proof. First we check that the forms described by the above grammar are ¢-normal forms. Then we verify
that there are no any more. O

3 ¢-Normalization

The idea of this normalization proof? is to split the ¢-calculus in two terminating systems, and to use a
sufficient condition to prove termination of the union of the systems. A similar technique is used in [Muii96]
and [FKP96] to prove termination of explicit substitutions calculi.

Definition 2 (Commutation) Let R and S be two relations defined on the set X. We say that R commutes
R s
over S if and only if for any x,y,z € X such that xt —— y and y — z there exists w € X such that

2 -2 w and w 2 z, i.e. the following diagram holds:

We use the following well known property of commuting relations.

Lemma 2 (Bachmair-Dershowitz) Let R and S be two relations defined on a set X such that: 1. R and
S are terminating and 2. R commutes over S, then the relation RU S is terminating.



TSuc(n) ° (Ml “vu. Mnys - S) — S (ShiftCOIlS’)
TSuc(n)+m ° (Ml L Mn+1 . Tm’) N Tm+m’ (ShiftCOIIS’?)
TSuc(n) ° Tm — T.S'uc(n+m) (ShlftShlft’)

Figure 2: The rewrite system ¢3

I1] = 1
DMl = [M]
MN] = [M]+[N]
sl = [M]+[8]
"1 = [
-s] = [M]+[s]
[SoT] = 2[S]+[7]
[0] = 1
[Suc)] = 1+[n]

Figure 3: Interpretation for proving the termination of ¢,

The ¢-system is split as follows: ¢ = {(ShiftCons), (ShiftShift)} and ¢» = {(Lambda), (App), (Clos),
(VarCons), (Id), (Map), (IdS), (Shift0), (ShiftS)}. In order to apply Lemma 2, we need to extend ¢, with
the infinite additional rules represented by the rules schemes of ¢3 (Fig. 2).

If we take the set Ag as X, ¢; as R and (¢2 U ¢3) as S, then the conditions of Lemma 2 are satisfied.
First we prove that ¢; and (¢2 U ¢3) are both terminating systems.

Proposition 2 ¢, is terminating.
Proof. We verify that the polynomial interpretation given in Fig. 3 defines a reduction order for ¢;.
e (ShiftCons). [15%(™ o (M - S)] = 2+ 2[n] + [M] + [S] > 2[»] + [S] = [1™ 0 S]-

e (ShiftShift). [15%<(™ 01™] = 2 4 2[n] + [m] > 2[n] + 1 + [m] = [17 o 15u<(™)].
O
In order to verify that (¢ U¢s)-reductions are simulated by o-reductions (Fig. 4), we define the following
mapping from Ag-expressions to As-expressions:

2Recently, Hans Zantema has found a simpler proof of termination for the ¢-calculus ([Zan96]). His proof uses the semantic
labelling technique ([Zan94]).



(M MN[S]  —  MI[S] M'[S]
(AM)[S] —  AM[1-(SeT)])
M[S][S"] —  MJ[So0S

1[M - S] — M
(SOS/)OS// - SO(S/OSI/)
(M-S)oS" — MJ[S]-(SoT)
tdo S — S

Soid — 8

To(M-S) — S

1-7 —  id
1[5]-(1eS) — S

(App)
(Lambda)
(Clos)
(VarCons)
(Id)

(Ass)
(Map)
(1d1)

(Idr)
(ShiftCons)
(VarShift)
(SCons)

Figure 4: The rewriting system o

1 =1

M = M

M N =MN
VS| = M

10 = id
TSuc(O) — T
18uc(Sue(n)) = 1o 15ue(n)
M-S = M-S
SoT SoT

Lemma 3 (Simulation of (ShiftCons’)) 15u<(m) o (M; -...-

Proof. By structural induction on n.

My, -S) = 3.

e n = 0. By definition, 15%<(0) o (M; - S) = 10 (M; - S). But also, To (M - S) — S.
o n = Suc(n’). By definition, 75ue(Sucn) o (My -...- My, - S) =
(To1Sue(m))o (M - -+ My, - ). But also, (T ° Tsuc(nl)) o(M S My, - S) —
: (LH)o+ . -
TO (TSuc(n Jo (Ml Mn’+2 S)) - T (Mn’+2 ) - T ( n’+2 S) — 5.

Lemma 4 In Ag, To1" A 1Sue(n)

Proof. We reason by case analysis on n.

Lemma 5 (Simulation of (ShiftCons”)) 1Suc(n)+m o (M, -

Proof. By structural induction on m.

e m = 0. By Lemma 3, 15uc(n) o (M,

N oot
o Mpyq o) — 1

1 o+
Mgy - 1) s T



e m = Suc(m'). By definition, {Suc(n)+Suc(m’) o (M; - ...« My - 1) =
(To18uet+m’)o (M -...- Mny1 - I™). But also, (1o 15u(m)tm') o (My ... Mpyy - 1) —

ot [ o*
1o TSwtI T o (My - Mgy 7)) S Ts g o gy (emma B e
— Tm+n’ i

TSuc(m’-}—n’) — T.S'uc(m’)—l—n

*
o

Lemma 6 (Simulation of (ShiftShift’)) 15uc(n)ofm — Suc(ntm),

Proof. By structural induction on n.

T S5ue(0) - Am Ey— — (L 4) o* —o——
e n = 0. By definition, 15%<(0) 0 1m = 70 1™. But also, To ™ % 1Suc(m),

e n = Suc(n'). By definition, 15uc(Sue(n) o Im = (10 1Sue(n)) 0 Tm. But also, (1o [5ue())oTm s

(LH.) o* (Lemma 4) o*

T o (TSuc(n’) o Tm) To TSuc(n’-I—m) — TOW TSuc(n—l—m)‘
O
—
Lemma 7 (Simulation of (ShiftS)) 1[17]- 15u(®) — 77,
Proof. By case analysis on n.
e n = 0. By definition, 1[1°] - 154<(0) = 1[id] - 1. But also, 1- 71 7+ id=10.
e n = Suc(n'). By definition, 1[5ue(n)] . $Suc(Suc(n’)) = 1[1Suc(n’)] . (10 15ue(n’)), But also,
l[TSuc(n’)] . (T o TSuc(n’)) g , TSuc(n’) — T_n
O

Now we show that (¢2 U ¢3)-reductions are simulated via o-reductions.

($2U¢3) *

Lemma 8 Let z and y be in Ag such that x y, then © BAN Y.

Proof. By induction on the depth of the redex reduced in z. At the base case z is a ¢-redex. Lemma 3,
Lemma 5, Lemma 6 and Lemma 7 prove the cases (ShiftCons’), (ShiftCons”), (ShiftShift’) and (ShiftS).
The other cases are obvious by definition of the transformation. At the induction step we have the following
cases:

ez = MM and y = AM', with M . wm. By definition, Z = AM and § = AM’. By induction
hypothesis, M 2+ M’ and 80, T AN Y.

2

e z=MN andy = M' N, with M —2~ M’. By definition, 7 = M
hypothesis, M —— M’ and so, T — 7.

and § = M’ N. By induction
e The other cases are similar to the previous one.

Proposition 3 (¢2 U ¢3) is terminating.

Proof. Let z, y be in Ag. We say that z < y if and only if AN T or (J =T and [z] < [y]). Notice that

o7 is a well founded relation ([HL86],[Zan94]). We verify, by using Lemma 8, that the order < is a reduction

order for (¢o U ¢s3). O
We address the final condition of Lemma 2.

Proposition 4 ¢; commutes over (¢ U ¢3).



Proof. Assume that an arbitrary expression x in Ag reduces in one ¢;-step to y and y reduces in one
(¢2 U ¢3)-step to z. We prove, by induction on the depth of the redex reduced in z, that there exists w such

that z M o z. At the base case z is a ¢-redex:

e (ShiftCons). We have the following sub-cases:

ShiftC
- r= TSuc(n)o(M S) w, TmoS =9y and "o S ﬁ, T”OS’ =z, with § —— S’. But
ShiftC
also T = TSuc(n)o(M S) TSuc(n) (M Sl) w, T OS/ = z.
ShiftC 1dS
_ w:TSuc(O)O(M,S) w 108 =yand %085 —» (1dS) S = z. But also,

(ShiftCons’)

z =15 o (M-8)

=z
ShiftC
— g = Sue(Sue) o (M - ... - Mpiz - S) _(ShiftGons) 15uen) o (My - ... Mpys - S) =y and
(ShiftCons’) (ShiftCons’)
y——— S=2z Butalso,z ———— S = 2.

7

— g = PoueSue(m)+m) o (M - ...« Mngo - 1™)
(ShiftCons”)

ShiftC ’
_(SHiftCons) |y suctm+m o (A, - ...+ Mpya - 1™) = y

and y tmtm’= 5 But also, z = [Sue(Sue(n))+m o (My-...- Mpyo- Tm')
(ShiftCons”) Tm+m': .
= TSUC(SuC(n)) ° (M . Tm) (ShlftCOnS) TSuC(’n) ° Tm — y and Tsuc(n) ° Tm (Shlftshlft’)

TSuc(n-I—m): z. But also, z = TSuc(0)+Suc(n) ° (M . Tm) M

TSuc(n-I—m): 2.
e (ShiftShift). We have the following sub-cases:
(ShiftShift)

(ShiftShift’)
_—

(1dS)

— = TSuc(O) ° Tm 0 oTSuc(m) =y and TO oTSuc(m)

TS’uc(0+m) :TSuc(m): 2.

15uc(m)= 5 But also,
= TSuc(O) ° Tm
(SISIE) | suc(n) o 15uctm) — ) qnd 15ue(n) o 15uc(m) (ShIEtSht)
(ShiftShift’)

— = TSuc(Suc(n)) ° Tm
TSuc(n+Suc(m)): 2. But also, T TSuc(Suc(n)+m):Tn+Suc(m): 2.
At the induction step we have three cases:

e z is not ¢;-redex but y is a (¢ U ¢3)-redex. Notice that right-hand side of a ¢;-rule can never overlap
with a strict sub-expression of a (¢ U ¢3)-redex. In this case is not difficult to verify that the diagram

is closed in the followmg way: x 2w N z. We show, for example, one case with the (App) rule:
A
z = (M N)[S] — (M N)[S'] =y, with S S’ and y = (M N)[9'] ﬂ» MI[S'] N[S'] = =.
But also, z = (M N)[S] u» MIS] N[S] M[S] N[S'] = z. The rest of cases are similar.
ow:C’[ ]SLC[w ]—y,withwLw,andy:C[”,y’]—»C[w "l = z, with
y — o1 . But also, z = C[z, '] o2, Clz',y"] — Cl2",y"] =
o £ =Clz'] — C[y'] =y, with 2’ N y',andy = C’[y] 2, C[z'] =z, with ¢/ LR By induction
hypothesis, z’ ﬁ» w2 , therefore z = C[2'] — C[w] ClZ'] = =.

O

Theorem 1 The system ¢ is terminating.

3C[z, y] and C[w] are notations for context expressions that contain, respectively, two disjoint sub-expressions z and y, and
a strict sub-expression w.



Proof. By Lemma 2, Proposition 2, Proposition 3 and Proposition 4, (¢1 U @2 Ugs) is terminating. Therefore,
¢ = (¢1 U @) is also terminating. 0

Corollary 1 Let z be in Ag, then x has at least one ¢-normal form.

4 ¢-Confluence

The test for confluence of ¢ is much harder than the test for confluence of ¢. Even if the two systems
are terminating. In fact, ¢ is not locally confluent on open expressions and [KNO90] proves that local
ground confluence cannot be mechanically verified. However, the Critical Pair’s lemma ([Hue80]), i.e. a
term rewriting system is locally confluent if its critical pairs are joinable, holds also for ground expressions
([KNO90]): a term rewriting system is locally confluent on ground terms if its critical pairs are ground-
joinable.

We want to prove the confluence of ¢ on the set of quasi-open expressions, i.e. confluence of a many-sorted
system with mixed open and ground sorts. The Critical Pair’s Lemma is not true for general many-sorted
systems, but [SS89] proposes a generalization for sort compatible systems. A many-sorted rewriting system
is sort compatible if for every rule [ —— r, the sort of [ and the sort of r are the same.

Lemma 9 (Critical Pair’s Lemma) Let R be a sort compatible rewriting system, R is locally confluent
if every critical pair is joinable.

Proof. [SS89]. |
Before proving ¢-confluence, we show that critical pairs of ¢ are ¢-joinable in the set of quasi-open
expressions Ag.

Proposition 5 ((Id-Clos) Critical Pair) In Ag,M[S] and M[S 0 1°] are ¢-joinable.

Proof. Tt suffices to prove that S and S o 1° are ¢-joinable in Ag. Let S any ¢-normal form of S (Corollary 1),

then § -+ §and So 10 L 5o 19. Now we can prove by structural induction on S that So 10 L5 o

Lemma 10 In Ag, (1" 0S)oT and ™o (SoT) are ¢p-joinable.
Proof. We proceed by structural induction on n. O
Lemma 11 If S is a ¢-normal form, then So (T oT") and (SoT)oT" are ¢-joinable on Ag.

Proof. By structural induction on S. By Proposition 1, we have the following cases:

M
e S=M-§". Then, So(ToT’) M),

M[T] [Tl] : ((S' oT) OT') m»
(8'oT)oT' are ¢-joinable in Ag.

Map;M
M[ToT"]-(S"o(T'oT")). But also, (SoT)oT" _(Map;Map)

MI[T oT"]- ((S'oT)oT"). By induction hypothesis, S’ o (T oT") and

e S =1". By Lemma 10, "o (T'oT") and (1" oT) o T’ are ¢-joinable in Ag.
O

Proposition 6 ((Clos-Clos) Critical Pair) In Ag, M[(SoT)oT'] and M[So (T oT")] are ¢-joinable.

Proof. 1t suffices to prove that (SoT)oT” and So (T oT") are ¢-joinable in Ag. Let S any ¢-normal form of

S (Corollary 1), then (SoT)oT’ 2 (§0T)oT' and So(ToT") L 8o (T oT'). By Lemma 11, these
two last substitutions are ¢-joinable in Ag. O

Proposition 7 ((Shift0-Map) Critical Pair) In Ag, 1[S]- (1°%(Y) 0 S) and S are $-joinable.



Proof. Let S any ¢-normal form of S (Corollary 1). By Proposition 1, we have the following cases:
(SIfShift1dS) ) g0y (SH0) o

o §=10. Then, 1[8]- (15%® 0 8) -2+ 1[17]. (1% 0 19)
But also, S . 10,
° S\f :TSuc(n)_ Then, I[S] ) (TSuc(O) OS) ¢" 1[T5uc(n)] . (TSuc(O) ° T.S'uc(n)) (ShlftShlftJIdS)

l[TSU‘C(n)] . TSuc(Suc(n)) (ShiftS) TSuc(n)‘ But also, S i TSuc(n)‘

A * ;Shift
o §= M-T. Then, 1[S]- (15 o §) —*"s 1[0 - 7] - (154(0) o (a1 . 7)) YarConsiShiftCons)
M-(1°7) 1, 41 7. But also, § 4> M- T

O
Proposition 8 ((ShiftS-Map) Critical Pair) In Ag, 1[1"0S]- (1°“(™ 6 S) and 1" 0 S are ¢-joinable.
Proof. By structural induction on n.
en = 0. Then, 1[1"08] - (15“(™ 0 S) _(1dS) | 1[S] - (15%(® 0 S). But also, 1"0 S _(1dS) | S. By

Proposition 7, 1[S] - (15¢(®) 0 §) and S are ¢-joinable in Ag.

e n = Suc(n'). Let S any ¢-normal form of S (Corollary 1). By Proposition 1, we have the following
cases:

— §=1™. Then, 1[1"0 8] - (15%(") 6 §) 2 1[1? o 1™] - (15%¢(®) 6 1™). By Lemma 1,
1[0 1™] - (15uc(™) o 1) A 1[tntm] - pSuetm+m | By Def. 1, Suc(n) + m = Suc(n + m), then

ShiftS
1[fr+m] . Suclnm) _(SHIftS)  ntm Byt also, 170§~ ntm.

~ §=M-T. Then, 1[0 8] (15 0.§) ~Tw 1[1S4(") o (M- T)] - (145D o (M - T))

ShiftC :ShiftC 1 ! * 1
(ShiftCons;ShiftCons) _ 11" oT] - (15*(") o T). But also, "0 S . 1™ oT. By induction
hypothesis, 1 o7 and l[T"I oT]- (TS“C("I) oT) are ¢-joinable in Ag.

O

Lemma 12 If S is a ¢-normal form, then (So15%(9))o (M - (T oT")) and (SoT)oT' are ¢-joinable on
Ao.

Proof. We proceed by structural induction on S. Take T = M - (T oT"), by Proposition 1 we have the
following cases:

e S=M'-5'" Then, (So TSuc(O)) oT" (Map;Map) M/[TSuC(O)][T”] -((8"0 TSuc(O)) oT")

Clos;Shift Cons;IdS *

(ClosiShiftConsildS) 3 r1ip o 7] . (87 0 155€(0) 0 7). But also, (S0 T) o T' —»
M'[ToT"]-((S'oT)oT"). By induction hypothesis, (5’0 15%“(®)) o T and (S’ oT) o T’ are ¢-joinable
in AQ.

* ShiftC
e S =1". By Lemma 1 and Lemma 1, (S 0 15%(®)) o 7" . pSue(n) o 1 4>( iftCons)

Lemma 10, "o (T oT"') and (1" oT)oT"' are ¢-joinable in Ag.

1o (ToT'). By
O

Proposition 9 ((Lambda-Clos) Critical Pair) In Ag, AM[1 - ((S o 15“(®©)) o (1 - (T 0 15%(®)))] and
AM1 - ((SoT)o15u¢O)] are ¢-joinable.



Proof. Tt suffices to prove that (S o 75(9))o (1 - (T 015%(®))) and (SoT)o TSUC(O) are ¢-joinable in Ag. Let

S any ¢-normal form of S (Corollary 1). Then, (5o TS“C(O)) 0( (T 0 75uel 0)))

(8015400 (1- (T 015%<(0)), and (§o0T)o0 150 £+ (§0T)015%(0), By Lemma 12, these two last

substitutions are ¢-joinable in Ag. O
The following lemma is used in the next section to prove that Ay is confluent on Ag. It is proved by

structural induction on S in the same way that Lemma 12.

Lemma 13 Let (SOTS“C(0 Yo (M -1°) and S be two substitutions in Ag. If S is a ¢-normal form, then
(S0 155@) 0 (11 - 19) £+ .

Proposition 10 ¢ is locally confluent on Ag.

Proof. First, Ay is a sort compatible system, i.e. terms reduce to terms and substitutions reduce to sub-
stitutions; and second, critical pairs of ¢ are ¢-joinable in Ag (Proposition 5, Proposition 6, Proposition 7,
Proposition 8 and Proposition 9). The proof follows straightforwardly the proof of Lemma 9 in [SS89].
Remark that if two expressions are Ag-joinable, then they are in particular Ag-joinable. Then it is sufficient
to concentrate on those critical pairs of R that are not joinable. O

Theorem 2 ¢ is confluent in Ag.

Proof. By Theorem 1, ¢ is terminating and by Proposition 10, ¢ is locally confluent on Ag, so by Newman’s
Lemma, ¢ is confluent. O

Corollary 2 Let x be in Ag, then x has exactly one ¢-normal form.

Proof. By Corollary 1 and Theorem 2. O

5 Ag-Confluence

An useful technique to prove confluence in explicit substitutions calculi is the interpretation method ([Har89)).
Based on this method, [Kes96] proposes a general scheme of abstract properties which are sufficient to
guarantee ground confluence on explicit substitutions calculi. Although the interpretation method can be
used to prove confluence on terms with meta-variables ([Ri093]), we use a technique that was coined in
[YH88]: the Yokouchi-Hikita’s Lemma. This lemma is used in [CHL96] to prove confluence of Ay, and it
turns out that it is more direct than the interpretation method for left-linear calculi of explicit substitutions

([Pag96)).

Lemma 14 (Yokouchi-Hikita’s Lemma) Let R and S be two relations defined on a set X such that: 1.
R is confluent and terminating, 2. S is strongly confluent and 3. S and R commute in the following way,

R s R*SR*
for any z,y,z € X, if £ — y and x — z, then there exists w € X such thaty — w and z — w,
i.e. the following diagram holds:

x
YN
Yy z
R'SR*'« » R*

Then the relation R*SR* is confluent.

10



Proof. [CHL96]. O
We take the set Ag as X, ¢ as R and B as S, where Bj is the parallelization of (Beta) defined by:

M —N
M — M’ N — N’ M — N S —T
M NN APPI) s =~y (Closu)

S — 5 T —T
SoT — S o7’

M — N S —T
M-S—N-T

(Cons”) (Comp“)

M M’ N N’
(a0 N — a7 (eta)

Proposition 11 In Ag, ¢ and B) satisfy the conditions of Lemma 14. Therefore, ¢* B|¢* is confluent on
Ag.

Proof. (1) By Theorem 1 and Theorem 2, ¢ is terminating and confluent on Ag; (2) By is strongly confluent,
since (Beta) by itself is a left-linear system with no critical pairs ([Hue80]); and (3), assume that an arbitrary

expression z in Ag reduces in one ¢-step to y, and in one B|-step to z. We prove, by induction on the depth

*B * *
of the ¢-redex reduced in xz, that there exists w such that y Shie, w and z —+ w. At the base case = is

a ¢-redex:

e (App). There are two cases:

_z= (M N)[S] (Ai. M[S] N[S] = y and (M N)[S] —%e (M’ N')[S'] = 2, with M —Lu M,
N —— N’ and § —— S'. By definition of By, M[S] N[S] — B M'[S’] N'[S"] = w. But also,
o N8 AP i NS = w.

— & = (M) N)[S] 222 (A1) (] N[S) = y and (AM) N)[S] —2e MIIN'-10][S) = 2, with
M2 N B N and S -2 S, Let § the ¢ normal form of ' (Corollary 2). Then,
y = (AM)[S] N|[S] (Lambda), (AM1 - (S 0 75%ON)])) N[S] —> M'[1 - (S' 0 15"<)][N'[] - 1]

(ClosMap VarGons) . ppr[n/[s7] - (8" 0 15%®)) o (N'[S'] - 1°))] ﬁ’

N N N L 13) ¢* N N
MIN'[S] - (S 0 15200 o (N'[$1] - 10))] LEmm2D) 90 0 p(nv[87] - §1). But also, MYIN' - 19][S]
M» M'[N'[S"] - §"] *, M'[N’[S"] - §']. This case is the only interesting one.

e (Lambda). = (\M)[S] L2293 M1 - (80 15%O] = y and 3 = (AM)[S] =L (AMY)[S7] = 2,

with M 2 M’ and § 2 . By definition of By, AM[1-(So 15uc(0))] RN AM'[1 - (S 0 15%(0)]
(Lambd
= w. But also, (AM")[S"] M» AM'[1 - (8" 0 15%¢(0)] = w
e The other cases are similar to the previous one.

At the induction step we have three cases:

e The ¢-redex is a sub-expression of the B)-redex. Remark that a strict sub-expression of a B|-redex can
never overlap with a ¢-redex. This means that B)-redexes are preserved before internal ¢-reductions.

*

B
In this case the diagram is closed in the following way: y Y wand 2 2 w.

11



e The ¢-redex and the Bj-redex are disjoint. In this case, z = Clz',y] ¢, Clz",y'] = y, with
B B B
o —2s 2", and z = C[z,y'] —1 Clz',y"] = z, with ¢/’ —U, " Butalso,y = Clz",y'] —I Clz",y"]

=w and z = Cl2',y"] — C[z",y"] = w.

e The Bj-redex is a sub-expression of the ¢ redex. In this case, z = Clz'] ¢, Cly'] = y, with
o 2. y', and C[z'] b, [2']. By induction hypothesis, y’ Rt La% -
g .
Cly'] 25, Clw'] = w and C[2] . Clw'] = w.

*®

[
w' and 2z’ —— w', therefore

O

Theorem 3 (Confluence) Ay is confluent on Ag.

Ag* Ag*
Proof. Notice that Ay C ¢*B)j¢* C As". Let z bein Ag. If z 2%, y and z =%+ z, then by Proposition 11,

N “ B )¢ \ At
(97 By97) wandzM»w.So,y—d’»wandz—qb»w. O

there exist w such that y

6 The simply typed version

We consider a simply-typed theory, where types are generated from a set of basic types and the arrow “—7”
type constructor. Without lost of generality we take only one basic type named ¢. Like the simply-typed
A-calculus in de Bruijn’s notation, typing contexts (of free variables) are structured as lists of types.

The grammar of terms and contexts is:

Types AB == |A—-B
Contexts T’ x= nil| AT

Typed terms differ from untyped ones only in abstraction expressions. We prefer a Church style notation
where types of abstracted variables appear explicitly in the syntax.

Terms M,N == ...| M| ...

The Ag-calculus is modified according to this new syntax of abstractions. However, it is not difficult to see
that properties of Section 2 and 3 are preserved.
Typing rules are inspired from those of A, with open terms ([DHK95]):

AT'FM:B

ATFT 4 (Var) TF A, 07 4 = p (Lambda)
PEM:ASB TEN:A G DESeA AFM:A g
TF(MN):B PP TFM[S]: 4
m(Meta\f&r)
TH1"> A .
Shift
rFsT 0D AT F e, p Ohift)
’ ' .
TESed' AFTeA oy LFEMiA TES»A o0

I'FToSp A I'FM-S>AA

Lemma 15 (Inversion) If TFM : A andTF S A, then

12



1. if M =1, then = AT’;

2. if M = X (a meta-variable), then T =T'x and A = Ax;

3. if M =X g .M, then ATHFM':B and A= A" — B';

4. if M =(M'N'), thenTHFM' :B— AandT+N':B;

5. if M =M'[T), thenTHT > A" and A"+ M': A;

6. if S =1°, thenT = A;

7. 4f § =15ue(®) then T = A'T" and ' F 1" b A;

8 if S=M T, thenTFM : A, TFT b5 A and A= A'.A'; and
9. if S=SoT, then TFT b A, A'F S b A.

Proof. By induction on proof derivation. Notice that typing rules are structural, i.e. there is one rule for
each constructor of terms and substitutions. O

Theorem 4 (Uniqueness of types)
1. If FIFM:Al andrzi_M:Ag, then A1:A2.
2. If F1|_SI>A1 and FQ"SDAQ, then A1=A2.

Proof. By simultaneous structural induction on M and S. O

6.1 ),-Subject Reduction

Lemma 16 (Beta-redex) If T'F (Ag.M) N : A, then T = M[N - 19] : A.

Proof. We have the following hypothesis:
1. (a)TFAg.M:B — Aand (b) TF N : B, by Lemma 15 applied to hypothesis of lemma.
2. BI'F M : A, by Lemma 15 applied to (1-a).
3. T+ 195 T, by the (Id) rule.

S

.T'FN-1%> BT, by the (Cons) rule applied to (1-b) and (3).
We conclude with the (Clos) rule applied to (2) and (4) that T - M[N - 1°] : A. |
Lemma 17 (Lambda-redex) If T+ (Ag.M)[S]: A, then T+ Ag.M[1-(So15%(9)]: A,
Proof. We have the following hypothesis:
1. () TH S Aand (b) AF Ag.M : A, by Lemma 15 applied to hypothesis of lemma.
2. (a) BAF M : A" and (b) A =B — A’, by Lemma 15 applied to (1-b).
3. T+ 19> T, by the (Id) rule.
4. BT+ 15%(® b T by the (Shift) rule applied to (3).
5. BI'F1: B, by the (Var) rule.
6. BT F So015%(®) p A, by the (Comp) rule applied to (1-a) and (4).

13



7. BTF1-(S015%(9) > B.A, by the (Cons) rule applied to (5) and (6).
8. BI'F M[1-(So15u(0)]: A’ by the (Clos) rule applied to (2-a) and (7).
We conclude with the (Lambda) rule applied to (8) that T'F Ag.M[1 - (S0 15%(9)]: B — A’
Lemma 18 (App-redex) If '+ (M N)[S]: A, the T+ (M[S] N[S]) : A.
Proof. We have the following hypothesis:
1. (a)TF S>Aand (b) AF (M N): A, by Lemma 15 applied to hypothesis of lemma.
2. (&) AFM:B — Aand (b) A+ N: B, by Lemma 15 applied to (1-b).
3. TF M[S]: B — A, by the (Clos) rule applied to (1-a) and (2-a).
4. T'+ NJ[S] : B, by the (Clos) rule applied to (1-a) and (2-b).
We conclude with the (App) rule applied to (3) and (4) that I' - (M[S] N[S]) : A.
Lemma 19 (Clos-redex) If T'F M[S|[T]: A, thenTF M[SoT]: A.
Proof. We have the following hypothesis:
1. () THT > A and (b) AF M[S]: A, by Lemma 15 applied to hypothesis of lemma.
2. (a) AF S> A’ and (b) A'F M : A, by Lemma 15 applied to (1-b).
3. 'FSoTp A, by the (Clos) rule applied to (1-a) and (2-a).
We conclude with the (Clos) rule applied to (2-b) and (3) that ' F M[SoT] : A.
Lemma 20 (VarCons-redex) If T+ 1[M -S]: A, then T F M : A.
Proof. We have the following hypothesis:
1. (a)THFM-S> A and (b) AF1: A, by Lemma 15 applied to hypothesis of lemma.
2. A= A.A', by Lemma 15 applied to (1-b).
We conclude with Lemma 15 applied to (1-a) and (2) that '+ M : A.
Lemma 21 (Id-redex) If T'F M[1°]: A, then T - M : A.
Proof. We have the following hypothesis:
1. (a) TF 19> A and (b) A+ M : A, by Lemma 15 applied to hypothesis of lemma.
2. A =T, by Lemma 15 applied to (1-a).
We conclude with (1-b) and (2) that T'F M : A.
Lemma 22 (Map-redex) If '+ (M -S)oT > A, then T F M[T]-(SoT) > A.
Proof. We have the following hypothesis:
1. (a)TFT> A" and (b) A'F M -S> A, by Lemma 15 applied to hypothesis of lemma.
2. (a) A'FM:A (b)) A'FS>A" and (¢) A = A.A”, by Lemma 15 applied to (1-b).
3. T'F M[T] : A, by the (Clos) rule applied to (1-a) and (2-a).
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4. T+ SoT v A”, by the (Comp) rule applied to (1-a) and (2-b).
We conclude with the (Cons) rule applied to (3) and (4) that T'F M[T]-(SoT)> A- A", O
Lemma 23 (IdS-redex) If T'F 10 S A, thenTF S A.
Proof. We have the following hypothesis:

1. () TF Sp> A" and (b) A’ + 1% A, by Lemma 15 applied to hypothesis of lemma.

2. A’ = A, by Lemma 15 applied to (1-b).
We conclude with (1-a) and (2) that T'F S > A. O
Lemma 24 (ShiftCons-redex) If '+ 15%(") o (M - S) > A, then T F "0 S > A.
Proof. We have the following hypothesis:

1. (@)TF M-S A’ and (b) A’ 154¢(®) » A by Lemma 15 applied to hypothesis of lemma.

2. (a)TFM:A b)TFS> A", (c) A'=A.A", by Lemma 15 applied to (1-a).

3. AF 1" > A, by Lemma 15 applied to (1-b) and (2-c).
We conclude with the (Comp) rule applied to (2-b) and (3) that T'F "0 S b A. O
Lemma 25 If I'F 1" > A.A, then T+ 15u(™ b A,

Proof. By structural induction on n.
e 1 = 0. We have the following hypothesis:

1. I' = A.A, by Lemma 15 applied to hypothesis.
2. AF 19> A, by the (Id) rule.
3. A.AF 15u(®) » A, by the (Shift) rule applied to (2).

We conclude with (1) and (3) that T' F 15%<(0) » A,
e n. = Suc(m). We have the following hypothesis:

1. () T=BJI" and (b) I" F 1™ > A.A, by Lemma 15 applied to hypothesis.
2. I I 154c(m) b A, by induction hypothesis applied to (1-b).

We conclude with the (Shift) rule applied to (2) that B.I" | 15uc(Sue(m)) 5 A je, T | 75ue(n) 5 A,
O

Lemma 26 (ShiftShift-redex) If '+ 15(") 0 1™ b A, then T'F 1% o 75uc(m) p A,
Proof. We have the following hypothesis:
1. () T F 1™ > A’ and (b) A’ F 15%(") » A by Lemma 15 applied to hypothesis of lemma.
2. (a) A" = A.A" and (b) A" F 1™ > A, by Lemma 15 applied to (1-b).
3. T'F 15u(m) » A" by Lemma 25 applied to (1-a) and (2-a).
We conclude with the (Comp) rule applied to (2-b) and (3) that I' F 17 0 754¢(™) » A, O

Lemma 27 (ShiftO-redex) If T'F 1-15%(®) » A then T + 1% > A.
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Proof. We have the following hypothesis:
1. (a)TF1:A4, (b) T+ 159 » A’ and (c) A = A.A’, by Lemma, 15 applied to hypothesis of lemma.
2. ' = ATY, by Lemma 15 applied to (1-a).
3. I+ 1> A/, by Lemma 15 applied to (1-b) and (2).
4. " = A/, by Lemma 15 applied to (3).
5. '=A, by (1-¢), (2) and (4).
6. T+ 195 T, by the (Id) rule.
We conclude with (5) and (6) that I'F 1% > A. O
Lemma 28 (ShiftS-redex) If T+ 1[1"]-15*(™ b A, then T F 1™ > A.

Proof. We have the following hypothesis:

1. () T F1[1"] : 4, (b) T F 15%(") > A’ and (c) A = A.A’, by Lemma 15 applied to hypothesis of
lemma.

2. (a)TF1" > A" and (b) A" F1: A, by Lemma 15 applied to (1-a).
3. A" = A.Q, by Lemma 15 applied to (2-b).
4. T+ 154 b O by Lemma 25 applied to (2-a) and (3).
5. Q@ = A’, by Theorem 4 applied to (1-b) and (4).
6. A=A" by (1-c), (3) and (5).
We conclude with (2-a) and (6) that T'F 1™ > A. |

Theorem 5 (Subject Reduction) Let z and y be in Ag such that z 2ol y, then
e ifrisa Termand Tz : A, thenTFy: A; and
e if x is a Substitution and T F x> A, then T Fyp> A.

. . . . A o
Proof. We show that typing is preserved for one-step reductions (i.e. —2» ), and then it is also for the

reflexive and transitive closure (i.e. e ). Let z £, 4 be a one-step reduction, we proceed by induction
on the depth of the redex reduced in z. At the initial case z is reduced at the top level, and we conclude with
Lemma 16, Lemma 17, Lemma 18, Lemma 19, Lemma 20, Lemma 21, Lemma 22, Lemma 23, Lemma 24,
Lemma 26, Lemma 27 and Lemma 28. At the induction step we resolve with Lemma 15 and induction

hypothesis. O

6.2 )\4;-Weak Normalization

Strong normalization of typed terms does not hold for A4. In fact, as shown by [Mel95], A\, does not
preserve strong normalization of A-calculus. The same counterexample may be reproduced with some minor
modifications in explicit substitutions calculi as Ay and Ay.

Nevertheless, we prove that A, is weakly normalizing on typed expressions, i.e. there exists a strategy to
find Ag-normal forms in typed expressions. In particular, we show that for ¢-normal forms, the reduction of
(Beta) followed by a ¢-normalization is strongly normalizing on typed expressions.
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The proof we provide can be adapted to A, in a straightforward way. This gives an alternative proof
to that independently developed by [GL97]. That proof is based on a clever translation to simply-typed
A-calculus. In contrast, we follow straightforwardly the proof of strong normalization for the Calculus of
Construction proposed in [Geu94]. The complexity of both proofs is similar. The technique that we use is
extended to dependent types in [Mufi97].

We define N F4 as the set that contains all the ¢-normal forms of Ag. If z in Ag, T denotes its ¢-normal
form.

(Beta)

Definition 3 Let z,y € NF,, we say that x Sg-converts to y, noted by = P, Y, iff x w and

y=w.

Let SN be the set of B,-strongly normalizing expressions of N F .
Lemma 29 If M is a term in SN and S is a substitution in SN, then M - S € SN.

Proof. Since M, S € SN, we can reason by induction on v(M) + v(S)*. We check one-step B,-reductions of
M-T.

o M-T 2% M.T/, with T %+ T'. T € SN, then T’ € SN, and v(M) + v(T) > v(M) + v(T"). By
induction hypothesis, M - T' € SN.

o M-T 2% M'.T, with M 2%+ M". If M € SN, then M’ € SN, and v(M) + v(T) > v(M') + v(T).
By induction hypothesis, M’ -T € SN.

e M-T N ™. But 1™ is a By-normal form, then it is in SN,

In every case, M - T reduces in one-step to a (34-strongly normalizing substitution, then M -T € SN. O

Lemma 30 Let M,S € NFy, for any substitution T, (1) if M[T] € SN, then M € SN; and (2) if
SoT € SN, then S € SN

Proof. We prove by simultaneous structural induction on M and S that if M Pe, M' and S LN S’, then

for any substitution 7', M[T Ba, M'IT] and SoT e, SToT.
Let T be a substitution such that M[T] € SN. We reason by induction on v(M[T]). We check one-step

Bg-reductions of M. Let M’ be such that M NV By the above property we have M[T] Ny VT [T].
Since M[T] € SN, M'[T] € SN and v(M[T]) > v(M'[T]). By induction hypothesis, M’ € SN. In any case
we obtain an expression which is strongly Ss-normalizing, hence M € SN. Using a similar argument we can
prove that S € SN. O

Definition 4 The set of base terms B in N Fy is defined by
1. z € B, if x € {1,1[15(")]},
2. If X is a meta-variable and S #1° is a substitution in SN, then X € B and X[S] € B,
3. If M € B and N is a term in SN, then (M N) € B,
Definition 5 The key redex of a term M € N Fy is defined by
1. If M is a Bg-redex, then M is its key redex,
2. If M has key redex M’, then (M N) has key redex M.

44f g is strongly normalizing, v(z) is a number which bounds the length of every normalization sequence beginning with
z” ([GTL89)).
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We write M i:» M’ when M f4-converts to M’ by reducing its key redex.

Definition 6 A set of terms A C N Fy is saturated if
1. AC SN,
2. BCA,

3. IfMi]j»M', M' € A and M € SN, then M € A.

Remark: SN is saturated and all the saturated sets are nonempty.
We note the collection of saturated sets by SAT, i.e. SAT = {A C N F, | A is saturated}.

Definition 7 If A,A’ € SAT, we define the set A — A' = {M € NFs |VN € A : (M N) € A'}.
Lemma 31 SAT is closed under function spaces, i.e. if A, A’ € SAT, then A — A’ € SAT.
Proof. We must prove:

1. Ifz € A - A, then x € SN}

2. If z € B, then z € A — A’; and

3. ImeA—»A',yi:»xandyGS./\f,thenyEA—»A'.

The first two properties are proved directly from definitions. We only consider the last case. Let z € A, so by

definition, (y z) i:» (z z) and (z z) € A'. Hence, it suffices to prove that (y z) € SN. Since y,z € SN, we

prove by a simple induction on v(y) + v(z) that if (y 2) LN z', then ' € SN. Therefore, (y 2) € SN. O

Definition 8 The type interpretation function is defined inductively on types as follows:

[<] = SN
[A — B] [A] — [B]

Remark: By Lemma 31, for any type A, [A] € SAT.

Lemma 32 Let M € N Fy, if for all N € [A], M[N - 1°] € [B], then A 4.M € [A] — [B].

Proof. Let N € [A]. By definition, ((Aa.M) N) i:» MI[N - 19], and by hypothesis, M[N - 1°] € [B].

Hence, it suffices to prove that ((Aa.M) N) € SN. But, M[N - 19] € SN, so by Lemma 30, M € SN; and

by hypothesis, N € SA. We prove by a simple induction on v(M) + v(N) that if ((Aa.M) N) e, M,
then M' € SN. Therefore, ((Aa.M) N) € SN. O

Definition 9 The valuations of T, noted by [I'], is a set of substitutions in NF, defined inductively on T’
as follows:

[nil] = {1™ | for any natural n}

[A.T] [nidJU{M -S| M € [A],S € [I']}

Lemma 33 If M € [A] and S € [T, then M -5 € [AT].

Proof. Notice that M - S is not necessarily in N'F,. But there are two cases: M-S =M-Sor M-S =1"
In both cases we verify that M - S € [A.T]. O

Lemma 34 If S€ '] and T F 1" > A, then 170 S € [A].
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Proof. By structural induction on n and S.

e n = 0. By Lemma 15(6) we have I' = A, and by definition, 190 S = S, so by hypothesis, 1705 €
[T] = [A]
e n = Suc(n'), S =1™. By definition, T" o T™ =1*¢€ [A].

e n = Suc(n'), S = M -T. By definition, I' = ATV and T € [I'']. By Lemma 15(7), I'' I 1 5 A, so by
induction hypothesis, 1 oT € [A]. But also, 15u(n) o (M -T) = 1" oT.

0O
Lemma 35 For any T, [I'] C SN.

Proof. We prove by structural induction on S that if S € [I'], then S € SN.
e S =1". In this case S is a 34-normal form, then the conclusion is trivial.

¢ S=M-T. By definition, ' = A", T € [I"], M € [A] C SN. By induction hypothesis, T' € SN/,
thus we conclude with Lemma 29 that S € SN.

Definition 10 Let M, S € NF,, we define
1. T satisfies that M is of type A, noted by T |= M : A, iff M[T] € [A] for any T € [I'].
2. T satisfies that S is of type A, noted by T |= S > A, iff SoT € [A] for any T € [I].
Proposition 12 (Soundness of )
1. If TEFM:A thenT EM: A,
2 IfTFSb A, thenT = Sb A.
Proof. By simultaneous structural induction on M and S.
e M =1. Let T € [I'], there are three cases:

— T =19. Therefore, 1[T] =1 € B C [A4].
— T =15ue(") Therefore, 1[T] = 1[15*(")] € B C [A].

— T =M'-S'". Therefore, 1{T] = M'. By definition and Lemma 15(1), ' = A.I" and M € [A4].
e M = 1[15*()]. By Lemma 15(5), I' F 15%<(®) » A and A+ 1 : A. Let T € [I'], by induction
hypothesis, 15%¢(") o T € [A]. Notice that 1[15uc(™][T] = 1[15%<(") o T] = 1[15%<(") o T']. By induction
hypothesis, 1[15%<(") o T € [A], and thus, 1[15=<(™][T] € [4].

e M = X (X is a meta-variable). Let T' € [I'], there are two cases:
— T =1°. Therefore, X[T] = X € B C [4].
— T #1°. Therefore, X[T| = X[T]. By Lemma 35, T € SN/, then by definition, X[T] € B C [A].
e M = X|[S'] (X is a meta-variable). By Lemma 15(7), T+ S"> A, AF X : Aand '+ X[S'] : A. Let
T € [I], by induction hypothesis, S’oT € [A]. Notice that X[S][T] = X[S'oT] = X[S'oT]. By
induction hypothesis, X[S" o T € [A4], and thus, X[S'][T] € [A].
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e M = A4,.M;. By Lemma 15(3), A;. T My : By, ' F Aa, .My : Ay —» By and A = 4, — B;. By
definition, [A] = [4; — B1] = [A1] — [Bi]. Let T € [I] and (T be a notation for 1 - (S o 754<(0)).

By definition, (A4, .M7)[T] = Aa, .- M1 [f(T)]. By Lemma 32, it suffices to prove that for any N € [4;],

My (T]IN - 1°] € [B1]- By hypothesis and Lemma 33, N - T € [A;.I'], then by induction hypothesis,
MN -T] = Mi[f/(T)][N - 1°] € [Bi].

e M = (M; N1). By Lemma 15(4), T+ M; : B - Aand T + N; : B. Let T € [I'], by definition,
(My; N1)[T] = (Mi[T] Ni[T]). By induction hypothesis, M;[T] € [B — A] = [B] — [A] and

N, [T] € [B]. Hence, (M1 N1)[T] € [A].

e S =1". In this case we apply Lemma 34.

e S=M'"-5'". By Lemma 15(8), ' M': A/, T+ 5 > A" and A". A" = A. Let T € [I'], so by definition,
SoT = M'[T]-S"oT. By induction hypothesis, M'[T] € [A'] and S’oT € [A']. From Lemma 33 we
conclude that M'[T]- S’ oT € [A].

O
Theorem 6 Let M, S be expressions in N F.
1.IfTHFM:A, then M € SN.
2. If TFSp> A, then S € SN
Proof. We have 1%°¢ [I']. Hence,
1. By Proposition 12, M[19] = M € [A], and by definition, [4] C SN
2. By Proposition 12, S0 19 = S € [A], and by Lemma 35, [A] C SN
O

Theorem 7 If ' M : A and T F S > A, then M and S are weakly normalizing, and thus M and S have

MI, -normal forms.

Proof. Let N = M and T = S, the subject reduction property (Theorem 5) says that typing is preserved
under reductions, hence ' N : A and T' = T > A. Therefore, by Theorem 6, N and T are both in SN.
Finally note that a 34-normal form in N Fy is a AIl,-normal form too. O

7 Conclusions

We have proposed a variant of A, namely As. This calculus enjoys the same general properties of A,:
¢ a simple and finitary first-order rewriting system,
e confluent on terms with meta-variables,
e weakly terminating on typed terms and
e with composition of substitutions and simultaneous substitutions.

But in contrast to Ay, Ay has not the (SCons) rule and so, it is left-linear in the sort of terms and substitutions.

Although A4 was designed to allows meta-variables, it happen to be useful in the same frame where A,
is. In particular both calculi share the same description of normal forms. For example, the higher-order
unification algorithm via explicit substitutions proposed in [DHK95] can be expressed in Ay, almost without
modifications. Moreover, since Ay has not the surjective pairing rule, it is useful for applications where
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these feature of A, pose technical problems, for instance higher-order equational unification via explicit
substitutions ([KR96]) or higher-order type systems ([Muii97]).

Another left-linear variant of A, is the Ay-calculus ([CHL96]). A4 is fully confluent on open terms, not
only with meta-variables of terms but also with meta-variables of substitutions. However, A4 is incompatible
with the extensional rule (n) due to the fact that substitutions ¢d and 1 -1 are not Ay-convertible. A key
point in A4 is the preservation of this extensional equivalence. We conjecture that A4 enjoys the confluence
property in its extensional version too.
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