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Abstract:  From the security point of view, one challenge for today’s distributed ar-
chitectures is to support interoperation between applications relying on different possibly
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This paper proposes a practical approach for dealing with the coexistence of different
security policies in distributed architectures. We introduce a model for specifying security
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resulting policy according to the security properties of the sub-policies.

Key-words:  Access control policy, information flow policy, multi-policies, conflicting
policies.

(Résumé : tsuvp)

Unit e de recherche INRIA Rennes
IRISA, Campus universitaire de Beaulieu, 35042 RENNES Cedex (France)
T el "ephone : (33) 029984 71 00— T el "'ecopie : (33) 029984 7171



Gestion de multiples politiques de sécurité dans un
systeme distribué ouvert

Résumé : Du point de vue de la sécurité informatique, les architectures distribuées
actuelles doivent pouvoir supporter I’interopération entre applications relevant de politiques
de sécurité différentes, éventuellement contradictoires.

Ce papier propose une approche pratique pour traiter la coexistence de différentes poli-
tiques de sécurité dans une architecture distribuée. Nous introduisons un modele permettant
de spécifier les politiques de sécurité en termes de domaines de sécurité et de regles de controle
d’acces. Nous identifions alors un ensemble d’opérateurs pour combiner les spécifications des
sous-politiques, et nous nous intéressons a la validité de la politique résultante vis-a-vis des
propriétés de sécurité des sous-politiques.

Mots-clé : Politique de contréle d’acces, politique de contréle de flux, multi-politiques,
conflit entre politiques.
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1 Introduction

Object-based distributed computing architectures!' like CORBA (Common Object Request
Broker Architecture) defined by the Object Management Group (OMG) [27], and the Te-
lecommunication Intelligent Network Architecture proposed by the TINA consortium [30]
are promising approaches to support large open distributed systems. Goals of these archi-
tectures include interoperability between software components in heterogeneous distributed
environments, where components may appear and disappear dynamically, as the result of
individual and autonomous actions. From the security point of view, the interoperability
promoted by the above architectures stresses the complexity of security policies which have
to be implemented [15, 10], as well as the necessity to cope with the coexistence of multiple
security policies. This coexistence results from the interoperation between systems (or soft-
ware components) having different security requirements, possibly at different granularity
levels.

For evaluating the security of open distributed systems, security officers should be able
to reason about the composition of the interoperating systems’ security policies. We identify
two different approaches for the composition of security policies: policy interoperation and
policy combination. Using policy interoperation, the composed policy should not violate
the security of the sub-policies, and should guarantee their autonomy [14]. On the other
hand, with policy combination, the composed policy may be inconsistent with both sub-
policies, but must be secure in the given context. Hence, security combination allows to
compose conflicting policies in a secure and controlled manner [3]. In the context of large
open distributed architectures, we assert that policy combination is better suited than policy
interoperation. In this paper, we introduce a model that forms the basis for dealing with
security in heterogeneous distributed architectures, allowing to specify and to combine a
wide variety of access control policies. In particular, the proposed model is useful to security
officers by supplying a practical set of combination operators.

This paper is structured as follows: the next section presents related work and gives our
standpoint concerning policy composition. Section 3 presents our model for the specification
of strict access control policies (without considering information flow). In particular, it gives
the notion of complete and sound combination. Section 4 extends this model so as to deal
with combination of information flow policies. Finally, we draw some conclusions in section
5 and present current status and future work.

2 Topics for Policy Combination

Various models have been proposed in order to reason about security policies (e.g., see an
overview of security models by Landwehr [20], the Bell-LaPadula model [4], the information
flow model from Bieber [7], the Clark-Wilson model for commercial security constraints
[9], and the McLean model [23]). These models are introduced to check whether a policy

1From the security point of view, an object-based distributed computing architecture is viewed as multiple
interconnected systems [26].
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4 C. Bidan & V. Issarny

verifies given security properties like the nondeducibility property [29] or the noninterference
property [13]. However, these models do not deal with the composition of policies.

Concerning the definition of a security policy resulting from the composition of policies,
we identify two different approaches:

e policy interoperation which infers the composed policy based on the security properties
of the sub-policies, and

e policy combination which specifies the composed policy based on the specifications of
the sub-policies.

The former approach relies on the principles of autonomy and of security of sub-policies
[14]: during the interoperation of two different security policies, any access authorized wi-
thin an individual policy must also be authorized within the composed policy; and dually,
any access denied within an individual policy must also be denied within the composed
policy. Abadi et al. [1] propose a general solution to the inference of execution properties
of interoperating components from the components’ specification, which can be adapted to
security policies. More recently, McLean [24] has presented an approach which allows to
reason about security properties of composed information flow policies. We also mention
the work done by Heintze et al. [16] who propose an approach for secure protocols and
focus on the problem of their composition. Finally, Gong et al. discuss computational issues
concerning the general secure interoperation problem [14].

The above proposals allow to verify that interoperation preserves the sub-policies’ secu-
rity properties under certain conditions. However, the undertaken approach to the definition
of policy composition is restrictive; the security properties of the composed policy must be
the same as those of the sub-policies (the principles of autonomy and security must be
guaranteed). In other words, sub-policies have to be compatible. In large open distribu-
ted system, this is not always the case, since the properties of a policy resulting from the
composition of two incompatible sub-policies can be an extension or a restriction of those
sub-policies. We illustrate this through two examples.

In both examples, we view the system as a collection of entities (i.e. software components).
We say that an entity €; is authorized to access the entity es if and only if €; is authorized to
access €2’s data. We specify only authorized accesses, and all accesses that are not specifically
authorized, are denied (except for the reflexive accesses: each entity is authorized to access
itself).

Let us first consider a file system where we have two sets of users, A and C, and two sets
of files, B and D. We define the access control policy P; (resp. P2) managing A users and
B files (resp. C users and D files): P; (resp. P2) authorizes users in A (resp. in C) to access
files in B (resp. in D). Let us now combine P; with Py to build the following composed
policy: the users belonging to both sets A and C (denoted as ANC') are authorized to access
the files in BN D, users in A but not in C (denoted as A — C) are authorized to access the
files in B — D, and finally, users in C' — A are authorized to access the files in D — B.

INRIA



Dealing with Multi-Policy Security in Large Open Distributed Systems 5

As a second example, we consider a military system consisting of a set of users and files
that the users manipulate. Suppose that we have two classifications for both files and users:
classification in terms of security level (i.e. Secret and Unclassified), and classification
in terms of military domains (i.e. Nuclear and Conventional). Let A, B, C and D be
the sets of Secret, Unclassified, Nuclear and Conventional entities, respectively. Then,
regarding read access, we specify policy P; to authorize A entities to access B entities, and
policy P, to authorize C entities to access D entities. One way to compose these sub-policies
gives the following composed policy: C' entities with A classification are authorized to access
D entities with A classification, which in turn are authorized to access C entities with B
classification, these latter being authorized to access D entities with B classification.

The composed policy of the first example is a restriction of the participating sub-policies,
whereas the composed policy in the second example is an extension of the participating
sub-policies (Conventional entities are authorized to access Nuclear entities with different
security classifications). These two composed policies are secure in the context in which
they are specified, nevertheless they cannot be obtained by policy interoperation.

The specification of a policy based on the specifications of its sub-policies allows to combine
possibly inconsistent policies. In particular, a combined policy does not necessarily guarantee
all the properties of the sub-policies. Hosmer [17] has introduced the notion of metapolicies,
or ”policies about policies”, an informal framework for combining security policies. McLean
[22] seems to be the first to propose a formal approach including combination operators:
he introduces an algebra of security which enables to reason about the problem of policy
conflict?. However, even though this approach permits to detect conflicts between policies,
it does not propose a method to resolve the conflicts and to construct a security policy
from inconsistent sub-policies. Following Hosmer’s work, Bell formalizes the combination
of two sub-policies with a function (policy combiner), and introduces the notion of policy
attenuation to allow the composition of conflicting security policies [3].

Our work is placed in the framework of (access control) policy combination, and it is
close to Bell’s approach. More specifically, our model is a practical alternative solution
to Bell’s proposal: we clearly identify the set of combination operators enabling security
officers to combine access control policies in a controlled and secure way. Briefly, our model
allows to specify the general behavior of sub-policies. Based on these specifications, we
introduce combination operators for combining policy specifications. Finally, we verify that
the behavior of the composed policy is secure and conforms with sub-policies specifications.

In this paper, access control policies are considered as a subset of information flow policies
(or flow policies). An access control policy is defined as a security policy that only checks
the accesses between entities, without verifying the information flow resulting from access
operations. The following sections introduce our model to deal with access control policies
and flow policies. We show how this model allows to specify such policies, and to combine
their specification in a secure way.

2Close to this framework, notice the more recent work of [19, 18].
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6 C. Bidan & V. Issarny

3 Specifying Access Control Policies

In this section, we concentrate on the following type of access control: is an entity €;
authorized to access an entity e, in the context of a given policy, regardless of the information
flow that is implied by this access ?

Our approach to policy composition relies on the definition of a set of combination
operators. A policy is specified either as an elementary policy or a combined policy built
from existing sub-policies through the use of combination operators. The next sub-section
addresses the specification of access control policies and is followed by the definition of the
operators allowing to combine policy specifications. Finally, we address the completeness
and soundness of policy specifications.

3.1 Elementary access control policy

An access control policy defines a set of rules that specify for each pair of object and
subject, whether the subject is allowed to access the object’s state or not3. Since in an open
distributed architecture, an access control policy cannot be defined for the whole set of the
system’s entities, we take an approach which allows to specify the sensitive entities for each
policy. In other words, an access control policy is defined not solely in terms of its access
control rules but also in terms of its access control domain [25], that determines the system’s
objects and subjects to which the policy applies.

The access control domain of a policy is subdivided into the set of the system’s entities
called object domain, that contains sensitive information for this policy, and the set of
the system’s entities called subject domain, that gives the subjects belonging to the policy
domain. These two sets are defined formally in terms of security classifications®. Given a
security property P (i.e. a predicate) defined on the set £ of the system’s entities, the set
of entities verifying this property is termed the P classification and is noted Clp:

Clp={c€& | Ple) =true} ={c €& | P}
Given the definition of classification, an access control domain is defined as a set of classifi-
cations:

Dom = {Cl;},.

Fach access control rule A of a given policy defines the set of subject and object couples
that verify a given security property P (called access control predicate). Thus, a rule
specifies an access control condition C). i.e. a security property bearing on classifications
of subjects and objects, and an access control operator. The access control operator is
noted ~> for authorization, > for denial, and the +> operator will be used to denote ~>
or #>°. Formally, the access control condition takes the form Cy(s,0) = (s € Cl1) A (0 €
Cly) APy (s,0) where Cly and Clj are two classifications. Then, an access control rule A takes

3We define the subjects as active entities, and the objects as passive or active entities [11].

4We use the term classification for both object classification and subject clearance.

5We consider that each access corresponds to the execution of a given operation (e.g. read access corres-
ponds read method). This enables us to use a single access operator.

INRIA
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the form: A = {(s,0) | Cx(s,0); s=>0} = {(s,0) | (s € Cly) A (0 € Clz) A Px(s,0); s+>0}.
In other words, we say that a pair (s,0) belongs to A if the access condition C,(s,0) holds.
In the remainder, for P being an access control policy, its domain is noted Domp, the
notation Dom$, (resp. Dom3) is used to designate the sub-domain of Domp that defines
P’s objects (resp. subjects). Finally, Rp is the set of access control rules of the policy P.

Example.

We now illustrate our model for policy specification with the example of a file system ex-
pressed as a distributed architecture. Let FS be the set of software components accessing
files. Let further READ C FS and WRITE C FS be respectively the set of software
components allowed to read and to write files. We also consider two sets of users, A and
C, and two sets of files, B and D. We introduce the predicate OQwner(sc,U) which, given a
software component sc, holds if the owner of sc (i.e. the user executing sc) belongs to the
set U of users (i.e. A or C). In the following, we do not specify reflexive accesses. Given
the above definitions, we define the P; and P, access control policies introduced in §2, as
follows:

e The subject domain of the policy P; is the set of components READ (Dom§ =
READ), and P1’s object domain is the set of files B (Dom§ = B). The policy P; has
a single access control rule

M ={(s,0) / (s € READ) A (0 € B) A Owner(s, A); s~>o},
that authorizes subjects of A to access objects of B.

e The subject domain of the policy P; is the set of components WRITE (Domj§ =
WRITE), and Ps’s object domain is the set of files D (Dom§ = D). The policy P,
has a single access control rule

A2 ={(s,0) / (s e WRITE) A (0 € D) A Owner(s, C); s~>o},
that authorizes subjects of C' to access objects of D.

3.2 Combining access control policies

A composed access control policy is built by combining two sub-policies. The domain and
rules of the composed policy are defined in terms of the combination of its sub-policies’
domains and rules. Thus, we introduce two operators for domains combination and rules
combination respectively. For P; = (Dom,R;) and Py = (Domg, R2) being two access
control policies, and P = (Dom, R) being the access control policy resulting from the com-
position of P; and P», we define the operators C, D and R as:

P =P1C P1, Dom = Domi; D Doms and R = R; R R».

3.2.1 Combining access control domains

Given two classifications, four types of combination can be implemented: the union, inter-
section, product of classifications, and the denial of classification combination.

RR n°3112



8 C. Bidan & V. Issarny

Let Cly ={e € £| P} and Cly; = {e € £ | P2} be two classifications, we formally define
their union and intersection as: Cl;UCIly = {¢ € £ | PLVP2} and CliNCly = {e € £ | PLAP,}
respectively. Concerning the product of Cl; and Cly (noted Cly W Cly, three separate
classifications are computed: the classifications defined by the access control predicates
Py APy, -P, A P> and P, A P respectively. Finally, to forbid the combination of two
classifications, we introduce the operator (U defined by: Cl; PCly = 0.

The U operator allows to extend the sub-classifications. On the other hand, the clas-
sification obtained by N operator is a restriction of the sub-classifications. Finally, the W
operator permits to distinguish the entities belonging to a single sub-classification from the
entities belonging to both sub-classifications.

The formal definition of the operator for combining domains directly follows: it amounts
to specify the type of combination for each pair of classifications of the sub-policies’ domains.
We get the following corresponding formal definition:

Definition 1 (Combining domains) Let Dom; = {Cl;}}*; and Domy = {Cl;}]2; be
two access control domains. Let A = {6; ; € {U,N, ¥, U},i=1,..,n,j =1,...,m} be the set
specifying the combination of classifications Cl; of Dom, with Cl; of Domy. The combined
access control domain Dom resulting from the combination of Domy with Doms with respect
to A, noted Dom; D® Doms, is given by:

Dom = {\7’ 1= 1, ...,H,Vj = 1, ...,m,C’li,j = Cl, (52',1' Clj}

We bring to the reader’s attention that a combined domain can itself be combined with
another domain.

3.2.2 Combining access control rules.

Because both ~> and > access operators exist, the combination of access control rules
raises the problem of conflicts among rules. Thus, we distinguish between combination of
non-conflicting rules and combination of conflicting rules.

Combination of non-conflicting rules. Let us first consider the combination of non-
conflicting rules. Given two non-conflicting access control rules, their combination results
from the combination of their access control conditions, i.e. the combination of their classi-
fications and of their access control predicate.

Let A1 and A2 be two access control rules specifying either authorization for both or
denial of access for both:

o X\ ={(s,0) | (s€Cly) A(o€Cl))A Pi(s,0) ;s+>0} and
o X ={(s,0) | (s € Clz) A(0 € CIH)A Pa(s,0) ; s+>0}.

Let us first suppose that Cl; = Cly and Cl} = Cl},. Then, combining A; and A2 consists
of combining the access control predicates P; and P». With respect to existing work (e.g.
[2]), we identify two types of combination: the logical and (A) and the logical or (V) between
P, and P;. Then, the A access control rule resulting from the combination of A; and Ag
takes one of the following forms:

INRIA
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o A={(s,0) | (s € Cly) A (0 € CI))A (P1(3,0) V Py(s,0)) ; s=>0}, or
o A={(s,0) | (s € Cly) A (0o € Cl))A (Pi(s,0) A Ps(s,0)) ; s>0}.

Informally, the logical or operator allows to combine two access control rules in such a
way that the resulting access control rule preserves the authorized accesses of the sub-rules
(principle of autonomy). On the other hand, the access control rule resulting from the logical
and operator authorizes (resp. denies) access if both sub-rules authorize (resp. deny) the
access.

Let us now suppose that Cl; # Cls and Clj # Clj. Then, the set of access control rules
resulting from the combination of A; and A2 depends not only on the operator for combining
access control predicates, but also on the operators for combining classifications. Let ;2
(resp. d7 5) be the operator defined for the combination of the Cl; and Cly (resp. Cl; and
Cl}) classifications. Then, the set A of access control rules takes one of the following forms,
depending on the operators used for combining classifications:

o if 012 = Jord), = )U, then A = (the empty set), i.e. the combination is forbidden.
e if 512 € {U,N} and §] , € {U,N}, then A consists of a single access control rule:
A={(s,0)| (s € Cly 41,2 Cla) A (0 € Cl} 61 5 Cly)A Pi(s,0) op Pa(s,0) ;8+>0},
where op € {V,A}.

o if §; 5 = W, we only combine the access control predicates for subjects belonging to
Cly N Clz, and we keep unchanged the rules for the other entities. In other words, A
consists of three separate access control rules:

A={(s,0) | (s € (Cly = Clz)) A (0 € (Cly 615 Cly))A Pi(s,0) ;s:>0},

N'={(s,0) | (s € (CliNCl2))A (0 € (Cl] 61 5 Cly))A Pi(s,0) op Py(s,0) ;8+>0},
and

M= {(s,0) | (s € (Clz — Cl1)) A (0 € (Cl 31 5 Cly))A Pa(s,0) ;s+>0},
where op € {V,A}. If 0] , = W or 012 = &) , = W, the set A of access control rules is
equivalent to the one computed for 61,2 = .

Coupling the operators for combining classifications and the ones for combining access
control predicates, allows either to restrict or to extend the access control rules of the sub-
policies. In particular, using d;,2 = 51’2 = N and the A operator for combining access control
predicates, the access control rule A resulting from the composition of A\; and A2, verifies
that: (s,0) € A <= (s,0) € \; and (s,0) € Ao, i.e. the access is authorized (resp. denied)
if and only if it is authorized (resp. denied) by both A; and Ay (X is more specialized than
A1 and )y in the sense that it provides finest classifications). In this case, the composed
policy keeps the principles of autonomy and secrecy of the sub-policies [14]: the combined
policy is identical to the one obtained with policy interoperation.

When 41,2 and 4] 5 belong to {U,N, JU}, the combination of the A\; and s rules according
to the A or V operators can be expressed as:

RR n°3112



10 C. Bidan & V. Issarny

¢ M Ry Aa={(s,0)| (s €Cliz)A(o€Cliy)A Pi(s,0) V Py(s,0) ; s+>0}, and
¢ A\ Rad2={(s,0) | (s € Cli2) A(o € Clj5)A Pi(s,0) A Py(s,0) ;5+>0},

with Cly 5 = Cly 01,2 Cly and Cl; , = Clj §] 5 Cly. The reader should keep in mind that
this notation is not appropriate for 6,2 = & or ] , = 4, because three separate rules are
computed. However, we consider trivial to deduce formal expressions for them from those
given above. Therefore, we use the above notation in the following.

Combination of conflicting rules. Let us now examine the combination of conflicting
rules. Let A; and Ay be two access control rules specifying respectively access authorization
and access denial:

o A ={(s,0) | (s € Cly) A(o€ Cl})A Pi(s,0) ; s~>0} and
o Ay ={(s,0) | (s € Cla) A (0o € Cly)A Ps(s,0) ; s76>0}.

Let 61,2 (resp. d ») be the operator defined for the combination of the classifications Cl;
and Cly (resp. Cl} and Cl5). Let further Cly » = Cly 01,2 Cla and Clj 5, = Cl} 0] , Cl;. The
R} and Ry operators allow to combine two conflicting rules: A; Rt Ay and A\; Ry A2. The
result of the combination of A; and Ay consists of three separate rules A\, A’ and A" defined
by:

e A={(5,0) | (s € Cli2) A (0 €Cli3)A (Pi(s,0) A =Ps(s,0)) ; s ~> o}

e N ={(s,0)| (s€Cli2) A(o€Cliy)A (=Pi(s,0) A Px(s,0)) ; 5 > o}

e ' ={(s,0)| (s€Cli2)A(0o€Cl,)A (Pi(s,0) A Px(s,0)) ; s ac o}
with (ac = ~>) for the operator R}, and (ac = />) for the operator R .

The A and X rules are coherent with both sub-rules. On the other hand, the A" rule
is clearly inconsistent with either A; or Ay. The ’R','\' operator favors access authorization
whereas the R operator favors access denial. Notice that the R} and R, operators are
close to the notion of strong and weak authorizations introduced in database systems to
support multiple access control policies [5].

As with the composition of non-conflicting rules, coupling the operators for combining
classifications and the ones for combining access control rules allows either to restrict or to
extend the sub-rules.

Finally, given the operators for combining classifications (i.e., the A set), and a set:

U ={ai; € {RrA,Rv,Rx, R Y, L, cyny i =1, .. om}, '
we are able to combine two sets of access control rules Ry = {Ai}? ; and Ry = {)\, 1 with
respect to A and to ¥: R, 'R@ Ry. Let Py = (Domg, Ry) and Py = (Doma, R2) be two
access control policies, and let further P = (Dom, R) be the access control policy resulting
from the composition of P; and Ps according to A and to ¥:

P =P1 C4 Pi, Dom = Domi Da Domsy and R = Ry RS Ro.

Let us remark that the proposed combination model applies recursively: a combined

policy can be combined with another policy.

INRIA
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Example.

We now illustrate the use of combination operators with the example of the file system given
in §3.1. Given the component classifications READ and W RITE, the two sets of users A
and C, and the file classifications B and D, we define the following access control policy P:
the (A — C) users are authorized to read files in (B — D), (AN C) users can read and write
files in (BN D), and (C — A) users are authorized to write files in (D — B).

Using the W operator for combining classifications, we are able to differentiate components
that only allow to read files (R.ONLY = (READ — WRITE)), components that only
allow to write files (W_.ONLY = (WRITE — READ)), and components that allow to
read and to write files (R.and_ W = (READ N WRITE)). The operator & further allows
to differentiate the following sets of files: B — D, BN D and D — B. Finally, using the
operator R, for combining access control rules, we are able to get the specifications of P:
A = {(s,0) | (s € RRONLY) A (0 € B — D) A Owner(s,A) ;s~>o0}, X = {(s,0) | (s €
R_and W) A (0o € (BN D)) A (Owner(s, A) A Owner(s,C)) ;s~>o0} and X' = {(s,0) | (s €
W_ONLY) A (0 € D — B) A Owner(s,C) ; s~>o}.

3.3 Complete and sound access control policy

We have proposed a model for the specification of access control policies as well as a set of
combination operators allowing to compose specifications of access control policies. Now,
we define the notion of secure access control policy in the context of our model: the policy
is secure if and only if it specification is complete and sound. Let us precisely define the
completeness and soundness of policy specifications.

Definition 2 (Complete policy) An (access control) policy P is complete (from the
standpoint of its specification) if and only if: (1) there exists an access control rule for
every object and subject of P’s domain, and (2) in the case that P is a combined (access
control) policy, its sub-policies are also complete.

In an open distributed architecture, an access control policy cannot be defined for the whole
set of the system’s entities. The above definition states that a complete access control policy
ensures access control for any entity belonging to the policy’s object domain, and for entity

belonging to the policy’s subject domain®.

Definition 3 (Sound policy) An (access control) policy P is sound (from the standpoint
of its specification) if and only if: (1) given a subject s and an object o belonging to the
policy’s domains, all the access control rules specifying whether s can access o or not, have

the same access control operator, and (2) in the case that P is a combined (access control)
policy, its sub-policies are sound.

8In general, the completeness of a given policy can be guaranteed by specifying default access control
rules.
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12 C. Bidan & V. Issarny

Given two sound sub-policies, if both specify only access authorization (or only denial)
then for all combination operators, the combined policy is sound. On the opposite, when
at least one of them specifies both authorized and denied accesses, the soundness of the
combined policy may not be guaranteed. However, Gong et al. [14] have demonstrated that
there exists a polynomial algorithm to check whether a given policy is sound. This result
allows us to assert that, given two sub-policies and the combination operators between their
domains and their access control rules, we are able to check whether the combined policy is
sound or not.

When a combined access control policy is secure, we say that the sub-policies are non-
conflicting. Finally, given two complete and sound access control policies, we have the
following result which guarantees that given two access control policy, there exists a secure
policy resulting from their combination.

Theorem 1 (Existence of secure combined access control policy) Let P; and Py be
two secure access control policies. There exists a set A of operators for combining classi-
fications and o set ¥ of operators for combining access control rules such that, if P is the
policy resulting from the combination of P1 and Py according to the sets A and ¥, then P
is secure.

Proof: Let Domi = {Cl;}7; (resp. Doma = {Cl;}7;) be Pi’s (resp. Pa’s) access
control domains. Let A = {§;; = N,i = 1,..,n,j = 1,..,m}. Let Ry = {A\{}%,
(resp. Ro = {M}72,) be Pi’s (resp. Py’s) sets of access control rules. Let ¥ = {a;; €
{Cy,C,CRY},1,.m, 5 =1,...,m} with

e q;; =Cy if Al and A} are non-conflicting rules,
* ;= CF if A\ and ) are conflicting rules and )} is an access authorization rule,
e q;; =Cyx if A} and )} are conflicting rules and A{ is an access denial rule.

It is trivial to show that the policy P resulting from the composition of P; and P, according
to the sets A and ¥ is a complete and sound policy (i.e. P is secure). O

Example.

Let us now address the completeness and soundness of policies specified in the file system
example. The policies P; and P- are not complete. For instance, there are not access control
rules concerning software components not belonging to subject’s classifications and which
require to access B or D files. If we specify default rules which deny all accesses between
entities in Py (resp. P2) security domain and the other entities, P; (resp. P2) becomes
complete. By giving priority to the access control rules over the default rules, the soundness
of the policies P; and P, is also verified. Finally, by using the same default rules, the
combined policy P is secure.
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4 Extension for Information Flow policies

This section deals with information flow policies. First, we extend the proposed model for
specifying and combining access control policies to introduce the notion of information flow.
Then, we address completeness and soundness of the resulting specifications, hence defining
secure information flow policy according to our model.

4.1 Information flow policy

The previous model allows to describe access control policies but does not integrate any
notion of information flow. Therefore, it does not meet the specification of information flow,
as shown hereafter.

Let us consider two sets of users, A and C, and two sets of files, B and D, together
with the following policy: (1) A users are not authorized to read B files, (2) C users are
authorized to read B files, (3) A users are authorized to read D files and finally, (4) C users
are authorized to write D files. With the help of a users belonging to C, a user of A can
access information related to B files through D files. This is contradictory to the policy’s
first rule. However, the policy is secure according to the previous model.

Since flow of information is a transitive operation, any flow policy must control all the
transitive accesses. In order to deal with flow policies, we extend the previous model as
follows: (1) the specifications of access control rules are enriched with the notion of infor-
mation flow, and (2) rules that control the transitive information flow (by denying some
information flows) are introduced.

Input and output flows.

For specifying the information flow that is associated to an access control rule, let us distin-
guish the access control rules for input flow (e.g. the read accesses) from the access control
rules with output flow (e.g. the write accesses). We extend our definition of access control
rules given in §3.1 by specifying the flow associated to the access operation with the flow
operator. Given two entities €; and es, the expression €; flow €5 specifies that there exists
a flow from €; to e5. We formally define rules for input flow and rules for output flow as
follows:

Definition 4 (Rules for input and output flow) An access control rule for input flow
(resp. output flow) takes the form ¢ = {(s,0) | (s € Cl)A(o € CU')A P(s,0) ; s~>0 ;s flow o}
(resp. ¢ ={(s,0) | (s € Cl) A (0 € CU')A P(s,0) ;5~>0 ;0 flow s}).

Note that we only specify the information flow for the authorized accesses.

Information flow rules.

The flow operator is transitive: let €1, €3 and e3 be system entities, if €; flow €2 and €5 flow €3
then €; flow €3. In order to specify information flow policies, we specify the information
flows which are denied, i.e. the information flow rules.
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Definition 5 (Information flow rule) An information flow rule is defined as
¢ ={(€e1,€2) | (€1 € Cl) A (e2 € CU')A P(ey,€2) ;- (€1 flow €3)}.

The rule ¢ specifies that the information flow from C1 entities to Cl’ entities verifying the
predicate P is denied. Then, an information flow policy is defined as follows:

Definition 6 (Information flow policy) An information flow policy is an access control
policy for which the access control rules are enriched according to the definition 4, and which
defines a set of information flow rules.

Example.

The notion of multilevel security policy has been introduced in the late 60s by the U.S.
Department of Defense for the protection of classified information stored in their computers
[4]. Since then, various multilevel policies have been introduced to solve the problems in the
industrial domains [9, 6].

In order to illustrate our model, we describe a simple multilevel policy called Fg. We
consider a distributed military system consisting of a set of software components (i.e. pro-
grams representing users), and a set of files that the components manipulate. Suppose
that we have two security levels for both files and components: Secret and Unclassi fied"
such that Secret > Unclassified (i.e. the Secret information is more sensible than the
Unclassi fied information).

A software component can use a set of methods (e.g. read, write, execute, etc) to
access files. In the following, we only deal with the read and write methods. Like in the
example of §3.1, we define the READ (resp. W RITE) classification to be the set of software
components allowed to read (resp. write) files. We introduce the predicate (> (€1, €2)) which,
given two entities €; and es, holds if and only if the security level of €; dominates, i.e. is
greater than or equal to the security level of €. Let us first define the following access
control policy Pg:

e The subject domain consists of the READ and W RITE classifications, and the object
domain consists of files belonging to Secret or Unclassi fied classifications.

e A component belonging to READ is authorized to access a file if and only if its
security level dominates the one of the file (A\; = {(s.0) | (s € READ) A (o € (SecretU
Unclassified))A > (s,0) ; s~>o0}).

e A component belonging to W RITE is authorized to access an file if and only if the file
security level dominates the one of the component (A = {(s.0) | (s € WRITE) A (o €
Secret U Unclassified) A (> (o0, 8)) ;s~>0}).

o All the accesses not authorized previously are denied through a default rule ({(s.0) | (s €
READ UWRITE) A (o € Secret UUnclassified) ; sf>o0}).

"The Secret and Unclassified terms are used for denoting both the security level, the classifications and
the predicate.
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If we suppose that for any system entity €, € has a unique security level, then the access
control policy Pg is complete and sound.

We now define the information flow policy Fg as an extension of the access control policy
Ps. Given Pg’s access control rules, we define the information flow for each rule: A; is a
rule for input flow and Az is a rule with output flow. Finally, we define the information flow
rule of the policy Fs: Unclassi fied entities are not authorized to access Secret information:
(¢s = {(€1,€2) | (e1 € READ) A (€3 € SecretUUnclassified) A (> (e2,€1)) ; (€1 flow €3)}).

4.2 Combined information flow policy

Let us now address the combination of information flow policies. Given two information flow
policies, we distinguish three steps for the combination of these policies: (1) the combination
of these policies according to the operators for combining access control policies (see §3.2),
(2) the combination of the flow operators in order to specify the information flow of each
combined access control rule, and (3) the combination of information flow rules.

The first step allows to obtain the access control rules of the combined flow policy.
During this step, the information flow sub-policies are viewed as access control policies, and
the combination is carried out from the standpoint of combination of access control policies.
The second step permits to integrate the flow operator within the combined access control
policy obtained at the first step. Informally, the combination of two rules for input flow
(resp. rules with output flow) is a rule for input flow (resp. rule with output flow). In the
other case, the combined rule is a rule for both input and output flow.

Finally, we compute the combined information flow rules by composing the information
flow rules of the sub-policies. In a way similar to the combination of non-conflicting rules,
we identify two operators for the combination of information flow rules: the logical and and
the logical or (see §3.2.2). Let ¢; and ¢» be two information flow rules:

o ¢1={(e1,€) | (&1 € Cli) A (ea € CI)A Pi(er,€2) ;-(e1 flow €3)} and
o 452 = {(61,62) | (61 S Clz) A (62 € Clé)/\ P2(61,62) ;"(61 flow 62)}.

Let 1,2 (resp. 53,2) be the operator defined for the combination of the classifications Cly
and Cly (resp. Cl and Cl}). Then, the ® set of information flow rules takes one of the
following forms, depending on the operators used for combining classifications:

e if d15 = JUord), = U, then & = (the empty set), i.e. the combination is forbidden.
o if 610 € {U,N} and 12 € {U,N}, then & consists of a single information flow rule:
¢ = {(61,62) | (61 e Cl 51,2 Clz) N (62 S Cli 5’1,2 Cllz)/\
Pi(€1,€2) op Pa(er,€3) ; (€1 flow €3)},
where op € {V,A}.

o if §; 5 = W, we only combine the predicates for entities belonging to Cl; N Cla, and
we keep the same information flow rules for the rest of the entities (see §3.2.2). If
01 =HWord s =0, =W, the ®set of information flow rules is equivalent to the one
computed for 612 = .
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16 C. Bidan & V. Issarny

Informally, the logical or operator allows to combine two information flow rules so as to
generate a unique rule that provides the information flow control of the sub-policies. On
the other hand, the information flow rule resulting from the logical and operator denies the
information flow if and only if both sub-rules deny the flow.

Example.

Let us combine the information flow policy Fg introduced in §4.1 with another policy ha-
ving different classifications. Suppose that we have two classifications in terms of military
domains for both files and software components (e.g. users): Nuclear and Conventional
classifications such as Nuclear > Conventional. Similarly, we define the information flow
policy Fp, except for the set of information flow rules that we define as an empty set.

By using the N operator for combining classifications, and the R operator for combining
access control rules, we obtain the policy F depicted in figure 1. For simplifying the figure,
we do not distinguish components and files, and we do not show neither the denial accesses
nor the implied transitive accesses. The integration of the flow operator in the combined
access control rules are immediate according to the sub-policies’ specifications (i.e. the read
access produces input flow whereas the write access generates output flow). The information
flow rule of the combined policy is the one of the policy Fg:

¢ ={(e1,€2) | (1 € READ)N(ey € SecretUUnclassified)AN(> (e, €1)) ; (€1 flow €3)}.

SN —
:‘:‘:‘% - — — — — - — — — —— = //;;;3\
1S N » [77227)
\ v = (AARA
7727
N 5557

l . l !

! 1
N ST
\ 1 > [477774
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1S | -+ - — — — — - — — — — - vrrrs
IS ! 1720209
& (722274

) 177 -

88 Secret n Nuclear 24’ Secret n Conventional
WY e [} i ’
Qs\ Unclassified n Nuclear ¥22i Unclassified n Conventional
b¢3 (222

— Read access - Wkite access

Figure 1: Combined multilevel policies

In order to obtain the policy introduced in §2, we further combine the policy F with the
information flow policy authorizing the components belonging to Secret N Conventional
(resp. Unclassified N Nuclear) to read (resp. write) entities belonging to Unclassified N
Nuclear (resp. Secret N Conventional), and having no information flow rules.

4.3 Complete and sound information flow policy

Given the specifications of information flow policies in our model, we now focus on the notion
of secure information flow policy by addressing the completeness and soundness properties.
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Definition 7 (Complete information flow policy) An information flow policy F is
complete (from the standpoint of its specification) if and only if F is complete as an access
control policy (see definition 2).

Given the specifications of an information flow policy, we can compute a tree representing
the information flows between classifications. The edges of the graph are the different
classifications whereas the arcs are given by the flow operator. We call information flow
graph associated to the information flow policy the transitive closure of the previous graph.
Given the information flow graph, we formally define the soundness property as follows:

Definition 8 (Sound information flow policy) An information flow policy F is sound
(from the standpoint of its specification) if and only if: (1) F is sound as an access control
policy, (2) the information flow graph of F does not invalidate the information flow rules of
F, and (3) in the case that F is a combined flow policy, its sub-policies are sound.

A secure information flow policy is a policy for which the specifications in our model are
complete and sound. Like in §3.3, there exists a polynomial algorithm to check the sound-
ness property, and given two information flow policies, there exists operators for combining
classifications and rules such that the combined policy is secure.

The soundness property makes impossible the coexistence of two access control rules
having the same information flow, but giving different access rights. This allows to prevent
some covert channels. However, a policy being secure according to our model does not imply
that the policy have no covert channels. For example, the write access is an access having
output flow, but, when the file does not exist, the information flow induced by the write
method is an input flow: after the operation, the user have information concerning the file’s
existence. Such covert channels do not invalidate the secure property.

Finally, a policy being secure according to our model implies that the policy’s specifica-
tions are coherent with each other, and in the case of a combined policy, with the specification
of the sub-policies according to the combination operators that are used.

Example.

Let us address the completeness and the soundness of the multilevel policies Fs and Fp. Let
us consider that the classifications in terms of security level or in terms of military domains
are both complete classifications, i.e. any entity of the system has a (unique) security level
and belongs to a (unique) military domains. Then the flow policies Fs and Fp becomes
complete and sound access control policies. In the same way, the combined flow policy F is
complete and sound as an access control policy.

The information graph of the policy Fg allows to check its soundness. Finally, the
soundness of the policy F is trivial, that is F is a secure flow policy.
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5 Conclusion

In this paper, we have proposed a practical approach for reasoning about the coexistence
of different security policies. Our approach relies on the specification of security policies
and on the definition of operators for combining these specification. We have also addres-
sed the completeness and the soundness of the (combined) security policy according to its
specification.

Our model can be viewed as an implementation design of the Bell’s model. We have in-
troduced a set of combination operators enabling security officers to specify and to combine
security policies in a controlled and secure manner. In addition, we assert that the dissocia-
tion between the combination domains and the combination rules permits to get a simplified
and growing vision of security policies. Finally, the distinction between access operations
and the generated information flows gives to our model a useful approach, information flow
policies being an extension of access control policies.

We have illustrated our approach through two different examples of file systems in an
distributed architecture. In particular, the multilevel security policy example enables us to
demonstrate the strength for specifying security policies and the ease for combining security
policies.

Introducing default operators for combining classification and rules in the security policy
specifications allows to express the requirements of each policy concerning the operators to
be used to combine this policy with another one. Thus, the combination of two security
policies can be automatically computed, the soundness and the completeness of the combined
policy allowing to verify that the two sub-policies are coherent with each other.

We are currently integrating our model in an configuration-based programming language
similar to [21, 28], allowing to specify, at the application level, the security policy of each
software component.

Concerning the extension of our model, we are interested with the dynamic management
of classifications, in order to specify security policies with dynamic relabelling [12]. For
example, the model presented in this paper does not allow to specify Chinese Wall policy
[8]. The idea is to associate to each access control rule a function F which is executed
according to the access operator.
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