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Abstract: In today’s field of distributed software architectures there is a need for environ-
ments allowing the easy development of applications consisting of heterogeneous software
modules and having various Quality of Service requirements (e.g., timeliness, availability or
security). System customization using middleware-services is a promising solution to deal
with the coexistence of multiple applications with different Quality of Service requirements.

From the security point of view, the goal for system customization is to permit the in-
teroperation among applications having different, possibly inconsistent security constraints.
This paper demonstrates how the software architecture paradigm is beneficial for address-
ing security issues in distributed systems through system customization. The software ar-
chitecture paradigm allows the application developer to abstractly specify security-related
requirements. Then, our framework takes in charge the system customization to meet these
requirements. The practical use of our approach is also addressed by discussing its integra-
tion in a configuration-based distributed programming environment.

Key-words: Security, System customization, Software architecture, Specification match-
ing.
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Les bénéficies des architectures logicielles pour la
sécurité informatique

Résumé : Le domaine des architectures logicielles a aujourd’hui besoin d’un environne-
ment facilitant le développement des applications composées de modules logiciels hétéro-
genes, et ayant différentes exigences en termes de qualité de services (e.g., temps de réponse,
disponibilité ou sécurité). La spécialisation des systemes d’exécution via 'utilisation de ser-
vices middleware est une solution prometteuse pour supporter la coexistence de multiples
applications avec différentes exigences en termes de qualité de services.

Du point de vue de la sécurité informatique, ’objectif de la spécialisation de systémes
est de permettre 'interopération entre applications ayant différentes contraintes de sécu-
rité éventuellement incompatibles. Ce papier montre comment les architectures logicielles
peuvent étre utilisées pour l'intégration de la sécurité dans les systemes distribués via la
spécialisation des systemes d’exécution . Les architectures logicielles permettent aux déve-
loppeurs d’applications de spécifier de maniere abstraite leurs exigences en termes de sécurité
informatique. Notre environnement peut alors spécialiser le systéme d’exécution pour garan-
tir ces exigences. L’utilisation pratique de notre approche est également traitée en proposant
son intégration dans un environnement de programmation distribuée par configuration.

Mots-clé : Sécurité informatique, spécialisation de systéme, architecture logicielle, appa-
riement de spécifications formelles.
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1 Introduction

Due to the progress in computer science, open distributed computing systems are now
eligible for supporting a wide class of applications, having different Quality of Service (QoS)
requirements (such as timeliness, availability or security). One promising approach to deal
with the coexistence of multiple applications with different QoS requirements is system
customization using middleware-services [4]. In order to hide the customization process
from application developers, we need a framework to specify QoS requirements that takes
in charge the system customization by selecting appropriate middleware-services [16]. The
software architecture field provides an adequate basis to support such a framework.

The software architecture field has emerged in order to ease the development of complex
applications (or software systems) by fostering software re-use, evolution, analysis, and ma-
nagement (e.g., [25, 28]). Although the software architecture field is continuously evolving,
the clean separation between software components (e.g. computational units) and their
interactions is widely accepted. In that framework, an Architecture Description Language
(ADL) allows system specifications in terms of the three following abstractions [28]:

(i) Components that abstractly define computational units written in any programming
language,
(ii) Connectors that abstractly define types of interactions (e.g., pipe, client-server) among
components, and
(#ii) Configuration that defines a system structure (i.e., a software architecture) in terms
of the interconnection of components through connectors.

Connectors may be viewed as the glue that binds the components; they define the set of
roles that the components must play to communicate, that is to say, the set of proper-
ties of, and relationship among, the components [28, 25, 12]. Reasoning at the level of
software architectures provides the adequate abstractions for system customization using
middleware-services: QoS properties can be provided by a certain type of connectors in
which roles include specifications of QoS-related connector behaviors. Work in the software
architecture research field has been concentrating on the specifications of communication
architectures, that is to say, the communication protocol used for handling component in-
teractions (e.g. pipe, RPC, shared memory) [28, 1]. Whereas the referenced work focuses on
application communication patterns, we are concerned with the QoS that is guaranteed when
using a given connector. QoS-related customization can be achieved as follows. First, the
application QoS requirements are defined within the specifications of connectors provided
that each interaction is characterized by a unique connector. Dually, base connectors (i.e.,
connectors that are available within the environment) and system-level software components
(i-e., middleware-services) declare the QoS properties they provide. Then, given the formal
specifications of QoS properties, software specification matching [32] is used to retrieve a set
of system-level software components together with (base) connectors, so that the conjunc-
tion of their QoS properties matches the application requirements [14]. The connector built
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4 C. Bidan & V. Issarny

through the interconnections of selected system-level components and (base) connectors is
called a customized connector in the following.

Interactions among components, possibly having different QoS requirements, are not ta-
ken into account in the above customization model, for which a unique connector is declared
for each interaction. However, in open distributed systems interactions among entities may
occur dynamically. During the interaction between two components, we must consider re-
quirements of both components (i.e., each component can specify their own connectors). By
composing these requirements, we are able to infer the requirements for the interaction ac-
cording to both components. These latter requirements can be used to build the customized
connector. From the security point of view, the complex interactions among components
stretch the security problems in open distributed systems [24, 8], and require to cope with
the coexistence of multiple security constraints.

In this paper, we demonstrate how the software architecture paradigm is helpful for ad-
dressing security of open distributed systems: at the compilation time based on the decla-
ration of software components having security requirements (e.g., by security managers), a
customized connector is built to meet both requirements. After introducing security issues
for open distributed systems in section 2, we apply in section 3, system customization to
security properties. This allows us to provide a framework enabling security managers to
implement distributed systems which support multiple security constraints. We then present
implementation design in the ASTER configuration-based environment in section 4. Finally,
we conclude in section 5 by addressing related work and referring to future work.

2 Security issues for open distributed systems

Security means protection against unauthorized attempts to access information [11, 17, 31].
It is concerned with confidentiality (information is disclosed only to users authorized to
access it), integrity (information is modified only by users who have the right to do so, and
only in authorized ways) and availability (use of the system cannot be maliciously denied
to authorized access). In the remainder, we focus only on the first two constituents of
security, the issue of availability being beyond the scope of this paper as it also relates to
fault-tolerance issues?.

Security (i.e., data confidentiality and integrity) is an important issue in any distributed
system. Security is enforced using security functionalities such as encryption, authentication
and access control.

Data encryption consists of making the information either illegible (encryption in order
to ensure data confidentiality) or unalterable (digital signature in order to ensure data

ILet us notice that this ”simplification” is often made in the computer security community through the
following phrase: "I don’t care if it works, as long as it is secure” [11].
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Security Benefits from Software Architecture 5

integrity), or both. Encryption is used for protecting stored and exchanged information
(e.g., via communication network) against reading or modification.

Authentication permits to ensure the entity’s identity, that is to say to verify that the
entity (e.g., a user or a process) is actually the one that it claims to be. More specifically,
the authentication protocol enables to associate each system operation to a unique real user,
allowing to check whether the operation is authorized or not. An example of authentication
protocol is given by the UNIX system: it requires the user to enter his name, followed by his
password. Let us remark that authentication may be considered as the fundamental security
mechanism: if it is not provided, an entity is able to claim to be any entity, and thus access
any information.

Access control governs operations on system’s entities. For instance, in a file system,
access control consists of checking whether users are allowed to access files. More generally,
in a large distributed system, access control checks the interactions among entities. By
extension, access control also deals with the information flow among entities. Let us remark
that access control clearly depends upon authentication, the entity’s identity having to be
unique and unforgeable.

In open distributed systems, applications which have different security constraints may
coexist. This coexistence results from rich and complex interactions among software com-
ponents [24], and has led to the need for reasoning about different security constraints: a
sound basis for describing the software architecture with respect to the security constraints
is needed. This is the scope of this paper in which we use the software architecture para-
digm to specify the security requirements, and to provide a system customization approach
to build systematically connectors that meet these requirements.

In the above presentation, we have simplified some issues so as to not needlessly complicate
this paper. In particular, we have not distinguished between the identification process
(associating a user ID with a program) and the authentication process (associating the real
user with the user ID), and we have not introduced the delegation process enabling entities
(e.g., users) to delegate access privileges to other entities (e.g., program) [18].

To implement security functionalities, some security mechanisms are needed. One fun-
damental issue of security is proving the correctness of the security mechanisms according to
security properties (i.e., the correctness of the system-level components used to implement
security functionality) [2]. In the remainder, we assume the existence of a Trusted Com-
puting Base (or TCB [9]) which contains ”correct” security mechanisms that can be used
safely to implement security functionalities.

3 Customized connectors for dealing with security
In traditional distributed systems, an application developer who wants to implement secu-

rity functionalities has to implicitly manage the corresponding security mechanisms in the
application source code (e.g., to implicitly call the encryption and decryption functions).
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6 C. Bidan & V. Issarny

This approach is detrimental to both flexibility and reusability. Besides, the management
of interconnected systems is complex indeed impossible. In confined distributed systems,
this approach may be considered as sufficient, a unique security manager having to manage
security issues. On the other hand, the above approach is not suited for open distributed
systems. In particular, such a system must support interactions among entities belonging
to different security domains?.

Security Requirements of Cl‘

Component C1

Component C1 .) )) Component C2
Customized connector

Security requirements of the components Customized connector for interacting components

Component C2

Security Requirements of C2 ‘

Figure 1: Security requirements and customized connectors

Because security issues (in term of encryption, authentication and access control) relate
to interactions among software components, it is natural to associate security properties
with connectors. We extend the connector specifications so as to include the (application
developer) security requirements for the interactions among given software components. At
the time of the interaction between any two software components, either a unique connector
o is specified for this interaction, or both software components specify their own connectors
o1 and o9 respectively (i.e., their own security requirements). In the first case, a customized
connector is built to meet the requirements specified in the connector . In the latter case,
we compose the requirements of both connectors o7 and o2 in order to specify the connector
01,2 for the interaction of the software components. The connector o1 ,2 allows to build the
customized connector that meets the security requirements (see figure 1). As discussed in the
introduction, the customization process consists of selecting a set of system-level software
components that provide security functionalities together with (base) connectors. Note that
the system-level components and the (base) connectors have to belong to the TCB.

In order to automatically build customized connectors that meet the security require-
ments, we have: i) to specify security properties for encryption, authentication and access
control (i.e., to describe security requirements), and i) to reason about these specifica-
tions so as to compose and compare them (i.e., for composing security requirements and for
selecting the system-level components).

2The security domain of a given security manager is the set of all the system entities he manages [11].
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In the following subsections, we introduce specifications of encryption, authentication and
access control which allow us to describe security requirements. We also address comparison
and composition of security specifications.

3.1 Encryption specifications

Data is qualified as plaintext or cleartert when access to this data allows to access to the
information which is contained. The process of disguising data in such a way as to hide the
contained information is encryption, and the resulting data is qualified as ciphertext. The
process of turning ciphertext back into plaintext is decryption. An encryption algorithm is
then composed of an encryption function and the corresponding decryption function. The
encryption function may be used to ensure either confidentiality or integrity.

In general, the encryption and decryption functions are not secret: the security of the
encryption algorithm is based on the use of keys. The encryption function takes as input the
plaintext and the encryption key to compute the ciphertext. In the reverse process, given
the ciphertext, the plaintext is computed by using the corresponding decryption key and the
decryption function (see figure 2)3.

Encryption Decryption
key key
Plaintext Encryption Ciphertext Decryption Plaintext

function function

Figure 2: Encryption and decryption with keys

Specifying encryption requirements

Specifying security properties relating to encryption relies on the specification of the encryp-
tion algorithm that is used (e.g., by its name: RSA, DES, ...), as well as on the specifications
of parameters describing the algorithm behaviors. For instance, parameters may include:

e the algorithm usage, that is to say, if the encryption algorithm is used to cipher the
data (for ensuring confidentiality), to sign the data (for ensuring digital signature) or
to hash the data (for detecting manipulation);

o the key management, that is to say, the key size (e.g., 512 bits for the RSA algorithm,
or 64 bits for the DES algorithm), the support used to find and/or to store the keys
(e.g., user’s brain, ROM chip or smartcard), the key generation algorithm used to
generate secret temporal keys (e.g., random-bit strings algorithms), the lifetime of the
secret keys, and so on.

3For more details about cryptography, see [27].
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8 C. Bidan & V. Issarny

Thus, encryption specification allows to describe the requirements for encryption as a para-
meterized encryption algorithm.

As an illustration, an application developer may specify the following requirements for
encryption:

Security

Cipher Algorithm : DES
Temporal Key : RC4
Key Size : 64
Storage : ROM
Lifetime : 1 hour

Signature Algorithm : RSA
Key Size : 512
Storage : Smartcard

where boldface is used to denote specification keywords. In the above specification, the
developer wishes to use the cipher algorithm DES, with 64 bits’ temporal keys which are
generated for 1 hour by the RC4 algorithm, and stored in ROM chip. He requires also the
use of the RSA signature algorithm, the 512 bits’ keys being stored in smartcard.

In order to decipher data, we must use the decryption function and key, corresponding
to the encryption function and key that were used to cipher the original data. During the
interaction of two software components, each of them can have encryption requirements.
In this context, composing and comparing these requirements are needed so as to ensure
that both components use dual encryption algorithms (i.e., to build customized connectors
according to encryption requirements of both components).

Composing encryption requirements

Due to the symmetry of the encryption and decryption functions, we can not compose and
compare two different encryption algorithms (e.g., DES and RSA). However, the composition
of encryption requirements can be achieved as follows. We enable the application developer
to specify a list of encryption algorithms within connectors. We index each encryption
algorithm with the trust degree that the application developer assigns to them. Given
two connectors with encryption requirements, the encryption algorithms can be ordered
according to the above trust degrees. Then, the encryption algorithm of the connector
corresponds to the encryption algorithm (or one of the encryption algorithms) that belongs
to both sub-connectors and has the highest trust degree.

Once the encryption algorithm is selected, we are able to reason about its parameters,
the connectors being able to specify different values. Like the ordering of encryption al-
gorithms, we define an order on the parameters of encryption algorithms according to the

INRIA



Security Benefits from Software Architecture 9

same approach. For instance, let us consider the key size*. The application developer may
consider that, given an encryption algorithm, the use of 1024 bits’ keys instead of 512 bits’
keys is acceptable according to the trust degree of the resulting encryption functionality.
More generally, the lattice resulting from such an order allows to compare and compose
encryption requirements with respect to the parameter values of the selected encryption
algorithm, through specification matching [32].

Given two connectors with encryption requirements (i.e., lists of parameterized encryp-
tion algorithms), the (parameterized) encryption algorithm resulting from their composition
is the greatest parameterized encryption algorithm Encrypt with respect to the trust degree
that each application developer (independently) assigns to the encryption algorithms and
to their parameter’s values. Then, the customization process can be achieved if and only
if we can build a customized connector that meets the parameterized encryption algorithm
Encrypt (i.e., the encryption algorithm of the customized connector is greater than the
parameterized encryption algorithm Encrypt).

3.2 Authentication specifications

Authentication of entities (e.g., user, process, software component, system) allows to verify
that the entities are who they claim to be. An authentication protocol specifies the authen-
tication process [6], that is to say, the entities which participate, the exchanged messages
among these entities and the format of these messages (i.e., plaintext or ciphertext). Al-
though the main goal of authentication protocols is the authentication of entities, some of
them have evolved to deal with additional security properties, such as mutual authentica-
tion or temporal key distribution. Authentication protocols needing encryption algorithms
for ciphering and/or signing the exchanged messages, another evolutions have consisted of
implementing encryption algorithms (for instance, RSA instead of DES). We characterize
the former evolution as security semantic evolutions, and the latter evolution as security
implementation evolutions.

Let us remark that the authentication protocol resulting from semantic and/or security
evolutions may be viewed as an extension of the original protocol, and hence, can be used
to implement the original protocol (like the compatibility among the versions of software
components). For instance, let us consider an authentication protocol with simple authen-
tication, and suppose that an extended version of this protocol allows to ensure mutual
authentication. Then, the latter version can be used to provide simple authentication.

Specifying authentication requirements

Authentication specification relies on the specification of the (original) authentication proto-
col (e.g., Needham-Schroeder protocol, Kerberos protocols, CCITT X.509 protocol [6]). We
further parameterize these specifications according to their semantic evolutions (i.e., simple
authentication, mutual authentication, key distribution) and their security implementations

4 An order can also be introduced for any parameter including the lifetime property, the temporal key pro-
perty (by ordering the generator algorithm according to the trust degree given by the application developer).
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10 C. Bidan & V. Issarny

evolutions (i.e., implementation version, type of encryption algorithms used to cipher and
to sign).

Finally, authentication specification also has to include encryption specification in order
to describe the encryption algorithm (see §3.1) used to ensure confidentiality and integrity
of the exchanged information. Notice that an authentication protocol may use random
generator in order to generate temporal keys or to generate timestamps.

As an illustration, authentication specification for a Needham-Schroeder authentication
protocol that uses RSA encryption algorithm for both ciphering and signing exchanged
message follows:

Security
Authentication Protocol : Needham-Schroeder
Semantic :
Authenticate : Mutual
Version : number of the version
Encryption
Cipher Algorithm : RSA
Key Size : 512bits
Storage : ROM
Signature Algorithm : RSA
Key Size : 512bits
Storage : ROM

Implementing authentication between two entities requires to use at least the same authen-
tication protocol. During the interaction of two software components, each of them can have
authentication requirements. In this context, composing and comparing these requirements
are needed so as to ensure that both components use dual authentication algorithms.

Composing authentication requirements

As in the encryption specifications, by enabling application developers to specify an ordered
list of authentication protocols within connectors, we are able to compose connectors having
different authentication requirements (i.e., different lists of authentication protocols) accor-
ding to the trust degree that each application developer assigns to each protocol. Given two
connectors with authentication requirements, the authentication protocol of the resulting
connector corresponds to the authentication protocol that belongs to both of them and has
the higher trust degree.

Once the authentication protocol is selected, we are able to reason about its semantic
and security evolutions. We order the evolutions according to the trust degree that each
application developer assigns to the parameter’s values. Then, the lattice resulting from such
an order allows us to compare and compose authentication requirements with respect to the

INRIA



Security Benefits from Software Architecture 11

parameter values of the selected authentication protocol, through specification matching
[32].

Given two connectors with authentication requirements (i.e., lists of parameterized au-
thentication protocols), the (parameterized) authentication protocol resulting from their
composition is the greatest parameterized authentication protocol Authen with respect to
the trust degree that each application developer (independently) assigns to the authenti-
cation protocols and to their parameter’s values. Then, the customization process can be
achieved if and only if we can build a customized connector that meets the parameterized au-
thentication protocol Authen (i.e., the authentication protocol of the customized connector
is greater than the parameterized encryption algorithm Authen).

To summarize, implementing encryption and/or authentication between two software com-
ponents require to use at least dual algorithms and/or protocol. As a consequence, the com-
position of security-related requirements amounts to a selection in ordered lists of algorithms
and/or protocols specified within connectors (i.e., specification matching with respect to the
trust degree that each application developer assigns to them). In addition, ordering the en-
cryption algorithms and authentication protocols according to their parameter values allows
also to use specification matching to compare and compose encryption and authentication
requirements. With this approach, customized connectors can be built to meet component
requirements. According to the connectors with encryption and/or authentication require-
ments, we are able to select a set of system-level components (which belong to the TCB) and
a set of (base) connectors (also belonging to the TCB), in order to construct the customized
connectors for the required properties.

3.3 Access control specifications

An access control policy (or ACP) defines the set of rules, called access control rules (or ACR),
that specify for a pair of entities (e1,€3) (e.g. users, processes, files, software components,
etc) whether €; is authorized to access €2 or not.

The interaction among entities which do not belong to the same security domain relies on
two access control policies, each entity being able to have its own access control constraints.
Unlike the encryption and authentication functionalities, the access control does not need
symmetric implementation.

Deciding for granting accesses between two entities that belong to different security
domains raises the issue of composing the corresponding access control policies: the resulting
access control policy (called composed access control policy in the following) will allow to
check whether the interaction between the entities is authorized. However, various policies
can result from the composition of two access control policies, as exemplified below.
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12 C. Bidan & V. Issarny

Examples

Let us consider a file system where we have two sets of users A and C, and two sets of files
B and D. We define two access control policies P} and Pz: P} authorizes users in A to
access files in B, and P% authorizes users in C to access files in D.

First, we compose these sub-policies so as to build the following composed policy, called
Pr: the users belonging to both sets A and C' (denoted as AN C) are authorized to access
files in BN D, users in A but not in C (denoted as A — C) are authorized to access files in
B—D, and finally, users in C' — A are authorized to access files in D — B. Py is a restriction of
the participating policies: some accesses which are authorized in the sub-policies are denied
by the Pr policy.

Let us now compose the sub-policies P} and P% so as to obtain the following policy,
called Py the users belonging to AN C' are authorized to access files in B or in D (denoted
as BUD), users in A — C are authorized to access files in B — D, and finally, users in C — A
are authorized to access files in D — B. P} is consistent with both sub-policies: a user is
authorized to access a file in Pf if and only if the user is authorized to access this file in
both P}, and P}.

Another composition of the sub-policies P and Pz could result in the following policy
Pi: the users belonging to AUC are authorized to access files in BUD. Py is an extension
of the participating sub-policies (i.e.. A’s users can access D’s files).

Note that all the above composed policies may be regarded as secure in the context in
which they are specified. Thus, there is a need for a framework allowing security managers
to compose security policies in a controlled and secure way.

To deal with access control composition, our approach relies on the specifications of access
control policies and on the definition of composition operators between these specifications.

Specifying access control policies

Since in open distributed systems, it is not possible to specify an ACP that takes into account
the whole set of the system’s entities, we define an ACP not solely in terms of its access
control rules but also in terms of its access control domain, that sets the system’s entities
to which the policy applies.

The access control domain of a policy is defined in terms of security classifications (i.e.,
security properties like secret entities, confidential entities, unclassified entities). An access
control rule is a set of pairs of system entities verifying an access control predicate, i.e. a
security property bearing on the system’s entities.

INRIA
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So as to illustrate ACP specification, we consider the previous file system example where
we omit reflexive accesses. The P} ACP is defined by:

Security
Access
Domain
Classif Cl-A : Users with PropertyA
Classif Cl-B : Files with PropertyB
Authorized
(Entity in Cl-A) to (Entity in C1-B)

that is to say, the security domain of the policy PL consists of the users’ classification A
and the files’ classification C. The policy P} has a single access control rule that authorizes
A entities to access B entities.

In our approach, a composed access control policy is built by composing two sub-policies.
The domain and rules of the composed policy are defined in terms of the composition of its
sub-policies’ domains and rules.

Composing access control policies

Given two classifications, we define three types of composition: their union, intersection
and product. The union of two classifications allows to extend them. On the other hand,
the classification obtained by the intersection is a restriction of the sub-classifications. The
product of two classifications permits to distinguish the entities belonging to a single sub-
classification from the entities belonging to both sub-classifications.

The definition of the composition of access control domains follows directly: it amounts
to specify the type of composition for each pair of classifications of the sub-domains. Notice
that the composed domain can then be composed with another access control domain.

Given two access control rules, we define two composition operators: the logical or and
the logical and between their access control predicates. The logical or operator between
predicates allows to compose two access control rules in such a way that the resulting access
control rule preserves all the accesses of the sub-rules. On the other hand, the access control
rule resulting from the logical and operator authorizes access if and only if both sub-rules
authorize the access.

Coupling the operators for composing classifications and the ones for composing access
control predicates allows either to restrict or to extend the access control rules of the sub-
policies. In particular, using the intersection operator and the logical and operator for
composing access control predicates, the access control rule resulting from the composition
of two sub-rules verifies that the access is authorized if and only if it is authorized by both
sub-rules.

Finally, in order to compose two access control policies, we have to specify all the com-
position operators between their classifications and between their access control rules. In-
troducing default operators for composing classifications and rules in the access control
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14 C. Bidan & V. Issarny

specifications allows to express the requirements of each connector concerning the operators
to be used to compose its ACP with another one. Thus, the composition of two ACPs can
be automatically computed: given two connectors with access control requirements, we are
able to compose these requirements in order to specify the access control requirements of
the composed connector.

We now illustrate the use of composition operators with the file system example. The
composed policy Pr authorizes accesses between (A — C) and (B — D), between (AN C)
and (B N D), and between (C — A) and (D — B).

The specifications of the P} and P% policies can be composed to give Pr. The distinction
among the classifications (A—C), (ANC) and (C — A) (resp. (B—D), (BND) and (D—B))
is obtained by the product operator of the classification A and C (resp. B and D). Finally,
the use of the logical and operator between their access control rules enables us to generate
the Pr access control rules.

We do not further detail specification of ACP. In particular, we do not introduce formal
denotation that allows to prove the completeness and the soundness of the access control
specifications. The interested reader can refer to the companion paper [5] which define
formally access control specifications and the aforementioned composition operators, as well
as the notion of secure access control policy with respect to the proposed specifications.

Comparing access control specifications

The above composition approach provides a basis for building the ACP resulting from the
interactions among entities that belong to different security domains. In the context of
software system, this approach allows us to compose connectors having different ACP spe-
cifications according to the composition operators that each application developer (e.g.,
security manager) has specified.

In order to build the (customized) connector that meets ACP requirements (i.e., the
(composed) connector that describes the ACP constraints), we have to compare access
control specifications. With respect to relationship between set of entities, the classifica-
tions (and then the security domains) can be ordered. Given two classifications Cl; and
Cly, we introduce the plug-in match and exact match operators defined by:

e under plug-in match, the classification Cl; matches Cls if and only if Cl; D Cly, that
is to say, any Cls’s entity belong to Cl;, and
e under ezact match, the classification Cl; matches Cls if and only if Cl; = Cls.

These operators enable us to compare connectors according to their access control domain
specifications. On the other hand, the relation of logical implication provides a basis for
comparing access control rules. Given two access control rules A\; and Az, we define the
plug-in match and exact match notion between accesses:
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e under plug-in match, the rule A\; matches \; if and only if any access which is authorized
(resp. denied) by Ay is also authorized (resp. denied) by Ag, and

e under ezact match, the rule A\; matches As if and only if A; matches Ay under plug-in
match and Ay matches A\; under plug-in match.

Thanks to the aforementioned plug-in match and exact match operators between classifi-
cations and access control rules, we are able to compare access control specification. Then,
given the (composed) connector, we can select a set of system-level components (which
belong to the TCB) and (base) connectors (also belonging to the TCB), in order to auto-
matically construct the customized connector that meets the access control requirements.

4 Integrating security in ASTER

The preceding discussion has allowed to demonstrate the adequacy of software architecture
for specifying and reasoning about security in open distributed systems. Specification mat-
ching enables us to build the customized connector that meets security requirements. To
gain a practical benefit of this, application developers need a programming environment
which allows software components to describe their security requirements in their interfaces.
ASTER is such a distributed programming environment (see [14]).

The ASTER environment is a configuration-based environment (e.g., [26, 20]). It consists
of: i) a Module Interconnection Language (MIL) [26, 10] which allows the application deve-
lopers to describe the interfaces of its software components (i.e., the components according
to ADL’s terminology), and the interactions among them (i.e., the configuration according
to ADL’s terminology), and 4) the run-time system (i.e., an instantiation of a connector)
which is possibly customized to satisfy the needs of a given application (e.g., security re-
quirements) [14]. The ASTER MIL defines the requires and provides clauses for declaring
software component needs and provided properties respectively (i.e., connectors).

The ASTER logical tool is responsible to select the system-level components with the
corresponding connectors, that allow to build the customized run-time system (i.e., the
customized connector) that meets QoS requirements [16].

Example. Figure 3 contains an example of interface declarations of a distributed file
system, called FS, using the ASTER MIL. First, the client’s interface is declared. The
keyword client denotes that the specific module issues requests for the declared operation.
The declaration of the server’s interface follows. The third block contains the construction
of the file system application based on the declared interfaces, and is divided in two regions:
i) the modules that participate, and i) the bindings between requests and services.

We extend the MIL in order to integrate specifications of security constraints (via the
Security clause) within the declaration of software components. For instance, figure 4 gives
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interface clt-FS {
client typeFD read(typeFD f{d, typeBUF buf)
client typeINT write(typeFD fd, typeBUF buf)

}

interface srv-FS {
typeFD read(typeFD fd, typeBUF buf)
typeINT write(typeFD fd, typeBUF buf)

}

hierarchical File-System {
constituents clt-FS; srv-FS;
bind
(clt-FS)read : (srv-FS)read;
(clt-FS)write : (srv-FS)write;

Figure 3: Declaring FS’s software components.

the interface of the file system, including the specifications of the P}, access control policy; we
also specify that mutual authentication of clt-FS and srv-FS components via the Needham-
Schroeder protocol is needed. Finally, thanks to the operators for composing and comparing
security specifications, the logical tool can be directly extended to reason about security
requirements.

5 Conclusion

Based on the software architecture paradigm, we have described an approach to specify and
compose security requirements of software systems. The integration of this approach in
the ASTER configuration-based environment provides a framework enabling the application
developers (e.g., security managers) to specify security requirements of their software com-
ponents. Thanks to its logical tool, the ASTER environment handles security specifications
to build the customized runtime-system that meets these requirements.

The separation between security constraints and implementation issue is helpful not only
for security managers who have to implement complex applications in a controlled and secure
way, but also for end-users applications which can specify their own security requirements
for interaction among their software components. The resulting runtime-system is then
customized to meet the application requirements with respect to the system requirements
(specified by security managers).
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hierarchical FS-A _users-B files {
constituents clt-FS; srv-FS;
bind
(clt-FS)read : (srv-FS)read;
(clt-FS)write : (srv-FS)write;
requires
Security
Access
Domain
Classif Cl-A : clt-FS with PropertyA
Classif CI-B : srv-FS with PropertyB
Authorized
(Entity in Cl-A) to (Entity in CI-B)
Authentication Protocol : Needham-Schroeder
Entities : clt-FS and srv-FS
Semantic :
Authenticate : Mutual
Encryption
Cipher Algorithm : RSA
Key Size : 512bits
Storage : ROM
Signature Algorithm : RSA
Key Size : 512bits
Storage : ROM

Figure 4: Declaring FS’s security requirements.

Related Work

The integration of security in large scale distributed systems is not a new concern [22].
The emerging object-based architectures [23, 7] renew the interest in security issues, and
lead to the dissociation between implementation and security constraints [24, 8]. However,
existing work does not deal with the composition of security constraints, which must be
addressed in order to allow the interoperation of software components. On the other hand,
recent work uses the object paradigm, and especially the abstract data type so as to ease
the security implementation [30], but this work does not propose a automatic customization
of the run-time system according to the security requirements.

Various models have been proposed in order to reason about security properties (e.g., see
[19] for access control specifications, and [6] for authentication specifications). These models
are introduced to check whether the security functionality verifies given security properties.
However, these models do not deal with the composition of properties.
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Concerning the composition of security properties, and more specifically, composition
of access control policies, McLean [21] seems to be the first to propose a formal approach
including composition operators: he introduces an algebra of security which enables him to
reason about the problem of policy conflict, but he does not resolve the conflict (i.e., he does
not allow to compose inconsistent access control policies). More generally, Hosmer [13] has
introduced the notion of metapolicies, or ”policies about policies”, an informal framework
for composing security policies. Bell formalizes this notion by considering the composition
of two access control policies as a function (policy combiner) [3]. Our approach to compose
access control policies is a practical alternative to Bell’s proposal: we clearly identify the
set of operators enabling security managers to compose access control policy in a controlled
and secure way.

For the past decade, there has been considerable research and development in the area
of using formal specification for determining whether two components match. However,
to our knowledge, software specification matching has not been used to retrieve software
components according to their security properties.

Finally, to our knowledge, using software architecture paradigm to reason about security
properties and the integration of security specification in a configuration-based environment
is not addressed elsewhere.

Future Work

We are currently working on the implementation of our approach by extending the As-
TER logical tool to automatically customized the runtime-system according to the security
requirements. We are focusing more specifically on integrating the previous models and
composition operators on access control policies. We are also examining the practical use
of the ASTER system for integrating security in concrete applications. These include the
integration of security issues in a federated distributed file system [15].

Finally, given the treatment of security requirements, one application area for our results
is the World-Wide Web (Www). We are currently examining the automatic customization
of a base Www platform for ensuring information exchanges in a secure way. We also
consider the use of our approach for reasoning about Java-applets, in order to customize the
Java Virtual Machine [29] in a controlled and secure way.
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