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Abstract: Applications often under-utilize cache space and there are no software local-
ity optimization techniques available for non-scientific applications. We propose that data
redistribution in memory be used to modify reference patterns to improve locality of refer-
ences.

To understand the potential of such an approach and to explain where gains come from,
we introduce distribution misses, and define a correlation metric to evaluate spatial locality.

Data distribution can help reduce capacity and conflict misses in regular caches, as
our experimental results to show. We use as example a profile-based scalar data layout
heuristic, which was able to remove up to 76% of the direct-mapped cache miss ratio on
some benchmark traces.
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Un placement adéquat des données en blocs pourrait
améliorer les performances des antémémoires

Résumé : Les antémémoires ont été développées afin de réduire le nombre d’acces a la
mémoire en s’appuyant sur la localité spatiale et temporelle des références mémoire. Les an-
témémoires se sont révélées tres efficaces, bien qu’étant encore relativement mal maitrisées:
leur mise au point est rendue difficile par la diversité de comportement des applications.
Afin de résoudre ce probléme, les architectes ont tendance a utiliser des hiérarchies mémoire
de plus en plus complexes, ce qui va & Uencontre des contraintes technologiques (temps
de cycle, surface disponible, consommation) et économiques (colt des mémoires statiques).
La capacité de stockage des antémémoires est souvent sous-utilisée car la localité des réfé-
rences n’est pas bien exploitée. Il n’existe, & ce jour, aucune solution globale qui permette
d’optimiser leur utilisation.

Nous analysons en premier lieu les effets de la localité sur le comportement des antémé-
moires, et rappelons la classification des défauts survenant dans les antémémoires définies
par Hill et affinée par Sugumar. Nous rappelons la politique optimale de remplacement des
blocs qui génére un taux d’echecs minimal, “Min”, décrite par Belady. Nous définissons
ensuite la notion de défaut lié au placement des données. Le placement des données a
un impact direct sur la localité des références mémoires: nous montrons qu’il est possible
d’améliorer encore le taux d’échecs de Min par un placement judicieux des données dans
les blocs. Nous mettons aussi en évidence la borne minimum du taux de défauts pour une
taille d’antémémoire donnée.

Dans une seconde partie, nous analysons les possibilités d’amélioration du placement des
données en blocs, et du placement des blocs en mémoire afin de minimiser les taux d’échecs
des antémémoires & correspondance directe. Nous décrivons en premier un algorithme qui
permet de trouver, s’il existe, le placement de données qui suit la politique de remplacement
de Belady et qui fournit le taux d’échecs le plus faible possible. Cet algorithme a une
complexité élevée et ne fournit pas toujours de solution. Nous introduisons les propriétés
d’Activité d’une donnée et de Corrélation entre deux données. La mesure de ces propriétés
permet de quantifier la localité des références. Nous décrivons une heuristique basée sur ces
mesures pour placer les données en mémoire. Afin d’évaluer le potentiel qu’offre le placement
des données, nous avons implémenté et expérimenté cette heuristique sur des traces de
programmes C et Fortran. Les résultats montrent qu’en plagant correctement les données,
il est possible de réduire le taux d’échec de facon importante dans un grand nombre de cas,
aussi bien pour les antémémoires & correspondance directe (réduction du taux d’echecs entre
25% et 76% sur nos traces) que pour les antémémoires associatives (jusqu’a 64%).

Mots-clé : Antémémoire, Défaut de distribution, Corrélation des références mémoires,
Placement mémoire des données, Politique de remplacement, Simulation, Performance, Op-
timisation, Belady, Localité spatiale



1 Introduction

Modern non-scientific applications tend to under-exploit cache space [BGK95] . Working
sets become so large that caches are not able to take advantage of locality with irregular
reference patterns. Since cache sizes grow too slowly [BGK96], it is important to regularize
the cache reference patterns. A software optimization approach that we call data distribution
could be used to adapt applications to the memory hierarchy. It consists in modifying the
address of data-elements in memory so that data used simultaneously fit together in the
cache.

As a first step towards data-distribution solutions, we propose in this paper a formalism
to explain the impact of data distribution. It explains in particular how data distribution can
impact on capacity misses. We also present preliminary experimental results, to show that
data distribution is a very promizing approach for non-scientific applications optimization.

Regular array accesses beneficiate from efficient loop transformation algorithms. They
are source code transformations which modify the reference patterns but do not modify the
placement of the data in memory. This approach cannot be used for irregular memory refe-
rences generated by non-array data: address computations are not index based. Therefore
we consider a dual approach consisting in changing the relative position of data elements
in memory to improve spatial locality. We call this data-layout optimization approach data
distribution, in contrast to loop-transformation techniques.
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Figure 1: Locality impacts on cache behavior
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Let’s analyse how data must laid out in the cache to improve locality! of references, by
illustrating some simple layout alternatives, as shown in figure 1. Let’s look in more detail
into reasons of a hit or a miss (figure 1(a,b)): A cache manipulates blocks of memory: A
reference to a data-element is a reference to the block holding the data element. Therefore,
if we consider two data-elements X and Y with interleaved references, their distribution
among the blocks impacts on the cache miss rate. Three possibilities arise.

e Figure 1(c): X and Y are stored in distinct memory blocks which compete for the
same cache line. Each reference generates a conflict miss. Temporal locality is counter
productive.

e Figure 1(d): X and Y are stored in distinct blocks mapping to different lines. Temporal
locality is beneficial. A block-layout optimization must prevent (c) to get (d) to remove
conflict misses.

e Figure 1(e): X and Y are stored in the same block. Temporal locality is beneficial,
and only a single line is used: The cache benefits from spatial locality. This solution
is the best: fewer blocks are used used to handle references to these elements. Fewer
blocks to store in the cache simultaneously mean fewer cold and capacity misses, and
fewer chances of having conflict miss hazards.

With these simple remarks, we see the importance of good spatial locality and proper
data-element distribution among blocks.

Data distribution optimization for set-associative caches must be a two steps process.
Data elements used simultaneously must be redistributed among blocks to improve spatial
locality, and blocks used simultaneously must be laid in memory to improve block temporal
locality. Block layout uses the cache address mapping properties of set-associative caches to
ensure that blocks used simultaneously load into different lines.

Standard arrray transformations attempt to improve spatial locality by making stride 1
accesses to arrays. Data-element distribution into blocks was not considered because array
elements have a fixed position in the array. If elements are referenced directly, their relative
position in memory does not impact on program correctness, so they can be redistributed
in memory to improve spatial locality. Redistribution has just to conform to the few layout
constraints imposed by compilers (keeping static, stack, heap allocated data respectively
together).

In section 2 we present related work. We introduce data element block distribution
misses in section 3 to account for the impact of data layout on the capacity miss ratio, and
define a lower-bound for cache miss-ratio. In section 4 we provide two metrics Activity and
Correlation to quantify locality of reference. We used these metrics to develop a profile
based heuristic for data-elements distribution and block layout, and used it to evaluate the
potential of such an approach. Our experimental results, shown in section 5, show a great

1We say that a memory location benefits from temporal locality in the cache when it is accessed
more than once while it is held in the cache. Furthermore, we say that a memory blockbenefits from
spatial locality when many of its data-elements are accessed while it is held in the cache.
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potential, with miss rates dropping by as much as 76%. We conclude in section 6 and
propose some reseach directions to exploit this potential.

2 Related work

Many hardware solutions are available to address all aspects of cache performance [CB92,
FJ94, DSW95, BS95, Jou90, AP93, JW94]. However, Burger et al. argue that applications
often do not use more than 10% of the cache space, and a software managed local memory
might be a better solution [BGK95]. However static compiler analysis alone may also be
insufficient to take fully advantage of the local memory, and necessitates extra instruction
overhead to handle it. We argue that with data distribution, it is possible to combine
beneifits of software management of local memories with the dynamic adaptation of caches
to evolving program behaviour, while saving on the extra overhead incured by explicit local
memory management.

Much work has been done to analyze cache behavior, but most works measure evolution
of the miss ratio for different cache parameters [Prz90, Smi82, Smi86]. To our knowledge, be-
sides [BGK95], little work has been done to evaluate the the impact of data layout on locality,
and measure the ratio of cache space effectively used. This paper proposes distribution misses
to take into account spatial locality, and proposes data-distribution to address the problem.
Grimsrud et al. express locality in a reference trace as Addr(T + 6;) = Addr(T) + Aadar,
and uses this to provide a 3D graph, reference = F(stride,time), to view locality patterns
[GAFN94], but do not consider layout optimization. The locality measures we provide in
this paper are adapted to data-layout optimization.

Profile based instruction layout in memory to improve I-cache performance has already
been explored in many papers [HC89, PH90, Hei94, CG94, TXD95]. The approach is similar
in its principles to data-distribution, and efficient layout techniques have already been pro-
posed. Pettis & Hansen [PH90] propose basic-block layout heuristics (they pack frequently
used looping sequences) as well as procedure layout (they lay together procedures calling
each other to minimize cache interference risks). They also prevent I-cache polution by
removing unused basic blocks from the main instruction stream. Profile-based instruction
layout provides about 10% overall speedup by removing I-cache misses, virtual page faults
and improving branch prediction. With proper training sets (they use profiling), speedups
can be held for any inputs. Instructions are a special case of irregularly referenced data (for
the I-cache) and we believe that efficient layout optimization can also be achieved for data
caches.

To hide memory latency and to keep the CPU busy, non-blocking caches and software
[CKP91] or hardware [Jou90, BC91, FPJ92, PK94] data prefetching techniques have been
proposed. Prefetching tends to consume extra memory bandwidth, which in many applica-
tions is a critical resource, while non-blocking caches consume register space. Data layout
optimization can reduce distribution and conflict misses, reducing at the same time the num-
ber of prefetches or pending loads necessary. Furthermore, the locality metrics we propose
can be used by software prefetching techniques to select which blocks to prefetch.
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Scientific programs have benefited from much more extensive analysis than non-scientific
codes. Software array access optimization research has been very active for some years. With
loop transformations like tiling [BGS94, CK'T'94], it is possible to prevent most interference
misses [TGJ93] on regular array access patterns. These techniques are sometimes insufficient
because interferences can still appear for some array leading sizes [BS95]. Modifying access
patterns is not sufficient to eliminate interferences. It can be combined with array data
layout optimizations, array leading-size padding and inter-array padding. Padding has been
used to align arrays on multiprocessors [GMB95, TLH90, Por89] but can also be used to
align arrays in caches [BCJ94]. For non-scientific applications, however, such techniques
are irrelevant since complex data structures are not accessed using indexes. The orthogonal
approach, data-distribution is better suited.

Although scalars benefit from efficient register allocation techniques [ASU86, CCK90],
and new dynamic allocation libraries take advantage of temporal locality by reallocating
recently freed blocks [GZH93, BZ93], this is still insufficient to reap full processing po-
wer from a modern CPU with non-scientific applications, and new approaches must be
developped to improve memory hierarchy performance. This paper attempts to show that
data-distribution is a very promizing approach for non-scientific code optimization that will
have to be investigated thoroughly.

3 Characterizing cache use

We recall the Three Cs miss classification [Hil87] using Sugumar’s definition which use a
perfect? cache [Sug93] and update it to handle data distribution. Data-distribution impacts
not only on block layout in memory, but also on the distribution of data-elements among the
memory blocks. This changes block reference patterns, and impacts on the capacity miss ra-
tio. Therefore we provide an extention to the classification, data elements block distribution
misses. They account for sub-optimal data-element distribution, just like conflict misses
account for sub-optimal block replacements. This allows us to evaluate the lower miss ratios
boundary attainable with a perfect data distribution and a perfect cache of given cache and
line size.

3.1 Sugumar and Hill’s classifications

To analyze cache hardware block replacement policies, Hill classified cache misses. We use
Sugumar’s definitions which are finer, and recall them since they are not as widely used.

Definition 1 A cold miss or compulsory miss is the first load of a block in the cache,
due to the first reference to it since the beginning of the program.

This condition looks at block being loaded. Subsequent characterizations look at the
block replaced.

2We call perfect a fully-associative cache using Belady’s optimal Min block replacement policy [Bel66]
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Definition 2 A memory block is dead at a given time if it will never be referenced by the
program again, otherwise it is live.

Belady [Bel66] has shown that there exists at least one optimal block replacement policy
denoted Min, which yields the smallest miss ratio possible for a fully-associative cache. On
a miss, Min replaces any dead cache block, or if there are none, the live block farthest
referenced into the future. Therefore, a fully-associative cache using Min policy is perfect.

Definition 3 A capacity miss is the replacement of the block in the cache that will be
referenced the farthest in time>.

Definition 4 A conflict miss* or collision miss is the replacement of a live block which is

not the farthest one referenced in time.

A suboptimal block replacement can happen with suboptimal hardware replacement
policies like LRU, or with address mapping. To differentiate these two cases in set-associative
caches, Sugumar [Sug93] further differentiates conflict misses:

Definition 5 A Mapping miss is the replacement of the farthest referenced block in a set,
while the farthest referenced block in the cache is not in that set.

Definition 6 A Replacement miss is the replacement of a block that is not the farthest
one referenced in the set.

A mapping miss is a loss of efficiency because the cache is split into sets, replacement
misses are due to a bad replacement policy. All conflict misses in a direct-mapped cache are
mapping misses, exept when cache bypass is allowed: Min policy could choose not to load
the block in the cache but few processors actually implement a bypass instruction.

The above classsification only considers cache blocks, and mapping misses account only
for block layout in memory. With data-layout optimization, it is necessary to consider the
impact on cache performance of data element distribution into blocks.

3.2 Distribution misses

If we redistribute the data-elements among the different blocks, the reference patterns to
the memory blocks will change. Therefore, Min generates different replacement choices,
and the miss ratio of a perfect cache can change. We define distribution misses to account
for this and compute a lower bound to the miss ratio of a perfect cache of a given size.

A data-layout is the address mapping of data elements in memory. Shuffling addresses
of data elements modifies the data layout. Of all the possible data layouts, there is at least

3Hill’s original classification defines as a capacity miss a miss occuring in a fully-associative cache of the
same size with the same replacement policy as the one studied — usually LRU. However, Sugumar showed
that this definition is too approximative, since it can yield negative conflict miss ratios [Sug93] and using a
perfect cache is a better alternative.

4Sometimes also called an interference miss. This is misleading since cross or self interference misses
usually denote conflict and capacity misses within loop nests which do not fully exploit temporal locality of
references to an array.
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one that generates the lowest miss ratio for a perfect cache (the number of permutations is
finite).

Definition 7 An optimal Data-layout is a data-layout for which a perfect cache yields the
lowest miss ratio possible.

Note: the address offset of a data element within its block does not change block reference
patterns, so it does not affect the miss ratio — assuming data elements do not overlap two
blocks. The offset within the block will therefore not be considered.

We propose a new miss characterization, which takes into account how data-elements
are distributed among the blocks, similar to the definition of conflict misses.

Definition 8 A data-element block distribution miss is a capacity miss that would not
have happened with an optimal data-element distribution into memory blocks.

Looking back at figure 1(c,d,e), we see that misses generated by (c,d) can be prevented
by changing the data-elements distribution to get case (e). The misses generated by (c,d)
are distribution misses.

We cannot provide a method for computing exactly distribution misses because we do
not know how to easily find an optimal data-element distribution into blocks (we would have
to try all address permutations). However, we can easilly compute a lower bound for the
miss ratio of a perfect cache with an optimal distribution, so we will use this to evaluate the
quality of a distribution. Data elements cannot be smaller than a byte, so a perfect cache of
size C' with 1 byte per cache lines generates a minimal miss ratio M1 independant of data
distribution.

Property 1 A perfect cache of size C' and line size L generates a miss ratio M greater or
equal to M1/L, even with a perfect layout.

If we approximate the miss ratio of a perfect cache with optimal data distribution to
M1/L, we can split the capacity miss ratio according to our data distribution framework.
The capacity miss ratio is the sum of the distribution miss ratio and the fundamental miss
ratio:

Definition 9 We call Fundamental miss ratio M1/L. It is not possible with a given
cache size and line size L to generate fewer misses.

Definition 10 We assimilate M — (M1/L) to the Distribution miss ratio.

We can make this approximation for two reasons. First, M1/L is a lower miss ratio
bound, so it is not possible to get negative distribution miss rates®. Secondly, current
caches are quite large, and with larger caches M1/L will be closer to the real miss ratio of
the perfect cache with optimal layout. An extreme case is when the whole working set fits
in the cache: data distribution does not matter any more, since, no matter the reference
pattern, the data will be in the cache.

5This happenned to Sugumar, and led him to reconsider the definition of the 3C’s miss rates using
Belady’s Min policy
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The miss classification becomes:

Cold
Capacit Fundamental
total miss PACY N\ Distribution
. Replacement
Conflict Mapping

Data-elements distribution into the blocks is an important factor, it changes the distribu-
tion miss ratio, impacting on all cache configurations, from direct-mapped to fully-associative
caches. For direct-mapped and set-associative caches, block layout in memory also affects
performance by changing mapping miss ratios. Since block layout impact is already covered
by Sugumar’s mapping-conflict miss definition, the miss classification needs no more refi-
nement to evaluate data distribution optimizations. Data distribution and block mapping
effects can combine to provide a great optimization potential. Only fundamental misses
cannot be removed.

4 Irregularly referenced data-layout

We have seen that data layout affects the cache miss ratio, and we have defined a miss
classification to explain the impact of data layout. In section 4.1 we show how to find for a
direct-mapped cache all data distributions which generate only capacity misses, if any one
exists. However, measuring miss ratios does not help to evaluate a priori the quality of a
data layout, and necessitates a cache simulation to try all possibilities. Instead, we propose
in section 4.2, metrics to evaluate the potential for locality of reference generated by program
reference patterns. We use these metrics in the scalar data-layout heuristic shown in section
4.3 to generate the preliminary experimental data-distribution results.

4.1 Seeking a Belady conformant layout

A direct-mapped cache uses only the block address to select a cache line. If the data address
is chosen without taking into account memory hierarchy organisation, the cache generates
mapping misses. However, with data distribution it is possible to choose the addresses of
data elements. We propose a heuristic which can find, if they exist, all data distributions
which generate only capacity misses for a given direct-mapped cache.

Data distribution can be seen as an attempt to encode a block replacement policy in data
element addresses. If there exists data distributions which generate only capacity misses for
a given direct-mapped cache, one of them has the lowest capacity miss ratio. That data
element distribution is optimal.

The problem of this approach is that there may not be any distribution generating only
capacity misses for the direct-mapped cache. Data elements can only be assigned one address
in memory. The optimal block replacement policy, on the other hand, may need to map a
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NeztDataReferenced(): returns the de referenced in the execution stream at a given time or () at the end.
MisCount(): returns the number of misses generated by a given layout# 0, and oo otherwise.

Block(): returns the block of Layout in which a given de is stored, or § otherwise.

Line(): returns the set of lines in which the given blocks map to.

Cache(): returns the subset of blocks of Layout held in the cache at a given time.

GetBelady(): returns the subset of blocks of Layout farthest referenced at a given time.

SizeUsed(): returns the memory space used up to store the de(s).

NewBlock(): allocates a new block in memory, holding a given de and mapping into a given cache line.
Layout: List of blocks used. A block at a given address will hold a given set of data elements de

BestLayout = PLACE(O, ()

PLACE(t, Layout) {
de = NextDataReferenced(t, ProgramTrace)
If de == // end of trace reached for a layout conforming to Min
Else If Block(Layout, de) € Cache(Layout,t) // de already allocated, cache Hit
Layout =PLACE(t + 1, Layout)
Else If Block(Layout,de) # 0 // de already allocated, cache Miss
If Line({Block(Layout, de)}) C Line(GetBelady(Layout, t))
Cache(Layout, t) = Cache(Layout, t) U Block(Layout, de)—
{b | (b € Cache(Layout,t)) A (Line({b}) == Line({Block(Layout,de)})}
Layout =PLACE(t + 1, Layout)

Else // Conflict miss: abort to try another layout

Layout = 0
End If

Else // de not yet allocated: try all possible de layouts

Better Layout = ()
For all B € Cache(Layout, t) // Filling all blocks already in the cache, cache hit

If SizeUsed(B) + SizeUsed(de) < BlockSize

B = BU {de} // note: the offset address of de within B is unimportant

TempLayout =PLACE(t + 1, Layout)
if MissCount(TempLayout) < MissCount(Better Layout) Better Layout = TempLayout
B = B — {de}
End If
Loop
// Filling all possible blocks not held in the cache, cache miss
For all B € {b | (b € Layout) A (b ¢ Cache(Layout,t)) A (Line({b}) C Line(GetBelady(Layout, t))}
If SizeUsed(B) + SizeUsed(de) < BlockSize
B = BU {de}
TempLayout =PLACE(t + 1, Layout)
if MissCount(TempLayout) < MissCount(Better Layout) Better Layout = TempLayout
B = B — {de}
End If
Loop
For all L € Line(GetBelady(Layout,t)) // Allocating a new empty block, cache miss
B = NewBlock(de, L)
TempLayout =PLACE(t + 1, Layout U {B})
1f MissCount(TempLayout) < MissCount(Better Layout) Better Layout = TempLayout
Loop
Layout = Better Layout
End If
return Layout } // returns a Min conformant layout or ()

Figure 2: Optimal data layout search algorithm
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block in different cache lines at different times. If we use data addresses to implement the
optimal replacement policy on a direct-mapped cache, this is not possible.

If we assume that there exist data distributions wich generate only capacity misses for a
direct-mapped cache, we can provide a heuristic which can find them by trying a subset of
all possible data distributions.

Belady’s optimal block replacement policy, Min, always replaces the block farthest refe-
renced in time. If all blocks in the cache are live, there is only a single line chosen by Min.
If there are dead blocks, any one of them is a potential target for replacement. A block
distribution generates only capacity misses if blocks are always loaded in a line chosen by
Min.

Min choices depend on block reference patterns. Data elements distribution into blocks
impacts on these access patterns. Therefore to find the optimal layout, an approach is to
try all the data element layout solutions which conform to Min while using a direct-mapped
cache. Although data-element distribution into blocks can be chosen arbitrarily, block layout
is dictated by Min, reducing the possibilities to analyse.

The algorithm of figure 2 is a recursive tree-like search to find an optimal layout. It fills
up blocks by allocating data elements into them as they appear in the trace.

If a data element has not yet been referenced, it can be assigned to any block already
in the cache which has enough room to accomodate it. We have a cache hit. It can also be
assigned to any block not yet in the cache, but mapping to the cache line chosen by Min.
We have a capacity miss. The data element cannot be assigned to blocks which are not
in the cache and which do not map to the line selected by Min, because this generates a
conflict miss.

If a data element has been referenced before, it is assigned to a block. If the block is
in the cache it’s a cache hit. If the block is not in the cache, but maps to the cache line
selected by Min, then it’s a capacity miss. Otherwise, it’s a conflict miss, so the layout is
inadequate. We have to modify a previous layout choice and assign the data-element to a
different block.

If we reach the end of the trace, we have found a layout generating only capacity misses.
It may not be the only one generating only capacity misses, so we must continue to try other
layout choice in order to find all layouts generating capacity misses. The layout with the
fewest capacity misses is the optimal layout.

Even after a full tree search, this algorithm finds the best layout available if this layout
generates only capacity misses. This is too restrictive and too expensive. We wish on the
contrary to have a heuristic which, even though it may not find the optimal layout, always
provides an improved layout. To do so, we must find a layout by evaluating locality of
references instead of measuring miss ratios. Therefore, we introduce new metrics to quantify
locality of reference patterns over time.

4.2 Quantifying locality of references

To get good cache performance, it is important that memory reference patterns display very
good locality properties. Data elements with interleaved references must be redistributed
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into the same blocks to reduce distribution misses, and blocks with frequently interleaved
references must not contend for the same cache lines, to remove mapping misses hazards.
We introduce some notions needed to quantify formally these aspect of locality of references.

Caches use spatial and temporal locality properties to attempt to keep simultaneously
variables that are “used at the same time” (interleaved, repeated references). To measure
this effect, it is necessary to have a notion of time.

Min, measures time as the count of references separating 2 references to an element.
However, Belady notes that replacing erroneously a block is less disastrous if the next re-
ference to it is far in time than if it is very close [Bel66]: until its next reference, it won’t
interfere with references to other block. Analyzing an unknown number of references into
the future is not practical to define global metrics, and we are not constraining ourselves to
finding the optimal layout solution, but only to finding a good layout at the lowest expense.
Therefore, we introduce a time window to account for this approximation.

Definition 11 We define a time reference window W as a time interval of size ||[W]].
Two references are said to be close in time if the time interval between them is smaller than
IW]].

The choice of the window size is a sampling problem: if the window is too small, some
interleaved reference patterns, considered too far, will not be seen. If the window is too big
we will fall back to the complexity of Min measures.

Data elements that are unused while their block is in the cache waste cache space used
to store them as well as memory bandwidth used to load them. Elements referenced farther
apart than ||W|| have a higher likelihood of necessitating a reloading of the block, so the
block should not be considered as benefiting of spatial locality between them.

] XY XY XY XY [X] let

Activity

Active(X to) =1 S Active(X t

W———] Active(Y,tp) = 0 e
- .

CW(X,Y) = -1-1+1+1+1+1+1+1+1-1-1=7-4=3 Active(v)

Figure 3: Computing Correlation between 2 data-elements

To depict the fact that an element X of memory is referenced or not within ||W||, we
define its activity (as shown in figure 3).

Definition 12 We note Ref(X,t) the predicate that is 1 if X is referenced at time t and 0
otherwise.

Definition 13 An element X of memory is active at a time t, if t is between two references
to X that are not separated by a time interval greater than ||W||.
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AW(X,t) = 1if AW, t7) | (t € [t,t]) A (Ref(X,t') = 1,Ref(X,t”) = ) A (|t” —¢'| <
[IW]]), and O otherwise.

Now we can provide a correlation measure based on activity, to indicate if 2 elements have
often closely interleaved references (see figure 3), and are rarely referenced independantly.
Correlation is a global measure over the whole program (time independant) to evaluate the
relevance of regroupping two scalars for spatial locality improvments.

Definition 14 The correlation CV () of two data-elements is the count of all references

done while both are active minus all the references to each while the other element is inactive.
tEnd

CY(X,Y) = Y ((AV(X,t) x Ref(Y,t)) + (Ref(X,t) x AW(Y,t)) — (1 — AW (X,1)) x

t=0
Ref(Y,1)) — (Ref(X,t) x (1 — AW (Y,1)))

An optimal layout is therefore a layout for which highly correlated data-elements are
stored in the same block, and for which highly correlated blocks map to distinct cache lines.

4.3 A direct-mapped cache data-layout heuristic

With the Activity and Correlation metrics, we developped a profile-based scalar data-
elements layout optimization heuristic for direct-mapped caches. We used this heuristic to
provide preliminary data-layout results to show the potential gains of data layout.

The algorithm, described in figure 4, is decomposed into four steps:

o Computing activity of each data-element at each time ¢ it is referenced during profiling.

o Redistribution of correlated data-elements into the same blocks. We repeatedly insert
in a block the data element correlating most with it, and recompute block’s activity,
until it is full. Data elements are not allowed to overlap 2 blocks.

o Distribution of correlated blocks into distinct cache lines. We seek the block correlating
the most with the blocks already laid-out. We then assign it to the cache line that
correlates the least with it. We update cache and line activities and lay another block.

e Memory layout is done by assigning blocks any free memory address that maps into
the selected cache line (we assume a direct-mapping). We also pick the block offset of
data-elements arbitrarily — it does not affect miss ratios.

We obtain a layout that uses a minimum number of memory blocks to satisfy a given
number of memory references. The layout also reduces the risks of having blocks used
simultaneously in the cache conflicting for the same cache line.

This heuristic always finds an efficient layout solution. However it is still quite costly
and cannot be used as-is in an optimizing compiler:

e Profiling needs to store activity information for each data-element over the whole
execution trace, this can be too costly for huge programs. Data-elements placement
needs O(n?) correlation computations and blocks layout needs O(b?), n the number
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NewBlock(), NewLine(), NewLineList(): Creates a new block, line or list of lines, and resets its Activity.
SizeUsed(): returns the memory space used up by a given element to store the de(s).
Correlate(): Computes the Correlation of 2 elements or ft AW dt of an element if the other is 0.

BlockList DATAELEMENTLAYOUTINBLOCKS(deList)
BlockList =0 // List of blocks with data-elements layed out
While deList # 0
B = NewBlock()
BlockList = BlockList U {B}
While SizeUsed(B) < BlockSize
Bestde = 0
For all de € deList
If Correlate(de, B) > Correlate(Bestde, B)
Bestde = de
End If
Loop
B = B U {Bestde} // This modifies the Activity of B
deList = deList — { Bestde}
Loop
Loop
return BlockList

LineList BLOCKLAYOUTINLINES(BlockList)

LineList = NewLineList() // List of lists of blocks mapping into the same cache lines
For ¢ = 1 to CacheLineCount
L = NewLine() // Creates a list of blocks mapping to the same cache line

LineList = LineList U {L}
Loop
While BlockList # ()
BestBlock = 0
For all B € BlockList
If Correlate(B, LineList) > Correlate(BestBlock, LineList)
BestBlock = B
End If
Loop
BestLine = 0
For all L € LineList
If Correlate(L, BestBlock) < Correlate(BestLine, Best Block)
Bestline = L
End If
Loop
BestLine = BestLine U {BestBlock} // This modifies the Activity of BestLine and LineList
BlockList = BlockList — { BestBlock}
Loop
return LineList

Compute Addresses using LineList de and block layout constraints.

Figure 4: Data-layout Heuristic

of data-elements, and b the number of blocks. This is too expensive if n and b are big
(i.e. a whole program’s data).
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e This heuristic applies only for scalars, and must be adapted to handle complex data
structures.

Taking into account data structuring and compiler data layout constraints necessitates
a more complex analysis. However, it can also help the scalar data layout: constraints
reduce the number of elements that can be redistributed together, reducing n greatly (for
example, redistribution of fields within a C structure). These layout constraints reduce the
layout possibilities, and could reduce data layout gains. However, current caches are large,
providing a high tolerance on layout. Furthermore, program and compiler layout constraints
often reflect locality in data usage. It is locality generated by these data organisation
constraints that caches capture. They are however too weak to provide good locality as
application data sets grow larger. Data distribution can therefore provide the extra layout
constraints needed based on locality properties. More work will be necessary to verify this,
however.

To show that distribution heuristics can be developped, we wrote one which lays scalars
using profiling data. In the next section we use it to show that indeed, miss rates are
improved.

5 Experimentation

We provide experimental results to show the potential of data distribution. Fundamental,
distribution, capacity and conflict miss ratios are given for direct-mapped, 2-way and 4-way
set associative caches. The capacity miss ratio is the miss ratio of a perfect cache. The
fundamental miss ratio is computed using the miss ratio of a perfect cache with 1 byte per
line. Cold misses are counted as capacity misses. Results are given for the original and
improved layouts.

5.1 Experimental set-up

Experimental results were obtained using traces generated by Spy, a tracing tool working
under SunOS-4 [Ir192]. The cache simulated is a 16 KB cache with 32 bytes per lines, and
true LRU is used for associative caches. We developped a range of tools to gather the miss
ratios, figure 5.

e Belady provides the miss ratio of a perfect cache (a fully-associative cache using Be-
lady’s Min replacement policy). It is used to get the capacity miss rates, as well as the
fundamental miss rate (we simulate 1 byte lines and divide the miss rate obtained by
the line size, 32). Belady does not simulate set-associative caches, so we do not present
mapping and replacement miss ratios. We do not present cold miss ratio either, since
it is irrelevant for our study (divide the number of bytes used by the line size).

e The CacheSkew and NewSim cache simulators provide direct and set-associative
cache miss rates.
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SpannerFork

Original trace Optimized trace

Belady Belady
CacheSkew CacheSkew
NewSim NewSim

Figure 5: Simulation tools used

e DataLayout is the program which optimizes the data layout. it generates a layout
information file decoded by SpannerFork. SpannerFork outputs an optimized layout
trace by replacing data addresses with optimized addresses.

A trace simulation approach was chosen, because our heuristic can only layout scalars,
and in a trace, all data references are seen as scalar references. To handle data structuring
constraints, more work will be necessary. Our goal is not to provide a finished product,
but to show the potential behind data distribution. The downside is a slow simulation
process since we have to compute correlation between all the scalars (with compiler layout
constraints we would have smaller sets of scalars to correlate), so traces are only a few
million references wide.

The DataLayout program implements a simplified version® of the heuristic presented in
section 4.3:

o We used a fixed instead of a sliding time window. This cuts time space into |||
sized chunks. References in distinct windows are considered far appart, although they
might be close if we used a sliding window ( for example t; € W; and t; € Ws and
t; =1t; + 1).

e One bit is used to mark up if a data-element is referenced in a window. This reduces
storage needs of the reference/activity array to 1 bit per de per W;. Of 2 elements

80ur goal is not to provide the most efficient layout, but only to show that better layouts can provide
low miss rates
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active in a window, we cannot tell which one is most referenced. if W is too large,
our program will find that all elements correlate. AW (de,t) = AW (de,W;) = 1if (t €
Wi) A (3t € W; | Ref(de,t’) =1)

e Correlation is simplified to a sum of AND-ed bits.
WEna

=

e to eliminate block activity recomputations during data-elements distribution, the block’s
activity is approximated to the activity of the first element stored in the block — it is
the most referenced element available when the block is created.

5.2 Tracing “ls”

Direct Mapped | 5.46%
2 Way Associative 3.62%
o :,—‘ o
4 Way Associative 2.92% 1.20%

32K ref.
64K ref.

(@) Original layout miss ratio 5 2.41%
Direct Mapped 1.31%
2 Way Associative 1.29%
4 Way Associative 1.29% _ _ 1.20%
(b) Improved layout missratio 1.26%
128 ref. .94%
) 256 ref.
3 512 ref.
H 1K ref.
= 2K ref. Fundam. miss ratio
s 4K ref, Capacity missratio
2 8K ref. Total missratio
2 > 16K ref.
<

| 6.70%

(c) Direct Mapped miss ratio for different ||W/||

Figure 6: Miss ratios for “Is”

We first attempted our optimization on a very small trace of 102,614 memory references
generated by the Unix [s command. It references 16,149 distinct data-elements for a total
of 39,471 bytes. These preliminary results (figure 6) already give some insights:

e The original capacity miss rate of 2.41%, figure 6(a), is reduced to 1.26% with improved
data-element distribution, figure 6(b), a 48% gain. This is due to a 95% reduction of
the distribution miss rate (from 1.21% to 0.06%). Note that fewer capacity misses
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means fewer block replacements, therefore fewer chances of making a wrong block
replacement choice (i.e. conflict miss).

¢ The direct-mapped cache miss ratio drops from 5.46% (a) to 1.31% (b), a 76% gain.
The effects of our data-distribution and block layout optimizations combine to provide
a total miss rate which is actually lower than the capacity miss rate of the original
layout alone. This shows the dramatic impact of data distribution on cache perfor-
mance: we even bested the capacity miss ratio.
Contrarily to hardware cache optimizations, with data-layout optimizations, the miss
ratio obtained with a perfect cache is not sufficient to evaluate the lowest miss ratio
attainable with a real cache.

e Associative caches also benefits from the improved layout. The total miss ratio of the
4 way set-associatif cache drops from 2.92% to 1.29%, a 56% gain. For this example,
data distribution is so performant that using an associative cache yields little gain
over a direct-mapped cache. In fact, the direct-mapped cache miss ratio (1.31%) is
already close to the fundamental miss ratio (1.20%), so even a fully-associative cache
could not provide any gain (in fact, it could even degrade performance by generating
replacement misses, since LRU is not optimal).

e The heuristic we used to improve data-layout uses a time window to measure data
correlation. The choice of the window impacts on the layouts obtained. We tried a
range of time windows to see the impact of this choice on miss rates obtained. For
the capacity miss, the variation induced is small (c). The window must be large
enough (over 256 references) to find data-elements to regroup into blocks, and small
enough (less than 8K references) to differentiate between elements that should not be
in the cache simultaneously. Since the cache is quite large there is a high tolerance on
the distribution of the data elements into blocks. The window impacts much more on
block layout. If the window is too small, mapping conflicts arise because blocks are not
correlated sufficiently well (repetitive, but far appart reference patterns are not seen).
If the window is too large, data-elements distribution becomes too laxist to allow
efficient block mapping, and the heuristic also becomes incapable of discriminating
between weak and strong correlations (because our implementation uses only a single
bit to measure activity). Since our heuristic uses the same window size |[W]| to
distribute data-elements and perform block layout, a window size of 16K references
seems the best compromize. We will use this value for all the other experiments.

An optimal data layout can reduce the direct mapped cache miss ratio by up to 78% (by
leaving only 1.20% fundamental misses). Our heuristic achieves a 76% reduction, far better
than what set-associativity alone can achieve with the original layout.
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5.2.1 Tracing “f77” compiler

We traced 2 million memory references of the f77 compiler under Sun-OS 4 while it was
compiling 078.swm256. We first discarded 2 million references to remove program startup
effects. The fundamental miss rate is 1.35% (222297 = 28, 360 misses).

Table 1: f77 compiler miss ratios for direct mapped (DM), 2-way and 4-way set-associative
(SA) caches. Capacity misses are the sum of distribution and fundamental misses. Half
the misses are capacity misses, and half the capacity misses are distribution misses. Data
distribution reduces distribution and conflict misses by 53% and 38% respectively on a
direct-mapped cache, for a total miss reduction of 33%.

Cache | DM [ 2-SA | 4-SA |

Original data distribution

Fundamental | 1.35% | 1.35% | 1.35%
Distribution | 1.38% | 1.38% | 1.38%

Capacity 2.73% | 2.73% | 2.73%
Conflict 2.95% | 1.78% | 1.42%
Total 5.68% | 4.51% | 4.15%

Improved data distribution
Fundamental | 1.35% | 1.35% | 1.35%
Distribution | 0.65% | 0.65% | 0.65%

Capacity 2.00% | 2.00% | 2.00%
Conflict 1.83% | 1.26% | 1.01%
Total 3.83% | 3.26% | 3.01%

In the original layout, 51% of the capacity misses are distribution misses which could
be removed. Our layout heuristic removes 53% of the distribution misses (from 1.38% to
0.65%), reducing the capacity miss rate by 27%, table 1. Furthermore we remove 38% of the
conflict misses for the direct mapped cache (2.95% to 1.83%). After layout optimization,
there are still conflict misses. An associative cache can remove some more conflicts (1.01%
left for a 4-way associative cache).

A perfect data layout can reduce the original direct-mapped cache miss ratio by up to
76% (from 5.68% downto 1.35%). Our layout heuristic manages a 33% reduction (down to
3.83%). By cumulating set-associativity and data distribution, gains reach 47%.

5.2.2 Tracing “078.swm256” Specfp-92 benchmark

After discarding the first million references, we traced 5 million references of 078.swm256
(compiled under Sun-OS 4 using -0O4 flag). This program accesses arrays sequentially. The
instrinsic miss rate is 0.242% (404, 424/32 = 12,639 misses).
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Table 2: SpecFp 92 078.swm256. When arrays do not interfere, the total miss ratio is close
to the fundamental miss ratio.
Cache | DM [ 2SA | 4SA |

Original data distribution
Fundamental | 0.242% | 0.242% | 0.242%
Distribution | 0.001% | 0.001% | 0.001%

Capacity 0.243% | 0.243% | 0.243%
Conflict 0.095% | 0.001% | 0.002%
Total 0.338% | 0.244% | 0.245%

Improved data distribution
Fundamental | 0.242% | 0.242% | 0.242%
Distribution | 0.000% | 0.000% | 0.000%

Capacity 0.242% | 0.242% | 0.242%
Conflict 0.010% | 0.010% | 0.010%
Total 0.252% | 0.252% | 0.252%

We show with this example, that a well behaved scientific application makes almost
perfect usage of the cache line space, there are almost no distribution misses, table 2.

Some conflicts appear in the direct mapped cache, easily removed by set-associative
caches, or data-distribution. The only data-distribution alternative for scientific codes,
padding, may not suffice. Contrarily to non-scientific applications, loop-transformations
can be used efficiently to generate tiled or stride-one accesses.

5.2.3 Tracing “gzip”

We traced 2 million references of gzip while it was compressing a trace. We first discarded
2 million references to remove program startup effects. The fundamental miss rate is 0.71%
(476,185/32 = 14,881 misses). The 141,379 data-elements referenced represent 213KB of
data.

Although the 0.71% fundamental miss rate is quite low, GZip 9.57% original capacity
miss ratio is extremely high, due to distribution misses, table 3. Qur heuristic removes 78%
of the distribution misses (from 8.96% to 2%), a 72% reduction of capacity misses.

Improved block mapping reduces conflicts by 43% for the direct-mapped cache (from
11.54% to 6.63%).

The total miss rate is reduced by 56% ( from 21.21% to 9.34%). It again beats the
original capacity miss rate. Associativity also combines well with data distribution to remove
conflicts. The 4 way set-associative cache miss ratio drops to 6.49%.
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Table 3: Gzip. The distribution miss ratio is high for the original layout and drops to 2%
with a better data distribution.
Cache | DM | 2-SA | 4-SA |

Original data distribution
Fundamental | 0.71% 0.71% 0.71%
Distribution 8.96% 8.96% 8.96%

Capacity 9.67% 9.67% 9.67%
Conflict 11.54% 9.27% 8.27%
Total 21.21% | 18.94% | 17.94%

Improved data distribution
Fundamental 0.71% 0.71% 0.71%
Distribution 2.00% 2.00% 2.00%

Capacity 2.711% 2.711% 2.711%
Conflict 6.63% 4.54% 3.78%
Total 9.34% | 7.25% | 6.49%

5.2.4 Experimental summary

We defined distribution misses and divided capacity misses into distribution and fundamen-
tal misses. The fundamental miss ratio is usually quite low (less than 1.35% in all our
experiments), leaving much room for cache miss rates improvment. Capacity miss rates
are usually quite high due to distribution misses (up to 9.67% in gzip). Data-distribution
heuristics can be used effectively to reduce distribution misses.

Layout also impacts on conflict misses. Better data-distribution reduce conflict miss
hazards, while improved block layout into memory reduce mapping miss rates. By choosing
block addresses in memory, we actually provide compile time hints on the future to the
hardware block replacement policy.

We used a simple layout optimization heuristic to show that it is possible to design a tool
capable of finding improved layouts. Layout choices made by our heuristic usually provided
significant capacity miss reductions of up to 71%, and direct-maped cache miss reductions
of up to 76%.

6 Conclusion

In many applications, cache space is under-utilized, yielding excessive miss ratios. Loop
transformations can be used to modify array reference patterns, but non-scientific applica-
tions tend to use other data types. We show that data-distribution is an interesting approach
to provide software locality optimization techniques for the other data types.

Data distribution consists in choosing the relative address locations of data elements
in memory. We provide a formalism for data distribution. Since data-distribution optimi-
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zations impact on capacity miss ratios, we define distribution misses to account for poor
data-element distribution into blocks and compute a lower miss ratio boundary, the fun-
damental miss ratio. We also define correlation between data elements to evaluate spatial
locality. It facilitates the development of data distribution heuristics.

Data distribution for caches is a two faceted problem. Memory blocks layout in memory
must be selected according to the cache mapping policy and block reference patterns to
reduce mapping-conflict misses. More importantly for non-scientific applications, we have
shown that proper data-elements redistribution into blocks impacts significantly on the
capacity miss rate (we removed up to 71% of the capacity misses). Data distribution can
count on a great potential for miss reduction, since limit is only the fundamental miss ratio.
The data distribution heuristic we developped was not able to reach this limit, but already
managed significant gains for direct mapped caches, of up to 76%, sometimes even beating
the capacity miss ratio of the original layout.

This study is a first step to evaluate the potential of data-layout for cache optimiza-
tion of non-scientific programs. These first results hint that it is important and possible
for compilers to pay attention to how data is placed in memory, and that doing so can
remove a significant amount of capacity and conflict misses. Currently compiler data layout
constraints are weak, and are never based on data locality considerations. We feel that one
of the most promizing aspects of data layout optimization for non-scientific codes, is the
optimisation of the layout of complex data structures allocated dynamically (C struct an
C++ classes). We are currently developping a new allocation library which will handle data-
layout optimizations. Other interesting aspects of data-distribution are fast scalar layout,
array padding for caches and instruction basic block layout and prefetching.

Table 4: Total miss counts used to compute cache miss ratios

| Cache | Perfect | DM [ 2-SA [ 4-SA |
77
Fundamental 28360
Original 57211 | 119177 | 94678 | 87213
Improved 41950 | 80217 | 68262 | 63106
078.swm256
Fundamental 12639
Original 12655 17646 | 12721 12787
Improved 12640 13149 | 13147 | 13147
gzip
Fundamental 14881
Original 202886 | 444839 | 397174 | 374833
Improved 56867 | 195872 | 151970 | 136205
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