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Un calcul de substitutions pour la représentation de
preuves partielles en théorie de types

Résumé : Dans le cadre de la logique intuitionniste et la théorie des types, les notions de “propositions”
et de “types” se correspondent. Cette correspondance, aussi appelé isomorphisme de Curry-Howard, est a
la base de formalismes mathématiques ou les preuves sont représentées comme des termes du lambda-calcul
typé.

Afin de voir la construction de preuves comme un processus incrémental de construction de termes,
il est nécessaire d’étendre le lambda-calcul avec de nouvelles constructions. On considere, d’une part, des
métavariables typées pour représenter les parties d’une preuve restant a construire, et, d’autre part, on rend
explicite ’opération de substitution afin de gérer les problémes de capture de variables liées dans un terme
contenant des métavariables.

Malheureusement, la théorie des calculs avec substitutions explicites et métavariables typées est plus
complexe que celle du lambda-calcul. Et, plus grave encore, en général elles ne jouissent pas des mémes
propriétés, notamment la confluence et la normalisation. Un des apports de cette thése est la démonstration
que la confluence et la normalisation forte ne sont pas des propriétés incompatibles dans un calcul avec
substitutions explicites.

Cette thése propose aussi un calcul avec substitutions explicites et métavariables typées pour les systémes
avec types dépendants, et notamment pour le calcul des constructions, permettant de répresenter les preuves
partielles. On démontre que ces systémes vérifient les propriétés essentielles des calculs typés : I'unicité du
type, la préservation du type par réduction, la confluence, la normalisation faible et la décidabilité du typage.

On donne enfin une application de ce formalisme a la synthése de preuves. La méthode présentée combine
une procédure d’énumération des termes, avec une technique d’unification d’ordre supérieur a 'aide de
substitutions explicites ou les variables d’unification sont codées comme des métavariables.

Mots-Clés : Substitutions explicites, Représentation de preuves partielles, Synthése de preuves, Isomor-
phisme de Curry-Howard, Lambda-calcul typé, Types dépendants, Calcul des constructions

Note : Ce travail est une traduction a ’anglais de la thése de doctorat de I'author intitulé “Un calcul de
substitutions pour la représentation de preuves partielles en théorie de types” soutenue a l’université de
Paris 7 le 4 Novembre 1997. Directeurs de thése : Gérard Huet, Gilles Dowek. Jury : Pierre-Louis Curien,
Herman Geuvers, Guy Cousineau, René David, Thérése Hardin, Klaus Madlener.
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Chapter 1

Introduction

1.1 From Proofs to Constructive Proofs

There is an old joke which says how to distinguish computer scientists from logicians. You ask: “Do
you know what time is it?”. All of them look their watches, but computer scientists say: “4:12.35,
4:12.36, 4:12.37, ...”, while logicians answer: “Yes”. Actually, both answers are right; but the first
one has a constructive aspect: it exhibits some witness. This joke reflects, in a humorous way, the
reasoning mechanism of two logical frameworks: Intuitionistic Logic and Classical Logic.

Intuitionistic reasoning rejects the classical law of the excluded middle: “A VvV —A”, and thus
a proof of Jz.P(z) always exhibits an object a such that P(a) holds. The Heyting-Kolmogorov
semantic of intuitionistic logic considers proofs as mathematical objects. For example: a proof of
a proposition A—B is a function that takes a proof of A as an argument and returns a proof of B,
a proof of A A B is a pair formed by a proof of A and a proof of B, a proof of 3z.P(x) is a pair
formed by an object a and a proof of P(a), and so on for all the logical connectives. Intuitionistic
proofs, in opposition to classical ones, are always constructive.

Curry and Howard remarked the correspondence between the Heyting-Kolmogorov semantic of
intuitionistic proofs and terms of typed A-calculus. This correspondence is known as the Curry-
Howard isomorphism, or the propositions-as-types principle.

In order to understand the Curry-Howard isomorphism, we consider an intuitionistic minimal
logic where propositional formulas are built from atomic propositions and the implication connec-
tive. We use uppercase Latin letters A, B, ... to denote formulas and the Greek letter I' to denote
a set of formulas. As usual, we use parentheses to indicate precedences. In this logic, a provable
Judgment is a pair formed by a set of formulas I' and a formula A, noted I' F; A, which can be
derived by finite applications of the following rules:

T, A-»B TH A
TF B

(Axiom) (Elim™)

T,AF; A
The rules above are formulated following the sequent presentation of Natural Deduction due
to Gentzen [31], but they correspond to well-known rules of traditional logic. The rule (Intro™) is
just the Deduction Theorem, and the rule (Elim™) is best known as Modus-Ponens. Informally,
the judgment I' ;7 A means that the proposition A is a logical consequence of the hypotheses in I'.
A formula A is a tautology if and only if F; A. For instance, the formula A—((A—B)—B) is

a tautology since it can be derived as follows:
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A ASBF, A=p Adom) ﬁéffff%
A, A>BF, B
AF; (A—B)—B

F; A—((A—-B)—B)

A, A5B, A

(Intro™)
(Intro™)

On the other hand we have the Type Theory. It was originally introduced by Russell and
Whitehead at the beginning of this century, and beside refined by Church in the 1940’s, as a
foundational system to develop mathematics. Just as modern set theories, it solves the Russell’s
paradox of Cantor’s Set Theory.

In the simply-typed A-calcul introduced by Church, the mathematical objects are the terms of
A-calculus, and the type of an object represents its functional degree. Objects can be structured
according to their types.

Let V be an enumerable set of variables z, v, ..., the set of (A-)terms is inductively defined by:
(1) the variables are terms, (2) if M and N are terms, then (M N) is a term, and (3) if z is a
variable, M is a term and A is a type, then Az:A.M is a term. A term of the form Az:A.M is called
abstraction and a term of the form (M N) is called application. We remark that abstractions are
binding structures. That means that “free” occurrences of x in M will be bound in Az:A.M. As
usual in theories with binding operators, terms of A-calculus are equivalent modulo renaming of
bound variables, thus Az:A.x and Ay:A.y represent both the same term in A-calculus.

Types are formed from a set of basic types and its functional closure, i.e. A is a type if and
only if (1) it is a basic type or (2) it has the form B—C where B and C are types. We use the
uppercase Latin letters A, B, ... to range over types.

A wariable declaration is a pair x:A where z is a variable and A is type. A context is a set of
variable declarations. Context assigns a unique type to each variable. We use Greek letters ' A, ...
to denote contexts.

A wvalid typing judgment is a triple formed by a context I', a term M and a type A, denoted
I'= M : A, which can be derived by finite applications of the following rules:

'-M:A—-B TFN:A

I', z:AF-M: B
’ TFIN) B Arp)

I'FAz:AM: A—B

(Var) (Abs)

The valid typing judgment I' = M : A can be read as “M is a term of type A in I'”.

We say that a term M is well-typed if and only if there exists a type A such that - M : A,
and we say that a type A is tnhabited if and only if there exists a term M such that - M : A. We
remark that in the two cases the context is empty, i.e. the term M does not contain free variables.

If we identify propositions (of the intuitionistic minimal logic) with types (of the simply-typed
A-calculus), then we realize that the derivation rules (Axiom), (Intro—) and (Elim™), correspond
one to one to the typing rules (Var), (Abs) and (Appl). Indeed, typing rules are logical rules
annotated with A-terms. This is essentially the Curry-Howard isomorphism. In this framework,
as expected, the set of tautologies is exactly the set of inhabited types, i.e. 7 A if and only if
there exists a term M such that - M : A. Hence, the Curry-Howard isomorphism is also called the
propositions-as-types principle.

For instance, if we decorate the above derivation tree of tautology A—((A— B)— B, we get the
following typing derivation:
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T — (Var)
A, y: A—-BFxz: A (Appl)
(Abs)

(Abs)

z:A, yA—-BlFy: A->B (Var)
z:A, yA—>BF (yz): B

z:AF Ay A—-B.(yz) : (A—=B)—B

FAx:A A y:A—B.(y x) : A—=((A—B)—B)

Seen as a type, the proposition

A—((A—B)—B)

is inhabited by the term
Az:A M y:A—B.(y z)

The isomorphism also works in another sense. If we take the well-typed term Az:A.\y:A— B.(y z),
then it is possible to re-build the above derivation tree of A—((A—B)—B). Thus, well-typed terms
are one-dimensional compact representations of derivation trees. In fact, the Curry-Howard iso-
morphism identifies not just propositions with types, but also proofs with terms.

1.2 Proofs as Programs

Typed A-calculus was not only developed to represent mathematical objects, but also to compute
with them. From this point of view, the abstraction Az:A.M denotes the function with parameter
z of type A and body M, and (M N) denotes the application of a function M to an argument N.
The computational aspect of A-calculus is expressed by the B-conversion:

(Az:A.M N) = M{z:= N}

where M{z := N} denotes the term in which all the free occurrences of the variable z in the
term M have been replaced by N (with renaming of bound variables when necessary). The form
{z := N} is called a substitution.

When the [-conversion is oriented from left to right and used as a rewrite rule, we have a
symbolic way to compute the application of a function Az:A.M to an argument N. For instance,
the term (Az:A.(z z) y) B-reduces to (z z){z := y} which is equal to (y y). The S-reduction is at
the basis of functional programming languages.

If we consider the relation over terms induced by the g-reduction, i.e. for any terms M and
N, M N N if and only if M is converted to /N using one-step of S-reduction, and its transitive-

reflexive closure, as usual denoted by L then simply-typed A-calculus holds the following

properties [4, 36, 57]:

e confluence, i.e. for any terms M M and M" such that M —— M’ and M — M", there
exists a term N such that M’ L N and M" L N.

e termination i.e. if M is a well-typed term, then any reduction of M is finite.

e subject reduction, i.e. types are preserved by [-reductions: if ' - M : A and M SN N,
then ' N : A.
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The termination property does not hold for ill-typed terms as shown by the example:
(Az:A(z =) A\z:A(z 7)) . (Az:A.(z z) Az:A(z T)) LN

Now, we will explain g-reductions from a logical point of view.
Consider the following deduction:

AR

TFasp o) g
TF B

(Elim™)

In this proof, an implication symbol is introduced and afterwards eliminated. This scheme of
derivations, (Intro™) followed by (Elim™) in the same symbol, is known as a cut. The above
derivation shows that the following rule is admissible:

T AFB TFA
TFB

(Cut)

In a proof development, we use a cut to weak a goal by assuming an additional hypothesis. A
practical use of cuts in formal proofs is the application of lemmas.

Gentzen proved in 1934 that valid judgments in intuitionistic logic admit derivation proofs
without cuts. This general property is traditionally called cut-elimination theorem or the Hauptsatz.

Via the Curry-Howard isomorphism, we can decorate the above deduction as follows:

I', ©:AFM: B (Abs) ;
I'Az:A.M: A—B I'N:A

TF A MN) B (Appl)

The above derivation can be simplified as

v V

I'z:AFM:B TI'EN:A
I'FM{z:=N}:B

(Cut)

In fact, strong-normalization theorem of typed A-calculus is a particular version of the cut-
elimination theorem.

1.3 Higher-Order Logics and Dependent Types

The Curry-Howard isomorphism can be extended to intuitionistic higher-order logics by taking
more complex type theories.

Consider for example the universal quantification in arithmetic. According to the Curry-Howard
isomorphism, a proposition like Vz:nat.z > 0 can be considered as a type. We say that it is a
dependent type because it depends on terms (the bound variable z and the constant 0). In type
theory, the type Vz:A.B is usually written Ilz:A.B and it is called a product type.
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The typing rules that correspond to the intuitionistic logical rules of quantifier V are:

I' :BFM:A ' M:Ilx:B.A FI—N:B(A )
TF A\z:B.M : 1Iz:B.A TF(MN): A{z .= N} PPl

(AbSH)

From a logical point of view, the rule (Absy) says that if we have a proof of A, where the
variable x appears free in A, then we can generalize = in order to get a proof of Vx.A. In a similar
way, the rule (Apply) says that if we have a proof of Vz.A, then we can instantiate = in A with an
arbitrary term N (provided that z and N have the same type).

We remark that (Absy) and (Appli) are generalizations of (Abs) and (Appl) where the type
A— B is just a notation for Ilz:A.B when z does not occur free in B.

Dependent types can be considered independently from the Curry-Howard isomorphism. For
example, in a programming language as PASCAL, the type array[1..10] of bool depends on
constant 1, 10 and bool. We can also imagine type declarations as':

Var n:integer;
TYPE A=array[l..n] of bool;

or

Var n: integer;
Var t: type;
TYPE B=array[1..n] of t;

In these cases we say that A is a dependent type, and that B is a dependent and polymorphic type.
In contrast to simply types, not any dependent type is valid. Take for example the type
declaration

TYPE C=array[1.."five"] of bool;

PASCAL’s compiler will produce a declaration error in type C, since boundaries of arrays are
expected to be objects of an enumeration type.

Well-formed contexts and terms in a A-calculus with products are defined by the grammar:

Contexts T w= nil |, &:M
Terms M,N == Kind| Type|z |lz:M.N | \e:M.N | (M N)

A term having the form Ilz:M.N is called a product type, and just like abstractions, it is a
binding structure.

We remark that in contrast to the simply-typed case, in a A-calculus with products, terms and
types are in the same syntactical category. The terms Kind and Type are called sorts and they are
used to stratify the terms. This stratification is necessary to avoid circular typing judgments as
“Type : Type”, which leads to the Girard’s paradox. So, the term Kind is used as the valid type of
the term Type.

The relation —ﬂ> is defined as the contextual closure of the rule

(Az:M'.M N) — M{z:= N}

!These type definitions are not supported in PASCAL.



14 CHAPTER 1. INTRODUCTION

Example 1.1 Using the A-calculus with products and assuming a context I' with the declarations
nat : Type, bool : Type, 1 : nat, 10 : nat, we can declare

array : Wiznat.Ij:nat.1it: Type. Type (1.1)
A : Ininat.(((array 1) n) bool) (1.2)

B : Tn:nat.Ilt : Type.(((array 1) n) ) (1.3)
M : (((array 1) 10) bool) (1.4)
M':(A10) (1.5)

M" : (B 10) bool) (1.6)

Since not any well-formed type is valid, neither any well-formed context is valid. We consider
typing assertions having one of the following forms:

e I, the context I' is valid.

e ' M: N, the term M has type N in I.

Terms are stratified by means of the sorts as follows:

1. if '+ M : Kind, then we say that M s a kind.

2. if I' = M : Type, then we say that M is a type.

3.if 'FM:N and I' - N : Kind, then we say that M s a constructor.
4. if THFM : N and I' F N : Type, then we say that M s an object.

Note that (2) is a particular case of (3), i.e. a type is also a constructor.
Notation: We use the lowercase letter s to range over the set { Kind, Type}.

Typing rules for contexts and terms are all mutually dependent.

Valid Contexts

Var-Decl)

F nil (Empty) ]\Z (

The Dependent Type theory [41], namely Al is defined by the following typing rules:
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Valid Terms

FT (Type) I—F,:E:M(
T F Type : Kind ' 7P TFz: M

Var)

'EM:Type T, z:MFN:s
I'F1lz:M.N : s

(Prod)

'M:Ix:My.Ms T'FN:M (Appl)
TF(MN): My{z := N} PP

'-M;: Type T, z:MiF-My: N T FIlz:M{.N :s
I'F Ax:M{. M : 1lx:M{.N

(Abs)

In a dependent type theory, it is possible that two types syntactically different represent, via
the B-conversion, the same type. Thus, we need the rule

F"M:Ml F"MQZS M]_EﬂMQ
I'EM: M,

(Conv)

From a logical point of view, AIl extends the Curry-Howard isomorphism to universal quantifiers.

In this theory, the general polymorphism is not admitted. In particular, the bound vari-
ables are always variables of objects. This fact is clear in the premise I' = M : Type of the
rule (Prod), and in the premise I' = Mj; : Type of the rule (Abs). Thus, a declaration as
array : i:nat.Ilj:nat.Ilt: Type. Type (Example 1.1) is not valid in AIl. However, in AIl we can
declare the constructor array’ : i:nat.Ilj:nat. Type, the type A’ : ((array’ 1) 10) and the object
N:A.

The Calculus of Constructions [14, 15], which is an extension of Al with polymorphism and
constructions of types, is obtained by replacing the rule (Prod) and (Abs) of AIl by

I' :MFN :s
I'FIlx:M.N : s

I, e:Mi-My: N T FIIxe:M{.N :s

TF dar My M,V (Abs)

(Prod)

Example 1.2 All the declarations of Example 1.1 are valid in the Calculus of Constructions. As-
sumang the same declaration of ', we have the valid judgments:

'+ (((array 1) 10) bool) : Type (1.7)
't ((array 1) n) : It: Type. Type (1.8)
I - IIt: Type. Type : Kind (1.9)

Therefore, (((array 1) 10) bool) is a type and a constructor, ((array 1) n) is a constructor, and
11t: Type. Type s a kind.
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A—terms

Figure 1.1: Proof construction in Coq

1.4 Construction of Proof-Terms in the Simply Typed A-Calculus

It is clear that in an intuitionistic logic we can identify the concepts of proofs and typed terms.
Now, we are interested in computer assistance to the construction process of these mathematical
entities.

Generally, proofs are developed in a bottom-up way. For example, if we want to prove a
proposition of the form A— B, then we use (Intro™) and we try to prove B under the assumption
A. In contrast, terms construction is essentially a top-down process. For example, if we know that
M is a term of type B in a context where x is declared of type A, then we conclude that the term

Az:A.M has type A— B by using the rule (Abs).

Assume that we want to find a term of type A—B in a context I' and we do a bottom-up
application of (Abs). We would like to say that the term Az:A4.X7 is a proof-term of A— B, where
X is any term of type B in the context I', x:A. The symbol X- is a place-holder and the term
Ax:A. X7 is an incomplete proof. Incomplete proofs represent hypothetical future proofs. We can
think of place-holders as lemmas that are used in the proof, but which are not yet proved. In this
way, it is possible to build proof-terms incrementally.

From a theoretical point of view, what is the status of a term like Az:A.X> in A-calculus? In
certain proof systems, proofs and incomplete proofs are represented in different structures. For
example, in the system Coq [17], proofs are represented by typed terms and incomplete proofs
are represented by structures called proof-trees [72]. Proof-trees are refined by construction steps,
namely tactics, and only at the end of the proving process, proof-trees representing complete proofs
are translated to terms. Term construction process in Coq is shown in Fig. 1.1.

In other systems, e.g Alf [2], proofs and incomplete proofs share the same internal representation:
terms of a typed A-calculus. Incomplete proofs are terms with place-holders, as Az:A.X>7, and they
are refined by a mechanism of instantiation of place-holders. For example Ax:A.X» becomes Ax:A.y
by the instantiation of X7 with y. Term construction process in Alf is shown in Fig. 1.2.
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Construction step

Construction step

Construction step

Figure 1.2: Term construction in Alf

1.4.1 Incomplete Proofs and Other Demons

In A-calculus there is a notion of variable and a mechanism to substitute it. Are they sufficient
to represent place-holders and their refinement mechanism? We are going to answer this question
with some examples.

Assume that we have a hypothesis h of the proposition B and we want to find a proof of A—B.
We propose the incomplete proof Ax:A.X». If we substitute X» by h, then we obtain the term
Az:A.h which does not contain place-holders anymore. Note that Az:A.h has type A— B, since h
has type B in the context. Thus, we can say that Az:A.h is a proof of A—B.

Now, assume that we want to prove A—A. Again, we propose the incomplete proof Az:A.X5.
We would like to substitute X7 by x in order to obtain something like Ax:A.x. However, x is
a bound variable in Az:A.X7, so the result of this substitution is Ay:A.x since the substitution
operation renames bound variables to avoid capture of free variables. The term Ay:A.x is ill-typed
since x is not declared in the context. In addition, we cannot expect to get the term Az:A.x by
means of a substitution mechanism.

The above remark is not new. The Huet’s higher-order unification algorithm [46] uses a func-
tional coding of place-holders in order to deal with that problem. If we apply this technique to our
example, then we do not consider the incomplete term Az:A.X+, but the term Az:A.(Y? x). In this
case, Y7 has type A— A, while X» has type A. Now, to complete the proof, we can substitute Y> for
any term of type A—A. For instance, we can substitute Y2 by Ay:A.y to obtain a well-typed term
Az:A.(Ay:A.y x). This technique works fine in unification algorithms. However, it does not allow
incremental construction of proofs. Notice that a solution for Y> is also a solution for the initial
proposition A—A.

Therefore, if we use the standard A-calculus to represent incomplete proofs, and its substitution
mechanism to refine place-holders, then we cannot build proofs incrementally. In particular, it is
not possible to simulate the Intro tactic that exists in many proof assistant systems —the Intro
tactic corresponds to the application bottom-up of (Abs).

Actually, to build a proof of A—A from the incomplete proof Az:A.X-, we do not want to
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substitute X» by z, but to replace naively the place-holder X7 by z. Thus, we can imagine a
A-calculus with another operation that we call instantiation. Instantiation replaces a variable by a
term without taking care of possible captures of free variables.

Unfortunately, as explained in [25], instantiation and S-reduction do not commute. For instance
the term (Az:A.X7 y){X2/z} —where {X7/z} denotes the instantiation of X; with z— is -
equivalent to X7{X,/z} which is equivalent to z, but if we perform the instantiation before the
B-reduction, we obtain (Az:A.z y) which is f-reduced to y. When we (-reduce incomplete proofs
we may lose information about the scoping of place-holders. In the later example, we would like the
incomplete proof (Az:A.X7 y) reduces to X7{z := y}, but where the substitution is in a stand-by
state waiting for an instantiation of X-. Unfortunately, the substitution in A-calculus is an atomic
external operation which cannot be delayed.

1.4.2 Explicit Substitutions

Calculi of explicit substitutions [1] support a lazy mechanism of reduction of substitutions. In

Bet
these calculi, S-redexes are reduced by a rule of the form: (Az:A.M N) ﬂ» M|z := N], where

M|z := N] is not a notation but a well-formed syntactic expression. Thus, in calculi of explicit
substitutions, it is necessary to have a rewrite system to effectively reduce substitutions. Usual

Vi Vi
substitutions rules are z[z := N] ﬂ» N and y[z := N]| (Vara) y if x # y. There are several
presentation of calculi of explicit substitutions, see for example [20] for an overview of some of
them, but also, among others [1, 81, 58, 49, 10, 60, 53, 67, 30, 70].

However, a calculus of explicit substitutions is not sufficient to express incremental construction

of proofs by means of refinement steps. It is also necessary to delay the effective application of
a substitution to a place-holder. Notice that if X is a variable, then X[z := N] will be reduced
by (Var;) or by (Varg), but we want the term X»[z := N]| in a stand-by state, waiting for an
instantiation of Xo.

1.4.3 Place-Holders as Meta-Variables

Variables and place-holders play different roles in terms: variables denote constant and bound
variables, while place-holders are unknown pieces of terms waiting for instantiations. If we consider
the A-calculus defined as an algebra on a set X of variables and a set of operators containing a set
of constants V), a set of unary abstractors indexed on V, and the application operator, then we have
two sort of “variables”:

e those of V which correspond to the variables of the calculus. We use lowercase letters z, v, . ..
to denote them, for example x in the term Az:A.z, and

e those of X which denote arbitrary terms of the algebra and are usually called meta-variables.
We use uppercase letters X,Y, ... to denote them.

The expected behavior of place-holders is closer to that of meta-variables than to that of vari-
ables. Thus, incomplete proofs can be represented by open terms, i.e. terms with meta-variables,
in a A-calculus with explicit substitutions.
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1.4.4 Refining Place-Holders

When we consider place-holders as meta-variables, refinement of incomplete proofs becomes instan-
tiation of meta-variables. Soundness of the construction process can be guaranteed by a commuta-
tion property on refinements.

Definition 1.3 A refinement operation commutes with typing if and only if for any terms M and

N such that M s refined into N, if T M : A, then’FN: A

The general mechanism of instantiation of meta-variables does not commute with typing rules.
A first restriction is to instantiate a meta-variable X only with terms having the same type as X.
But this restriction is not even sufficient. For instance, consider the valid typing judgments (where
the meta-variable X is assumed to be of type A):

z:(B—A)—C, ©:AF (z \e:B.X) : C (1.10)

2:(B—A)—C, :AFz: A (1.11)

If we instantiate X with z in Eq. 1.10, then we get the ill-typed term (z Az:B.z) in T, since
Az:B.x has type B—B and not B—A as expected by z.

The above example shows that it is also necessary to define a context to type all the instances
of a meta-variable. In the type systems with open terms proposed in [25, 62|, each meta-variable
X has associated a unique type Ax, a unique context I'x and the implicit typing rule:

T X Ay Metax)

In other words, all the occurrences of a meta-variable must be typed in the same context and
with the same type. For instance, the judgment w:A + (Az:A.(Y w) Z) : B is valid if and only if
we consider the following typing rules:

Metay) Metaz)

WA TAFY ASB wAFZ A4l
In contrast, for any context I, the term (Az:A.X) X is not well-typed, since in this case X would
be typed in two different contexts: I' and I, x:A.

Definition 1.4 An instantiation {X/M} is well-defined when M is a term such thatT'x - M : A,.

An additional point is that the typing context of a meta-variable may not be preserved by
B-reductions. Take for example the valid judgment

'+ (Az:AAy:B.x X): B—A

where X is a meta-variable assumed to be of type A in I'. In A-calculus, we obtain by one-step
B-reduction the term Ay:B.X. In this term, the meta-variable X would be typed in the context
T, y:B, which is different to I'. Magnusson proposes in [62] to avoid the distribution of substitutions
inside abstractions. In this case, (Az:A.A\y:B.x X)) reduces to (Ay:B.z)[z := Y| which is no more
reducible.
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Another approach is to use a calculus of explicit substitutions with a an explicit mechanism of
renaming, e.g the Ao-calculus [1]. The origin of the Ao-calculus was the Categorical Combinators
Logic (CCL) introduced by Curien in [19] as a syntactical model for the Cartesian Closed Categories.
In the CCL the substitution mechanism is fully implemented by means of a rewrite system. The
Ao-calculus is an evolution of CCL with two different sorts to represent substitutions and terms.

Since the renaming operation is handled as an explicit substitution in Ao, the typing context of
meta-variables is preserved under Ao-reductions and even when substitutions go through abstrac-
tions. In fact, Ao satisfies the following property.

Proposition 1.5 Typing and instantiation of meta-variables commute in the simply-typed Ao-
calculus.

Proof. See [25]. 0

1.5 Towards the Construction of Proof-Terms in Dependent Types

The main goals of this thesis are to develop a formal framework to represent proof-terms with
place-holders in theories with dependent types (as AIl or the Calculus of Constructions), and to
show how it can be used in a proof synthesis method.

This thesis is structured in two parts. In the First Part, which is composed of chapters 2 to 4,
we propose the system CC, as a formalism to represent incomplete proof-terms in a type theory
with dependent types, polymorphism and constructions of types.

We have seen in the previous section that calculi of explicit substitutions with meta-variables
offer a good framework to represent proof-terms with place-holders in the simply-typed A-calculus.
In Chapter 2 we study several type free calculi of explicit substitutions, and we compare their
characteristics according to the suitability to reach our goal. In particular, we solve positively a
conjecture about confluence and normalization properties in calculi of explicit substitutions, and
we propose a simple left-linear calculus that preserves the nice properties of Ao.

The general idea of place-holders as meta-variables, and refinement steps as instantiations, can
be extended to build proof-terms in dependent type theories as shown by the following example.

Example 1.6 To prove the first-order proposition (Vx:nat.(z > 0))—(0 > 0), we need to find a
term X of type (lz:nat.(z > 0))—(0 > 0). If we apply (Abs) in a bottom-up way, then we can
instantiate X with Ay:(Ilz:nat.(z > 0)).Y where Y is a meta-variable of type (0 > 0) in a context
where the variable y has the type Ilz:nat.(x > 0). Now, we can instantiate Y with the term (y 0)
which is a well-typed term of type (0 > 0). We get the proof Ay:(Ilz:nat.(x > 0)).(y 0) of type
(ITz:nat.(x > 0))—(0 > 0).

However, as it is pointed out by Magnusson in [62], explicit substitution in a dependent type
theory is not simple to formulate. Assume for example the induction axiom over the natural
numbers, i.e.

I' = nat:Type, 0:nat, succ:nat—nat.
nat_ind:(Ilp:nat— Type.((p 0)— (z:nat.(p z)—(p (succ z)))—IIn:nat.(p n)))

If P, Py, Ps and N are meta-variables, then, according to the rules (Absy) and (Apply), the
term

((((nat_ind P) Py) Az:nat.\y:(P z).Ps) N)
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is well-typed in I if
1. I' - P : nat— Type,
2.TFPy: (P0),
3. I, znat, y:(P z) + Py : (P (succ z)), and
4. T+ N : nat.

In this example, meta-variables appear in types, but also in contexts; for instance in the case
3, the meta-variable P appears in the context I, z:nat, y:(P z), and in the type (P (succ z)). In
other examples, typing judgments must take into account harmful circular dependences like:

e 'xFX:(wX)
eI'sxFX:(wY)and Ty Y : (2 X)
e 'y, :(w X)F X :(z9)

These considerations are discussed in Chapter 3, where we show how typing judgments can
be formulated on theories with dependent types in order to deal with meta-variables and explicit
substitutions. In particular, we propose the system CC, which is a formulation of the calculus of
constructions with explicit substitutions and typed meta-variables.

A proof synthesis method for CC is proposed in Chapter 4. This method merges a procedure
of term enumeration, with a technique of higher-order unification via explicit substitutions where
unification variables are encoded by meta-variables.

In the Second Part of this thesis, which is composed of chapters 5 to 7, we show the main
meta-theoretical properties of the system CCg.

The calculus of pre-expressions with explicit substitutions, i.e. expressions with type anno-
tations but not necessarily well-typed, is not confluent. The problem is similar to that pointed
out by Nederpelt in the A-calculus extended with the n-rule. Geuvers proposes in [32] a method
to prove confluence gn-reduction on typed A-terms. Geuvers’ technique is based on confluence of
the underlying calculus without type annotations. In Chapter 5 we show how to adapt Geuvers’
technique to calculi of explicit substitutions.

Chapter 6 studies the elementary typing properties of CC,, i.e. sort soundness, type uniqueness,
subject reduction and typing soundness.

Melliés has shown in [64, 63] that typed Ao-calculi may not terminate. Melliés counter-example
can be adapted for CC,. Therefore, system CC, does not enjoy strong normalization property.
However, we show in Chapter 7 that there exists an strategy to find normal forms, and thus well-
typed expressions in CC, are weakly normalizing. The proof we propose follows the proof of strong
normalization for the calculus of constructions given by Geuvers in [32].

Church-Rosser and confluence properties of CC, are proved in Chapter 8. As a corollary of
these properties, we have the decidability of the conversion.

A discussion of some works about meta-variables and proof construction issues based on other
formalisms is presented in Chapter 9. This final chapter also summarizes the main contributions
of this thesis, and raises possible issues to be further studied.
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A Calculus of Substitutions and Its
Applications

23






Chapter 2

Type Free Calculi of Explicit
Substitutions

We have seen in the previous chapter that the A-calculus uses an external and atomic operation
to compute the substitution of variables by terms. Thus, in A-calculus is not possible to delay the
application of a substitution to a term or to consider terms with partially applied substitutions.

Calculy of explicit substitutions improve the description of the substitution mechanism by al-
lowing substitutions to be part of the formal language. In particular, in A-calculi with explicit
substitutions, the [-reduction is implemented by means of internal constructors of substitutions,
and reduction rules to compute with them.

Calculi of explicit substitutions come in two flavors. Those where the renaming mechanism is
internalized inside the calculus, as for example the calculi of the Ao-family [1, 20] which use a De
Bruijn notation of variables, and those where the a-conversion is implicitly assumed, for instance
the Ax-calculus [10] which uses named variables.

In order to reach our but (representation of proof-terms with place-holders), we prefer to use
calculi where not only substitutions are made explicit, but also renaming. We justify this choice
by the following reasons:

e The renaming mechanism can be seen as a particular case of substitution. For instance, in
the Ao-family the update operation of variables is just an explicit substitution.

e The A-calculus with names is a suitable notation for human reading. However, the «-
conversion is a frequent source of counter-examples in A-calculus. In contrast, calculi which
handle explicitly the renaming operation are less natural for humans, but formal develop-
ments are cleaner. As we have suggested in Chapter 1, in order to have good properties in a
A-calculus with holes, it is necessary to deal with scoping problems. Many of these problems
are solved in calculi where renaming is made explicit.

In this chapter we do not consider typing information. Section 1 presents the state of the art of
calculi of the so-called Ao-family. In Section 2, we solve positively a conjecture about the existence
of a calculus of explicit substitutions which enjoys confluence and normalization properties. In
Section 3 we propose a calculus of the Ao-family which enjoys the same general properties as Ao,
but in contrast to it, the new calculus, namely A, is left-linear. Non left-linear rules in calculi
of explicit substitutions are source of non-confluence problems [20], but also they raise technical

25
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A freevariable

/0
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A xAy(xy) X 2

Figure 2.1: De Bruijn indices notation

problems for implementations [74], unification algorithms [55] and type systems [69]. The typed
versions of the As-calculus are at the basis of our rerpresentation of incomplete proof-terms.

2.1 The Family of Ao-Calculi

The calculi of the family of Ao are characterized by two features:
e they use a de Bruijn indices notation of variables, and

o they are described by first-order rewrite systems with different sorts for terms and substitu-
tions.

2.1.1 The A-Calculus d la de Bruijn

The A-calculus @ la de Bruijn [21], namely Az, uses a nameless representation of variables: the
occurrences of free and bound variables are denoted by natural numbers, usually called the de
Bruijn’s indices.

Well-formed expressions in gz are defined by the following grammar:

Natural Numbers n w= 12 ...
Terms M,N == n|(MN)|\M

The A-height of an occurrence u in M is the number of A-symbols in the binding scope of wu.
Let u be the occurrence of an index n in M, and m be the A-height of u. If n < m, then u is bound
to the n-th innermost A-symbol of its binding scope. Otherwise, u represents the (n — m)-th free
variable of a general context. The diagram of Fig. 2.1 shows the imaginary binding links for the
term (Az.(Ay.(z y) ) z). Note that the same index appearing in different binding scopes, represent
different variables, and occurrences of the same variable appearing in different binding scopes, are
denoted by different indices.

The formal definition of B-reduction in A4g is more complex than in A-calculus with names, due
to the fact that the renaming mechanism is internal to the calculus.
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Definition 2.1 The S-reduction is defined in Mg as (c.f. [20]):
(M N) 2 M{1:= N}
where M{n := N} is inductively defined for n > 0 as

(M M"Y{n:=N} = (M{n:= N} M'{n:=N})

(AM){n:=N} = AM{n+1:=N}
m—1 ifm>n

m{n := N} = (M) ifm=n
m ifm<n

and 7' 1s defined for i,n > 0 as

(2 T

Tz-:(M N) = (7{'(M) 7(N))

THAM) = M (M)
n ) mAnifm>a
Informally, a substitution in A4z can be seen as an infinite list of terms M;.Ms ..., where the
index 1 will be substituted by Mj, 2 by M> and so on. In this way, the substitution {n := N}
is the infinite list of terms 1...n—1.N.n.n+1,.... Notice that in order to compute M{n := N},

not only the indices of M need to be updated, but also the indices of N. This updating operation
on N is performed by the function 7]*(.). Thus, 7§(/V) increases by n the indices representing free
variables in N, and 77*(N) is obtained after crossing i A’s between the root of the substituted term

and its occurrence.

2.1.2 The Mo-Calculus

The Ao-calculus is one of the most popular calculi of explicit substitutions. It is a first-order rewrite
system with two sorts of expressions: terms and substitutions. Well-formed expressions in Ao are
defined by the following grammar:

Terms M,N == 1|(MN)|AM | M[S]
Substitutions S,T id| 1 |M-S|SoT

Substitutions in Ao are part of the formal language. For instance, the well-formed term M|S]
denotes the explicit application of substitution S to M.
Substitutions of Ao can be described informally as follows:

e 1d, usually called identity, denotes the substitution 1.2.3...
e T, usually called shift, denotes the substitution 2.3.4...

e SoT denotes the composition of substitutions T" and S, i.e. if S denotes the substitution
Mi.My.Ms. .., SoT denotes the substitution M;[T].My[T].Ms3[T]...

e M - S denotes a simultaneous substitution formed by a cons of M to S, i.e. if S denotes the

substitution M7.Ms.Ms ..., M - S denotes the substitution M.M;.Ms.Mj3. ..
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(AM N) —  MIN - (Beta)

(M N)[S] —  (M]IS] N[S)]) (Application)
(AM)[S] — AM[1-(So1)] (Lambda)
MIS][T] —  M[SoT] (Clos)

1[M - S| — M (VarCons)
Mlid] M (1d)
(SoSNoT — So(S0oT) (Ass)
(M-S)oT — MI[T]-(SoT) (Map)

ido S — S (Id)

Soid — S (Idr)
To(M-S) — S (ShiftCons)
1-7 — id (VarShift)
1[S]- (TeS) — S (SCons)

Figure 2.2: The rewrite system Ao

De Bruijn’s indices are encoded in Ao by using the constant 1 and the substitution T as follows:
n-times
121 and nt1 Z 170 (..o (101))] for n > 0.

The rewrite system Ao is presented in Fig. 2.2. The o-calculus is obtained by dropping (Beta)
from Ao. Terms of A4z are represented by ground terms (i.e. terms without meta-variables) in
o-normal form, and one step of S-reduction is simulated by one (Beta)-reduction followed by a
normal o-reduction.

Proposition 2.2 The o-calculus is confluent and terminating.
Proof. See [39, 81, 91, 92]. O

The Ao-calculus lacks some nice properties: it is not confluent (on general open expressions)
[20], and it does not preserve strong normalization of A-calculus (i.e. strongly normalizing terms
in Asp are not necessarily strongly normalizing in Ao) [64]. However, the confluence property
holds in Ao for ground expressions (i.e. expressions without meta-variables) [1], and for semi-open
expressions (i.e. expressions with meta-variables of terms but no meta-variables of substitutions)
[81]. In addition, the Ao-calculus is weakly terminating on typed expressions [1], and this property
even holds if we consider meta-variables [38, 70].

2.1.3 A confluent variant of Ao: the Aoy-Calculus

The composition operator was introduced in Ao to solve a critical pair, and so, to gain local
confluence. Moreover, composition of substitutions is responsible of the following non-left-linear

rule in Ao: 1[S]- (70 5) (8Cons)

S. Informally, if we interpret S as a list, 1 as the head function
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and T as the tail function, then this rule corresponds to the surjective-pairing rule of the A-calculus.
As conjectured in [1], and latter proved in [20], (SCons) destroys confluence in Ao.

The rule (SCons) appears in Ao when the identity substitution goes through an abstraction. In
this case we have the following critical pair between the rules (Lambda) and (Id):

(AM) [z

d]
(Lambda;Id}l)/ \(I‘d)
AM(1-1] AM

VarShift
This critical pair suggests the following contraction rule: 1 -7 M

id. Finally, (SCons)
is introduced to solve a critical pair between the rules (VarShift) and (Map).

Curien, Hardin and Lévy [20] propose the Aoy-calculus. In order to avoid the rules (VarShift)
and (SCons) in Aoy, substitutions go through abstractions by using a special substitution operator

(), usually called lift. Thus, (Lambda) is written in Aoy as (AM)[S] (Lambda) |\ v (s)].
From an extensional point of view, the substitution {}(S) of Aoy is equivalent to the substitution
1-(So7) of Ao, but this equivalence is not in the theory of Aoy. However, in ground terms it holds
MNS)] =xsy M[1- (S0 7).

The set of well-formed expressions in Aoy is defined by the following grammar:

Terms M,N == 1|AM|(M N)|M|[S]
Substitutions S, 77 == id|NS)| T |M-S|SoT

The Aogy-calculus is given by the rewrite system of Fig. 2.3.
In Aoy, the critical pair between (Lambda) and (Id) is solved with the rule (LiftId). In contrast
to Ao, the Aoy-calculus is a left-linear rewrite system.

Proposition 2.3 (Confluence) The Aoy-calculus is confluent (on open expressions).

Proof. See [20]. O

2.1.4 Preservation of Strong Normalization: the Av-Calculus

A calculus preserves strong normalization (PSN) if its set of strongly normalizing terms contains
the set of strongly normalizing terms of A-calculus.

Mellies [64] has shown that neither Ao nor Aoy preserve strong normalization. In fact, he
proves that a minimal Ao-calculus formed by (Beta), (Application), (Lambda), (Clos) and (Map)
may not terminate on strongly normalizing A4g-terms. The counter-example does not depend on
the notation used to represent variables (de Bruijn’s indices or names) as shown by Bloo [7]. The
composition of substitutions, and in particular the rule (Map), seems to play an essential role in
the counter-example.

Lescanne [58] has remarked that composition is not necessary to retain confluence on ground
terms in calculi of explicit substitutions. He proposed the Av-calculus. Since this calculus does not
use composition of substitutions, Mellies’ counter-example does not apply in Av.

The Av-calculus uses the lift operator to deal with substitutions applied to abstractions, and an
operator to express singleton substitutions: ./. This operator was introduced originally by Ehrhard
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(AM N)
(M N)I[S]
(AM)[S]
MIS|[T]
1[M - S|
1[M(S)]
(8 o]
M{id]
(505')
(M -S)oT
™S )

(s
ido S
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(id)
to(M-$)
Tof(S)
To(fN(S)eT)

(M -T)

)0 (T
™S ;0(ﬂ( )oS')
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1

1[T]

M
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Figure 2.3: The rewrite system Aoy
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(AM N) —  M]I[N/] (Beta)

(M N)[S] — (M]IS] N[S]) (Application)
(AM)[S] —  AM[N(S)] (Lambda)
1[M]] — M (FVar)
n+1[M/] — n (RVar)
1[N(S)] — 1 (FVarLift)
n+1[NS)] — n[S][1] (RVarLift)
n[1] — n+1 (VarShift)

Figure 2.4: The rewrite system Av

[27], and used by Rios [81] to define the Ar-calculus. The substitution M/ can be seen extensionally
equivalent to the substitution M -d of Ao.
The set of well-formed expressions in Av is defined by the following grammar:

Naturals n = 1l|n+1
Terms M,N == n|AM|(MN)|M[S]
Substitutions S M/ 1T IMNS)

The Av-calculus is given by the rewrite system of Fig. 2.4.

Although, Av is confluent on ground expressions [58], it is not confluent, not even locally
confluent, on open expressions. To see why, consider e.g. the term (AM N)[S]. It reduces via
(Beta) to M[N/][S], but also via (Application;Lambda;Beta) to M[{(S)][N[S]/]. This critical pair
cannot be joined by the rewrite system. However, the substitution lemma in [59] shows that it is
joinable on ground terms.

Proposition 2.4 (Preservation of Strong Normalization) If M is strongly normalizing in
Aas, then M is a strongly normalizing in Av.

Proof. See [6]. a

We finish this first section with some properties under abstract relations and rewrite systems
which happen to be useful to prove confluence and termination properties in calculi of the Ao-family.

2.1.5 Useful Properties of Abstract Relations and Rewrite Systems

Assume that R and S are relations defined on the set X.

Definition 2.5 (Yokouchi-Hikita’s Commutation) We say that R YH-commutes over S if

. R S .
and only if for any x,y,z € X such that xt —— y and x —— z, there exists w € X such that
R*SR* R* . . .
y — w and z — w, t.e. the following diagram holds:
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VNZ

R'SR* "« » R*
w
Lemma 2.6 (Yokouchi-Hikita’s Lemma) Let R and S be two relations such that: 1. R 1is

confluent and terminating, 2. S s strongly confluent and 3. R YH-commutes over S, then the
relation R*SR* is confluent.

Proof. See [20]. 0

The Yokouchi-Hikita’s lemma [90] has been used in [20, 76, 67, 70] to prove confluence in
left-linear calculi of explicit substitutions.

Definition 2.7 (Bachmair-Dershowitz’s Commutation) We say that R BD-commutes over
. . R S .
S if and only if for any z,y,z € X such that t —— y and y —— z, there exists w € X such that
RUS)* . . .
r— w and w (RUSY, z, 1.e. the following diagram holds:

T

']y .8
o

Yy w
s\« » (RUS)*
z

Lemma 2.8 (Bachmair-Dershowitz’s Lemma) Let R and S be two relations such that: 1. R
and S are terminating and 2. R BD-commutes over S, then the relation RU S 1is terminating.

Proof. See [22]. a

The Bachmair-Dershowitz’ lemma also holds to prove preservation of strong normalization as
shown by Lemma 2.10. We need the following consequence of BD-commutation.

R* s .

Lemma 2.9 If R BD-commutes over S, then for any x,y, z such that t —— y — z, there exists
s RUS)*

w suchthatm—»ww»z

. . . R*
Proof. We reason by induction on the length of the reduction z — y. O

Lemma 2.10 Let R and S be two relations such that: 1. R s terminating and 2. R BD-commutes
over S. For any x € X, if x s strongly normalizing in S, then x is strongly normalizing in RU S.
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Proof. Let x be in X such that z is strongly normalizing in S. We define the set of S-successors of

S* . .
ras SX = {+y € X/z —— y}, and the order relation > over SX as: for all y,z € SX, y > z if and

x
only if y —— 2. Since z is strongly normalizing in S, the order > is a well-founded relation. We
prove by noetherian induction over > that for any y € S, y is strongly normalizing in RU S.

. . RUS)* . .
Assume that there is a reduction y (BUSY, ... If there are no S-steps in the reduction, then
. R* . . . . . . . .
it has the form y —— ... This reduction is terminating by hypothesis 1. Otherwise, there is at
R*

s (RUS)*
.z .

least one S-step and we can write the reduction as y - ... In this case we
S, o (BYS),  (RUS)

use Lemma 2.9 to show that there exists a reduction y ... By definition,
w € 8& and y >~ w, so by induction hypothesis, w is strongly normalizing in RU S. Therefore, z is

S . R* s RUS)*
strongly normalizing in RU S too, and we conclude that the reduction y > -z (ROS)
is finite.

Thus, z € S is strongly normalizing in RU S. O

Bachmair-Dershowitz’s like lemmas are used in [30, 67, 70] to prove termination in calculi of
explicit substitutions.

The Critical Pair lemma [48] says that a rewrite system is locally confluent if its critical pairs
are joinable. In the general case, local ground confluence cannot be mechanically verified [51].
However, the critical pair lemma holds for ground expressions [51]: a rewrite system is locally
ground confluent if its critical pairs are ground joinable. In addition, the critical pair lemma also
holds for many-sorted systems provided that for every rule | —— r, the sort of [ and the sort of r
are the same (in this case we say that the rewrite system is sort-compatible) [85].

We merge the above results for local ground confluence and for sort-compatible systems, in a
general presentation of the critical pair lemma.

In the following, we consider that R is a sort-compatible rewrite system defined on a set of
expressions X. We denote by sorts(X) the set of sorts of X, and we assume that s C sorts(X).

Definition 2.11 (Ground Expressions on s) The set of s-ground expressions of X is the subset
of X formed by expressions which does mot contain variables of sorts in s.

Definition 2.12 (Local Ground Confluence on s) We say that R is locally s-ground confluent
if R 1s locally confluent on s-ground expressions.

Definition 2.13 (Ground Joinability on s) For z and y s-ground expressions, we say that x
. . . . . . R*
and y are s-ground joinable in R, if there exists a s-ground expression z such that xt — z and

R .
y — z through paths of s-ground expressions.

Lemma 2.14 (General Critical Pair Lemma) R is locally s-ground confluent if its critical
pairs are s-ground joinable.

Proof. The proof follows straightforwardly the proofs in [85, 51]. Note that if two expressions are
joinable on X, then they are in particular s-ground joinable. Hence, it suffices to concentrate on
those critical pairs that are not joinable on X. O
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When s is the empty set and sorts(X) is a singleton, the General Critical Pair (GCP) lemma
corresponds to the usual critical pair lemma [48]; when s and sorts(X) are both singletons, GCP
lemma corresponds to the critical pair lemma on ground expressions [51]; and when s is the empty
set and the cardinality of sorts(X) is greater to one, GCP lemma corresponds to the critical pair
lemma for sort-compatible systems [85].

2.2 Solving a Conjecture about Confluence and PSN: the A -
Calculus

It seems that there is a choice: confluence (and only weak normalization) or preservation of strong

normalization (and only ground conﬂuence). In this section we propose a calculus of explicit substi-

tutions that enjoys both properties at the same time. It encodes, in a confluent first-order rewrite
system, a reduction strategy of substitutions which is proved to preserve strong normalization.

2.2.1 A Harmful Critical Pair

In any calculi having the rules (Beta), (Application) and (Lambda) —e.g. Ao, Aoy and dv— we
have the following critical pair:

(AM N)[9]
(Beta) / \\i&pphcatlon
MIN -i (AM)[S] N[9])
' l (Lambda;Beta)
M(S)][N[S] - id]

We have seen that in Av the problem does not arise since the above critical pair is joinable
on ground terms. In order to achieve local confluence on open expressions, for instance in Ao
or Aoy, a composition operator has been introduced, allowing to close the critical pair on the
term M[N[S]-S]. This operator being apparently responsible for non termination, we have taken
another approach: we cut one of the branches of the critical pair, i.e. we forbid one of the two
reductions.

To cut the right branch we must avoid the distribution of substitutions inside a -redex. Thus,
it is necessary to change the rule (Application) by a rule like (c.f. [44]):

(n My)... Mm)[S]  —  ((n[S] My[S])... Mp[S])

Indeed, with this rule the distribution of substitutions to applications is only possible if the head

term is a variable. Thus, in the above critical pair, the substitution S is not propagated inside
(AM N) because the header of the term is not a variable. Therefore, only one reduction rule applies
and there is no critical pair. It is less clear for us how to cut the left branch of the graph.
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(AM N) —  MIN/] (Beta)
(AM e N) —  MIN/] (Beta®)
(AM)[S] —  AMIN(S)] (Lambda)
1[M/] — (FVar)
n+ 1[M/] — (RVar)
1[1(S)] — 1 (FVarLift)
n+ 1[1N(S)] —  n[S][1] (RVarLift)
n[7] — n+1 (VarShift)
(M ® N)[S] —s  (MIS] N[S)) (UnMark)
(M N)[S] — (M e N)[S] (Mark)
(n.o M) — (nOM) (ReMark)
(M N)e M — ((MeN)e M) (Mark®)
(Me@N)eM') — (MON)OM') (Mark®)

Figure 2.5: The rewrite system A¢

The above rule is not a first-order rule. In order to have the header of applications at the
top-level of expressions, we must change the structure of applications from ((M M;y)... M,) to
(M (My,...,M,)) where (My,...,M,) is a list of terms. This notation for applications is used
in the Ao-calculus proposed by Herbelin in [43]. In this calculus, the rule (Application) takes the
form:

(n L)[S] — (n[S] L[S]) (Application-List)

where L is a list of terms.

2.2.2 The A,-Calculus

The rule (Application-List) avoids the harmful critical pair by cutting the right branch of the graph.
We propose a first-order rewrite system which implements an (Application-List)’s like rule by using
the application operator of X-calculus. This calculus is called A [67].

The A¢-calculus is similar to Av: it does not have composition of substitutions, it uses only
singleton substitutions and it preserves strong normalization. Moreover, in contrast to Av, the
A¢-calculus is fully confluent (not only on ground expressions).

The set of well-formed expressions in A¢ is defined by the following grammar:

Naturals n == 1|n+1
Terms M == n|AM|(MM)|M[S)||(MeM)|(MeM
Substitutions S == M/| T | ff(S)

The Ac-calculus is given by the rewrite system of Fig. 2.5.
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With respect to the syntax of Av, we have added two marked applications (or simply marks): e
and ©. We use these operators to introduce substitutions inside applications whit head variables.
Notice that the rule (Application) of Av becomes (Mark) in A¢.

In a term having the form (M N)[S], we can see the use of marks as a hand-shaking process
between S and the head term of M. To know if S can be distributed inside (M N), a request
—e-mark— is sent to the head term of M via (Mark). The e-mark is propagated recursively
into the left part of the application using (Mark®). If the head term of M is a variable, then a
positive answer —®-mark— is sent via (ReMark). The ®-mark is propagated at the top level of
the application via (Mark®). The hand-shaking is completed when substitution S goes through the
©-marks erasing them, by means of (UnMark). If M has an abstraction as the head term, then it
is erased by (Beta®). Other rules of \¢ are used to reduce substitutions.

Example 2.15 The following examples show the process of propagation of marks and substitutions
m Ac.

*

1. (0 30) M)[S] = ((m0 M) 0 My)[S] v ((m© M) © M)[S] v
(nlS) M [S)) MafS)) = ...

Ak Ac* Ac*
2. (AM M) My)[S] = ((AM  My) o My)[S] ——~ (M[M;/] ® My)[S] =~ ...
In order to formulate the main properties of A¢, we need the following definitions and remarks.

Definition 2.16

1. We call B® the rewrite system formed by the rules (Beta) and (Beta®), and ( the rewrite
system formed by the rest of rules.

2. A term in the A¢-calculus is pure if it 1s ground and it does not contain marks or substitutions.
A *
3. A term N s purifiable if and only there exists a pure term M such that M <. N.

Remark 2.17
1. The set of Aqg-terms is the set of pure terms.

2. The set of B-normal forms is the set of pure A¢-normal forms.

Note that the set of A;-normal forms is not included in the set of pure terms. For example,
the A¢-normal form (1 ® 1) is not pure. However, we show in Lemma 2.20 that marks disappear in
A¢-normal forms of pure terms.

One-step semantics of B-reduction, i.e. simulation step-by-step of g-reductions, are not strictly
(B-redex

implemented in A¢. For instance, the reduction (A(A1 2) 1) — (A1 1) is not possible in A¢, because

(Beta)-redex

——
(A(AL2) 1) A¢-reduces to (AL 2)[1/], and we cannot perform the substitution until the redex (A1 2)
has not been reduced. Thus, one-step S-reduction is not preserved unless we consider (Al 2)[1/] as
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[n]x = 27 [n]2 = n

M = 14 [M] [AM]s -1

[(M M)y = 1+[M+[M]: [(M M), = 3+ [M]z+[MT]2
[(MeM)O]1 = 1+[M]i+[MT1 [(MeM)]y = 2+[M]+[M],
[(MoM))y = 1+[MhZ+[M] [(MoM)l, = 1+[M]:+[M],
[M[S]]: = [M]:[ST [M[S]]2 = [M]z +[S]»
[M/]1 = [M]: [M/]2 = 1

[T = 2 [T]2 = 2

()] = [Sh [(S)]2 = 2+[S5]2

Figure 2.6: Interpretation for proving the termination of ¢

equivalent —modulo substitutions— to (Al 1). Nevertheless, in both calculi the following normal

reduction is possible:
B-redex B-redex
*

(A(A12) 1) — (A21) —~1

This semantic of B-reduction is called big-step.
As far as we know, A is the first calculus that enjoys both properties of confluence and preser-
vation of strong normalization.

2.2.3 Properties

Now, we prove the main properties of the A¢-calculus (for detailed proofs see [66]).

Basic Properties

Lemma 2.18 The rewrite system ( s terminating.
Proof. We verify easily that the interpretation given in Fig. 2.6 defines a reduction order for (. 0O
Lemma 2.19 The rewrite system ( is confluent.

Proof. We verify mechanically that ¢ is locally confluent, for example using the system RRL [52].
We conclude with Lemma 2.18 and the Newman’s lemma that that { is confluent. O

Lemma 2.20 The A¢-normal forms of purifiable terms are pure.

Proof. We show that the set of purifiable terms can be described by the following grammar:

Purifiable terms P == n|AP|(PP)] ].D[S]
[O) °
n= P| P |(PeP)

P

© O}
Purifiable® terms P == n|(POP)
Purifiable substitutions S |

Purifiable® terms
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and also, we check that this set is closed under As-reductions.
Finally, we prove that A;-normal forms of ground term do not contain substitutions, thus A-
normal forms of purifiable terms are pure. O

Reduction Soundness

We define a function g which maps ground A¢-terms into Ayg-terms. This function is strongly
inspired from that defined in [81, 6].

u(MeN) = (u(M) n(N))
wMoN) = (uM) p(N))
u(M N) = (u(M) n(N))
p(n) =n
p(AM) = Au(M)
(M (N/)]) = p(M){n+1:= p(N)}
p(MEA™MD]) = (M)
n-times

——

where 1"(S) is a notation for (... (1(S))), and M{n := N}, 7,}(.) as defined in Def. 2.1.
Remark 2.21 If M is a pure term, then u(M) = M.
Lemma 2.22 Let M and N be ground A¢-terms,

. B® /5*

1. if M —— N, then u(M) — p(N), and

2. if M v N, then (M) = u(N).
Proof. We reason by case analysis on the Ac-redex reduced in M. O

We have the following consequence of Lemma 2.22 and Def. 2.16.

Corollary 2.23 If M N N, then pu(M) LN u(N).

A *
Theorem 2.24 (Reduction Soundness) If M and N are pure terms, and M SN N, then
ﬂ*
M —— N.

Proof. If M and N are pure terms, then by Remark 2.21, M = u(M) and N = p(N). Finally, by
A* *
Corollary 2.23 applied to hypothesis M —— N, we conclude M = u(M) LN u(N)=N. O



2.2. SOLVING A CONJECTURE ABOUT CONFLUENCE AND PSN: THE A\;-CALCULUS 39

Reduction Completeness

We define reduction strategies in A¢ and A4g.

Definition 2.25 (Leftmost-Outermost Strategies)

1. Let M be a Agg-term, we say that M reduces to N by the leftmost-outermost strategy, denoted
by M T’i» N, if and only of M LN N wusing the leftmost-outermost B-redex of M.

2. Let M be a ground A¢-term, we say that M reduces to N by a leftmost-outermost Ac-strategy,
A . . B* .
denoted by M Tf)» N, if and only if M —— M’ using the leftmost-outermost B®-redex of
M, and N is the (-normal form of M'.

The following lemma establishes the relation between leftmost-outermost 8 and A.-strategies.

A
Lemma 2.26 Let M be a (-normal form of a purifiable term, if M Té» N then p(M) LN u(N).

LO

e B* * .
Proof. By definition of leftmost-outermost Ac-strategy, M —— M’ BN N, where M reduces its
leftmost-outermost B*-redex, and N is a (-normal form. By structural induction on M we show that

wu(M) A, p(M"), but also by Lemma 2.22, u(M') = u(N). Therefore, u(M) Ti» p(M") = u(N).
O

The following is a well-known result about the leftmost-outermost strategy in A-calculus.

Lemma 2. 27 The leftmost-outermost strategy is a normal strategy, i.e. if M has B-normal form

N, thenM—»N

Proof. See [4]. 0

Theorem 2.28 (Reductlon Completeness) If M is a pure term, N is a -normal form, and
M LN N, then M ¢, N.

Proof. Let M be a (-normalisable term. Assume that there exists an infinite reduction M =

My — M; ¢, ...Since Misa pure term, all M;, 2 > 0, are (-normal forms of purifiable terms
Lo Lo ’ ’ ’

(Def. 2.16(3), Def. 2.25). By Lemma 2.26, p(My) T’i» (M) Ti» ... Is an infinite reduction too.

But M = u(Mjp) (Remark 2.21), so there is an infinite leftmost-outermost S-reduction of M and
this is contradictory with Lemma 2.27.

A *
Therefore, there is a reduction M TC(; N’ where N’ is a Ac-normal form. By Lemma 2.20, N’

is pure, thus, by Theorem 2.24, M P N'. But N'is a B-normal form (Remark 2.17(2)) and Agg
is confluent (c.f. [21, 4]), so N = N'. O
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Confluence

The parallelization of B®, namely B”, is defined as follows:

M — M S— 9 S — 5 .
as] — s O 7S) — ey

M — M N — N’ M — M N — N’

(M N) — (M' N’) (Application”) (M . N) — (MI ; N’) (Applicationﬁ)
M — M N — N’ L e M— M
Applicat C
(M ® N) N (Ml ® NI) ( pplica IOn” ) ]W—,7 OIIS”)
! ! ’
M—M N —N (Betay) M—M N — N’ (Beta”)

(AM N) — M'[N"/]

Lemma 2.29 The (-calculus YH-commutes over Bﬁ, 1.e. if © reduces in one (-step to y, and in
C* B.C*

one B|| -step to z, then there exists w such that y = woand z . w.

(MM o N) — M[N/]

Proof. By induction on the depth of the (-redex reduced in x. At the base case x is a (-redex:

.z :B(M N)[S] BMLI‘)» (M N)[S] — y and (M N)[S] —s (M7 z\;’)[s'] _ 2, with
M —> M', N — N'and S —— S’. By definition of By, (M e N)[S] — (M' e« N")[S"].
But also, (M’ N)[s"] <M (vr ¢ N1)(8).

e o= M N)[s] MO are N)[S] and (AM N)[S] —L. MINS] = 2, with

B (Betay)

B.
M a N N and § — s S, But also, (AM e N)[S] —— o M'[N'/][S"].

e The other cases are similar to the previous ones.

Theorem 2.30 (Confluence) The \¢-calculus is confluent.

Proof. The proof proceeds by taking X as the set of A;-terms, S as B|| and R as the rewrite system
(. We verify the hypotheses of Lemma 2.6, i.e.

1. ( is terminating and confluent (Lemma 2.18, Lemma 2.19).
2. Bﬁ is strongly confluent, since B® is a left-linear rewrite system without critical pairs (c.f.
[48]).
3. ¢ YH-commutes over B (Lemma 2.29).
A Ac*

Therefore, C*B' * is confluent. Note that A, C C*B|'|C* C A¢*. Hence, if x =, y and x X, z,
(¢*ByC)” (¢*B¢)” Ac* Ak
then there exists w such that y w and z w. So, y — w and z —— w. O
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Preservation of Strong Normalization
We define the two calculi M and Av® as follows:

e the rewrite system M is formed by the rules (Mark), (ReMark), (Mark®) and (Mark®),

e the rewrite system Av® is formed by the rules of Av in addition with the rules (Beta®),
(UnMark) and
(MeM)S] — (M[S] M'[S]) (UnMark’)

Lemma 2.31 The rewrite system Av® preserves strong normalization.

Proof. We define a function which maps Av°®-terms into Av-terms:

pVYs = \M
(M M) = (M)
MIS] = M[5)
(M« 31) = (M 1)
(Mo M) = (M)
T =1

1(S) = f(S)

M =

. . . . . . . Av® = AU =
It is easy to see that the map is compatible with reductions, i.e. if M =+ N then M =+ N.
But, Av preserves strong normalization (Proposition 2.4), so we conclude that Av® preserves strong
normalization too. O

Lemma 2.32 The M-calculus BD-commutes over Av®.

Proof. By case analysis in M and Av®-redexes. O

Theorem 2.33 (Preservation of Strong Normalization) If M is strongly normalizing in Ayg,
then M 1is strongly normalizing in ;.

Proof. We take X as the set of ground Ac-terms, S as Av® and R as M. We verify the hypotheses
of Lemma 2.8, i.e.:

1. M is terminating. Notice that M € (, and by Lemma 2.18, ( is terminating.
2. Av® preserves strong normalization (Lemma 2.31).
3. M BD-commutes over Av® (Lemma 2.32).

Therefore, (M U Av®) preserves strong normalization. Since A¢ C (M U Av®), we conclude that A,
preserves strong normalization. O
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2.2.4 An Open Problem

The A¢-calculus solves positively the conjecture about the existence of a first-order calculus of
explicit substitutions which enjoys both confluence and preservation of strong normalization prop-
erties.

The main motivation of this thesis is to propose a formal model to represent incomplete proofs
in proof checkers based on type theory. But, is the A¢-calculus suitable to meet this goal? The fact
that one-step (-reduction is not simulated in A¢, seems to be a minor drawback. Big-step semantics
of B-reduction suffice to reason about proof-terms.

In the A¢-calculus, the confluence property holds without the introduction of composition of
substitutions. The composition operation introduces simultaneous substitutions that happens to
be useful for several purposes. For example, the modeling of closures of an abstract machine [40]
or the pruning of search space in unification algorithms [25, 26, 55]. Also, this feature improves the
substitution mechanism by allowing parallel substitutions of variables. An interesting discussion
about composition of substitutions in A-calculus can be found in [73].

Example 2.34 In the unification algorithm, the equation X[N/][S] =+ X[f(S)][N[S]/], where
X s a meta-variable, N is a ground term and S is a ground substitution, is a trivial equation
when we add the composition operation: X[N|[S].S] =» X[N[S].S]. In X¢ (and any calculi without
composition), it is only a flexible-flexible equation which is trivial for any ground instance of X.

The re-introduction of composition and simultaneous substitutions in A¢, while preserving its
properties, is not simple. In fact, if we add the rule M[S]|[T| — M|[S o T}, we have a critical pair
with (UnMark) that leads to the rule (M[S] e N[S])[T] — (M[SoT] N[SoT]). Now, it comes a
harmful critical pair when we take M as AM’'. Nevertheless, we think that a constraint composition
operation, just as composition of g [30], is even possible.

Actually, we do not use the A;-calculus to represent incomplete proof-terms. Proof synthesis
methods for higher-order logics are based on unification where composition and simultaneous sub-
stitutions are very useful features. However, we think that A, is a first step toward a calculus of
practical interest. In this way, we state the following problem:

Problem 2.35 Does there ezist a calculus of explicit substitutions, confluent (on open terms), that
preserves strong normalization, and that accepts general composition of substitutions (in particular,
simultaneous substitutions) ?

2.3 A Left-Linear Variant of M\o: the \.-Calculus

In practice, confluence on semi-open expressions, weak normalization and composition of substi-
tutions, are sufficient features for many applications of A-calculi with explicit substitutions and
meta-variables. The Ao-calculus has the above features. However, the non-left-linear rule of Ao

(see Section 2.1.3) —1[S]- (ToS) M S— is impractical for many reasons. We will show in
Chapter 3 (c.f. [69]) that Ao with dependent types may lose the subject reduction property due
to (SCons). Independently, Nadathur [74] has remarked that this non-left-linear rule is difficult to
handle in implementations. In fact, he shows that (SCons) is admissible on semi-open expressions
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(AM N) —  MI[N-19] (Beta)
(AM)[S] —  AM[1-(S01%*(®)] (Lambda)
(M N)[S] —  (M]IS] N[S]) (Application)
M][S][T] —  M[SoT] (Clos)

1[M - S| — M (VarCons)
MI[19] — M (Id)
(M-S)oT —  MI[T]-(SoT) (Map)
1908 — S (1dS)
pouem o (M- S) — 108 (ShiftCons)
TSuc(n) o Tm _ Tn o TSuc(m) (ShlftShlft)
1 - 15ue0) — 10 (Shift0)
117 - pSueln) — " (ShiftS)

Figure 2.7: The rewrite system A

SC
when the following scheme of rule is considered: 1[1"] - gl ﬂ»

n-times

1™, where 1™ is a notation

for “(To(...o1))".

To have a finitary presentation of the rule suggested by Nadathur, we introduce a primitive
operator 1. The obtained calculus, namely A, enjoys the same general features as Ao, i.e. a
simple and finitary first-order presentation, with general composition of substitutions, confluent on
semi-open expressions and weakly normalizing on typed terms. However, in contrast to Ao, the new
calculus is left-linear, and in particular, it does not have the rule (SCons) of Ao.

2.3.1 The A -Calculus

The set of well-formed expressions in A is defined by the following grammar:!
Naturals n m= 0] Suc(n)

Terms M,N 1|AM | (M N) | M[S]
Substitutions S, 7 == ("|M-S|SoT

The Ag-calculus is given by the rewrite system of Fig. 2.7. The L-calculus is obtained by
dropping (Beta) from A..
A first remark is that Az gathers, in its syntax, some notations that are frequently used to speak
n+1
———
informally of Ao. For example, the substitutions ¢d and (o (...0 7)) of Ao are written respectively
1% and 1° ue(®) in M. Similarly, the de Bruijn’s indices 1 and n+1 are represented respectively by

'In previous manuscripts ([71, 69]) the name of the calculus was )4, but we have changed to Az in order to avoid
confusion with the A¢-calculus proposed by Lescanne in [58].
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1 and 1[1"] in Az. In the Ag-calculus, the scheme of rule suggested by Nadathur is written as a
first-order and finitary rule.

The Az-calculus is not confluent, not even locally confluent, on general open expressions. How-
ever, just as Ao, it is confluent on semi-open expressions, i.e. expressions with meta-variables of
terms, but no meta-variables of substitutions or naturals.

The non-linearity of Az due to (ShiftS) is only apparent since the term with a double occurrence
in this rule can be considered as a constant in the set of semi-open expressions. In particular, there
are no reduction rules for natural numbers.

The Az-calculus does not preserve strong normalization. In fact, Mellies’ counter-example for
Ao [64, 63] can be reproduced in A;. Nevertheless, we show in Chapter 7 that, just like Ao, Az is
weakly normalizing on typed expressions.

For users of Ao, it may seem odd that the rules (Ass) and (IdR)

(SoT)oT' — So(ToT') (Ass)
So10 S (IdR)

do not appear in Az. In fact as we show in next section, these rules are not necessary to retain

the confluence property in semi-open expressions. However, the rules can be added to the system
without destroying any property. These rules are interesting in implementations for efficiency
reasons.

2.3.2 Properties

We start with some basic properties of A; and L.
Lemma 2.36 The L-calculus is terminating.

Proof. The proof we present here is entirely due to H. Zantema [93]. An alternative proof based
on the normalization of Ao is proposed in [71].

The proof uses the Semantic Labeling method introduced in [92]. The idea is to transform the
original system into a labeled, possibly infinite, system. The transformation has the property that
the labeled system is terminating if and only if the original one is terminating.

The first step of the proof consists to identify the sorts of terms, substitutions and naturals in
Az. We obtain the one-sorted rewrite system

(AM) oS — A(M o (Suc(0) - (S o Suc(0))))
(M N)oS— (MoS NoS)
(MoS)oT — Mo(SoT)
Suc(0)o(M -S) — M
(M-S)oT — (M oT)-(SoT)
Mol0— M

0oS — S

Suc(n)o(M -S) — noS
Suc(n)om — no Suc(m)
Suc(0) - Suc(0) — 0
(Suc(0)on) - Suc(n) — n
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Clearly, termination of the one-sorted system implies termination of £. Now we define an inter-
pretation in some ordered set such that for each rewriting rule the interpretation of the left hand
side is greater or equal to the right hand side. This interpretation is called a quasi-model, and the
labeling transformation will depends on it. For £ the quasi-model is defined on the positive natural

numbers as follows:
[0] =1

[Suc(n)] = [n]
] = [M]
[(M N)] = [M] +[N]

[SoT] = [S] x[T]
[M-S] = max(IM],[S])

We verify that it is a quasi-model:
o [(AM)oS] =[M] x [S] = [M] x max(1,[S] x 1) = [MM o (Suc(0) - (S o Suc(0))))].

[(M N)oS] = ([M] +[N]) x [S] = ([M] x [S]) + (IN] x [S]) = [(M oS NoS)].

[(MoS)oT] =[M] x[S] x[T] =[Mo(SoT)].

[Suc(0)o (M - S)] =1 x max([M], [S]) > [M].

[(M - $) o T] = max(IM], [S]) x [T] = max([M] x [T1,[S] x [T]) = [(M o T)-(SoT)].

[Mo0] = [M] x 1 = [M].

[00S] =1 x[S] = [S].

[Suc(n) o (M - S)] = [n] x max([M],[S]) = [n] x [S] = [no S].

[Suc(n) om] = [a] x [m] = [no Suc(m)].
[Suc(0) - Suc(0)] = max(1,1) =1 = [0].

e [(Suc(0)on)- Suc(n)] = max(1l x [n], [n]) = [n].

Only compositions are labeled: the expression S o T becomes So([s)x[r])T- According to Zantema’s
Theorem [92], it suffices to prove termination of the following infinite rewrite system:

(AM) ogyxy S — A(M 0gyy (Suc(0) - (S oy Suc(0))))
(M N) O(z4y)xz S — (M Ogxz S Noyxz S)
(M Ozxy S) OCzrxyxz T—M Ozrxyxz (S Oyxz T)
Suc(0) omax(ay) (M - S) — M
(M ’ S) Omax(z,y)x 2 T— (M Ozxz T) ’ (S Oyxz T)
Mo, 0— M
0o, S — S
Suc(n) oy xmax(zy) (M +S) —> noyxy S
Suc(n) ogxy M — N Ogyy Suc(m)
Suc(0) - Suc(0) — 0
(Suc(0) oy ) - Suc(n) — n
S O; T — S Oj T
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for all strict positive naturals z, y, z, 4 and j, with ¢« > j. Note that (z +y) x z > = X z,
(z+y)xz>yXz, (x+y) Xz >z, XyXz > yXz, max(z,y) Xz > =Xz, and max(z,y) Xz > y X 2.
Termination of this labeled system is proved by a recursive path order where o; > o; for ¢ > j, o;
is bigger than any other symbol, and o; has a left-right lexicographic status.

Hence, £ is terminating. O

The rewrite system £ has the following critical pairs:
Lt 0 Lt 0
e (Id-Clos). M[S] ~— MI[S|[1"] — M[So1"].

e (Clos-Clos). M[(SoT)oT| <~ M[S|[T][T"] -~ M[So(ToT")].

(ShiftO—Map). S L (]_ . TSuc(O)) oS £ R 1[5] . (TSuc(O) o S)

L

(ShiftS-Map). "o S « (A[17"] - 154y 0 § AN 1[1" 0 ] - (15%m) 5 §),

(Lambda-Clos). AM([1 - ((S o150 o (1. (T 0 15u0)))] L (AM)[S][T] £
AM[1-((SoT)o 150,

If we consider (Beta), then we have additionally the following critical pair with (Application):
+ +
o (Beta-Application). M[N[S]- 5] << (AM N)[S] 2+ M[NI[S] - ((S o 15%®) o (N - 1°))].

The following lemma shows that these critical pairs are joinable on semi-open expressions, i.e.
expressions with meta-variables of terms, but no meta-variables of substitutions or naturals.

Lemma 2.37 The critical pairs of Ay are L-joinable on semi-open expressions.

Proof. For any critical pair we reduce substitutions to £-normal forms, and finally we proceed by
structural induction on £-normal substitutions. O

Lemma 2.38 The L-calculus is confluent on semi-open expressions.

Proof. The L-calculus has three sorts of expressions: Naturals, Substitutions and Terms, but only
meta-variables of terms are admitted. We verify that £ is a sort compatible system, i.e. terms
reduce to terms and substitutions reduce to substitutions. Lemma 2.37 says that critical pairs of
L are joinable on semi-open expressions, thus by Lemma 2.14, £ is locally confluent on semi-open
expressions. We conclude with Newman’s lemma and Lemma 2.36 that £ is confluent on semi-open
expressions. O

Corollary 2.39 Normal forms (of semi-open expressions) in L always exist and they are unique.
We denote by (z)|, the L-normal form of x.

Now, we address the confluence property of A..
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The B rewrite system is defined as the parallelization of (Beta), i.e

M — N
MM — AN

(Reﬂ” ) (Lambda” )

r —Xx

M — M N — N’

M — N S—T

(Application)) WS = N[T]

M — N S—>T(Cons) S — g T — T
M-5S—N-T l SoT — ST’

(Comp))

M — M N — N’
(AM N) —>M'[N’ T ]

Beta”)

Lemma 2.40 On semi-open ezpressions, L YH-commutes over B), i.e. if x reduces in one L-step

* * *

I
w and z — w.

to y, and in one B)-step to z, then there exists w such that y

Proof. By induction on the depth of the £-redex reduced in x. At the base case x is a L-redex:

e o = (M N)[s] {Application) (5] NISI) = v and (M N[s] - O NS = = with
M B, M', N — B N’ and § — §'. By definition of B, (M[S] N[S]) —
(M'[S"] N'[S']). But also, (M’ N')[s"] ~APPlcation) .\ rrgn N’[S’]).

¢ o= (M N)s] M (AM)[S] N[S]) —y and (AM N)[S] — M’[N’L 0]})[5'])

=z with M — M', N — N’ and S —— S’. Then, y = ((AM)[S] N|[S])
(AM[1- (S0 TS“C(O))] N[S]) = M[L - (8" 0 154 [N[s] - 19] <
MVl (S go TSM(O)) o (N'[(S")Le] - 1)] > MIN'[(S") L] - (8L But also
M'[N"-1°][8"] £ M'[N'[(S") ;] - (8")]z]. This case is the only interesting one.

(Lambda)

o = ()\M)[S] AMI1 - (SOTSUC(O))] =y and z = (AM)[S] —» (/\M')[S'] = 2,
with M —s M’ and § —'+ §'. By definition of By, AM[1- (So TSM(O))] I,
)\M’[l . (SI o TSHC(O))], But also, ()\M’)[S’] M )\MI[]_ . (SI o TSuc(O))]'

e The other cases are similar to the previous one.

Theorem 2.41 (Confluence) The \;-calculus is confluent on semi-open expressions.

Proof. We verify that £ and By satisfy the conditions of the Yokouchi-Hikita’s lemma (Def. 2.5
and Lemma 2.6) on semi-open expressions, i.e.

1. L is terminating and confluent (Lemma 2.36 and Lemma 2.38).

2. B) is strongly confluent, since (Beta) by itself is a left linear system with no critical pairs

(c.t. [48]).
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Ao | Az | As, | Aoy A¢ Av Ad Ax Ax

Confluence Mv | Mv | Mv | < < | Gnd | Gnd | Gnd | Gnd

Normalization Wk | Wk | ? Wk | PSN | PSN | PSN | PSN | PSN
Composition L AL = = ~* = =
Finitary St-order | < | < | X | Z N N Z X X
Variables dB | dB | dB | dB | dB dB dB | Nm | Lv
Number of rules | 13 | 12 | 13T | 19 | 13 8 19 6 107
B-reduction N N N N P N N N N
Reference [1] | [70] | [49] | [20] | [67] | [58] | [53] | [10] | [60]

ok

Mv
Gnd
Wk
PSN
dB

Lv

The general property holds.

The property does not hold.

The property holds with restrictions.

Confluence on semi-open expressions, i.e. only with meta-variables of terms.
Confluence on ground expressions.

Weak normalization on typed terms.

Preservation of strong normalization.

De Bruijn indices notation of variables.

Variable names.

De Bruijn levels notation with variable names.

The PSN property of As, is a conjecture.

Restricted composition. In particular, the Ag-calculus does not allow simultaneous
substitutions.

Number of schemes. These calculi are not finitary.

Big-step semantic of B-reduction. The A.-calculus does not simulate each step of
B-reduction.

Figure 2.8: Some calculi of explicit substitutions

3. £ YH-commutes over B (Lemma 2.40).

Therefore, £*B)L* is confluent on semi-open expressions.

Ac* A*

Note that Ay C L*B|L* C Az*. Let z be a semi-open expressions, if t —— y and z —— z,

then there exists w such that y ——— w and 2z

*

(£~ By L) (£7By£7)° A A
——— w. So, y — w and z — w. O

2.4 Related Works and Summary

The A-calculus uses an external and atomic operation to compute the substitutions of variables by
terms. Calculi of explicit substitutions improve the substitution mechanism by allowing substitu-
tions to be part of the formal language by means of special constructors and reduction rules. There
are several versions of calculi of explicit substitutions. Figure 2.8 summarizes the main character-
istics of some of them. All these calculi implement the S-reduction by means of a lazy mechanism
of reduction of substitutions.
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The A-calculus with explicit substitutions has been proposed as a framework for higher-order
unification [25, 26, 11, 55] and for representation of incomplete proofs [62, 68]. In these approaches,
terms with holes are represented by open terms, i.e. terms with meta-variables. In order to reach
these goals, most of the calculi of explicit substitutions have a strong drawback: non-confluence on
terms with meta-variables.

We distinguish two possible research areas (not necessarily disjoint):

e to design a calculus that preserves all the properties of the A-calculus, notably confluence and
strong normalization on well-typed terms, and

e to design a calculus that enjoys the properties sufficient to represent incomplete proof-terms
and to describe their construction mechanism.

For a couple of years, the incompatibility between confluence (on open terms) and preservation
of strong normalization, was conjectured for the calculi of explicit substitutions. We solve this
conjecture by proposing the Ac-calculus which, as far as we know, is the first calculus of explicit
substitutions that enjoys both properties of confluence and preservation of strong normalization
at the same time. However, the A/-calculus lacks a composition operator. This operator was
introduced in some calculi in order to gain local confluence. But also, it happens to be useful for
other purposes, for instance the modeling of closures of an abstract machine [40] or the pruning
of search space in unification algorithms [25, 26, 55]. Actually, we do not use the A¢-calculus to
represent incomplete proof-terms. However, we think that A; is a first step in the first direction
mentioned above.

On the other hand, the Ao-calculus [1] is confluent on expressions with meta-variables of terms
[81] and it is weakly normalizing on typed expressions [38, 70]. These two properties are sufficient
to decide the equivalence of terms with meta-variables. In addition, the Ao-calculus uses general
composition of substitutions and simultaneous substitutions. However, Ao is not left-linear, and
this feature raises technical problems in some frameworks [74, 55, 69]. Thus, we propose a variant
of Ao, namely Az. The new calculus enjoys the same general properties as Ao, but in contrast to
it, Az is left-linear in the sort of terms and substitutions.

Another left-linear variant of Ao is the Aogy-calculus [20]. The Aoy-calculus is fully confluent on
open expressions, not only with meta-variables of terms but also with meta-variables of substitu-
tions. However, on open expressions, Aoy is incompatible with 7-conversions due to the fact that
substitutions ¢d and 1 -1 are not Aoy-convertible. To see why, consider the term A((AM)[1] 1). It
is n-convertible to AM, but also

(Lambda) (Beta)

A((AM)[1] 1) AQAMIR(N)] 1) ML -id] - AM[L-1]

The terms AM and AM|[1 - 7] are not Aoy-convertible on open expressions, but they are on ground
expressions.

The above problem does not happen in A;. The extensional version of A.-calculus, i.e. Ag
with a 7-rule, is confluent on ground terms as shown in [54], and we conjecture that it is also on
semi-open expressions.

Both calculi Az and Ao share the same description of normal forms; so, the higher-order uni-
fication algorithm via explicit substitutions proposed in [25] can be expressed in Az with minor
modifications.
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Chapter 3

The System CC,

The goal of this chapter is to propose a calculus of explicit substitutions for dependent type theories.
In particular, we present the system CC, which is a formulation of the A-calculus in the calculus
of constructions. The choice of the Ag-calculus is motivated by the properties that we want to
preserve: type uniqueness, subject reduction, weak normalization and Church-Rosser, all of them
on semi-open expressions. As we have suggested in Chapter 1 and we will see in Chapter 4, these
properties are sufficient to raise our main goals: representation of proofs with place-holders and
incremental construction of proofs.

Type systems for calculi of explicit substitutions with open terms present two difficulties: the
typing of meta-variables and the typing of substitutions. The intended use of meta-variables in A-
calculus is to represent holes. As we have pointed out in Section 1.4.1, the soundness of the process
of filling holes is guaranteed by a commutation property between instantiation of meta-variables
and typing. In the simply-typed Ao-calculus this property holds when each meta-variable is typed
in a unique context by a unique type [25, 62].

On the other hand, a substitution being a list of terms in A4z, it seems natural to type an
explicit substitution by a list of types [1].

We follow the above approaches: to type meta-variables by a unique context and a unique type,
and to type substitutions by a list of types, to formulate three type extensions of Az: simple types,
dependent types (All;), and the calculus of constructions (CC.). The proof of the main properties
that we state in this chapter will be given in the Part 2 of this thesis.

3.1 Simple Types

The simply-typed extension of A. is strongly inspired in that of Ao [1]. However, we use a little
different notation for contexts (lists of types), and for application of substitutions.

Thus, contrary to the Ao-tradition, —but just like in usual mathematical notation— we denote
the application of a substitution S to a term M by [S]M (and not M][S]), the composition of
substitutions S and T by T o S (and not SoT), and the simultaneous substitutions by S - M (and
not M - S). In the same way, we use reversed lists to represents contexts. An advantage of this
notation will be evident when we introduce dependent types: just as in programming languages, a
variable can be used after its declaration.

o1
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(AaM N) — 1% NM (Beta)
[S](Aa M) — (15 0 8)-1]M  (Lambda)
[S](M N) —  ([S]M [S]N) (Application)
[T][S]| M — [ToS|M (Clos)
[S-M]1 — M (VarCons)
[1°]M — M (1d)
To(S-M) — (ToS)-[T|M (Map)
So10 — S (IdS)
(§-M)o1Suem) _, gon (ShiftCons)
Tm o TSuc(n) _ TSuc(m) ° Tn (ShlftShlft)
15ue(0) . q — 10 (Shift0)
pSuem) 171 — (ShiftS)

Figure 3.1: The rewrite system Az in Church Style

3.1.1 The Simply-Typed Version of A\,

We consider a simply-typed theory, where types are generated from a set of basic types a,b,... and
the arrow “—” type constructor.

Types A,B := a,b,... | A—>B

Typed terms in Az differ from untyped ones only in abstractions. In order to have a type
uniqueness property, we prefer a Church style notation where types of binder variables appear
explicitly in the syntax.

Terms M,N == 1|2As.M|(MN)|[S|M
Substitutions S, 77 == ("|S-M|ToS

The Az-calculus is modified according to this new syntax of abstractions as shown in Fig. 3.1.
Moreover, it is not difficult to see that properties of Section 2.3 are preserved.

In typed A-calculus, free variables are declared in structures called contexrts. Typing assertions
depend on contexts. In A-calculus with de Bruijn’s indices, contexts are just lists of types where
the i-th element is the type of the i-th free variable. Contexts are defined inductively as follows:

Contexts I' == il |Il.A

Typing assertions have one of the following forms:

o ' M: A, the term M has type A in the context I.
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e ' S A, the substitution S has type A in the context T.

The typing rules of the simply-typed version of A, are:
IA+-M:B

TAFT 4V TF A 0 ASB AP
DEM:A=B TEN:A, o TESeA AFM:A g
CF(MN):B PP TF[S]M: A
TH1"p A .
Shift
rrer @ A e 5 (Shift)

'S A A’I—TDA(Com) '-SbA TFM:A
TFSoTb>A p TFS-Mo>AA

(Cons)

In the same way as in Ao (c.f [25]), each meta-variable is typed in a unique context by a unique

type:
Ty F X Ay (Metax)
Example 3.1 In the following example we take the index 2 as a notation for [TS“C(O)]L

1. This is a typing derivation of nil. A+ Ap.(X 2) : B—C.

Id
nill AF 1% > nil A )
. Suc(O) . (Shlft) —F T a3 A (Var)
(Metax) nil.A.BF 1T > nil. A nillAF1: A (Clos)
nl.A.BFX:A-C X nmlABF2: A (Appl)

nml A BF(X2):C

WlAF g (X 2) : B=C APs)

2. The term (A4.X X) is not well-typed in any context. Notice that in the following derivation:

TAFX:A
TFAX:ADA TFX:A
TF(\1X X): AoA

(Abs)
(Appl)

the meta-variable X would be typed in two different contexts I'.A and T.
3. Let X be a meta-variable such that '+ X : A. We have the valid typing judgment:
' (Ag.Ap2 X): B—A (3.1)

We get by A\g-reduction:

(Beta

(Aa.Ap2 X) 4)> [TO - X](AB.2) ’\_L*, )\B-[TS“C(O)]X

Also, we can verify that
L Ap. 15X : B-A (3.2)
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In the simply-typed version of Az, just as in that of Ao, instantiation of meta-variables and
typing commute. This commutation property guarantees the soundness of instantiation of meta-
variables in the unification algorithm [25, 26, 55|, and in refinement steps of incomplete proofs
[62, 68].

If z is an arbitrary expression, i.e. x is a term or a substitution, X is a meta-variable, and
N a term, then z{X/N} is a notation for the term z in which all the occurrences of X has been
replaced by N, without taking care of possible captures of free variables. Formally,

Definition 3.2 (Instantiation) An instantiation is a pair of terms (X, N), denoted by {X/N},
where X 1s a meta-variable and N is an arbitrary term.

The application of an instantiation {X/N} to an expression z, denoted by x{X/N} is inductively
defined on x as follows:

1{X/N} 1

([SIM){X/N} = [S{X/N}M{X/N}
O M){X/N} = A M{X/N}

(My My){X/N} = (Mi{X/N} My{X/N})

X{X/N} =N
Y{X/N} =Y fX#Y
14X/ N} = 1"

(T'o $){X/N} = T{X/N}oS{X/N}
(5-M{X/N} = S{X/N}- M{X/N}

Lemma 3.3 (Instantiation Soundness) Let X be a meta-variable and N a term such that

'xFN: Ax,
1. of AFM:B, then A M{X/N} : B, and
2. if AFS> A/ then A+ S{X/N} > A’
Proof. By induction on typing derivation. O

The next property justifies the use of Az to build proof-terms in Aggs.
Definition 3.4 A term M in Az is said to be pure if M is a L-normal form of a ground term.

Pure terms in Az are isomorphic to terms in A4z by taking 1 =1 and [TS”C(")]I =n+ 1. Thus,
for the sake of simplicity, we identify pure terms in Az with terms in A4g.
We recall the simply-typed version of Agg.

I'tygn:B
TaAr 14 (Var) TAF, 1.8 (Vernt)
T Aby M:B Thyw M:A—B TrHLaN:A
(Abs) [T M N): B (Appl)

I'byg Au.M: A—B

Theorem 3.5 (Typing Soundness with Respect to \;z) Let M be a pure term in Ag,
I'M: A if and only of I Fag M : A.

Proof. First, we show by induction on n that ' m n : A if and only if ' k45 n : A. The other cases
are proved by induction on typing derivation. O
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3.1.2 Properties

The simply-typed version of the A,-calculus enjoys almost the same properties as the simply-typed
A-calculus, e.g. type uniqueness, subject reduction, weak normalization and confluence, but not
strong normalization.

The following lemma simplifies the proofs to come.

Lemma 3.6 (Inversion)
1. If THM: A, then

e if M =1, then T =T".4;
e if M = X (a meta-variable), then T =T'x and A = Ax;
o if M =Xy M', then T.A'- M': B and A= A'—B’;
e f M =(M'N'"), thenT+M':B—A and T+ N': B, and
e if M =[T|M', then THT v A" and A"+ M': A.
2. I TFSb A, then
e if S=1% then T = A, and
o if S =15 then T =T".4" and "+ 1" > A, and
o if S=T-M' then T’ FM : A, TFTv> A" and A = A" A, and
¢ if S=ToS then TFTo A, A'F S b A,

Proof. Note that the typing system is syntax directed, i.e. there is one rule for each constructor of
terms and substitutions. |

Lemma 3.7 (Type Uniqueness)
1. f TEFM:Ay and ' M : Ay, then A; = As, and

2. ’Lf Fl‘SDAl and F"SDAQ, thenAlez.
Proof. By simultaneous structural induction on M and S. O

Example 3.1(3) suggests that typing is preserved under Az-reductions. This property is known
as subject reduction. In order to prove the subject reduction property, we prove that each Ag-rewrite

rule preserves typing.
Lemma 3.8 The A\;-rewrite system preserves typing.

Proof. We verify the property for each rewrite rule.

e (Beta). Let T' - (Ag.M N) : A, we show I'  [1°- N]M : A. We have the following
hypotheses:

1. (a) T F Ap.M : B—A and (b) ' F N : B, by Lemma 3.6 applied to hypothesis I' I-
(AB-M N): A.
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2. 'BF M : A, by Lemma 3.6 applied to (1-a).
3. TF1%s T, by (Id).
4. TF1°. No>T.B, by (Cons) applied to (1-b) and (3).

We conclude with (Clos) applied to (2) and (4) that T F [1°. N]M : A.

e (Lambda). Let I [S](Ag.M) : A, we show I' - Ag.[(15%D) 0 8).1]M : A. We have the
following hypotheses:

1.(a) °F S> A and (b) A+ Ag.M : A by Lemma 3.6 applied to hypothesis I' F
[S](Ag.M) : A.

(a) ABF M : A" and (b) A= B—A', by Lemma 3.6 applied to (1-b).

T+ 195 T, by (Id).

[.B+ 154 & T by (Shift) applied to (3).

B+ 1: B, by (Var).

.BF 154 0§ A, by (Comp) applied to (1-a) and (4).

I.BF (1% 6 ). 1> A.B, by (Cons) applied to (5) and (6).

[.BF (1549 6 8) . 1]M : A’, by (Clos) applied to (2-a) and (7).

0 J O Ut =W N

We conclude with (Abs) applied to (8) that I' - Ag.[(15%(®) 0 §) - 1]M : B—A'.

e The other cases are similar.

Theorem 3.9 (Subject Reduction) Let z and y be such that x e, Y,
e ifrisatermand 'z : A, thenT'Fy: A, and

o if x 1s a substitution and Tz > A, then T' -y > A.

. . . A o
Proof. We show that typing is preserved for one-step reductions (i.e. N ), and then it is also for

*

the reflexive and transitive closure (i.e. el ). Let z e, y be a one-step reduction, we proceed
by induction on the depth of the redex reduced in x. At the initial case x is reduced at the top
level. In this case we conclude with Lemma 3.8. At the induction step we resolve with Lemma 3.6
and induction hypothesis. O

Strong normalization on typed terms does not hold for A;. Nevertheless, in Section 7.1 we show
that the simply-typed version of A, is weakly normalizing.

3.2 Dependent Types and the Calculus of Constructions

The Dependent Type theory presented in [41], namely AIl, extends the Curry-Howard isomorphism
to universal quantifiers. In this theory, the concepts of terms and types are identified, but terms are
stratified in several levels called sorts. In order to represent sorts, the constants of terms Type and
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Kind' are added to the syntax. The arrow type is generalized by a new binding structure called
product. The extension of AII with polymorphism and constructions of types is called the Calculus
of Constructions [14, 15].

Well-formed contexts and terms in the A g-calculus with products are defined by the following

grammar:
Contexts T nil | T.M

Terms M,N == Kind| Type|n|Ip.N | Apy.N | (M N)

A term of the form II;;.N is called a product type, and it is a binding structure.

In contrast to the simply-typed case, in a A-calculus with products, terms and types are in the
same syntactical category. The stratification of terms by means of the sorts is necessary to avoid
circular typing judgments as “Type : Type”, which leads to the Girard’s paradox. So, the term
Kind is used as the valid type of the term Type.

The relation —'H> is defined as the contextual closure of the rule
()\'M.M N) — M{1:= N}

Since types may depend on terms, when a substitution —or an updating operation of indices—
is distributed into a term, all its subterms may be affected by the substitution, including the type
of the bound variables in abstractions and products. Thus, we generalize the functions {n := N}
and 7' defined in Section 2.1.1 in the following way:

(M M"Y{n:=N} = (M{n:=N} M'{n:=N})

()\MM,){TL = N} = )\M{m:N}.MI{TH-l = N}

(Iar-M"){n := N} = Ilppn.=ny-M'{n+1:= N}
m—1 ifm>n

m{n := N} = M) ifm=n
m iftm<n
and
(M N) = (r(M) 77(N))

(
'(AM-N) = Arnan)- i (N)
m+nifm >
( m ifm <1
We use M—N as an abbreviation for II;;.73 (N). In a A-calculus with names, M—N is an
abbreviation for Ilz:M.N where x does not appear free in N.
As we have said in Section 1.3, not any well-formed context is valid and so typing assertions for
contexts and terms are mutually dependent.
We consider typing assertions having one of the following forms:

e I, the context I is valid.

e ' M: N, the term M has type N in .

!These names are not standard, other couples of names used in the literature are: (Set,Type), (Prop, Type) and
(%, 0).
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We recall that terms are stratified by means of the sorts as follows:

1. if '+ M : Kind, then we say that M s a kind.

2. if T'H M : Type, then we say that M s a type.

3.if TFM:N and I' - N : Kind, then we say that M s a constructor.
4. if TH M : N and '+ N : Type, then we say that M s an object.

Notation: We use the lowercase letter s to range over the set of sorts { Kind, Type}.

Valid Contexts

I'byg M :s

m (Empty) w (Var—DeCl)

The M,z system, which is a formulation of AIl using de Bruijn’s indices, is defined by the
following typing rules:

Valid Terms

Fas T PFagg M : Type T M b4 N :s

I' k4 Type : Kind (Type) TF, N s (Prod)

D.Mbgg1:75(M)

Fag I'M Thgn: N
I.Mbgn+1:75(N)

(Varny1)

(Vary)

Lhgn M: My My Than N:M ()
T Fa (M N): My{1:= N}

Phgs My Type T'"Mibgg My N Tl N:s

T Fan Anr My : I N (Abs)

Fl—dBM:Ml F"dBMzis M1 =M\gg M2

TF., M: 1, (Conv)

The system CCyg, which is a formulation of the Calculus of Constructions with de Bruijn’s
indices, is obtained by replacing the rule (Prod) and (Abs) of ALz by

I''MbEs, N s
F |_dB HM.N > S

PMybagg My : N Tl pn .N:s
I'Fap Ang, My : 3y, N

(Prod) (Abs)

The major difference between the versions of the systems presented in Section 1.3 —based on
names— with those presented here —based on de Bruijn’s notation—, are the updating operation
of the indices. For instance, in the premise of (Var;) the indices of M are relative to I', but in the
conclusion, the index 1 is typed in the context I'.M, thus the indices representing free variables in
M must be shifted by one.
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Now, we describe a typed version of the Ag-calculus with dependent types, polymorphism and
constructions of types. Extensions to the simply-typed version of Ao lead to unexpected problems.
First, it is well-known that the simply-typed Ao-calculus does not enjoy the same properties as the
simply-typed A-calculus. For instance, as we have said in Section 2.1.2, Ao does not preserve strong
normalization. Thus, we cannot expect to have this property in more complex type theories based
on Ao. Furthermore, in dependent type theories —as AIl or the Calculus of Constructions— the
notions of well-typed expressions with meta-variables and well-typed substitutions are not simple
due to mutual dependences between types and terms.

3.2.1 Typing of Meta-variables

As we have explained, in order to deal with renaming issues, we use a calculus based on the de
Bruijn indices notation. In this way, variables are declared by means of a list of types where the
i-th element is the type of the i-th free variable.

On the other hand, since the instantiation of meta-variables does not take care of renaming
problems, we prefer a context with names, called signature, to declare meta-variables. A meta-
variable declaration has the form X:pM, where I' and M are, respectively, a context and a type
associated to the meta-variable X.

Definition 3.10 (Contexts and Signatures) Well formed contexts and signatures are defined
by the follownng grammar:

Contexts I' == nil|T.M
Signatures ¥ = ni|X. X:pM

We consider typing assertions having one of the following forms:

e 3 :. T, the context I' is valid in the signature 3.

e >::I' M : N, the term M has type N in X:-T.

e Y::I'F S A, the substitution S has as type the context A in X :-T.

In dependent type theories, meta-variables may appear in types and in contexts. Hence, we
need scoping rules for meta-variables and variables.

e In the typing assertion F 3. X:p M. ¥y:- A, the context I' and the term M can use all the
meta-variables declared in X1, the indices in M are relative to I', and the context A can use
all the meta-variables declared in the signature 3. X:p M. 3.

e In the typing assertions X:: ' M : N and X:-T'F S > A, the terms M, N, the substituion
S and the context A can use all the meta-variables declared in ¥, and the indices in M, N
and S are relative to I'.

Notation: Weuse X, F ', ' M : N, and ' H S > A as notations for - X: - nil, - nil:-T,
ml:T'FM:N,and nil::T' - S > A, respectively.
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3.2.2 Typing of Substitutions

Now we address the question about typing of substitutions in dependent type theories.
Let us consider the following example due to Geuvers and Bloo [34]. Take the context?

I' = nal. nat: Type. T:nat— Type. z:nat
We verify in Allyp (and in CCyp) that
T+ Aznat A\f:((T z)—nat) A\y:(T z).(f y) : Hznat.((T )—nat)— (T z).nat) (3.3)

and that
'k z:nat (3.4)

Thus, applying (Appl) to Eq. 3.3 and Eq. 3.4 we get

I'F (Az:natA\f:((T z)—nat).A\y:(T z).(f y) z) : (T z)—nat)—((T z)—nat) (3.5)
Assume that we reduce the outermost redex by using an explicit substitution calculus, i.e

(Beta)

(Az:nat A\f:((T z)—nat)  \y:(T z).(f y) 2) [z := z|(Af:((T z)—nat)  y:(T x).(f y))

When we go trough the first abstraction and distribute the substitution, but without crossing
the second abstraction, we get

[z := 2z](Af:((T z)—nat) \y:(T z).(f y)) — Af:((T z)—nat).[z = z- f = fl(Ay:(T z).(f y))

According to the rule (Abs) we must type the term [z :=z- f:= f](Ay:(T z).(f y)) in the
context I. f:(T z)—nat. In order to type this term, we consider the typing rules for closures and
simultaneous substitutions for the simply-typed version of A:

TFSeA AFM:A
TF[S|M: A

'S A THFM:A
'ES-M>AA

(Clos) (Cons)

Thus, we must first type the substitution [z := z - f := f] in the context I'. f:(T z)—nat, i.e.
Pkz:=z-f:= f]>I.zmat. f:(T z)—nat

and then to type Ay:(T z).(f y) in the obtained context I'. z:nat. f:(T z)—nat. However, this term
is ill-typed since y has type (T z), f has type (T z)—nat and (T z) is not convertible to (T z).

Of course the dependent-typed versions of rules (Clos) and (Cons) must take into account that
types and terms are mutually dependent. If we analyze the rule (Appl) in Section 3.2, we can see
that a more appropriate typing rule for closures in a dependent type theory has the form

TFS>A AFM:N
T F [S]M : [S]N

(TI-Clos)

This is because when the substitution S modifies the term M, it modifies its type too.

2For readability, when discussing examples we use named variables and not de Bruijn’s indices. Nevertheless, our
formal development uses a de Bruijn nameless notation of variables.
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The above example also shows that in order to have a correct typing of the term
[z =z f:= flOw:(T 2)(f y))
in the context I'. f:(T z)—nat, the expected typing judgment for substitution [z :=z- f := f] is
. f(T z)—nat b [z :=z- f := f] > . z:nat. f:(T z)—nat

i.e. the type declared for f must be the type before the application of the substitution [z := z].
We could imagine a typing rule of the form

'FS>A THFM:N
'S -MbvA.[STN

(II-Cons’)

where S™1 denotes the “inversion” of S, but since it is not always possible to invert a substitution,
we prefer the following presentation of the rule:

I'FS>A THM:[S|N
TFS-MoAN

(II-Cons”)

However note that when we use the rule (II-Cons”) in a bottom-up manner, e.g. in type
inference algorithms, the type that is given to M, by the inductive application of the procedure,
is [S]N (up to conversion). To find A.N, which is the type of S - M, it is necessary to use a
higher-order unification procedure!

Another drawback of (II-Cons”) is that it is not sound with respect to the usual typing prop-
erties. In particular, a substitution can be typed with two contexts that are not convertible, i.e.
types are not unique modulo conversion. For example consider the context:

I’ = nil. nat: Type. T:nat— Type. l:(IIn:nat.(T n)). 0:nat

and the valid typing judgment
C'F(0):[n:=0)(Tn) (3.6)

Since [n := 0](T n) is convertible to [n := 0](T 0), we also have:
TF(10):[n:=0)(T0) (3.7)
Using (II-Cons”) with T F [ := 0] > T'. n:nat and 3.6, we get
Tk [n:=0-y:=(0)]>T. n:nat. y:(T 0)
and with T F [n := 0] > . n:nat and 3.7:
Tk [n:=0-y:=(@0)]>T. nnat. y:(T n)

Clearly, (T 0) and (T n) are not convertible.

To solve these problems, we use type annotations in substitutions, in a similar way as in the
Church style of A-calculus —as opposed to Curry style— binder variables in abstractions are an-
notated. The final version of (II-Cons) has the form

I'FSeA TFM:[S|N
TFS-MyboAN

(II-Cons)
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(App.M N) — [ Ny M (Beta)
[S](An-N) — N [(15"4D 0 8) - 1,4]N  (Lambda)
[S](Tpr.N) — Mg (194 0 8) - 1.y]N  (Pi)

[S](M N) —  ([S]M [S]N) (Application)
[T][S]| M — [ToSIM (Clos)
[S-M.n]1 — M (VarCons)
(1M — M (Id)
To(S-Mny) — (T'oS)- [T]M:N (Map)
So10 — 8 (1dS)
(S-M.y)o15uwe®) _— Soqm (ShiftCons)
1o TSuc(n) N TSuc(m) o™ (ShlftShlft)
15uel0) .15, — 10 (Shift0)
e 11, — " (ShiftS)

[S] Type —  Type (Type)

Figure 3.2: The Asp-rewrite system

The annotations in substitutions act as reminders of types, and they are introduced and maintained
by the calculus of substitutions.

A different way proposed by Bloo in [8] is to introduce substitutions in context, and to give
typing rules to deal with these extended contexts. This solution is similar to type systems with
definitions [86, 9], where closures are typeable but substitutions are not considered as typeable
objects.

We propose a type system where substitutions are first-class typeable expressions. We think
that this feature is suitable in a A-calculus with meta-variables. Before presenting the formal
definition of the system with dependent types and explicit substitutions, we give some technical
details about the calculus of substitutions with annotations. In Example 3.16 of Section 3.3 we
redo completely the example developed at the beginning of this section by using type annotations.

3.2.3 A Calculus of Pre-Expressions

The set of well-formed expressions in Azy is defined by the following grammar:

Naturals n = 0| Suc(n)
Pre-terms M,N == Kind| Type|1|Ip.N | Apr.N | (M N) | [S|M
Pre-substitutions S, 77 == 1"|S-My|ToS

The Asy-calculus is given by the rewrite system of Fig. 3.2.

Semi-open expressions in Azyy are called pre-expressions to emphasize the fact that they contain
type annotations in substitutions, but they are not necessarily well-typed expressions.

The Ly-calculus is obtained by dropping (Beta) from A 1.
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Proposition 3.11 (Termination of L1) The Li-calculus is terminating.

Proof. The proof we present here is entirely due to H. Zantema [93], and it follows closely the proof
of Lemma 2.36 in the previous chapter.
Termination of Ly follows from termination of this one-sorted rewrite system:

So(Am-N) — Agju-(((Suc(0) 0 S) - Suc(0).,,) o N)
S o (Tpr-N) — gpr-(((Suc(0) 0 S) - Suc(0).5,) o N)
So(M N)— (SoM SoN)

To(SoM)— (ToS)oM

(S M.y)o Suc(0) — M

0o M — M

To(S-Mpy)— (ToS)-(ToM).y

So0— S

(S-M.y)oSuc(n) — Son

m o Suc(n) — Suc(m)on

Suc(0) - Suc(0).,, — 0

Suc(n) - (n o Suc(0)).,, — n

[S] Type — Type

For Ly the quasi-model is defined on the positive natural as follows:

[Type] =1

[o] =1
[Suc(n)] = [n]
[fIxr.N] = [M] + [N]
[Ar-N] = [M] + [N]
[(M N)] = [M]+[N]
[T oS] = [T] x [95]

[S-M.n] = max([S],[M])

In the same way as in Lemma 2.36, we verify that it is a quasi-model, and thus, according to
Zantema’s Theorem [92], it suffices to prove termination of the following infinite rewriting system:

S 0unessy) V) — Aot -(((Suc(0) 01 ) - Suc(0) 57) 02y V)
S 0rx(aty) T -N) — Ilso, . mr-(((Suc(0) 0, ) - Suc(0). ;) 0z2xy N)
S omtatyy (M N) — (S 0mrs M) ( 0y N)

T Ozxyxz (S Oyxz M) I (T Ozxy S) Orxyxx M

(S : MZN) Omax(y,) Suc(O) — M

T Oz xmax(y,z) (S : M:N) I (T Ozxy S) : (T Ozxzx M):N

Qo M — M

So,0— S

(S - M:N) omax(y,z)xz Suc(n) — Soyx,n

M Oyxz Suc(n) — Suc(m) oyxz n

Suc(0) - Suc(0).;y — 0

Suc(n) - (n oy Suc(0)).y — n

S oy Type — Type

T O; S—T Oj S
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for all strict positive naturals z, y, 2z, ¢ and j, with ¢+ > j. Termination of this labeled system is
proved by a recursive path order where o; > o; for < > j, o; is bigger than any other symbol, and
0; has a right-left lexicographic status.

Hence, Ly is terminating. ad

Corollary 3.12 Ly-normal forms always exist.

Annotated substitutions raise a technical problem. The Azp-calculus is not confluent on pre-
expressions. The problem exists even if we only consider local confluence on ground terms. In fact,
the following critical pair is not joinable in the general case, e.g. assume N and N’ to be different
ground Agp-normal forms:

(S Myr)o (150 . 1 5)

(ShiftO;Idfy \\(li/lap;VarCOM;ShiftCons;IdS)

S M.y S M.y

The same problem of non-confluence on pre-expressions arises in Ao with annotated substitu-
tions, and in Aoy when the lift operator is annotated with typing information.

This problem is similar to that pointed out by Nederpelt for the A-calculus extended with the
n-rule. In that case, the confluence property holds on terms without type annotations (A-calculus
in Curry style), but does not on pre-terms (A-calculus in Church style). Geuvers proposes in [32] a
method to prove confluence for Bn-reduction on typed A-terms written in Church style. Geuvers’
technique is based on confluence of the calculus without type annotations (i.e. in Curry style), and
in a positive formulation of the Nederpelt’s counter-example.

In Chapter 5 we show how to adapt Geuvers’ technique to the A.p-calculus.

3.3 The Systems AlI; and CC,

We present two dependent-typed versions of Agp: the system AIl; which is a formulation of AII
[41], and the system CC, which is a formulation of the Calculus of Constructions [14, 15]. These
systems support explicit substitutions and typed meta-variables.

We recall that well-formed contexts and signatures are defined by the following grammar:

Contexts ' == nil|[.M
Signatures ¥ = il |X. X:pM
and typing assertions have one of the following forms:
e | 3:-nil, the signature 3 is valid.
o X :-I', the context I' is valid in the signature 3.
e >::I'F M : N, the term M has type N in X:-I.

e Y::I'F S A, the substitution S has as type the context A in X :-T.

Notation:
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e Weuse - X, FT, ' M : N,and I' - S » A as notations for - X:-nil, - nil:T,
nil::THM:N,and nal:-T'+ S A, respectively.

e We use the lowercase letter s to range over the set of sorts { Kind, Type}.

e The expression “X € ¥” means that the meta-variable X is not declared in ¥, i.e. there is
no context I' and term M such that X:pM € 3.

Typing rules for signatures, contexts, terms and substitutions are all mutually dependent. We
first give the rules to valid signatures and contexts.

Valid Signatures and Contexts

Y:I'FM:
il - nil (Empty) TFMS (Var-Decl)
FFEZS' E{ F);((zidz (Metavar-Decl; ) x:l :: éVIXS F]é( ¢ X (Metavar-Decly)

Definition 3.13 The system M. is defined by the following deductions rules:

Valid Terms

Y. YXo.I'FM: Type X::I'M&FN:s
Y:-I'F Type : Kind (Type) YeI'F1Iy.N:s (Prod)
:I'FS>r A X:AFM: Kind FX.TM

(Clos-Kind) Var)

ST F [S]M : Kind SeT.ME1: 15O M (

Y:eIEM: Uy, My X::THEN: M (Appl)
SoTF (M N):[1° N, | Mo PP

Y I'ES>bA Y:AFM:N Z:-AI—N:S(CIOS)
Y:TFI[S]M : [S|N

FY::T' X:AaMeX¥ A
YoI'FX: M

=acn T (Metavar)

Yo' M : Type X:T.MiFMy: N E:-FI—HMI.N:S(AbS)
Yo T'F Apg, My 2 pg N

S:TEM:M, S:TkMy:s M =y, M
STTEN e (Com)
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Valid Substitutions

DL N FY«T.M Y:TH1"pA
YL F1pT Y DM F 159%™ A

(Shift)

Y:TESr A AT A
X:rI'FSoTpr A

(Comp)

Y:T'ESpA Y:THEM:[SIN Y:AFN: Type
SeTFS Myo AN

(Cons)

AI

.. .. I =
Y:TESp A FEX:A A=y (Conv-Subs)

YT HSp A

Now, we extend the system AIl; with polymorphism and constructions of types.

Definition 3.14 The system CC is defined by the same deduction rules as Nl except for (Prod),
(Abs) and (Cons) which are re-defined as follows:

YI'MEN:s
Y:IF1Ipy.N:s

(Prod)

YeI'MiEFMy: N ¥:T'FIp N:s
Yo I'F Ay My 2 Hpp N

(Abs)

Y:THES>rA Y:THEM:[SIN ¥:AFEN:s
T

STFS Mybo AN (Cons)

Remark 3.15 Since there 1s no typing rule for Kind, for any signature and context the term Kind
1s not typeable, and so Kind does not occur as sub-term of a well-typed expression.

Note that CC, and AII,; are both defined on the same calculus: the A p-calculus. In other
words, expressions in CC, and All; share the same abstract syntax.

Example 3.16 Let I' = nil. nat: Type. T:nat— Type. z:nat, we verify in Allz and CCg that
I'F (Az:natA\f:((T z)—nat)  y:(T z).(f y) z) : (T z)—nat)—((T z)—nat) (3.8)

Reducing the (Beta)-redex and distributing the substitution inside the abstraction, we get

(Azznat A\f:((T xz)—nat). Ay:(T z).(f y) ) (Bita)
102 1= 2nald \f2((T 2)=mat) (T 2).(f ) e

)‘f((T z)ﬁnat)_[TSuc(O) T = Zipatc = f:(T z)—mat]()‘y:(T :E)(f y))

According to the rule (Abs), the term [15%¢0) .z := 2,4 - f := fr 2)yonatl(Ay:(T z).(f y)) must
be typed in the context T'. f:(T z)—mnat. We remark that the type annotation for f in the substitution
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corresponds to the type of f before the distribution of the substitution inside the abstraction (see
the rule (Lambda) in Fig. 3.2).

We have also
L. f«(T z)—nat - [15%0) . g = 20 - f == fr 2)—nat] > L. znat. f(T z)—nat (3.9)

Note that the typing rules for substitutions install the rTight context of variables. For example
the variable declaration f : (T z)—nat has been replaced by f : (T x)—nat in the context where
Ay: (T z).(f y) will be typed.

Finally we verify

[. z:nat. f:(T z)—nat b Ay:(T z).(f y) : (T z)—nat (3.10)
hence, by the rule (Clos):

I. f(T z)—nat - [TSuc(O) T = 2t - f = fyr 3,3)_%(“5]()\:11:(T z).(fy)): (T z)—nat (3.11)

and by the rule (Abs):

T (T 2)—nat).[1590) 2= zinar - o= For gy onatl Q2 (T 2).(f 9)) :
(T z)—nat)—((T z)—nat)

The above example is due to Geuvers and Bloo [34], and it happens to be a counter-example
for subject reduction in calculi of explicit substitutions with dependent types where substitutions
do not keep track of typing information. The use of annotated substitutions in Az preserves the
right type when a substitution goes through an abstraction or a product. In fact, as we will show,
subject reduction holds in both systems All; and CCg.

In contrast to the simply-typed version of Az, in CC, and AIl; the meta-variables can occur in
contexts and signatures. Thus, we extend the notation z{X/M} (where x is an arbitrary term or
substitution) to contexts and signatures, i.e. ['{X/M} and 3{X/M}, in the obvious way.

Definition 3.17 (Instantiation)

nil{X/ M} = nil

(5. Y: oN{X/M} = S{X/M}. Y:rpx)an N{X/ M}

(T.N){X/ M} = T{X/M}.N{X/M}

z{X/ M} =z ifx € {Kind, Type} orxa=1o0rxz=1"

([S]M){X/ M}
(Aar-N){X/ M}
(Iar. N){X/ M}

[S{X/ M} M{X/ M}
Aargx) my-NAX/ M}
Mpryx) ay-N{X/ M}

(M N{X/M} = (M{X/M} N{X/M})
X{X/M} =M

Y{X/M} =Y ifX#Y
(ToSY{X/M} = T{X/M}oS{X/M}

(§-MyH{X/M} = S{X/M}- M{X/M}:N{X/M}

The following lemma states the conditions that guarantee the soundness of instantiation of
meta-variables in CC, and All..
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Lemma 3.18 (Instantiation Soundness) Let M be a term such that ¥':-T'F M : My, and ¥ a
signature having the form X' X:r M. ¥,

1. if F XA, then X' X"{X/ M} :- A{X/ M},
9. if oAb M : My, then Y. S"{X/M} - A{X/M} - M'{X/M} : Mo{X/ M}, and
3. if DAk 8> Al then X' XX/ M} - A{X/ M} F S{X/M} v A'{X/M}.
Proof. By induction on typing derivation. O
Next property justifies the use of CC. (resp. Allz) to build proof-terms in CCyp (resp. Allgg).

Definition 3.19 A term M in Az 4s pure if M 1s a Ly-normal form of a ground term. A context
T" 2s pure if it is composed only of pure terms.

Pure terms in Agp are isomorphic to terms in A4g (with products and sorts) by taking 1 = 1
and [TS"C(")]I = n + 1. Thus, for the sake of simplicity, we identify pure terms in Ay with terms
mn Ags.

Theorem 3.20 (Typing Soundness with Respect to \iz) Let M, N be pure terms in Acn
and T' a pure context, T b M : N in CC (resp. Alz) if and only if T' bag M : N in CCyup
(resp. Mlig).

Proof. First, we show by induction on n that I' F n : N in CC. (resp. All.) if and only if
IFhFggn: N in CCgyp (resp. Allyg). The other cases are proved by induction on typing derivation.
O

We will show in Part 2 that CC, enjoys the following properties (see [69] for a discussion about
the proofs of the system AlI.):

Proposition (Sort Soundness)
1. If ¥::TF M : N, then either N = Kind, or X:-T' N : s, and
2.4f X::I'F S A, then FX:- A,

Proposition (Type Uniqueness) Let I'; and 'y be such that T'y T,

=Acm

1. of X:T1F M : Ny and X:-T9 - M : Ny, then Ny Ny, and

=cn
2.4f XTI S Ay and X:-Ta =85> Ay, then Ay =), As.
Proposition (Subject Reduction) If = Aen y, then
1. ifx is a term and X :-I'Fx: N, then X::T'Fy: N, and
2. if x 15 a substitution and X T F x> A, then X::T'Fyp> A,

Proposition (Typing Soundness)
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1. If Y2TFM:N,X::T'FM: N and M
terms to convert M and M', and

=x.q M', then there exists a path of well-typed

2.4 L:T'ESp> A X:TFS > AandS =y, S, then there exists a path of well-typed

substitutions to convert S and S'.

In contrast to AII and the Calculus of Constructions, the systems Al and CC, do not pre-
serve strong normalization. In fact, the counter-example of the simply-typed version of A, can be
reproduced in the dependent-typed versions of A.yj. Nevertheless, we prove in Chapter 7 the weak
normalization property of AIl; and CCr.

Proposition (Weak Normalization)

1. If ¥::TFM : N, then M s weakly normalizing, and
2. 4f X::I'F S A, then S is weakly normalizing.

Therefore, M and S have at least one Azy-normal form.

Proposition (Church-Rosser) Let and y be such that T =x.; Y. Then, x and y are Acn-

A Ar
joinable, i.e. there exists w such that == w and y == w, if
1. xwsaterm, X::I'1Fx: Ny and X:-T'9 Fy: Ny, or

2. x 1s a substitution, X:-I'1 x> Ay, X9y Ay and Ay Ag.

—Acno

3.3.1 The Case of (SCons) in Ao

When we consider annotated substitutions, the system Ao may lose the subject reduction property
in a dependent type theory due to the non left-linear rule (SCons).
Take the context

I’ = nil. nat: Type. T:nat— Type. l:(IIn:nat.(T n)). 0:nat. m:(T 0)—nat

and the substitution
S =(x:=0mat -y :=(10),p 0))
We verify that the following typing judgments are valid:

L'+ Se . zmat. y:(T 0) (3.12)

L (So1):[SIL g4 > T znat. y:(T =) (3.13)

But also,
(SCons)

(So1)-[SILr )

However, since (T 0) and (T z) are not convertible,
't/ ST znat. y:(T )

The problem here is not with the typing system but with the substitution calculus. Non-left-
linear rules —like (SCons)— are not only harmful for typing, but also they are usually responsible
of non-confluence problems [56]. This remark was our main motivation for developing the A.-

calculus. As we have seen, the As-calculus is a left-linear variant of Ao and it does not have the
rule (SCons).
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3.4 Related Works and Summary

Some type theories extended with explicit substitutions have been proposed: The Simple Type
Theory [1, 58, 25, 50, 18], the Second-Order Type Theory [1], the Martin L6f Type Theory [88],
the Calculus of Constructions [82] and Pure Type Systems [8]. Except for the simply-typed version
of Ao in [25], neither of them consider terms with meta-variables as first-class objects.

Sometimes, explicit substitutions are identified to the let-in constructor of functional ML-
style programming languages. Both mechanisms allow to have delayed applications of substitu-
tions to terms. For example, let = := 0 in Ay:A.x will be unfolded in Ay:A.0, in the same way
as [z := 0](Ay:A.x) reduces to Ay:A.0. In their simply-typed versions, explicit substitutions and
let-in constructors have similar behaviors. However, in dependent type systems the relationship
between both mechanisms is not immediate.

To illustrate that, let us take the typing rule for closures —explicit applications of substitutions
to terms— in a dependent type system:

ITFSeA AFM:N
T F [S]M : [S]N

(I1-Clos)

Consider the context:
I’ = nil. nat: Type. T:nat— Type. l:(IIn:nat.(T n)). 0:nat. m:(T 0)—nat

Using the above typing rule, the term [z := 0](m (I z)) is ill-typed. This is because the information
that the variable = will be substituted by 0 in the term (m (I )) is not taken into account by the
rule (II-Clos). Therefore, the type of (I z) is (T z), not (T 0) as expected by m. On the other
hand, the same term can be written using the let-in notation as let = := 0 in (m (I z)). This
term is well-typed because z has the value 0 in (m (I z)), and thus let z := 0 in (m (I z)) is typed
as if it was (m (1 0)). However, to unfold definitions before typing is not sufficient when we admit
meta-variables in A-terms since substitutions and meta-variables may appear in normal forms. In
this case we cannot escape to have a (II-Clos)’s like rule.

The approach we have taken is to consider explicit substitutions different from the let-in
mechanism. Explicit substitutions is a syntactic feature to allow substitutions to be part of the
formal language by means of special constructors and reduction rules. In this way, the term
[z :=0](m (I z)) is ill-typed, just as the term (Az:nat.(m (I z)) 0) is. The let-in structure
has a more complex behavior. It provides a mechanism for definitions in the language. Formal
presentations of type systems with definitions are given in [86, 9].

In this chapter we have proposed three type systems: simple types (Az), Dependent Types
(MIz), and the Calculus of Constructions (CCy), all of them with explicit substitutions and typed
meta-variables. These type systems enjoy the usual typing properties: type uniqueness, subject
reduction, weak normalization and confluence. Before discussing the proof of these properties, we
conclude the first part of this thesis with the main motivations of our calculus: applications to
incomplete proof representation and to proof synthesis.



Chapter 4

An Application to Proof Synthesis

4.1 Proof Synthesis

Automatic proof synthesis is at the basis of proof assistant systems. For the first order logic, and for
the higher-order logic, general complete methods for search of proof-trees are based on resolution
and unifications algorithms [84, 45].

In the proofs-as-terms paradigm, a method of proof synthesis is just a method to find a term of a
given type. Dowek shows in [23, 24] that resolution and unification can be merged, and generalized
to the type systems of the Barendregt’s cube, in a term enumeration algorithm.

Since the set of A-terms is enumerable, a complete method of proof synthesis in any constructive
logic where type-checking is decidable consists to enumerate all the terms, and for each one to check
if it has the right type. Of course this method is inpractical for implementations.

A smart enumeration of terms take typing information into account. For example, since well-
typed terms have normal forms, we can enumerate normal forms only. Also, terms can be built
incrementally according to their types.

The method we propose is strongly inspired by that of Proof Synthesis for the Cube of Type
Systems presented in [23, 24]. However, we use meta-variables to represent holes in terms, and
instantiation of meta-variables as the filling mechanism. In this way, terms can be build incre-
mentally. As we have said in Chapter 1, explicit substitutions are necessary to deal correctly with
typing and reduction requirements.

4.1.1 An Example with Simple Types

A possible proof-term of A—((A—B)—B) in the empty context has the form Az:A.\y:A—B.Y},
where Y] is an arbitrary term of type B in the context I' = nil. x: A. y:A— B. Now, we can proceed
recursively on Y;. A possible term of type B in I' has the form (y Y3), where Y3 is an arbitrary
term of type A in I'; for instance x.

In our formalism, the terms Y; and Y, are meta-variables, and to find a proof-term of

A—((A—B)—B)
is merely to find an instantiation of a meta-variable Y, such that

'Y :A—((A—B)—B)

71
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We verify that
Y{Y/Az:AAy:A—>B.Y1H{Y1/(y Yo)H{Y2/2z} = Ax:Ady:A—B.(y x)

is a ground term in normal form of the right type.

4.1.2 An Example with Dependent Types

Let T’ = nil. nat: Type. >:nat—(nat— Type). 0:nat. We search an instantiation for a meta-variable
Y such that
'Y : p:(ITh:nat.(h > 0)).(0 > 0)

A possible instantiation for Y has the form Ap:(ITh:nat.(h > 0)).Y;, where
I. p:(ITh:nat.(h > 0)) Y7 : (0 > 0)
We suspect that an instantiation for Y7 has the form (p Y3) where
[. p:(ITh:nat.(h > 0)) - Y5 : nat

However, we cannot instantiate Y] with (p Y3) because Y] has type (0 > 0), while (p Y3) has
type (Y3 > 0). In order to guarantee the soundness of the construction, we must solve the constraint
(0 >0) = (Y2 > 0). In this case, the constraint is satisfied if we instantiate Y3 with 0.

We verify that

Y{Y/Ap:(Th:nat.(h > 0)).Y1H{Y1/(p Ya2)}{Y>2/0} = Ap:(Ilh:nat.(h > 0)).(p 0)

is a ground term in normal form of the right type.

4.1.3 An Example with Polymorphism

Let T' = nil. nat: Type. 0:nat. pol:(I1t: Type.t). We search an instantiation for a meta-variable Y
such that
'Y :nat

A possible instantiation for Y is {Y/0}. However, since pol is a type constructor, we can built
another instantiation by instantiating Y with (pol Y1 Y3). In order to guarantee the soundness of
the construction we must satisfy the constraints Yy = Ily:Hy.K1, [y := Y., | K1 = nat, and

I'+Y:: Type
Fl‘Yz:Hl
'+ Hy: Type

I'.y:Hi + Ky : Type

We can instantiate H; with nat. The new problem has the constraints Y7 = Ily:nat.Kq,
[y = Y2:nat]K1 = nat, and
I'+Y:: Type

'Y, : nat
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T'. y:nat - Ky : Type
We can instantiate K7 with nat. The new problem has the constraints Y7 = Ily:nat.nat, and
I'+Y:: Type
'Y, : nat

Now, we can instantiate Y; with IIy:nat.nat to solve the first constraint. Finally, we can
instantiate Yy with 0.
We verify that

Y{Y/(pol Y1 Y2)H{Y1/Hy:nat.nat}{Y2/0} = (pol (Ily:nat.nat) 0)

is a ground term in normal form of type nat.
Notice that the arity of pol depends on its first argument. In fact, there are infinite ground
instantiations for Y with the form

k—times

—N—
{Y/(pol (Ily;y:nat..... Myg:nat.nat) 0 ... 0)}

The above examples show that a complete term enumeration algorithm for dependent types
must solve constraints of equivalence of terms, and in the case of polymorphism and constructions
of types, it must deal with terms of variable arity (this problem is usually called splitting [23]).

4.2 A Type System with Constraints

Definition 4.1 (Constraints and Constrained Signatures) A constraint is a triple (M, N,T),
denoted by M z% N, relating two terms M, N and one context I'. A constrained signature us a list
containing meta-variable declarations —just as in Def. 3.10— and constraint declarations. For-
mally, they are defined by the following grammar:

Constrained Signatures Y. == nil|X. X:vM |X.. M =% N

Definition 4.2 (Equivalence Modulo Constraints) Let ¥, be a constrained signature, we de-
fine the relation =y, as the smallest equivalence relation compatible with structure such that

o if M =., N, then M =5, N, and
. sz:i’, N e X, then M =x_ N.
Definition 4.3 The type system with constraints, namely CC,, is defined as CC, in Def. 3.1}

(Section 3.3), but we denote typing judgements by X.:-T'Fe M : N and X.:-T' . S > A, we replace
signatures by constrained signatures, we add the rule

Y.:TFM:N X.:T+HM:N
FeBe. M = M’

(Constraint)

and we replace the rule (Conv) by
YerI'EM M, Y.:TFMy:s M =s, M
YerI'EM : My

(Conv)
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Definition 4.4 We say that Y. is a valid constrained signature if it holds that . Y.

Lemma 4.5 If we denote the prefix relation of lists by <, then the following typing rules are
admissible in CC,.

Fe X, B.<X3

c c

FeSerA T <A
—(

s Undeclare-Var)

(Undeclare-Metavar)

Proof. By structural induction on A and Y. O

Notation: If ¥, is a constrained signature, we denote by (X.) ¢ the signature obtained by
dropping the constraints of X..

Lemma 4.6 Let X, be a valid constrained signature, and ¥ = (3.)”¢,

o 1. if FX:T, thent,.X.:-T,
2. 4f X:eI'FM : N, then X.:-T'F. M : N, and
3. if XoTHES> A, then X.::TFH. Sp A,

e and if X, does mot have constraints, i.e. ¥ = X,

1. if Foe X T, then X, :- T, then
2. 4f ¥e::T'F. M : N, then YX.:-T'F M : N, and
3. af Yo TS A, then Xo.:-T'FH S A

Proof. By simultaneous induction on typing derivations. O

Definition 4.7 (Normal Form of a Signature) Let ¥. be a constrained signature, the normal
form of X, denoted by (3.)|,,, 15 obtained by the application of the following rules:

XML X! 2 s X:p(M)|y,, XV if (B)"¢:+TFX: M and
M 1s not a As-normal form

EI

c

Y. M=} N.%! Qen s (M)]y,q =t N.ZI if (EL)=¢:-TF M : M' and

[
M 1is not a Agg-normal form

Y. M=, NI Qe sy M = (N)la - S0 if (SL)¢+TFN: M and
N s not a Acp-normal form

M =3 M.y A

c

1!
Y

Remark 4.8 The above definition is right since the Acn-normal forms of well-typed expressions in
CC¢ always exist and they are unique (for details see Theorem 7.62 and Corollary 8.3 in Chapter 7
and Chapter 8, respectively).

Lemma 4.9 Let Y. be a valid constrained signature,
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1. Fe Be:-T if and only if ¢ (Be)lyg T,

2. Be:T'E M 2 N if and only if (3:)]),; T Fe M : N, and

8. BeT'E S Aif and only of (Xc)ly, T Fe S A.
Proof. By simultaneous induction on typing derivation in CC,. O
Corollary 4.10 If . X, then ¢ (3c)ly -

We recall that an expression z is said to be ground if it has no occurrence of meta-variables.

Definition 4.11 (Failure Signature) Let X, be the normal form of a valid constrained signature,
we say that Y. is a failure signature f it contains a constraint relating two ground terms in Acp-
normal form which are not identical.

Lemma 4.12 Let ¥, be the normal form of a valid constrained signature such that Y. # nil and
Y. is not a failure signature. Then, . has the form 3. X:pN. X!

., Where

e X/ does not have constraints,
e FX. X:N, and
o N s a Agrp-normal form.

Proof. Since ¥, is not empty, then it has at least one element. Assume that the first element is a
constraint M :% M'. By hypothesis and Corollary 4.10, we have . X.. By Lemma 4.5, it happens
that F, nil. M Z?F M'. The last derivation of this judgment in CC. has the premises I" -, M : N’
and I' . M’ : N'. Since M, M', N' are well-typed in CC, without meta-variables, they are ground,
and by Lemma 4.6, it holds that ' = M : N' and I' F M’ : N’. Since 3. is a signature in normal
form, M and N’ are not identical. But this is not possible because Y. is not a failure context.
Therefore, the first element of 3. is not a constraint, and so, ¥, has the form /. X:pN. ¥/,
where Y, does not have constraints. By Lemma 4.5, we have -, ¥/. X: N, and thus, by Lemma 4.6,
F X, X:pN. Since X, is a signature in normal form, N is a Azy-normal form. a

Definition 4.13 (Rigid Terms) The set R} of atomic rigid terms of arity ¢ and header n, where
i,m > 0, 1s defined as follows:

RS {Kind, Type}
R = (mMy ... M;) wheren>1

A term M 1s rigid, denoted by M € R, if and only if M is an abstraction or M 1is a product,
or M € R} for some i,n > 0.

Definition 4.14 (Flexible Terms) The term M is said to be flexible of arity (i,m) and header
X, where i,n > 0 and X is a meta-variable, if and only if it has the form (M' M{ ... M) ) with
m >0, and

e ifi=0andn=0, then M' =X,
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e if i =0 and n = Suc(n'), then M' has the form [1"|X, and
e ifi >0, then M' has the form [1" - M;.y, - ... My ]X.
In this case we write M € f;’n).

Lemma 4.15 If X::T'F M : N and N is a Agi-normal form, then N has the form Iy, . ... Iy, .N',
where i > 0, and either N' € RY for some j,n > 0, or N' € ng’") for some j,n > 0 and meta-
variable X.

Proof. By the sort soundness property (Theorem 6.12 in Chapter 6), either N = Kind or X:-T'
N : 5. The case N = Kind is trivial because Kind € RJ. In the other case, we proceed by case
analysis on V. O

4.3 Graftings, Derivations and Solutions

As we have seen in Section 4.1.2 and Section 4.1.3, instantiation of meta-variables in dependent
type systems, may need the declaration of new meta-variables and constraints. Thus, we generalize
the instantiation mechanism in a grafting mechanism.

Definition 4.16 (Graftings) A grafting 0. is a triple (X, M,X.), denoted by {X/s. M}, where

X s a meta-variable, M 1s a term and Y. is a constrained signature.
Notation: If 8. = {X/x, M}, we denote by (6.) ¢ the instantiation {X/M}.

Definition 4.17 (Valid Graftings) Let X, be a valid constrained signature, we say that {X /s M}
1s a valid grafting of 3., if and only if

e the meta-variables declared in X, are not in ., and

e Y. has the form X.,. X:rN. X, where ¥.,.X.:-T'F. M : N.

Definition 4.18 Let 6. = {X/x; M} be a valid grafting of ¥, = X . X:rN. ¥,, the application
of 8. to X, denoted by X.0., is defined as:

Y. =, XL 2., {X/ M}
where ., {X/ M} is defined as in Def. 3.17 with the additional clause to deal with constraints:
(S N =3 NOX/M} = So{X/M). NIX/M} =)y N'X/ M)
Lemma 4.19 Let 0. be a valid grafting of a constrained signature ¥., and 6 = (6.) ¢,
o if Fo XTI, then . X.0.:-T0,
o if Xe::T'H. M : N, then ¥.0.::T60 ., M0 : N6, and

o if VoI, S A, then X.0.::T0 . S0 Af.
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Proof. By induction on typing derivations. We use Def. 4.17, Def. 4.18, and Lemma 3.18. O

Definition 4.20 (Sequential Graftings) Let X, be a valid constrained signature, we say that a
list ¥ of graftings is a sequential grafting of X, if and only if

e 1 is the empty list, or
e ) = 0.7, where 0. is a valid grafting of X, and ' is a sequential grafting of X.0..

The application of a sequential grafting 1 to Y., denoted by X .1, consists in the sequential
application of graftings in 1 to X.. It is inductively defined as follows:

_ Y if 1 1s the empty list
E”"{(EJJW if = 6.,

The application of a sequential grafting 1 to a context I' and to an expression x, denoted by I'y
and xv) respectively, is defined as follows:

e r if ¢ is the empty list )z if Y 1s the empty list
Y=L 0 if Y =6, and 0= (607 YT\ @O0 if v = 0,0 and 6= (9.)~°

We show some properties of valid graftings.

Lemma 4.21 Let ¢ be a sequential grafting of a constrained signature ¥,
o if Fc 2o T, then ¢ Xy - T,
o if X.::T'F. N:N', then X :-Tp . Nip: N'¢p, and
o if Yo', S A, then ¥y Ty . Sy > Ay

Proof. We reason by induction on the length of the list ¥). In the induction step we use Lemma 4.19.
O

Lemma 4.22 Let ¥, be a valid constrained signature, 8. is a valid grafting of 3. if and only if 6.
is a valid grafting of (3¢)ly -

Proof. Let 0. = {X/x; M}. By Lemma 4.9, (3.)|, ., is a valid constrained signature. Assume that
0. is a valid grafting of 3., we verify that

1. Meta-variables declared in X are not in (¥.)|,,;. This is true since by Def. 4.7, ¥, and
(X¢)la,q declare exactly the same meta-variables, and by hypothesis, meta-variables declared
in X! are not in X,

2. (Z¢)l.y has the form X . X:pN. X, where X . X :-T . M : N. By hypothesis, X, has
the form 3, . X:pN'. Y, thus (X¢)la,y, has the form X, . X:pN. X,, where

(a) ¥, .8, =Tk, M: N,
(b) ECl = (Zlcl)lALrU a‘nd
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() N' 240 .

From (a) and (c), we have ¥ . ¥ :+T k. M : N, and using Lemma 4.9 we conclude
(Ze )y BT M2 N,

The other sense is similar. O
Lemma 4.23 If 6. is a valid grafting of X, ((3e)l, 10c) g = (Bcbe) g

Proof. Let 0. = {X/xy M}. By Def. 4.17, ¥, has the form .. X:rN. ¥.,, and by Def. 4.18,
Yebe = Bey. Xp. B, {X/M}. On the other hand, (X.)],, ., has the form (¥,)], - X:rN'. ¥

c2)

where Z’cz is a normal form. By Lemma 4.22, . is a valid grafting of (3.)], ., too, and thus by

Def. 4.17, (Xc)ly, 0 = (B, Te T, {X/ M}
Since ((Xe;)Ia,g- Ze)la,g = (Ber- ZL) 1y, it suffices to show that the normal form of ¥, {X/M}
is equal to the normal form of ¥.,{X / M } We use Def. 4.7 and the fact that for arbitrary expres-

sions z,y, if = en, 1y, then x{X/M} y{X/M}. O

Lemma 4.24 Let . be a valid constrained signature, if 1 a sequential grafting of (3¢)]) ., then
((Ec)lk[‘nﬁ(p)lk[‘n = (Ec/lp)l)\[,n'

Proof. We proceed by induction on the length of 1. The base case is trivial. Let 1) = 0,1/,

= (Be)la.g = (Beb)Y') |y s by Def. 4.20,

= ((Sebo)¥) = (Sebe) L, '),y by induction hypothesis,

= (Bl ) ey = (B bagnfe)lrn?)ays by Lemma 4.23,

= () a0 ag¥ ) asy = (Be)la, 0)¢") s,y by induction hypothesis,
= (Ze)lanf)V) asy = (Ze)lagg®)la,gs by Def. 4.20.

a

Lemma 4.25 Let ¥, be a valid constrained signature, 1 is a sequential grafting of . if and only
if ¥ is a sequential grafting of (X.)], -

Proof. By induction on the length of ¥. If ¢ is the empty list, then the conclusion is trivial by
Def. 4.20. Otherwise, 1 = 6,1’

& 6. is a valid grafting of 3. and ¢/ is a sequential grafting of ¥.6., by Def. 4.20,
& 0. is a valid grafting of (3.)|, ., by Lemma 4.22,

& 1 is a sequential grafting of (¥.6.)|, ., by induction hypothesis,

& 7' is a sequential grafting of ((¥¢)!,;0c)!x > by Lemma 4.23,

& 1 is a sequential grafting of (X.)], ., 0c, by induction hypothesis,

< 1 is a sequential grafting of (X.)], ., by Def. 4.20.
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Definition 4.26 (Derivation) Let ¢ be a sequential grafting of a valid constrained signature 3.,
we say that ¢ is a derivation of ¥ if and only if (Xc1p)] 5, = nil.

Lemma 4.27 Failure signatures do not have derivations.

Proof. Let Y. be a valid constrained signature. Note that if M =?F N € Y., where M and N are
different ground terms in Agg-normal form, then for any sequential grafting + of ., M =i: N €
¢, and by Lemma 4.21, . ¥.1¢. But the normal form of a failure signature is a failure signature,

thus M ={ N € (S¢¥) ]y, and (Sep) |y, # nil. 0

Definition 4.28 (Parallel Instantiation) A parallel instantiation s a function ¥ from meta-
variables to terms such that V(X)) # X for a number finite of meta-variables X. The function ¥
extends straightforwardly to contexts and arbitrary expressions by

U (nil) = nil

U(.M) = ¥(I).¥ (M)

U(x) =z ifxz € {Kind, Type} orz =1 or z =1"
U(S|M) - = [W(S)]¥(M)

Y(Am-N) = Agn)-¥(N)

U([y.N) = Ty U(N)

U(MN) = (¥(M)V(N))

U(ToS) = ¥(T)oV(S)

U(

S-My) = ¥(S)- ‘I’(M);W(N)

Definition 4.29 The restriction of a parallel instantiation ¥ to a constrained signature X, denoted
by W\x,, is defined as

U\p (X) = ¥(X) o XeX.

U\ (X) = X otherwise

Definition 4.30 (Solution) Let X, be a valid constrained signature, we say that a parallel instan-
tiation U is a solution of Y. if and only if

e for any constraint M :11 M, € ¥., we have U(T') - U(M;) : N, ¥(T') - U(My) : N and
\IJ(MI) =Acm \P(Mz), and

o for any meta-variable declaration X:rM € 3., we have ¥(I') F ¥(X) : U(M).

In this case we say that X. is a solvable signature.
Remark 4.31 If ¥ is solution of ¥, then for any X € X, ¥(X) is ground.

The problem to know if a valid constrained signature is solvable is undecidable in the general
case. However, we can verify easily the following property.

Remark 4.32 Fuailure signatures are not solvable.
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Definition 4.33 (Composition) Let 9 be a sequential grafting. The composition of 1, denoted
by v, is the parallel instantiation defined inductively on i as follows

%(Y) = K if ¢ is the empty list
P(X) = (M) ifp ={X/s M},
YY) = (V) ifp={X/s. M} ¢ and Y #X

Proposition 4.34 If is a derivation of a valid constrained signature Y., then f[/}v\gc s a solution

of Xe.

Proof. First we prove by induction on the length of ¢ that for any context I' and expression
z, 'Y = ¢(T') and 29 = ¥(z). Now, since . is a valid constrained signature we have for any
constraint M, z% M5 and meta-variable declaration X: AN in Y.

Yoo M- M (4.1)
YDk My : M (4.2)
YerAF. XN (4.3)

Because v is a sequential grafting of 3. and by Lemma 4.21, we have

By T o Myap 2 M (4.4)
ST ko Myt = M (4.5)
Seth - A o Xb: Nop (4.6)

By Lemma 4.9,
(Bet)apy T e Mydp - M)

(4
(Bet))apy T e Matp = Map (4.8)
(Ze)apy - AY Fe Xop : M (4.9

Since 1 is a derivation of X, we have (¥.4)],,, = nil, but also Ty = (T), Ay = P(A),
M9 = (M), and Mytp = ¢(My). Therefore, ) and 1)\x, are solutions of .. O

4.4 Solving a Signature

In order to solve a valid constrained signature Y., we can build incrementally a derivation 1, and
then we use Proposition 4.34 to find the solution ¢\y,. Informally we proceed as follows:

1. Let X} = (Zc) ] pq-
2. If 3/ = nil, then exit.
3. If X is a failure signature, then fail since by Lemma 4.27, ¥, does not have derivations.

4. Otherwise, take a meta-variable declaration X: M in X!, such that M is a Azg-normal form.
Such a meta-variable exists by Lemma 4.12. According to Lemma 4.15, there are the following
non-disjoint cases for M:
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e M = Kind. Try to instantiate X with Type.

e M € {Kind, Type}. Try to instantiate X with ITIy.K, where H and K are meta-variables
of the right type.

e M =1IIy.N'. Try to instantiate X with Ay.Y, where Y is a meta-variable of the right
type.

e M has as type a sort in {Kind, Type}. Try to instantiate X with (n X7 ... X;), where
X1,...X; are meta-variables of the right type, and n is a variable declared in T" (i.e.
1 < n < Length(T')). Add also all the constraints necessary to guarantee that the
instantiation is well-typed.

5. Continue recursively on the new signature.

The step 4 is the basic step of the method. It finds a valid grafting of the constrained signature
that we want to solve.

Definition 4.35 (Elementary Graftings) Let ¥, be the normal form of a valid constrained sig-
nature such that Y. # nil and X, is not a failure signature. We choose a meta-variable X in X,
such that

1. 3. X:rM <%,
2. X X:rM, and
8. M s a Agip-normal form.

Such a meta-variable exists by Lemma 4.12. We define the following graftings by case analysis on
M (the cases are not disjoint):

e M = Kind. We consider the grafting {X /i Type}.

e M € {Kind, Type}. For any M' € {Kind, Type}, we consider the grafting {X/snIly.K},
where H € ¥, K € 3¢, and X =nil. H:vM'. K:r g M.

e M =TIy.N'. We consider the grafting {X/sn An.Y}, where Y € ¢, and ¥ = nil. Y:p yN'.

e X T+ M:s. We need some definitions.

Definition 4.36 The standard w-reduction is inductively defined as

m([S](Mp.N)) = Migarm([(154Y 0 S) - 1.4]N)
w([S]M) [S|M if M is not a product

Definition 4.37 Let x = X1, H1, K1, X9, Hy, Ky, ... be an infinite list of distinct names of
meta-variables. We define the set x(I', M,N)*, i > 0, as formed by the triples (X, M', N')
satisfying the following conditions:

— Ifi=0, then X\, = nil, M' = M, and N' = N.

— Ifi>0 and (/,M",N") € x(T, M,N)"!, then
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* If N" has the form Iy, .Ny, then
. Eé = Elc’ Xi:I‘Nl;
- M'=(M" X;), and
N = (1 X M),
x Otherwise, let s’ be in {Kind, Type}
- X =% H;:rs'. Kiirp,s. XivHi. N" =5 1y, . K;,
- M'=(M" X;), and
- N' =1 X, ] K;.

For 1 < n < Length(T"), such that
1. ¥ :+THkn:N, and
2. % +THN:s
we consider all the graftings
{X/E’C’. M:;N'MI}

where (X2, M',N') € x(T,n, (N)l)\ﬁn)i for some list x of infinite distinct names of meta-
variables not in X, and 1 > 0.

All the graftings considered above form the set of elementary graftings of the meta-variable X
m Y.

Proposition 4.38 (Elementary Graftings) Let ¥, be the normal form of a valid constrained
signature such that ¥, # nil and ¥, s not a failure signature. If X is a meta-variable in ¥, such
that it 1s well-typed without constraints, then elementary graftings of X are valid graftings of 3.

Proof. By Lemma 4.12, ¥, has the form .. X:rN. ¥.,, where N is a Agp-normal form. Using
Lemma 4.5 and the typing rules, we can verify that

Fe S, T (4.10)

N =Kindor ¥, :I'F. N :s (4.11)
We reason by case analysis on N, and we consider all the elementary graftings of X.

e N = Kind and 0. = {X/pq Type}. Trivially, the meta-variables declared in nil are not in 3,
and using Eq. 4.10 with the rule (Type), we get ¥, :-T' k. Type : Kind. Therefore, 6. is a
valid grafting of 3.

e N € {Kind, Type}. For any N’ € {Kind, Type}, we consider the grafting {X/s»IIx.K}, where
H¢Y.,K¢ZY%., and X!/ = nil. H:rN'. K:pr g N. By Def. 4.17, it suffices to verify that
Y - 2T H.IIg.K : N. We consider two cases according to N'.

— N’ = Kind. We have the derivation

Eq. 4.10
Fe Xe,. H:rKind

(Metavar-Decl; )
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— N' = Type. We have the derivation

Eq. 4.10
— (Type)
Y, T e Type : Kind
oS H:r Type (Metavar-Decls)

In both cases, we have

FeXe,. H:pN' (4.12)
We continue the derivation as follows:

Eq. 4.12
e, - H:yN'::T+.H:N'
beXe,. H:pN':T.H

(Metavar)
(Var-Decl)

Now, we consider two cases according to N.
— N = Kind. We have the derivation

FeBe,. HiN' - T.H
|—C Ecl. H:[*NI. KFHKZ’ILd

(Metavar-Decl; )

— N = Type. We have the derivation

Fe e, - H:rN'::T.H
¥, H: rN':-T . Type : Kind
Fe Xy - H:rN'. K:r.g Type

(Type)
(Metavar-Decly)

In both cases, we have

beXe,. H:irN'. K:r.gN (4.13)
We continue the derivation as follows:

Eq. 4.13
Y. HiyrN'. K:r yN:T.HF. K : N
ECI.H:FN'. KirgN:T'tF.IIlgyK: N

(Metavar)
(Prod)

e N =IIy,.N3. We consider the grafting {X/svAn,.Y}, where Y ¢ X, and ¥ =nil. Y:p n, No.
By Def. 4.17, it suffices to verify that X.. X7:-T k. Ay,.Y : N. As in the previous case we
can derivate

Yep- X Tng b Y 1 Ny (4.14)
We conclude by applying the rule (Abs) to Eq. 4.14 and Eq. 4.11.
e 3 ::I'F N:s. For 1 <n < Length(I') such that

1. ¥1::TFn: M, and
2. ¥1:T'FM:s
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we consider all the graftings

{X/Eg. N=IN' M}

where (S, M',N') € x(T,n,(M)|,,,)* for some list x of infinite distinct names of meta-
variables not in ., and £ > 0. First we prove by induction on k that if (X7, M',N') €
X(F7ﬂa (M)l/\gn)ka then

Y. X0 Tk. M : N (4.15)

and
Y- XM BNz s (4.16)

For that we show by induction on typing derivation that the standard w-reduction preserves
typing. Now, we have
Y. Y TH.N:s %.,.5:TF.N:s

Constraint
FoeXe,. 2. N=L N ( )

Finally, we conclude with the rule (Conv) that

Y, . X N=LN:T+F.M:N
O

Definition 4.39 (Search Tree) Let . be a valid constrained signature, we build a search tree of
Y., where nodes are labeled by normal constrained signatures and edges by elementary graftings, in
the following way:

e The root is labeled by (X¢)ly .y -
o Nodes labeled by the empty signature or by failure signatures are leaves.

o If a node s labeled by a signature . which is not the empty signature or a failure signature,
we choose a meta-variable X in X, such that it s well-typed without constraints and for each
elementary grafting 0. = {X/s: M} of X, we grow an edge labeled by 0. to a new node labeled

by (ECOC)lALH *

78 0%._ .
Lemma 4.40 Let ¥, > ¥, — ... —% e, © >0, be a path of a tree search of X, such

that Yey = (Xe)lr,, - The list of graftings ¢ = Ocy,...,0c; is a sequential grafting of ¥., and
EC,‘ = (Ecw)l)\[,n'

Proof. By induction on i. The case base is trivial. Assume that : > 0 and take ¢/ = 0,,,...,6,,.
By construction, 8., is an elementary grafting of X in 3.,. Thus, by Proposition 4.38, 6., is a valid
grafting of ¥y and X, = (£¢,0cy)! ), is well-defined. By induction hypothesis, ' is a sequential
grafting of ¥, 0., and B¢, = (Beo0c0¥)a, = (Beo®)la, - By Def. 4.20, 9 is a sequential grafting
of ¥¢y = (Xc)ly .- Therefore, by Lemma 4.25, v is a sequential grafting of X, and by Lemma 4.24,
Y = (Ec"/})l,\ﬁn- O

Theorem 4.41 (Soundness) Let (X.)], ¥+ nil be a path of a tree search of ¥.. The com-
position of ¢ restricted to X, i.e. Y\x., is a solution of X..
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Proof. By Lemma 4.40, v is a sequential grafting of X, and nil = (X4)],,,. Therefore, by

Def. 4.26, v is a derivation of ¥.. We conclude with Proposition 4.34 that @Z\gc is a solution of
Y- O

Conjecture 4.42 (Completeness) Let . be a solvable constrained signature, there exists a path

(Be)da,y s nil in any tree search of X..

A semi-algorithm to solve a valid constrained signature is to enumerate the nodes of a search
tree in order to find a leave labeled by the nil signature. The enumeration must deal with infinite
paths in the tree, but also with infinite branching due to the fact that the set of elementary graftings
of a meta-variable is potentially infinite.

4.5 Examples

4.5.1 In Dependent Types

Assume a context where we have the transitivity axiom: VzVyVz.(z < y) = (y < z) = (v < z2),
proof-terms of 0 < 1 and 1 < 2, and we search a proof-terms of 0 < 2. In order to apply the
transitivity axiom, we need to find a term O such that 0 < 0O and O < 2. Of course, the immediate
solution is O = 1. All these steps are simulated by the proof synthesis method.

Formally, we let the context

nil. nat: Type. <:nat—(nat— Type).
' = 0:nat. 1inat. 2:nat. p1:(0 < 1). p:(1 < 2).
trans:(Ilz:nat.My:nat.Mz:nat.Ilh :(z < y).Iho:(y < 2).(z < 2))

and we search a solution for the valid constrained signature
Ye=mnil. X:1(0 < 2)

Thus, we search a valid grafting for X. The first step is to apply the transitivity axiom. Let M =
Hz:nat Ily:nat z:nat IThy:(z < y).0lhe:(y < 2).(z < 2), we verify that X, = (X)), = (3)76,
FX, I (0<2): Type, and ' - trans : M. We take the elementary grafting

{X/zg. (0<2)=L N’ M'}

where

nil. X1:rnat. Xo:v[z := X1 e nat. Xs:irly := Xopa [ := X1.natnat.

S = Xar[z = Xamarl v = Xopal [T = Xima (@ < 9). (4.17)
X5: F[hl = X4:($§y)][z = X3:nat] [y = X2:nat] [iL‘ = Xl:nat](y < z)
MI = (trans X1 X2 X3 X4 X5) (418)

N' = [h2 = X5:(y§z)][h1 = X4:(:E§y)][z = X3:nat][y = XZ;nat] [-'E = Xl:nat](m <z) (4.19)
Note that (X%, M',N') € x(T,trans, M)5. We get the normal constrained signature

nil. Xi:rnat. Xy:pnat. Xs:pnat. Xg:p(X7 < Xo). X5:p(Xp <€ X3).(0<2) =1 (X1 < X3)
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Now, we need to find valid graftings for the new meta-variables. In order to instantiate X; with
0, we verify that F nil. Xq:prnat, T' F nat : Type, and T' I 0 : nat. We take the elementary grafting
X1/ Mt:;mtO}, where (nil,0,nat) € x(T,0,nat)?. We get the normal constrained signature

nil. Xo:rnat. X3:pnat. X4:10(0 < X). X5:7p(Xy < X3). (0<2) =% (0 < X3)

To instantiate X3 with 2, we verify that F nil. Xo:rnat. Xs:rnat, nil. Xo:rnat:-T + nat :
Type, and nil. Xo:pnat:-I' - 2 : nat. We take the elementary grafting {Xs/,,;; nat:}nat2}7 where

(nil, 2,nat) € x(T,2,nat)?. We get the normal constrained signature
nil. Xz:rnat. X4: F(O S Xz) X5: F(XZ S 2)

Now, we can instantiate X3 with 1 since we verify that F nil. Xo:rnat, I' F nat : Type, and
I'F 1: nat. We take the elementary grafting {X5/ 1}, where (nil, 1,nat) € x(T, 1,nat)".

We get the normal constrained signature

nil. nat:%nat

nil. X4:p(0 <1). X5:p(1<2)

We finish by instantiating X4 with p; and X5 with py. We verify that - nil. X4:p(0 < 1),
I'F(0<1): Type, and I' F p; : (0 < 1). We take the elementary grafting {X4/,;; (051)2%(051);01},
where (nil,p1,(0 < 1)) € x(T',p1,(0 < 1))°. We get the normal constrained signature

nil. X5:p(1 <2)

We verify that - nil. X5:p(1 <2),T'F (1 <2): Type, and ' F py : (1 < 2). We take the elementary
grafting {Xs5/,,; (152)2%(152)})2}, where (nil,ps, (1 < 2)) € x(T,p2, (1 <2))°. We get the normal
constrained signature nal.
A solution ¥ of ¥, is obtained by composing the derivation that we have built, and restricting
it to X,:
U(X) = (trans 012 p; ps)
=Y #fY#X

iy
=
|

4.5.2 An Example with Polymorphism

The following example is taken from a similar one developed in [24].

Let the context
nil. nat: Type. bool: Type. i:11t: Type. Type.

I['= h:(i [Iz:nat.bool). pol:(I1t: Type.Ily:(i t).t)

O:nat

and the valid constrained signature

Ye = nil. X:1bool

In order to solve X, we use the polymorphic axiom pol, and in the next steps it will be applied
to the type nat—bool.

First, we verify that ¥. = (E:)],,; = ()™ F X¢, T' = bool : Type, and T' = pol :
(ITt: TypeIly:(i t).t). We take the elementary grafting {X/Elcl N M'}, where

. bool:%



4.5. EXAMPLES 87

nil. X1:1 Type. Xo:p[t := Xl:Type](i t).
¥V = Hs:r Type. K3:1. 3.1, Type. X3: 1 Hs. (4.20)
Nd
[y := Xo.; t)][t = X1.pypelt =p Nz:H3.K3

M’ = (pOl X1 XZ X3) (421)
N' =[z:= X3.513,]K3 (4.22)

Notice that (X%, M', N') € x(T, pol, ITt: Type.Ily:(i t).t)3. We get the normal constrained signa-
ture

nil. X1:1 Type. Xo:7(i X1).
Hs:1 Type. K31, 2.5, Type. X3:7Hs.
X; =} Mx:H3. K3

We verify that - nil. Xi: 1 Type. We take the elementary grafting

{Xl/nzl H:r Type K:r. o TyperL‘HK}-

We get the normal constrained signature

nil. H: 1 Type. K: 1, o.;p Type

Xo:1(i z:H.K).

Hs: 1 Type. Kj: 1, z:Hs Type. X3:rHs.
Mz:H.K =} z:H3. K3

Now, we instantiate H with nat and K with bool.

We verify that - nil. H:r Type, I' - Type : Kind, and T F nat : Type. We take the elementary
grafting {H/ . Type="? Typenat}, where (nil,nat, Type) € x(T,nat, Type)®. We get the normal
constrained signature

nal. nat: v Type. K: 1. z.nat Type
Xo:p(i zinat. K).

Hs:r Type. K3:1. 4.1, Type. X3:17Hs.
Ilz:nat. K :% Ilx:H3. K3

We verify that - nil. K:r. znaet Type, . x:nat & Type : Kind, and T'. z:nat - bool : Type. We
take the elementary grafting

K/ Type=2 . . Typebooz}

where (nil, bool, Type) € x((T. xz:nat), bool, Type)?. We get the normal constrained signature

nil. Xy: p(i llzinat.bool).
Hs:r Type. K3:1. 5.1, Type. X3:17Hs.
IIx:nat.bool :% Ilx:H3. K3

Now we can use the hypothesis & to instantiate Xy. We verify that - nil. Xy: p(i llz:nat.bool),
I+ Hz:nat.bool : Type, and T' F h : (i [lz:nat.bool). We take the elementary grafting

{X2 /nil. (i Iz:nat.bool)=.(¢ Ilz:nat.bool) h}
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where (nil, h, (i Ilz:nat.bool)) € x(T, h, (i Hz:nat.bool))®. We get the normal constrained signature

nil. Hz: v Type. K3: 1. p.1, Type. X3:1 Hs.
IIxz:nat.bool =% Ix:Hs. K5

We finish by instantiating Hs with nat, K3 with bool, and X3 with 0.

We verify that - nil. Hs:r Type, I' = Type : Kind, and I' - nat : Type. We take the elementary
grafting {H3/, . Type="?, Typenat}, where (nil, nat, Type) € x(T,nat, Type)®. We get the normal
constrained signature

nil. K3: 1. zinat Type. X3: rnat.
Mz:nat.bool =} Mx:nat. K3

We verify that - nil. K3: 1. z.nat Type, I'. x:nat = Type : Kind, and I'. z:nat - bool : Type. We

take the elementary grafting

{K3/ a1 Type=1. Typebooz}

z:nat

where (nil, bool, Type) € x((T. z:nat), bool, Type)?. We get the normal constrained signature nil. X3: rnat.
We verify that - nil. X3: rnat, I' - nat : Type, and I' - 0 : nat. We take the elementary grafting
{X3/ 4 mt:;mtO}, where (nil, 0,nat) € x(I',0,nat)?. We get the normal constrained signature nil.
We obtain a solution of ¥, by composing the derivation that we have built, and restricting it
to X
U(X) = (pol lIz:nat.bol h 0)
¥Y) =Y ifY#X

4.6 Efficiency Improvements

As usual in search problems in trees, efficiency improvements means early detecting of failure and
success nodes. In this way, unnecessary explorations of nodes are avoided. In [24], efficiency issues
for a method of proof synthesis in the Cube of Type Systems are discussed. We adapt some of
these techniques to our method based on explicit substitutions.

4.6.1 Using the Rigid-Rigid Constraints

It is not difficult to see that the general form of a rigid term is invariant under A,y-reductions and
instantiations of meta-variables. This remark motivates the following definition.

Definition 4.43 Let M, N be terms in Ac, we say that M and N are approximatively equals,
denoted by M ~ N, if and only if either

o M and N are in both in R} for some 1 >0, n >0, or

e M and N are both abstractions, or

M and N are both products, or
o M = N = Type, or
e M =N = Kind.
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We write M % N, if it is not true that M = N.

We can see that two rigid terms M,N that are not approximatively equal, are not Agp-
convertible via instantiation of meta-variables. Thus, we re-define a failure signature as

Definition 4.44 Let Y. be the normal form of a constrained signature, we say that 3. is a failure
signature if it contains a constraint relating two terms M, N € R, such that M % N.

We can prove the following properties of the Azp-calculus using the Geuvers’ lemma (Theo-
rem 5.14), which is a weak form of Church-Rosser (for details see Chapter 5).

® A\, . Mo AN, -Nz if and only if M, N7 and M, Ny,
[ ] HMl-MZ N1 and M2 NQ, and

o let My, My € R} for some i,n > 0, (My; My) =), (N1 Ng) if and only if M; =), N; and
M> Ns.

=Xz =z =Xcn

=x.q Un,-Np if and only if My =5, =en

Acn
Therefore, we add the following rules to calculate Agp-normal forms of a valid constrained
signature.

S0 A -My = Ay, No. 5 2850 S My =1 Ny My =Ly, N 5
A
S Oag My =] Ty, Ny. B2 255 50 My =L Ny My =L, Ny X2
A .
EIC (M1 Mg) Z; (N1 NQ) Zg ﬂ Elc M1 Z; Nl. M2 Z; Nz. EICI if (M1 Mz) ~ (N1 N2)

4.6.2 Using the Flexible-Rigid Constraints

When we have a flexible-rigid constraint as [ - Mj:Nj covo My )X =h (m! My . M;), the
only variables that are candidates for the instantiation of X are 1,...7, and eventually, the index
m' + j — m. This fact is reflected in the next elementary graftings. -

Let X be a meta-variable in ¥, such that

1. S0 X:pM < 5,
2. kXL X:rM,
3. XL+:THM:s,and

4. M is a Agp-normal form.

ItN =% N' € X!, where N € fg’m) and N’ € R, then we only consider the variables n such that
1. ne{l,...J UGL (V' ER§7’/\m<m') then {m' + j — m} else 0)
2. ¥ +:Tkn: M, and
3. T M :s.
For these variables, we consider all the graftings
{X/zg_ M:}M"N”}

where (X, N, M") € x(T',n,(M")|, ;)" for some list x of infinite distinct names of meta-variables
not in X, and 7 > 0.
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4.6.3 Solving Signatures in Al

In a dependent-typed A-calculus without polymorphism, the arity of a variable is fixed by its type.
This property is no more true when we allow meta-variables of types and kinds. For example
consider a variable y such that (X.) ¢:-T' F y : llze: My .. . Hog: M. M. If M € ]—")(;’n), then the
arity of y depends on the instantiations of X. However, if M € R}, then the arity of y is fixed to
k. We can use this fact to avoid the exploration of certain nodes when we are solving signatures in
M. Moreover, if we restraint to signatures without meta-variables of types and kinds, then we
can consider finitely branching search trees only by re-defining elementary graftings as follows:

Definition 4.45 (Elementary Graftings in AI;) Let ¥, be the normal form of a wvalid con-
strained signature such that X, # nil and ¥. is not a failure signature. We choose a meta-variable

X in ¥, such that
1. 3. X:rM <%,
2. ¥ .T'+ M : Type, and
3. M s a Agrp-normal form.
We define the following graftings by case analysis on M (the cases are not disjoint):
e M =Tly.N'. We consider the grafting {X/snAn.Y}, where Y & %, and ¥ = nil. Y:pr yN'.
o X Tk M:s. We re-define,

Definition 4.46 Let x = X1,Xs,... be an infinite list of distinct names of meta-variables.
We define the set x(I', M,N)!, i > 0, as formed by the triples (XL, M',N') satisfying the
following conditions:
— Ifi=0, then X!, =nil, M' =M, and N' = N.
— Ifi>0 and (/,M",N") € x(T, M,N)"!, then
* If N" has the form Iy, .Ny, then
. E’C = Elc’ Xi:I‘Nl;
- M'=(M" X;), and
- N'= 7[-([TO . Xi:Nl]NZ)'
* Otherwise, X1, =" M'=M", and N' = N".

For 1 < n < Length(T") such that
1. ¥ :+Tkn:N,
2. % :TFN:s, and
3. N =1ly,....Ty,.N'" where N' € R,
we consider all the graftings
{X/E’C’. M:IZN'MI}

where (X7, M',N') € x(T,n, N)! for some list x of infinite distinct names of meta-variables
not in X, and 0 <1 < k.
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4.7 Related Works and Summary

A complete method for search of proof-trees based on resolution and unification was formulated by
Robinson [84] for the first-order logic, and by Huet [45] for the higher-order logic. In type systems,
higher-order unification (HOU) algorithms are known for the simply-typed A-calculus [46], and for
the All-calculus of dependent types [28, 80].

For the cube type systems, Dowek [23, 24] re-formulates the unification procedure and general-
izes it, as a method of term enumeration. Recently, Cornes [16] proposes an extension of Dowek’s
method to the Calculus of Constructions with Inductive Types.

Dowek, Hardin and Kirchner [25] propose a first-order presentation of the Huet’s HOU-algorithm
based on explicit substitutions and typed meta-variables. This algorithm is generalized to solve
higher-order equational unification by Kirchner and Ringeissen [55], and restricted to the case of
higher-order patterns in [26].

On other hand, Briaud [11] shows how HOU can be considered as a typed narrowing in the
Av-calculus of explicit substitutions. Magnusson [62] presents a unification algorithm in the Martin-
Lof’s type theory with explicit substitutions. This algorithm solves first-order unification problems,
but leaves unsolved the flexible-flexible constraints.

The main contribution of this chapter is the presentation of the Dowek’s method of proof
synthesis, via explicit substitutions and typed meta-variables. In this way, elementary substitutions
become instantiations of meta-variables, and the functional coding of scope of unification variables
may be avoided. Soundness of the instantiation is guaranteed by the typing system.

Just as in [23, 24|, the method presented here is sound and we conjecture its completeness.
Thus, it can be seen as a semi-algorithm for ground unification in the calculus of constructions.
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Part 11

A Calculus of Substitutions and Its
Properties
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In order to start the study of the meta-theoretical properties of the dependent-typed versions
of Agm, as CCy, and Allz, we have a technical drawback: the Agp-calculus is not confluent on
semi-open expressions. In fact, A1 is not even confluent on ground expressions, as shown by the
following example:

(8- M.y1) o (1540 . 1.3)

(ShiftO;Idy \li/lap;VarCons;ShiftCons;IdS)

S'M:N’ S'M:N

where N and N’ are assumed to be different ground \;p-normal forms.

This problem is similar to that pointed out by Nederpelt in the A-calculus extended with the
n-rule. In that case, the confluence property holds on terms without type annotations (A-calculus
in Curry style), but does not on pre-terms (A-calculus in Church style).

Geuvers proposes in [32] a method to prove confluence for fn-reduction on typed A-terms written
in Church style. In fact, Geuvers remarks that to prove the elementary typing properties of the
system, it suffices a weak-form of the Church-Rosser property, namely Geuvers’ lemma.

In our case, Geuvers’ lemma says that if [Ty;.N =y ., II},.N', then M =), , M"and N =), N'".
In Chapter 5 we present the proof of this lemma, which is based on the confluence of the underlying
calculus without type annotations in substitutions, and in the following positive formulation of the
above counter-example:

Positive Counter-Example For any terms M, N, N' and any substitution S,

S+ Mn =x,qn S M.N

In Chapter 6 we show the elementary typing properties of CC,, i.e. Sort Soundness, Type
Uniqueness, Subject Reduction and Typing Soundness. With respect to the usual proofs in type the-
ories without explicit substitutions, additional difficulties arise from occurrences of meta-variables
and substitutions in expressions.

Typed versions of Az are not strongly normalizing. However, we show in Chapter 7 that they
enjoy the weak normalization property. In fact, we show that the reduction of (Beta) followed
by a normal reduction of substitutions, is strongly normalizing. The proofs we provide follow
straightforwardly that developed by Geuvers in [33] for the calculus of constructions.

We remark that at this stage of the development, we have not the confluence property. In fact,
confluence on typed terms is based on the Church-Rosser property which uses weak normalization.
We detail the proofs of these two properties: Church-Rosser and Confluence on typed expressions,
in the last chapter (Chapter 8) of Part 2.
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Chapter 5

Geuvers’ Lemma

The Geuvers’ lemma is a weak form of the Church-Rosser property which suffices to prove the main
typing properties in systems where confluence on terms with typing annotations —i.e in Church
style— is not available. Geuvers’ technique uses a positive reformulation of the counter-example
of non-confluence, and the fact that the underlying calculus of terms without typing annotations
—i.e. in Curry style— is confluent.

5.1 The A;p-Calculus in Curry Style

The underlying calculus without type annotation in substitutions of M.y is called |Azy|. However,
in this calculus, abstractions keep their type annotations. Expressions of |Azp| are defined just as
the expressions of Az, but where substitutions have the following grammar:

Substitutions S, 7 == ("|[S-M|ToS

The rewrite system |Azp| is obtained by dropping type annotations from Azyp as shown in Fig. 5.1.
We denote by |Lyy| the rewrite system |Azqr| without (Beta).

The |[Azm|-calculus, just as Az, is not confluent on open expressions. But, as we will show,
it is confluent on semi-open expressions. The proof of confluence of the |Azp|-calculus uses the
Yokouchi-Hikita’s lemma (Lemma 2.6).

Lemma 5.1 (Normalization of |Ly|) The |Lrl|-calculus is terminating.

Proof. We use the semantic labeling technique [92] as in the proof of Proposition 3.11 (Chapter 3).
O

Lemma 5.2 (Confluence of |Lr|) The |Lnl-calculus is confluent on semi-open expressions.

Proof. We check mechanically, for example using the RRL system [52], that |£y| has the following
critical pairs:

e (1d-Clos). [s]M 17 oys1ar £l (196 g1,
« (Clos-Clos). [T o (T'o M L myis1ar E00% (27 0 7y 0 5],

97
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(Apr.M N) — [1°-NM (Beta)
[S](An-N) — A {15 0 8) - 1IN (Lambda)
[S](In.N — H (15 0 8) 1N (Pi)

[S](M N) — ([S]M [S]N) (Application)
[T][S] M — [ToS|M (Clos)
[S-M]1 — M (VarCons)
(1M — M (Id)
To(S-M) — (ToS)-[TIM (Map)
So1? — S (IdS)
(S-M)otSuem) _, Soqn (ShiftCons)
Tm o 1 Suc(n) —  qSue(m) g 40 (ShiftShift)
15ue0) . 1 — 10 (Shift0)
Suelm) . 171 — (ShiftS)

[S] Type —  Type (Type)

Figure 5.1: The |Ap|-rewrite system

1€n

+
o (Shift0-Map). S 1 5o (15u(0) . 1) 11, (g6 15uc(0)y . [g]1.

|ﬁn\

* (ShiftS-Map). S0 1" <L 5o (15 [17]1) L (50 15 - [S 0 17]1.

e (Lambda-Clos). Apogar- (1549 o T) -
L )[s) e by 25

1o (150 5)) - 1)M
)‘[TOS M- [(TSUC(O) o(ToS))-1]M.

e (Pi-Clos). Ty - (15990 0 T) 1) o (15540 6 5)) . 1]\
1y (8) @ N S sian (1559 o (T 0 5)) - 1]V,

These critical pairs are |Lg|-joinable on semi-open expressions. We use the General Critical
Pair lemma (Lemma 2.14) to conclude that |Lp| is locally confluent on semi-open expressions.
Therefore, by Newman’s lemma and Lemma 5.1, |Ly| is confluent on semi-open expressions. O

Now, we define the parallelization of (Beta), namely B, as

M-—M N-—N
g (Refly) SN g N (Lambday)
! !
M—M NN, M N ST g

Iy .N — I .N' [S]M — [T]N
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M — M N — N’
(M N) — (M" N

M — N S—T

(Application)) S TN

(Consy))

S — 5 T—)TI(Com ) M — M N — N’
ToS—ToF Pl (- M N) — [1°- N'|M

(Beta”)

Lemma 5.3 On semi-open ezpressions, |Ln| YH-commutes over By, i.e. if x reduces in one |Ly|-

|£al” By £ul” |Cx|*
RN

step to y, and in one Bj-step to z, then there exists w such that y w and z — w.

Proof. The proof follows straightforwardly the proof of Lemma 2.40. O

Theorem 5.4 (Confluence) The A p|-calculus is confluent on semi-open expressions.

Proof. We verify that |Ly1| and B satisfy the conditions of the Yokouchi-Hikita’s lemma (Def. 2.5
and Lemma 2.6) on semi-open expressions, e.g.

1. |Lr| is terminating and confluent (Lemma 5.1 and Lemma 5.2).

2. By is strongly confluent, since (Beta) by itself is a left linear system with no critical pairs

(c.f. [48]).
3. |Ln| YH-commutes over B) (Lemma 5.3).

Therefore, |£yi|*B)|£n|” is confluent on open expressions.

. . . Acm™
Note that [Acn| € [£n|"By|£nl" € Acn™. Let x be a semi-open expressions, if x 22, y and

Aco® . (I£ul”" Byl Lnl")” (I£ul"By|£u™)" Aco®
z 2% 2, then there exists w such that y ST I, and 2 P Ly, So, y =% w
Acm”
and z — w. O

5.2 Erasing Typing Annotations and Decorating Expressions

Definition 5.5 The erasing map |.| : A\cn—|Acm| is defined as follows:

|| = z ifz € {1, Type, Kind} or z is a meta-variable
Tpr.N| = TIjpg| N

|IArve-N| = X[V

(M N)| = (|M]|N])

s = [sim

" = 1"

[ToS| = |T|c]|S]

S M| = |S|-|M]
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Definition 5.6 Let M be a Acy-term, the annotation map ()M : |A\cn|—Acn s defined as follows:

L = z if z € {1, Type, Kind} or z is a meta-variable
My NYM = T0,m.N'M
AMI._ZVI)M = )\]M/M..ZVIM
M! NI)M — (MIM NIM)

= [SM]NM
O &
To S)M = TM o, gM

NN N N N N N
—
RS
\|2/
|

S.-MhHM = M. M,

Following [32], we use a positive formulation of the counter-example of confluence on pre-
expressions.

Lemma 5.7 (Positive Counter-example) Letz andy be arbitrary Acu-ezpressions, if x| = [yl
then x =, y, and therefore, T =), y.

Proof. By definition of |.|, we have that if || = |y|, then z and y have the same principal constructor.
Now, we proceed by structural induction on z. If z = App. M, y = Ays.N and |z| = |y|, then by
definition, Ajppr.|M| = A yi.[N| and so, |M'| = |N'| and |[M| = |N|. By induction hypothesis,
M' =;, N and M =, N. The only interesting case is when z = S - M.y and y =T - N.yr. We
get by induction hypothesis:

1)
2)

Note that the function |.| erases typing annotations from substitutions, thus we do not have M’ =, |

M=;, N (5.
S=¢, T (5.

N'. However, using the counter-example, we have
L™ L™
S - M:NI <H— (S . M:N’) o) (TSUC(O) - 1:M’) —H> S - M:M’
We conclude with equations 5.1 and 5.2, that x = S - M.pp =2, S- M.yt =2, T - N.yv = y. O
Lemma 5.8 Let z and y be Ag-ezpressions and w be a |Acn|-expression, then

1 () If 2 225y, then (o 2% |y or |z = |y|), and (b) if @ —e y, then ( |z| 222k Jy] or
] = ly]).

A . . A .
2. (a) If |x| Pen| w, then there exists w' in Acy such that @ —> w' and |w'| = w, and (b) if
L . . L
|z Jem, w, then there exists w' in Aoy such that © — w' and |w'| = w.

Proof. We only detail the first cases on both properties since the second ones are similar.

1. By structural induction on z. If the redex on z is erased by the transformation, then |z| =
ly|. Otherwise the same redex can still be done in |Az|. We show the case when z is an
application, the rest of cases are solved in the same way.

e = (A\y.M N)and y = [1°- Nipp]M. By definition, |z| = (Ajarr-| M| |NY) and |y| =
Bet
[1°-|N|]|M|. But also we have |z| (Beta)

ly| in [Acml-
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ex=(MN),y= (M N)and M ALl g, By definition, |z| = (|M| |N]|) and |y| =
(|M'| |N|). By induction hypothesis, |M| —— Pren| |M’| or |M| = |M'|. If |M]| 1Aen] | M|
then (|M| |N|) — Lren|, (|M'| |NY), ie. |m| | |. Otherwise, if |M| = |M'|, then
(|IM| |N|) = (|M'| |N|), i-e. |z| = |y|. The case y = (M N') and N 2% N' s similar.

2. By induction on the depth of the |Azp|-redex reduced in z. Since Mgy is a left linear system
and the transformation removes only typing annotations from substitutions, we can verify
that a |Azn|-redex in |z| also is a Azp-redex in z. Thus, we can find w’ in Azyy, such that
|w’| = w. For example, we show when x is an application.

Bet
e z = (Ay.M N) and |z| (Beta) [19-|N|]|M| = w. But also, z+ ——

w'. By definition, |w'| = [1° - |N|]| M| = w.

e z = (M N) and |z MAem] M' |N| = w, where |M]| AAenm| M'. By induction hypoth-
esis, there exists M" in Agpp such that M e M" and |[M"| = M'. Therefore,
(M N) 22U (M" N) = w'. By definition, |[w/| = (|[M"| |N|) = (M' |N|) =
The case x = (M N) and |z| Pen| (|[M| N") = w is similar.

(Beta [TO M =

O

Corollary 5.9 (a) If  is a Acn-normal form then |x| is a |Azm|-normal form, and (b) if © is a
Li-normal form then |x| is a |Lu|-normal form.

Lemma 5.10 Let x and y be Ac-expressions and w be a |\cn|-ezpression, then
[,H| . Ln* [Lr|”
1. (a) If x Aenl y then |z| —— |y|, and (b) if x —— y then |z| — |y|.

. . Acm™ .
2. (a) If || x| —— Penf] w, then there exists w' in Aoy such that © == w' and |w'| = w, and (b) if

|z| \£nl w, then there exists w' in Mg such that L0 W and |w'| = w.
Proof. By induction on the length of derivations and Lemma 5.8. O
Lemma 5.11 Let = be an arbitrary |Acp|-ezpression and M be a Acyj-term, x = |z
Proof. By structural induction on x. O

Lemma 5.12 Let x be an arbitrary Acm-expression and M be a Agy-term, x =), |:1:|M

Proof. By Lemma 5.11, |z| = ||z|%|, then by Lemma 5.7, = =) ., |z|X. O
Lemma 5.13 Let x and y be arbitrary |Azm|-ezpressions and M be a Acn-term, if © Pen) y, then
oM =, _yM. Therefore, if x Penl? y, then oM =, yM

Proof. By induction on the depth of the |Azm|-redex reduced in z. If z is a |Aznp|-normal form then
the conclusion is trivial. Otherwise,



102 CHAPTER 5. GEUVERS’ LEMMA

e z=(A\y,.My N) and y = [1° - N]M,. By definition,
M
oM = (/\MIM.MQ— NM) (5.3)

and
M
y* =1 Ny My (5.4)
M A M
We have ()‘MlM'MZ_ NMy Z25 19 NM:M%]MZ_- By Lemma 5.7, 1° - NM:MM =xen 17

1
NM /. Therefore, eM =, _ [1°- _7\7M:]V[1M]M2M =0 110 NM:M]MQM =yM

e 2= (M N), y=(My N) and M; 2% a1,. By definition,
oM = (MM NMy (5.5)
and
y™ = (Mz" NM) (5.6)
The induction hypothesis says that MlM
y = (M; N') and N 228 N7 i gimilar.

M
=x.qg M5 . Therefore, oM =)\m yM. The case

e The rest of cases are solved in the same way.

5.3 Geuvers’ Lemma

Theorem 5.14 Let My, N1, My and No be semi-open \op-expressions,
1. ZfHMlN]_ =Arcm HMQ'NZJ then Ml M2 and Nl NQ, and

=Acno =Xz

2. 4f My =»,, Ms, where My is a Acn-normal form, then there exists M' in A such that
My 255 MY and | M| = | M|
Proof.
1. By Lemma 5.10(1) and definition of |.|, II a7, |-[N1| =|r .| I|asy)-|V2|- Since |Azn] is confluent
on semi-open expressions (Theorem 5.4), there exists M in [Acp| such that IT 5z, .| V1| Penl ppe
and II| .| V2| Penll a7 But there exists no |Azm|-redex with the form IT,.y, so M’ has

the form IIp;.N where |M;] PAenlt M, |N| Aenlt N, | M, Aenl M and |Ny| PAenlt N.

By Lemma 5.12 and Lemma 5.13, for any Agp-term N', M; =), |M1|M =\;n MY
N1 =x.n |]\/'1‘i —Acnm Nl’ My =x,q |JMZ‘i —Acnm M2 and Na =x.q |N2|L =Acn N
Therefore, M1 =), My and Ny =), No.

2. By Lemma 5.10(1) and definition of |.|, |M;] =exl |Ms|. Since |Azm| is confluent on semi-
—»'Amﬂ M and
| Mo | Penl] M. But My is a Agp-normal form, then by Corollary 5.9, |Mj] is a |Az|-normal

form. Therefore, |Ms| = M. By Lemma 5.10(2), there exists M’ such that M AL M and
|M'| = M. Therefore, |M'| = | M.

open expressions (Theorem 5.4), there exists M in |Azn| such that |M;|

a



Chapter 6

Elementary Properties

In this chapter, we study the elementary typing properties of CC,. The case of Al is either
similar or simpler [69].
We recall the typing rules of the system CCy.

Notation: We use the lowercase letter s to range over the set of sorts { Kind, Type}.

Valid Signatures and Contexts

Y:T'FM:s

Tl Emp) “Fyerar (VerDed)
l_l—zi. 1;( pjgﬂidz (Metavar-Decl, ) X[ :: ést I‘J\;( ) (Metavar-Decly)

Valid Terms

FXY:-T >:I'MFEFN:s
Y- I'F Type : Kind (Type) S TFOy.N:s (Prod)
Y:T'FSr A Y::AFM: Kind . F¥:.T\M
(Clos-Kind)  Sp g, ez (Vo)

Y::TF[S]M : Kind

YeI'EM: 1y, .My Y:TEN:M

ST F(MN):[1" Ny | My (Appl)

Y I'EFSpA Y:AFM:N Y::AFN:s

S TF [S]: [S]V (Clos)

FS:T X:aMeX A=, T

ST X (Metavar)

103
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YeI'MiyFMy: N ¥:T'FIlp .N:s
Y:I'k /\MI.MQ . HMlN

(Abs)

YeI'EM: M, Y:TEM:s M =y, M

STF M : i, (Conv)
Valid Substitutions
FX:..T FX::T'M Y:THEI">A .
1d Shift
STrPeT 09 ST MF ey onift)
SLESe A SoAFToA
YT FSoTb>A P
Y:THEFSr A X::T'kHM:I[S|N E:-AI—N:S(COHS)
ST FS-Mnyb>AN

AI

. AL _
LolESeA PE-A  A=ap & (nySubs)

YT HSp A

The first section presents some basic lemmas. The remaining sections present the elementary
properties of CC.: Sort Soundness, Type Uniqueness, Subject Reduction and Typing Soundness.

6.1 Basic Lemmas

The following lemmas simplify the proofs to come. Almost all of them are proved by induction on
typing derivations.

Lemma 6.1 If we denote the prefix relation of lists by <, then the following typing rules are

admissible.
. ! !
FX '|_AE 1; 24A (Undeclare-Var) % (Undeclare-Metavar)
Proof. By structural induction on A and Y. O

Lemma 6.2 (Sub-Derivation Property)

1. Ewvery typing derivation of X::I' - M : N and X:-I' - S > A has a proof of F X:-T as
sub-derivation.

2. Ewvery typing deriwvation of F X :-I'.M has a proof of X::T' M : s as sub-derivation.

Proof. By simultaneous induction on typing derivations. O
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Lemma 6.3 (Clos-Sorts) The following typing rule is admissible.

YI'ESPA Y:AFM:s
YT H[SIM :s

(Clos-Sorts)

Proof. By case analysis on s. If s = Kind then this rule is (Clos-Kind). Otherwise, s = Type, and
we have 3 :-T'F [S]M : [S] Type. Therefore we have the typing derivation

YT FHI[SIM : [S]Type X:T'F Type: Kind [S]Type =), Type (Conv)
YT+ [S]M : Type o

Lemma 6.4 (Inversion)
1. If X::TF M : N, then

e if M =1, then T =T".N' and N =, 15N,

o if M = Type, then N =), Kind,

e if M =X (a meta-variable), then X: AN' € £, T =), A and N =), N,

o if M =1y, .My, then X::T"My = My : s and s =), N,

o if M = Appy .My, then X:-T. .My My : N', ¥:-TF1Ip, .N': s and N =y, Uy N,

o if M = (M; My), then X:-T'F My : IIy, .Ny, £::T'F My : Ny and N =),
[1°+ My, IN2, and

o if M =[TIM', thenX:+:TFTv>A, XA+ M : N and (N' = Kind, N =), Kind or
Y:AFN':s, N=y,[T|N').

9. If ST+ S A, then

o if S=1° then T =) , A,

o if § =15 then D =T .M, £:T" 1" > A and A =y, A/,

e if S=T-M.y, then X:T T > A, 3::T M : [TIN', Z::A" - N : s and
A =y, AN, and

e if S=ToS then :THTp A, X::A'F S > A" and A" =), A.

Proof. By simultaneous induction on typing derivations. If the last applied rule is (Conv) or (Conv-
Subs), then we conclude by using the induction hypothesis. The other cases are solved by using

the premises of the rules. O

Lemma 6.5 If ¥ is a valid signature, i.e. F 3, then all the meta-variables declared in X are

different.
Proof. By structural induction on X. O

Lemma 6.6 Let X be a meta-variable, if L:T = X : M and X:-T" - X : M', then T =, I"
and M =y, M'.



106 CHAPTER 6. ELEMENTARY PROPERTIES

Proof. By Lemma 6.4, we have X: o, M1 € X, T =), A, M =), M1, X:p, My € £, TV =), Ay
and M' =), M,. By Lemma 6.5, we have A; = Ay and M; = M. Therefore, I' =), I and
M M'. O

Azo
Lemma 6.7 Let ¥ and ¥ be two signatures such that ¥ <Y and - Y/, then

1. if FX:-T, then - X':-T,

2. 4f X:T'FM:N, then ¥::T'F M : N, and

3. if X:eT'F S A, then ¥ ::TF Sp> A.
Proof. By simultaneous induction on typing derivations. O

Lemma 6.8 If -X:T and X:AM € %, then M = Kind or X:-AF M : s.

Proof. We have the hypotheses:
1. + %, by (Undeclare-Var) applied to hypothesis - ¥:-T'.
2. (a) F Y. X:AM and (b) ¥’ X 3, by (Undeclare-Metavar) applied to (1) and X: oM € 3.

Now, we analyze the last derivation of (2-a). If it is (Metavar-Decly ), then M = Kind. Otherwise,
it is (Metavar-Decly). In this case, we have - ¥/. X: AM, and we conclude with Lemma 6.7, (1)
and (2-b), that X:- A F M : s. O

Lemma 6.9 (Kind Inversion) If X:-T' - M : Kind, then M = Type or M = X (where X is
a meta-variable) or (M = .My, X:-T.My = Ms : Kind) or (M = [S]M', £::T + S > A and
Y AF M : Kind).

Proof. We check the last applied rule in the typing derivation. By Remark 3.15, the rule (Conv)
cannot be the last applied rule. Hence, the only possible rules are (Type), (Prod), (Metavar) and
(Clos-Kind). The result is obtained from premises of these rules. O

6.2 Sort Soundness

Sort Soundness property says that if X:-I' - M : N is a valid judgment, then N = Kind, or well
the type of IV is a sort, i.e. X::I'F NV : s.
We need the following lemmas.

Lemma 6.10 (Equivalent Contexts) If - X:- TV and T
1. if X+:T'FM:N, then X::I'+ M : N, and

IV, then

—Aco

2. if XoTHES> A, then X:T'F S A.

Proof. By simultaneous induction on typing derivations. If the last applied rule is (Type), then M =
Type and N = Kind. In this case, the result is obtained directly by applying (Type) to hypothesis
F X:-T'. If the last applied rule is one of (Clos-Kind), (Appl), (Clos), (Conv), (Cons), (Comp) or
(Conv-Subs), then we apply the induction hypothesis to the premises. The only interesting cases
are:
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e (Prod). The last derivation has the form:

YT .MibEDMy:s
oD F1Ipy .My s

(Prod)

where M = II;s, .My and N = s. We have the hypotheses:

1. ¥::T.My F M, : s, premise of (Prod).

2. X::T'F M; : s is a sub-derivation, by Lemma 6.2(2) applied to (1).

3. XTIV F M : s, by induction hypothesis applied to (2).

4. b X :-T".My, by (Var-Decl) applied to (3).

5. %:T".My b M, : s, by the induction hypothesis applied to (4) and the hypothesis
T.M; =, I'.M.
We conclude with (Prod) applied to (5) that X :- TV F Iz . Mo : s.

e (Var). The last derivation has the form:

F ZI'Fl.Ml
ST My F 1 [15eO)ng

(Var)

where ' =T'1.M;, M =1 and N = [TS"C(O)]Ml. We have the hypotheses:

1. + ¥:-T';. My, premise of (Var).
(a) I' = T's.Ms, where I’y

of lemma.

(154 ONMy =5 .q [194V)Ms, by (2-2).

F 3:- Ty, by (Undeclare-Var) applied to (2-b).

YTy 1% Ty, by (Id) applied to (4).

«Tg. My F 1540 5 Ty, by (Shift) applied to (2-b) and (5).

'y M : s is a sub-derivation of F 3:-T'1.M;, by Lemma 6.2(2) applied to (1).
::T'9 F M : s, by induction hypothesis applied to (2-a), (4) and (7).

Ty My + [15%O)M; : s, by Lemma 6.3 applied to (6) and (8).

10. STy My F 1 : 15O My, by (Var) applied to (2-b).

N

=),y L2 and M; =), M, and (b) F X:-T'y. My, hypothesis

© 00 N O Ut = W

M MMM

We conclude with (Conv) applied to (10), (9) and (3) that £:-T'e. My b 1 ¢ [15O] 0.
e (Metavar). The last derivation has the form:

FY:T X:iaN€eX A=y,
Y I'FX:N

(Metavar)

where M = X (X is a meta-variable). We have the hypotheses:

1. (a) FX:=T, (b) X: AN € ¥ and (c) A =),
2. A=), I, by (1-¢) and hypothesis ' =) ., I'.

', premises of (Metavar).
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3. = X :- TV, hypothesis of lemma.
We conclude with (Metavar) applied to (1-b), (2) and (3) that X:- T+ X : N.
e (Abs). The last derivation has the form:

Y T.MyF My: N’ E:-I‘I—HMl.N':s
0T F Ay My HMI.N'

(Abs)

where M = A\jy, .My and N = I, .N'. We have the hypotheses:

1. (a) ¥::T.M; F My : N" and (b) X:-T' kI, .N' : s, premises of (Abs).
2. X:: T+ M : s is a sub-derivation by Lemma 6.2(2) applied to (1-a).
3. X:TI"F M : s, by induction hypothesis applied to (2).

. X T.My, by (Var-Decl) applied to (3).

. BT F 1,y .N' 2 s, by induction hypothesis applied to (1-b).

. X:TV.My + M, : N', by the induction hypothesis applied to (1-a), (4) and the hypothesis
' M, .M.

(=2 BN S2 N

Ao

We conclude with (Abs) applied to (2) and (4) that X :- TV = App .My : Ty, N
e (Id). The last derivation has the form:

FX:.T

SRS

where S = 1% and A =T'. We have the hypotheses:

1. F X:-T, premise of (Id).
2. YT/ 195 17, by (Id) applied to hypothesis - X :- T,

3. T IV, hypothesis of lemma.

—Aco

We conclude with (Conv-Subs) applied to (1), (2) and (3) that X:-TVF 1% > T
e (Shift). The last derivation has the form:

FYXeTv.M 21" A

Shift
Yo DMy F 5 A (Shift)

where I' = I';.M; and S = 15%“(")_ We have the hypotheses:

1. ¥::T1 F 1" > A, premise of (Shift).

2. (a) I" =T'9.My, where I'y =), 'y and M;
of lemma.

3. F ¥:- T, by (Undeclare-Var) applied to (2-b).
4. ¥::Ty 1" > A, by induction hypothesis applied to (1), (2-a) and (3).

Ms, and (b) F X:-T'3. M5, hypothesis

Ao

We conclude with (Shift) applied to (2-b) and (4) that ¥:-Ty. Ay - 715%™ & A,
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O
Lemma 6.11 If X:TFM:N and ::T' - N :s, then T - 1% M.y > T.N.
Proof. We have the hypotheses:
1. F ¥:-T, by Lemma 6.2(1) applied to hypothesis.
2. X:TF1%> T, by (Id) applied to (1).
3. 2T +F[1°N : s, by Lemma 6.3 applied to (2) and hypothesis £:: ' N : s.
4. %:+TF M : [1°IN, by (Conv) applied to (3), ¥:-T'F M : N and [{°]N =), N.
Therefore, we have the derivation
Y:TH1pT E:-FEN:S Y.TFM: 1IN (Cons)
>.I'H17"-Mpyo>T.N
O

Theorem 6.12 (Sort Soundness)
1. If ¥::TF M : N, then either N = Kind, or X:-T' N : s, and
2. 4f X:I'F S A, then FX:- A,

Proof. By induction on typing derivations. If the last rule is one of (Conv), (Abs), (Id) or (Conv-
Subs), then the result is obtained from premises. The other cases are:

e (Type) and (Clos-Kind). In these cases N = Kind.

¢ (Prod). In this case the conclusion has the form ¥:-T' F I, .My : s. If s = Kind then the
conclusion is trivial. Otherwise s = Type, and by Lemma 6.2(1), we have - X:-T'. Finally,
we apply (Type) to conclude ¥:-T'F Type : Kind.

e (Var). In this case the conclusion has the form £:T.N' + 1 : [15*O]N’. We have the
hypotheses:
1. F X :-T.N', premise of (Var).
2. () FX:Tand (b) X::T'F N’': s, by Lemma 6.2 applied to (1).
3. 2T H 15T, by (Id) applied to (2-a).
4. $:T.N'F 15O » T by (Shift) applied to (1) and (3).

We conclude with Lemma 6.3 applied to (2-b) and (4) that ¥:- D.N' I [15%O|N" : &',

e (Metavar). The last derivation has the form:

FS:T X:aN€ES A=y, T

S TEX. N (Metavar)

where M = X (X is a meta-variable). We have the hypotheses:
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1. (a) FX:T, (b) X: AN € ¥ and (c) A =),
2. ¥:-AF N:s, by Lemma 6.8 applied to (1-a) and (1-b).

I, premises of (Metavar).

By Lemma 6.8 applied to (1-a) and (1-b), we have N = Kind or ¥:- A+ N : s. In the latter
case we conclude with Lemma 6.10 applied to (1-a), (1-c) and (2) that ¥::T'F N : s.

e (Appl). The last derivation has the form:

E:-F"Mli]:[Nl.Ng EF"Mle(

Appl)
ST F (M, My) : 19 Moy, N,

We have the hypotheses:

—_

(a) ¥::T'F M : TIn,.Ny and (b) ¥:-T'+ My : N, premises of (Appl).

. X::T'F1IIn,.Ny : s1, by induction hypothesis applied to (1-a) (remark that
HNl.NQ ;é Kznd)

3. (a) X::T.Ny - Ny : sy and (b) s3 =), s1, by Lemma 6.4 applied to (2).
4. ¥::TF Np:s', by Lemma 6.2(2) applied to (3-a).
5.2:TFH10. Ms.n, > T'.N1, by Lemma 6.11 applied to (1-b) and (4).

[\

We conclude with Lemma 6.3 applied to (3-a) and (5) that =T F 19 My, x, ] Na : so.
e (Clos). The last derivation has the form:

Y:TFS>A N:AFM:N S:AFN S

ST F[S]M : [S]NV (Clos)
We conclude with Lemma 6.3 that X:-T' - [S]N' : .
e (Shift) or (Comp). We conclude with the induction hypothesis.
e (Cons). The last derivation has the form
D:DESeA SeTEM:SIN S:ARN:s (o

:T'FS-Myv> AN

we use (Var-Decl) on hypothesis ¥:- A+ N : s, to obtain - ¥ :- A.N.

6.3 Type Uniqueness

Type Uniqueness property says that types are unique modulo A p-conversions.
We need the following lemmas.

A *
Lemma 6.13 If M =25 s, where s in {Kind, Type}, then s is a sub-term of M.

Proof. By induction on the length of the reduction. The base case is trivial. At the induction step
we use the induction hypothesis and the fact that for any rule I —— r in Ay, if s is a sub-term
of r then s is a sub-term of [. O
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Lemma 6.14 (Kind Soundness) If ¥::T'F M : N and N Kind, then N = Kind.

Ao

Proof. By sort soundness theorem (Theorem 6.12), N = Kind or £:: ' N : s. We show that the
second case is not possible. Kind is a Agp-normal form, then by Geuvers’ lemma (Theorem 5.14),

there exists s such that N 2% & and |s'| = |Kind|. By definition of |.|, s’ = Kind. By Lemma 6.13,
Kind is a sub-term of N. By Remark 3.15, the judgment X :- ' - IV : s is not valid. Therefore, the
only possible case is N = Kind. O

The proof of the type uniqueness property proceeds by structural induction on expressions. In
typed A-calculus (without the 7-rule) the confluence property (on pre-expressions) is used in the
case of applications. In systems where the confluence property is not available a this stage of the
development, the Geuvers’s lemma provides a decomposing property of constructors —for instance,

M2 and N1

if Iz, -IN1 =2, Hag,-No then My =), =), /N2— which suffices to continue the proof.
Theorem 6.15 (Type Uniqueness) Let I'y and 'y be such that I'y =), [y,

1. of ¥2T1 =M : Ny and ¥::T'y = M : Ny, then Ny =),; Na, and

2.4f YT S> Ay and X:-To - 8> Ay, then Ay =y, Ag.

Proof. By simultaneous structural induction on M and S.
e M = Kind. By Remark 3.15 this case does not apply.

e M =1. By Lemma 6.4, we have I'y = T'{.N{, Ny =), [154OIN!, Ty = I').N} and N, =X.n
[154<®)|N}. Since I'y Iy, we have N/ Nj. Therefore, [15*OIN] =, [15O1N;
Na.

=Acn =Acn

and so, N1 =),

e M = X (X is a meta-variable). In this case we use Lemma 6.6.

e M = Type. By Lemma 6.4, we have Ny Kind and Ny Kind. Therefore, Ny

Ns.

Ao —Acnm Ao

o M =1IIp,.M;. By Lemma 6.4, we have ¥ :-I'1. My = My : 51, Ny =5, 51, 2 To. My = My : 59
and Ny =), s2. Since I'y =), I's, we have I';.M; I'y.M;. By induction hypothesis,
we have s; $9. Therefore, Ny Ns.

Ao

—Acnm Ao

e M = Ay, .My, By Lemma 6.4, we have X:-T'1.M; - My : N{, Ny
Mj : Ny and Ny =y, I .Nj. Since I'y =y, T'g, we have I';.M;
hypothesis, we have Nj Nj. Therefore, Iy, .N]

Mar .Ni, X:-T9. M +
=x.q I'2.M1. By induction
IIpz, .N} and so, Ny Ns.

—Acno

:AL‘.H :)\L‘,H :)‘LH

e M = (M; M). By Lemma 6.4, we have X:-T'y - M : HN{.Né, Ni =g [TO'M2:N{]N55
YTy My Tyn Ny and Ny =)y [0 M. yn]N3. By induction hypothesis, ITys.N3
IIyin.N3'. By Geuvers’ lemma (Theorem 5.14), Ny N{" and N,
[TO . MZN{]Né =Aco [TO : MZ:N{']N; and so, V1

—Aco

= =,y V9. Therefore,

No.

—Acnm

e M = [S'|M'. By Lemma 6.4, we have X:-T1 F §' > Ay, ¥:-Ay = M’ : Ni, (N] = Kind,
Ny =), Kindor X:- Ay F Ny : 51, Ny =5, [S']V]), B:-Ta F 8" > Ay, X:- Ag - M’ : Nj and
(N3 = Kind, Ny =, Kind or ¥ :- Ay b Ny : 59, Na =», [S']N3). By induction hypothesis
on S', Ay =5, Ay. By induction hypothesis on M’, N] Nj. Now we proceed by case
analysis on Nj:

Ao
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— N{ = Kind. By Lemma 6.14, N; = Kind. Therefore, Ny =), Kind =), Ns.

— N{ # Kind. By Lemma 6.14, N; # Kind. Therefore, N1 =y, [S'|N] =x, [S']V)
Ns.

Ao

e S = 1™ In this case we prove by structural induction on n that if X:I'y - 1" b Ay,

E:-Fz F Tn > AQ and Fl =Acm FQ, then Al AQ.

Ao

e S=5"-Mpy. By Lemma 6.4, we have X:- Ty F S’ > A], Ay =), AN, X:Ty - 5" > Af

and Ay =),, A5.N. By induction hypothesis, A} =5, Aj. Therefore, A.N
and so, Aq As.

AY.N

—Aco

Ao

S =5"08". By Lemma 6.4, we have X:-T'; F §' > A}, £ Al F 8" > A, Ay =y, A,
Yook S > AY YA E S" > A and Ay =), Aj. By induction hypothesis on S’ and S”,
Al Al and Af AY. Therefore, A4 Al AY Aj.

—Acno —Aco —Acno —Aco Ao

O

6.4 Subject Reduction

Subject Reduction property says that typing is invariant under Azp-reductions.

We need the following lemmas.

Lemma 6.16 If S:TF S> A and S:- A+ N:s, then S T.[S]N F (150 0 §) . 1.5 > A.N.

Proof. We have the hypotheses:

1.

2.

3.

4.

)
)
. D:T[S|N F 154A% 6 § & A, by (Comp) applied to (5) and hypothesis £:T F S > A.
)
)

ST F [S]N : s, by Lemma 6.3 applied to hypotheses.

F X :-T.[S]N, by (Var-Decl) applied to (1).

b %:-T, by Lemma 6.2(1) applied to hypothesis.

YT F 1% T, by (Id) applied to (3).
= T.[S]N F 150 » T by (Shift) applied to (2) and (4).
= T.[SIN F 1 : [15%O][S|N, by (Var) applied to (2).

= T.[S|N F [15%%) o §]N : s, by Lemma 6.3 applied to (7) and hypothesis ¥:- A F N : s.

: r(.(%s*]N F 1 15406 SIN, by (Conv) applied to (6), (8) and [15%?) o S]N
[T SIN.

Ao

Therefore, we have the derivation

S:DISINF15@os5p A BT [SINF1: 15O oSN S:AFN:s
SeDSINF (150 6 §) - 1.y > AN

(Cons)
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Lemma 6.17 If ©:TF 1™ A.M, then T F 152m) 5 A

Proof. We have the hypotheses:
1.  ¥:-T, by Lemma 6.2(1) applied to hypothesis.
2. F ©: A.M, by sort soundness theorem (Theorem 6.12) applied to hypothesis.
3. F X:- A, by (Undeclare-Var) applied to (2).
4. 2 AF1%5 A, by (Id) applied to (3).
5. % AM F 154 A by (Shift) applied to (2) and (4).

Now, we prove by structural induction on m that >: 'k Tsuc(m) > A. O

Lemma 6.18 If [|"|M =), [1"|M’, then M M.

=Acm
Proof. By structural induction on n. Note that if [TSUC(O)]M =\;n [Tsuc(o)]M', then

[TO . 1:M] [TS“C(O)]M [TO . 1:M] [TSUC(O)]MI

—Aco

But also,

M 3‘[«_1'1* [TO . 1:M] [TSuc(O)]M _ [TO . ]—:M] [TSuc(O)]MI )‘E_Hi M

Acn

Lemma 6.19 The A p-rewrite system preserves typing.

Proof. We verify the property for each rewrite rule. We detail some cases.

e (Beta) Let %:T F (Aas;-My Ny) : Na, we show $:-T F 1% Ny.ap My @ No. We have the
hypotheses:

L (a) BTk Apgy .My : Hpr M3, (b) £ Ny M and (¢) Na =),y [1° - Ny | M3, by
Lemma 6.4 applied to hypothesis ¥:-T' F (Apy, .My N7) @ Ns.

2. (a) X:+T.My + My : MJl, (b) B:-T F MY @ s and (c) HM{.Mé =x.q U, -My, by
Lemma 6.4 applied to (1-a).

3. (a) X::T'F M : s1, by the Lemma 6.2(2) applied to (2-a), and (b) X:-T.M; F MY : 59,
by Lemma 6.4 applied to (2-b).

4. (a) My M and (b) M}
(2-¢).

5. ¥::T'F Ny : My, by (Conv) applied to (1-b), (3-a) and (4-a).

6. 2T 1% Ny > T.My, by Lemma 6.11 applied to (3-a) and (5).

7. X:+T F Ny : s, by sort soundness theorem (Theorem 6.12) applied to hypothesis of
lemma. Remark that the case Ny = Kind is not possible by Lemma 6.9.

M, by Geuvers’ lemma (Theorem 5.14) applied to

:AL‘.H :ALH
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Therefore, we have the derivation

YD H1 Ny > DMy SoT.MyF My : MY % FMlkMé’:s

2(Clos)
ST 1% Nuag Mo 2 [1° Ny, | M.

Finally, [1% - Ny MY =5 [1°- Ni|M3 =x.y N2, so we conclude with (Conv) and (7)
that ¥ T [1%+ Ny.ag, | My = No.

o (Lambda). Let S:T F [S](Ap,.M3) : N, we show X T Mgy, [(15%4%) 0 S) - 1.0, | My : N

We have the hypotheses:

1. (a) Z:TFSp A, (b) ¥ AF Ay, My : Ny, (¢) £:2 A Nyt s and (d) N =y, [S]Ny,
by Lemma 6.4 applied to hypothesis of lemma. Remark that the case N; = Kind is not
possible by Lemma 6.9.

2. (a) X::AMy F My @ Ny, (b) ¥:-A F Hp.No @ 8" and (¢) Ny =x,; Hag-N2, by
Lemma 6.4 applied to (1-b).

3. (a) ¥:-AF My : s1, by Lemma 6.2(2) applied to (2-a), and (b) X:- A.M; - N3 : s9, by
Lemma 6.4 applied to (2-b).

4. ¥::T'F [S]M; : s1, by Lemma 6.3 applied to (1-a) and (3-a).

5. % T.S|My F (15%© 0 8) - 1.7, > A.My, by Lemma 6.16 applied to (1-a) and (3-a).

6. (a) D:D.[S|My F [(15%®) 0 8) - 1,47, ] My = [(15%¢9) 6 8) - 1.34,] Ny, by (Clos) applied to
(2-a), (3-b) and (5); and (b) T :T.[S]M; F [(15%“®) 0 8) - 1.51,]Ns : s5 by Lemma 6.3
applied to (3-b) and (5).

7. X:+T F N : 5", by sort soundness theorem (Theorem 6.12) applied to hypothesis of
lemma. Remark that the case N = Kind is not possible by Lemma 6.9.

8. Do Tk Mg, [(15"4Y 0 8) - 1, | N3 = 5
Therefore, we have the derivation

E'-P[S]Ml (15449 0 §) - Loagy JMy = [(15 0 8) - 1.0, ]Ns (8)
STk g (155 0 8) - 1.4, 1M, H[S]Ml.[(TSUC@) 0 8) - 1.ag | Ny

(Abs)

Finally, Tjg)p,- [(TS“C@) 08) - 1Ny =x.q [S](TMar,-No) =,y [S]N1 =2,y N, so we con-
clude w1th (conv) and (7) that X T & Agag, (199 0 S) - 1 ]Ms : N

e (Clos). Let ¥:-T'F [T][S]M : N, we show X:-I'F [T o S]M : N. We have the hypotheses:

1. (a) 22T F T > Ay, (b) B2 Ay + [S]M : Ny, (¢) (N1 = Kind, N =,,, Kind or
YAy Ny:sy, N=y., [T]N1), by Lemma 6.4 applied to hypothesis of lemma.

2. (a) Z:: A1 S> Ag, (b) ¥:-Ag F M : Ny, (¢) (Ng = Kind, Ny =»,; Kind or :- Ay -
Ny : 59, N1 =), [S]N2), by Lemma 6.4 applied to (1-b).

3. X:+T'FToSp> Ay, by (Comp) applied to (1-a) and (2-a).

4. N = Kind or X::T' = N : s, by sort soundness theorem (Theorem 6.12) applied to
hypothesis.
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By case analysis on Nj.

— Ny = Kind. By Lemma 6.14 applied to (1-c¢) and to (2-c), Ny = Ny = N = Kind.

Therefore, we have the derivation

YeI'FToSp Ay X:AgbM: Kind
Y:TH[ToS|M: Kind

(Clos-Kind)

— Ny # Kind. By Lemma 6.14, we have N1 # Kind and N # Kind. Therefore, we have
the derivation

EZ'F"TOSDAQ EZ'A2|_MZN2 ZI'AQ"NQZSZ
Y:TH[ToS|M:[ToS|N,

Finally, [T o S|Ny =), [T][S]N2 =a.q [T]N1 N. We conclude with (Conv) and
(4) that X::I'F[T'o S]M : N.

(Clos)
Az

(VarCons). Let X:T'F [S- Mj.51]1: N, we show X:-I'F M : N. We have the hypotheses:

1. (a) =T FS- My, > A, (b) A1 F1: Ny, (¢) ¥22A1F Ny :aand (d) N =),
[S - My.p, N1, by Lemma 6.4 applied to hypothesis of lemma. Remark that the case
N7 = Kind is not possible by Lemma 6.9.

2. (a) Ay = Ag.Ny and (b) Ny =y, [15%“D]N;, , by Lemma 6.4 applied to (1-b).

3. () X:THS>AL (b)X:T'F My : [S]My, (c) X Ay - My : s' and (d) Ay =), AY. My,
by Lemma 6.4 applied to (1-a).

4. My =), Ny, by (2-a) and (3-d).

5. X:T F N : §" by sort soundness theorem (Theorem 6.12) applied to hypothesis of
lemma. Remark that the case N = Kind is not possible by Lemma 6.9.

Finally, [S]M3 =5, [S - Ml:Mz][Tsuc(O)]MQ =xcn 1S Mlez][Tsuc(O)]NQ =xcn [S - Mian,| M1
=), IV, so we conclude with (Conv) applied to (3-b) and (5) that ¥:-I" - M : N.

(Map). Let £:TFTo(S-Mpy)p> A, weshow 2T F (ToS):[T|M._5 > A. We have the
hypotheses:

1. (a) 2:TFTp A, (b)X:- A1 FS-Mpy> A" and (c) A =), A', by Lemma 6.4 applied
to hypothesis of lemma.

2. () A1 FS> Ay, (b) XAt EM:[S|N, (c) X:- Ay - N :sand (d) A’
by Lemma 6.4 applied to (1-b).

¥: Ay F[S|N : s, by Lemma 6.3 applied to (2-a) and (2-c).
Y:TFToSp Ay, by (Comp) applied to (1-a) and (2-a).
YT+ [T]M : [T][S]N, by (Clos) applied to (1-a), (2-b) and (3).
YT+ [T][S]N : s, by Lemma 6.3 applied to (1-a) and (3).
)Y
)Y
l_

A,.N,

—Acno

+I'F [T oS|N : s, using the above (Clos)-case with (5).
»I'F[T]M : [T o S|N, by (Conv) applied to (4), (6) and [T]|[S]N =, [T o S|N.
¥ :- A, by sort soundness theorem (Theorem 6.12) applied to hypothesis of lemma.

© PN ;e W
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Therefore, we have the derivation

Y:T'FToSrAy S:TH[TIM:[ToSIN X:AykN:s
STF (To5) [T]M.yb AN

(Cons)

Finally, Ag.N =), A" =),
LT H(ToS)-[TIM yv A.

A, so we conclude with (Conv-Subs) and (8) that

(Shift0). Let X:-T'F 15u¢(0) 1.y > A, we show 3T+ 1% > A. We have the hypotheses:

1. (a) DD F 15w@ p A/ (b) BT+ 1: [15%O)M, (¢) B:- A’ F M : s and (d) A =y,
A'.M, by Lemma 6.4 applied to hypothesis of lemma.
(a) T=T".M', (b) 2T 19> A" and (c) A" A, by Lemma 6.4 applied to (1-a).
I =5,; A”, by Lemma 6.4 applied to (2-b).
F X:-T, by Lemma 6.2(1) applied (1-a).
YoM 1z 15O M) by (Var) applied to (4) and (2-a).
[TS“C(O)]M' =)\iq [TSUC(O)]M, by type uniqueness theorem (Theorem 6.15) applied to
(1-b), (5) and (2-a).
(a) M =),; M’', by Lemma 6.18 applied to (6), and (b) I
8. X:T F1°> T, by (Id) applied to (4).
9. F X:- A, by sort soundness (Theorem 6.12) applied to hypothesis of lemma.

=z

S Ut W N

N

A’ by (3) and (2-c).

=Acnm

Finally, ' = IV.M' =) ., A".M =), A, so we conclude with (Conv-Subs) applied to (8) and
(9) that X:TF1%p A.

(ShiftS). Let ©:-T' F 715%™ . [17]1,, > A, we show £:-T F 1" > A. We have the hypotheses:

1. (a) =T F 715%™ 5 A (b) ©=T F 11 : [15M)M, (¢) S:A' F M : s and (d)
A=y

2. ()T =T"M', (b) 2:-T"F 1" > A” and (c) A" =),; A, by Lemma 6.4 applied to (1-a).

3. (@QX+THI">I, (B)Z:+T"F1:N(c)Z:+T"F N: s and (d) [15*M™]M =, ., 1"]N,
by Lemma 6.4 applied to (1-b). Remark that the case N = Kind is not possible by
Lemma 6.9.

(a) I = Q.N" and (b) N =) [1¥*“]N’, by Lemma 6.4 applied to (3-b).
(UM = (17155 OINY =5 1 (15N, by (3-d) and (4-b).

M =),, N', by Lemma 6.18 applied to (5).

YT F 715%™ 5 Q. by Lemma 6.17 applied to (3-a) and (4-a).

Q
F 3 :- A, by sort soundness theorem (Theorem 6.12) applied to hypothesis of lemma.

A’ M, by Lemma 6.4 applied to hypothesis of lemma.

A’) by type uniqueness theorem (Theorem 6.15) applied to (1-a) and (7).

—Acm

© X N> o

Finally, I = Q.N' =,,, A".M
and (9) that X:-T'F 1" > A.

A, so we conclude with (Conv-Subs) applied to (3-a)

—Aco

e The other cases are similar.



6.5. TYPING SOUNDNESS 117

Theorem 6.20 (Subject Reduction) If z Aenl y, then
1. ifx isaterm and X::T'Fx: N, then X::T'Fy: N, and

2. if x 1s a substitution and X:-T'Fxz > A, then X:-T'Fyp> A.

. . . . A . -
Proof. We show that typing is preserved for one-step reductions (i.e. RELLY ), and then it is also for

the reflexive and transitive closure (i.e. Aenl ). Let x en, y be a one-step reduction, we proceed
by induction on the depth of the redex reduced in x. At the initial case x is reduced at the top
level. In this case we conclude with Lemma 6.19. At the induction step we resolve with Lemma 6.4
and induction hypothesis. O

6.5 Typing Soundness

Sometimes the conversion rule (Conv) is expressed as [35]

F"M:Nl F|_N2:S (N1—>N201‘N2—>N1)
I'-M: Ny

(Conv’)

The rule (Conv) seems to be more general that the rule (Conv’). In fact, the latter one allows
conversions of types only via a path through well-typed terms. Geuvers and Werner [35] define
soundness of a type system when it holds that convertibility of terms remains in the set of well-typed
terms. In sound systems the rules (Conv) and (Conv’) are equivalent.

Typing Soundness property says that if two typed expressions are Asp-convertible, then they
are convertible via a path of well-typed expressions.

We need the following lemma.

Lemma 6.21 Let M, M’ S, S’ be Li-normal forms such that |M| = |M'| and |S| = |S’|, then

1. if YT =M :N and X::T'F M': N', then there exists a path of well-typed terms to convert
M and M',

2.4 L:eTES> AL BT HS > A" and A’

substitutions to convert S and S'.

A" then there exists a path of well-typed

Ao

Proof. By structural induction on M and S. We only detail two cases, the others are similar.
e M = [T]X (X is a meta-variable). By definition, M’ = [T']X with |T| = |T’|. From
Lemma 6.4 we have X+ T T > Ay, B0 A1 F X : A, 2T FT > Ay, B Ay F X & Ay,

By Lemma 6.6, A; =),; As. By induction hypothesis there exists a path of well-typed
substitutions to convert T and T".

e S =T: Ny, By definition, ' = T’ - N{:Né with |N1| = |N{| and |T| = |T'|. From
Lemma 6.4 we have X :-T'F Ny : [T|Ny, Z::TFT v Ay, BT Nj : [T'|[N), LT HT' > Ay
and A; =), As. By induction hypothesis there exists a path of well-typed terms trough
Ny =,y N{ and T T'. Tt is not difficult to see that there exists a path of well-typed
terms trough:

Lt we Lt
T- Nl:Nz —— (T Nl:Nz) o (TS . 1Né) s T'Nl:Né

Ao

! !
T - Nl:Né'

—Aco
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Theorem 6.22 (Typing Soundness)

1. If Y2TFM:N,X::T'+M : N and M

terms to convert M and M', and

M', then there exists a path of well-typed

—Aco

2.4 D:THS> A X:THS>Aand S

substitutions to convert S and S'.

S’, then there exists a path of well-typed

—Acnm

Proof. We only detail the first case, the second one is similar. From Lemma 5.10(1) we have
|M| = |M'|. The confluence property of |Azr1| says that there exists = in |Azr| such that | M| Penll o
and | M| Penl? z. From Lemma 5.10(2) we have that there exists M; and M, such that M Aen My,
M e M5 and \MlL = |My| = z. §ince Ly is terminating (Proposition 3.11), there exists M| and

c c . :
M} such that M; — M!, My — M} and M!, M} are Ly-normal forms. By subject reduction

theorem (Theorem 6.20), we have X:-T'F M| : N and X:-T' + M} : N'.
Now, from Lemma 5.10(1), we have z 1ol |M{| and = 1ol |Mj|. But M| and M} are Lp-

normal forms, hence, by Corollary 5.9, |M{| and |M}| are |£ri|-normal forms. Since |Ly| is confluent,
|M{| = |Mj|. By Lemma 6.21 there exists a path of well-typed terms trough M| =, ., Mj. O

A direct consequence of typing soundness and subject reduction is the following property.

Corollary 6.23 If X::-I' My : Ny, X:-I' My : Ny and M, My, then N1 =), No.

—Aco



Chapter 7

Weak Normalization

Strong normalization does not hold for typed versions of Az. In fact, Mellies shows in [63] that his
counter-example for preservation of strong normalization in the Ao-calculus [64], can be adapted
either to systems without associativity of composition (as Az), and even if we give priority to the

rules (ShiftCons) and (VarCons).

In A-calculi with explicit substitutions that implement one-step semantics of S-reduction —i.e.

if M, N are ground terms and M N N, then M @»
form of M'— as Ao, Aoy and A;, weak normalization on typed pure terms follows directly from
strong normalization of typed A-calculus. When we consider semi-open expressions, an additional
difficulty arises: the occurrence of meta-variables and substitutions in normal forms. Note that
the set of normal forms of semi-open terms is not included in the set of pure terms, e.g. the term
[TS“C(O)]X is a Ag-normal form, but it is not pure.

M where N is the substitution-normal

For the simply-typed version of Ao (with meta-variables), Goubault-Larreq [38] proposes a
clever translation from Ao-terms into a family of A-terms. In this approach, weak normalization
is deduced from strong normalization of the simply-typed A-calculus. That proof is adapted to a
second-order type system without dependent types in [37].

In this chapter we prove weak normalization for three typed versions of A,: simple types,
dependent types (AIz) and the calculus of constructions (CC.). The proof we provide for the
simply-typed Ag-calculus, can be adapted to Ao in a straightforward way. This gives an alternative
proof to that developed independently by Goubault-Larreq.

The weak normalization proofs presented in this chapter are based on strong normalization
of the reduction of (Beta) followed by a normal reduction of substitutions. We use the standard
technique of reducibility, originally due to Tait for the simply-typed A-calculus ans system T, and
posteriorly extended by Girard to the system F' (the A-calculus of second-order), by Coquand for the
Calculus of Constructions, and by Werner for the Calculus of Inductive Constructions. The general
idea of this technique is to define an interpretation for each type into a set of terms satisfying
certain closure properties. In particular, terms in the interpretations are defined to be strongly
normalizing. The final step of the proof is to verify that if a term M is of type A, then M is in the
interpretation of A, and so M is strongly normalizing.

Among the diverse proofs of termination using a reducibility notion, we follow the presentation
given in [33] for the calculus of constructions, which is based on saturated sets. We adapt this proof
for the typed versions of Az. In order to solve technical problems due to the non-confluence of the

119
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calculus of pre-expressions, we define saturated sets in a different way. However, the structure of
the proofs is the same.

7.1 Simple Types

In Geuvers’ proof, terms are interpreted by functions called valuations. In our proof, valuations are

just particular explicit substitutions. We prove that if M is a £-normal form and I' - M : A, then for

any valuation S of M, the £-normal form of [S]M, i.e. ([S]M)] ., is included in the interpretation

of A, denoted [A]. The identity substitution is a valuation of any term, thus ([{°|M)|, = M € [A].
We define N F as the set of all the £-normal forms of semi-open expressions.

Definition 7.1 Let =,y be in NF ., we say that x [c-converts to y, denoted by x Pe, y, if

x (Beta) w and y = (w)| .

We denote by SN the set of B-strongly normalizing expressions of N'F .

Definition 7.2 Let M be in NF;, M is neutral if it does not have the form AA.N. The set of
neutral terms is denoted by N'T.

7.1.1 Saturated Sets and Interpretation of Types
Definition 7.3 A set of terms A C N F is saturated (or a reducibility candidate) if

1. A C SN .
2. [F M e A and M 25+ M, then M’ € A.
3. If M € NT, and whenever we reduce a B;-redex of M we obtain a term M' € A, then M € A.

The set of saturated sets is denoted by SAT.

From Def. 7.3(3), we have

Remark 7.4 Let M be in NT such that M is a Bc-normal form. For any A € SAT, M € A.
Lemma 7.5 For any A € SAT, substitution S € SNz, and meta-variable X, ([S]X)|, € A.

Proof. Let M = ([S]X)| ., we reason by induction on v(S)!. M is neutral, then by Def. 7.3(3), it
suffices to consider the reductions of M.

e If M is a Bg-normal form, then M is neutral and so, by Remark 7.4, M € A.
o M b, X. By Remark 7.4, we have X € A.

o M PE [S"]X, with S 2N By hypothesis, we have S’ € SN/, and v(S’) < v(S). So, by
induction hypothesis, ([S']X)], = [S']X € A.

L«If x is strongly normalizing, v(z) is a number which bounds the length of every normalization sequence beginning
with z” [36].
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In every case, M [c-reduces into terms in A, thus by Def. 7.3(3), ([S]X)|. € A. O
Lemma 7.6 SN € SAT.
Proof. We verify easily the following conditions.

1. SN CSN..

2. If M € SN and M —=~ M', then M' € SN .

3. If M € NT, and whenever we reduce a 3;-redex of M we obtain a term M’ € SN, then

MES./\/’E.
O

Definition 7.7 Let A, A’ be in SAT, we define the set
A—>AN={MeNF|VNeA : (MN)eA}
Lemma 7.8 SAT is closed under function spaces, i.e. if A, A’ € SAT, then A—A' € SAT.

Proof. We show

1. A=A C SN ..
Let M be in A—A’, by Def. 7.7 and Def. 7.3(1), (M N) € A’ C SN for all N € A. Thus,

M e SN..
2. U M € A>A and M — M’ then M’ € A—A’.
Let N be in A, we show that (M’ N) € A’. By hypothesis, we have (M N) —— (M' N),

and (M N) € A'. Thus, by Def. 7.3(2), (M' N) € A"

3. If M € NT, and whenever we reduce a 3;-redex of M we obtain a term M’ € A—A’, then

M e A—A.
Let N bein A, we show that (M N) e A'. Since (M N) € NT, then by Def. 7.3(3), it suffices
to prove that if (M N) — M" then M" € A’. We have N € A C SN ., so we can reason

by induction on v(N). In one step, (M N) (¢-reduces to

e (M'N), with M Y By hypothesis, M’ € A=A’ and N € A, thus (M’ N) € A'.

e (M N'), with N el N By Def. 7.3(2), N’ € A, and v(N') < v(N), so by induction
hypothesis, (M N') € A'.

e There is no other possibility since M € N'7T.

Definition 7.9 The type interpretation function s defined inductively on types as follows:

[e] = SN if v 1s a basic type
[A—B] = [A]—]B]
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Corollary 7.10 By Lemma 7.8, for any type A, [A] € SAT.

Definition 7.11 The set of valuations of T, denoted by [I'], is a set of substitutions in N Fr
defined inductively on I' as follows:

[nil] = {1™ | for any natural n}
[IA] = [nilJu{S-M e NF.| M € [A],S €[]}

Note that if M € [A] and S € [['], then S - M is not necessarily in [I".A] (since S - M may not

Shift0
be in N F, e.g. TS"C(O) -1 u TO). However, we verify easily the following property.
Lemma 7.12 If M € [A] and S € [I'], then (S-M)|, € [I'.A].

Proof. There are two cases: (S-M)|, =S5 -M or (S-M)|, =1". In both cases we verify that
(S-M)|, € [l.A]. O

We verify that valuations are f[¢-strongly normalizing.
Lemma 7.13 For any I, [I'] C SN .

Proof. We prove by structural induction on S that if S € [I'], then S € SN ..
e S =1". In this case S is a 8-normal form, then the conclusion is trivial.

e S=T-M. By Def. 7.11, we have I' =IV.A, T € [I'"] and M € [A] C SN ;. By induction
hypothesis, T € SN ;. We prove by induction on v(M) + v(T) that T - M € SN . (note that
T -Me N]:E)

Definition 7.14 Let M, S be in N F ., we define

1. T satisfies that M is of type A, denoted by ' |= M : A, if and only if ([T|M)] . € [A] for any
T e [I7].

2. T satisfies that S is of type A, denoted by I' =S > A, if and only if (T 0 S)|, € [A] for any
T e [I7].

7.1.2 Weak Normalization Proof for A,
We need the following technical lemmas about [.-reductions.
Lemma 7.15 Let M, S be in N F, for any substitution T
. ,HL ! ﬂE !
1. if M — M', then ([T|M)|, — ([T|M")] ., and
2. if § LEv S then (ToS)|, 25 (T o8],
Proof. By simultaneous structural induction on M and S. O

Corollary 7.16 Let M, S be in NF, for any substitution T
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1. if ([T)M)|, € SN, then M € SN, and

2. if (ToS)|, € SN, then S € SN.
Lemma 7.17 Let M be in N F, if for all N € [A], ([TO -NIM)|, € [B], then Aa.M € [A]—[B].

Proof. Let N be in [A], we show that (A4.M N) € [B]. Since (As.M N) € NT and [B] € SAT, it

suffices to prove that if (A4.M N) e, M then M" € [B]. We have ([1° - N]M)| . € [B] C SN,
so by Corollary 7.16, M € SN .; and by hypothesis, N € [A] C SN ;. Thus, we can reason by
induction on v(M) 4+ v(N). In one step, (A4.M N) B-reduces to

o ([1° N]M)| . By hypothesis, ([1°- N|M)|. € [B].

o (\a.M' N), with M 25+ M'. By Lemma 7.15, (1° - N]JM)|, 2%+ ([1°- N]M")| .. Since
([1°- N]M)], € [B], and by Def. 7.3(2), we have ([1°- N]M")| . € [B]. But also, v(M') <
v(M), so by induction hypothesis, (A4.M' N) € [B].

e (A4.M N'), with N P By Def. 7.3(2), N’ € [A], so by hypothesis, ([1°- N']M)|, €
[B]. But also, v(N') < v(N), so by induction hypothesis, (A4.M N') € [B].
O

Weak normalization proof is based on the following proposition.

Proposition 7.18 (Soundness of =)
1.IfTHFM:A then D =EM: A, and

2. if TFSo A, thenT =S b A.

Proof. By simultaneous induction on derivations ' - M : A and I' - S > A. We reason according
to the last applied rule.

e (Var). In this case, M =1 and ' =I".A. Let T be in [I'], there are three cases:

— T = 1° Therefore, ([T]1)|, = 1. But 1 is a neutral B¢-normal form, then by Re-
mark 7.4, 1 € [A].

— T = 154", Therefore, ([T]1)], = [1%*™)]1. But [15“(™]1 is a neutral fz-normal
form, then by Remark 7.4, [TS"C(")]l € [A].

— T =S5"-M' Therefore, ([T|1)], = M'. By Def. 7.11 and hypothesis I' = I''. A, we have
M e [A].

e (Clos). In this case, M = [S'|M', T F S A, and A+ M': A. We reason by cases analysis
on M' and S'.

— M’ =1and $' = 15", Let T be in [I'], by induction hypothesis, (To15%™)| . € [A].
Note that ([T][15%]1)|; = ([T 0 15 1) | = (T o [5*(™)] J1)] .. By induction
hypothesis, ([(T'o 15"“(™)|]1)] € [A], and thus, ([T][1¥*“™]1)] € [A].



124 CHAPTER 7. WEAK NORMALIZATION

— M = X (X is a meta-variable). Let T be in [I'], by induction hypothesis, (T o S")|, €
[A], and by Lemma 7.13, (T'0 S’)| , € SN ;. Note that ([T][S']X)|, = ([T o S X)|, =
(T o &) 12JX)Lc. By Lemma 75, (T o &) c1X)Lc € [A], and thus, ([7][5") X)L, €

[A]-

(Metay ). In this case, M = X (X is a meta-variable). Let T be in [I'], there are two cases:

— T = 1% Therefore, ([T)X)|, = X. But X is a neutral Sc-normal form, then by
Remark 7.4, X € [A].

— T #1°. Therefore, ([T]X)], = [T]X. By Lemma 7.13, T € SN, then by Lemma 7.5,
[T)X € [4].

(Abs). In this case, M = A4,.My, T"A; - My : By, and A = A;—B;. By Def. 7.9,
[A] = [A1—B1] = [A1]—[B1]. Let T be in [I'] and {(T") be a notation for (TS“C(O) oT)-1.
We have ([T])(Aa,-M1))]lz = Aa,-([NT)]M1)| ;. By Lemma 7.17, it suffices to prove that for
any N € [A{], ([1°- NJ(INT)]M1)! )|, € [Bi]. By hypothesis and Lemma 7.12, (T-N)| . €
[T.A;], then by induction hypothesis, ([(T'- N)| M)l = ([1° - N](INT)|M1)l.) !l . € [Bi].

e (Appl). In this case, M = (M N1), ' My : B—>A and I' - Ny : B. Let T be in [I'], so
we have ([T)(M1 N1))|, = (([T)M1)], ([T)N1)lz). By induction hypothesis, ([T|M;)], €
[B—A] = [B] — [A] and ([T]N1)l. € [B]. Hence, ([T](M1 N1)). € [A]-

e (Id), (Shift). In this case, S = 1™. We prove by structural induction on n and T that if
Te[l'] and T'F 1" > A, then (T o1™)|, € [A].

e (Cons). In thiscase, S=S8"-M', T+ M': A/,T+ S > A’ and A’ A’ = A. Let T be in [I'], so
we have (T o S)|, = (To S|, -([T)M")| )] ;. By induction hypothesis, ([T|M')] . € [A4']
and (T'oS")|, € [A’]. From Lemma 7.12, we conclude ((T o S")|, - ([T)M")] )], € [A]-

O

Now, we show that G is strongly normalizing.
Lemma 7.19 Let M, S be expressions in N F,

1. if TFM: A, then M € SNz, and

2. 4if THSb> A, then S € SN .
Proof. By Def. 7.11, 1% € [I']. Hence,

1. By Proposition 7.18, ([1°]M)|, = M € [A]. By Corollary 7.10 and Def. 7.3(1), [A] € SN ..

2. By Proposition 7.18, (1° 0 S)|, = S € [A], and by Lemma 7.13, [A] C SN .

Finally, we prove weak normalization on simply-typed A.-expressions.
Theorem 7.20 (Weak Normalization)

1. If TFM: A, then M 1s weakly normalizing, and



7.2. SYSTEMS CC; AND I, 125

2. 4f TS A, then S is weakly normalizing.
Therefore, M and S have Az-normal forms.

Proof. Let N = (M)], and T = (5)], the subject reduction theorem (Theorem 3.9) says that
typing is preserved under reductions, hence ' - N : A and I' H T > A. Therefore, by Lemma 7.19,
N and T are both in SA;. Finally, note that 3;-normal forms in A/F; are Az-normal forms
too. O

7.2 Systems CC, and A,

Saturated sets for Al and CC/ are defined on the set of Ag-expressions.
As we have said in Chapter 3, the Lr-calculus is terminating but not confluent on pre-expressions.
For this reason, saturated sets in the A,j-calculus are redefined so as to deal with this problem.
We use (:I:)J,HL to denote the set of Ly-normal forms of z. Since the Agp-calculus without
annotations of types in substitutions is confluent on semi-open pre-expressions (Lemma 5.2), we
have the following property.

Remark 7.21 For any My, My € (M)ly,, |[Mi| = [Ms|. We write (M)] ;| to denote the |Lnl-
normal form of |M|.

We define N F as the set of all the Ly-normal forms of semi-open expressions.

|
Definition 7.22 Let z,y be in NF;, we say that x SIl;-converts to y, denoted by x e, y, if

Bet
xﬂ»w and y € (w)ly,-

We denote by SN the set of BII,-strongly normalizing expressions of N F .

Definition 7.23 Let M be in NF;, M is neutral if it does not have the form App .M. The set
of neutral terms 1s denoted by N'T .

Definition 7.24 Let x be in N F, the set of domains of z, denoted by D(x), is defined inductively
as follows:

D(z) = 0 if z € {Kind, Type} or x =1 or z = 1" or x is a meta-variable
D(HMle) = D(Ml) U D(Mg)

D(Ans,.Ms) = D(M;)UD(M,)

D(M N) = D(M)UD(N)

D([S]M) = D(S)uUD(M)

D(ToS) = D(T)uUuD(S)

D(S-M.ny) = {N}UD(S)uD(M)

Definition 7.25 A set of terms A C N F is saturated if

1. ACSN..
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2. IFM e A and M 225 M, then M € A.

3. If M € NT, and whenever we reduce a Bllc-redex of M we obtain a term M' € A, then
M e A.

4. IfM e A, |M|=|M'| and D(M') C SN, then M' € A.
The set of saturated sets is denoted by SAT.

The following corollary is a particular case of Def. 7.25(3).

Corollary 7.26 Let M be in N'T such that M 1is a Bllz-normal form. For any A € SAT, M € A.
Lemma 7.27 For any A € SAT, substitution S € SN ¢, and meta-variable X, ([S]X)|, C A.

Proof. Let M be in ([S]X)]y,, we reason by induction on v(S). Terms in ([S]X)|y, are neutral,
then by Def. 7.25(3), it suffices to consider the reductions of M.
Bllc
e M —= X. By Corollary 7.26, X € A.

o M 25 [5')X, with § 255 §". By hypothesis, S' € SN’ and v(S) < (S), so by induction

hypothesis, ([S']X)]n, = {[S']X} C A.
In every case, M flIlc-reduces into terms in A, thus by Def. 7.25(3), ([S]X)|, C A. O
Lemma 7.28 For any A € SAT, and terms M,N € SN, II);.N € A.

Proof. The term II;;.N is neutral, then by Def. 7.25(3), it suffices to consider the reductions of
ITps.N. We reason by induction on v(M) + v(N). a

Lemma 7.29 SN € SAT.

Proof. We verify easily the following conditions.
1. SN CSN,.
2. If M € SNz and M 225 M, then M’ € SN ;.

3. If M € NT, and whenever we reduce a BIlz-redex of M we obtain a term M’ € SNz, then
M e SN,.

4. f M € SN, |[M| =|M'| and D(M'") C SN, then M’ € SN .

Definition 7.30 If A, A’ € SAT, we define the set
A=A = {M € NF. |VN € A, (M N) € A"}

Lemma 7.31 SAT is closed under function spaces, i.e. if A,A' € SAT, then A—A' € SAT.
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Proof. We verify:

1. AN C SN ..

Let M be in A—A’, by Def. 7.30 and Def. 7.25(1), (M N) € A’ C SN for all N € A. Thus,
M e 8./\[5.

2. It M € A=A and M 225 M’ then M’ € A—A.

Let N be in A, we show that (M’ N) € A’. By hypothesis, (M N) € A’ and (M N) g (M'N).
Thus, by Def. 7.25(2), (M’ N) € A’

3. If M € NT, and whenever we reduce a (BIl;-redex of M we obtain a term M’ € A—A’, then
M e A—A.

Let N be in A, we show that (M N) € A’. Since (M N) € N7, then by Def. 7.25(3), it

suffices to prove that if (M N) Plle, M", then M" € A’. We have N € A C SN, so we can

reason by induction on v(N). In one step, (M N) BIl;-reduces to

e (M'N), with M e e, By hypothesis, M’ € A=A’ and N € A, thus (M’ N) € A'.

e (M N'), with N LN By Def. 7.25(2), N' € A, and v(N') < v(N), so by induction
hypothesis, (M N') € A'.

e There is no other possibility since M € N'7T.

4. If M € A=A, |[M|=|M'| and D(M') C SN, then M’ € A—A'.

Let N be in A, we show that (M’ N) € A'. By hypothesis, (M N) € A’, but also, |(M N)| =
|(M" N)|. By Def. 7.25(4), it suffices to show that D(M' N) C SN;. Since N € A C SN,
we have D(N) C SN ;. Therefore, D(M' N) = D(M') UD(N) C SN¢.
a
The following lemma is used in the proof of weak normalization for CC.

Lemma 7.32 Saturated sets are closed under arbitrary intersections, i.e. for I a set and A; € SAT
for allv € I, we have NjcrA; € SAT.

Proof. We verify
1. NierA; C SN ..
Bl

2. If M € NjerA; and M —= M’, then M’ € Nicr ;.

3. If M € NT, and whenever we reduce a BII;-redex of M we obtain a term M’ € N;crA;, then
M € NierA;.

4. If M € Nier;, |M| = |MI| and D(M’) - S./V-g, then M’ € Nicr ;.
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7.2.1 Interpretation of Terms in All.

Type interpretation in AIl; is just a generalization of type interpretation in simple types.

Definition 7.33 The type interpretation function of terms in A\ll; us defined inductively as follows:

[=] = SN if x € {Kind, Type} or x =1 or x is a meta-variable
[[s1m] = [M]

[(M N)] = [M]

[Av-N] = [N]

[Ma-N] = [M]—[N]

We have the following corollary of Lemma 7.31.

Corollary 7.34 For any term M, [M] € SAT.

Definition 7.35 The set of Allz-valuations of T, denoted by [L'], is a set of substitutions in N F
defined inductively on T' as follows:

[nil] = {1" | for any natural n}
[IT'.N'] = [nilJU{S-My e NF|S€e[l'],M € [N],N € SN.,[N] =[N']}

Lemma 7.36 For any I, [I'] C SN .

Proof. Just as in Lemma 7.13, we show by structural induction on S that if S € [['], then S € SN ..
O

Definition 7.37 Let M, S be in N F ., we define

1. T satisfies that M is of type N, denoted by I' = M : N, if and only if ([T|M)|y, C [N] for
any T € [I'].

2. T satisfies that S is of type A, denoted by I' = S > A, if and only if (T o S)|y, C [A] for
any T € [I'].

7.2.2 Weak Normalization Proof for A\,

First, we show some technical lemmas.
Lemma 7.38 If S € [I'], M € [N] and N € SN, then (S- M.x)ly, C [[.N].

Proof. Note that S - M.y is not necessarily in N F,. But there are two cases: (S - M:N)lHL =
{S M} or (S M)y, = {1"}. In both cases we verify that (S - M.y)|y, € [[.N]. a

Lemma 7.39 If X:: T M : N and X::TF N : Type, then [M] = SN .

Proof. By structural induction on M.
e M € {Kind, Type}. This case is not possible by Remark 3.15.

e M =1o0r M =X (X ameta-variable). By Def. 7.33, [M] = SN .
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e M = Ilp.Ms. By Lemma 6.4 we have N =),

N Qe s. By subject reduction theorem (Theorem 6.20), X:-T' F s : Type. But this is not
possible by Remark 3.15, Lemma 6.4 and Lemma 6.14. So, this case does not apply.

s. By Geuvers’ lemma (Theorem 5.14),

o M = Ap,-My. By Lemma 6.4 we have X :-I'"M; = My : Ny and N =), I3 .Na. From
hypothesis and Corollary 6.23, ¥:-T' - IIps, . N2 : Type. By Lemma 6.4 we have ¥:-T".M;
Ny : Type. So, by Def. 7.33 and induction hypothesis, [Aps,.Ma] = [M2] = SN ..

e M = (M; M;). By Lemma 6.4 we have ¥:-T' - M : IIn,.Ny, N =), [TO - My.N,|Ny and
>:I""Ny = Ny : s. From hypothesis and Corollary 6.23, ¥:-T" [TO - My.n, | Ny = Type, but
also by Lemma 6.3, $:-T F [1%- My,y,] Vo : s. Hence, by Geuvers’ lemma (Theorem 5.14),
s = Type, and so, X2:- ' - IIn, . N2 : Type. By Def. 7.33 and induction hypothesis, [(M1 Ms)] =
[Mi] = SN .

e M = [S]M'. By Remark 3.15, N # Kind, so by Lemma 6.4 we have X::T' F S > A,
Y:AF M :N',N' # Kind and N =), [S|N'. By sort soundness theorem (Theorem 6.12),
YA F N': s From hypothesis and Corollary 6.23, ¥:-T' F [S]N’ : Type, but also by
Lemma 6.3, X:-T' - [S]N’ : s. Hence, by Geuvers’ lemma (Theorem 5.14), s = Type, and so,
by Def. 7.33 and induction hypothesis, [[S]M'] = [M'] = SN ..

O

Lemma 7.40
1. If ¥::TFM: Ny and X::T'F M : Ny, then [N1] = [N2], and

2. 4f L:THES> Ay and ¥::T'F S Ay, then [Aq] = [Ag].

Proof.

1. By type uniqueness theorem (Theorem 6.15), we have N; =),, N3, and by sort soundness
theorem (Theorem 6.12), (N; = Ny = Kind) or (X::T'F Ny : sy and ¥::T'F Ny : s9). The
first case is trivial. For the second one, we use typing soundness theorem (Theorem 6.22) to
conclude that /N1 and Ns are convertible via a path of well typed terms. Hence, it suffices
to prove that for any well typed term N if N e, N', then [N] = [N’]. We prove that

by induction on the depth of the SBlI;-redex reduced in IN. The only interesting case is
VarC

(VarCons), i.e. [S- M.l (VarCons) M. From Def. 7.33, [[S - Mi.pp,]1] = [1] = SN¢.

But if [S - My.p,]1 is well-typed in X:-T', then we conclude ¥:-T' = My : [S]M; and X:-T'

[S]M; : Type. Hence, by Lemma 7.39, [M;] = SN/ too.

2. We proceed by structural induction on A;. We use the first part of the lemma.
O

Lemma 7.41 Let M be in NF and N! € SN, if for all N € [N1], ([1°- Ny M)y, C [Na],
then Ayr.M € [N1]—[No].

Proof. Let N be in [N;], we want to show ()\N{.M N) € [Nz]. Since ()\N{.M N) € NT and
[N2] C SAT, it suffices to prove that if (Ays.M N) Plle, M", then M" € [N;]. Since for all
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N € [M], we have ([1°- N.yt/]M)|y, C [Nao] € SNg. In particular, ([1°-1,5]M) |y, € SN,
and thus M € SN;. But also, N € [N;] C SN, and N{ € SN ;. Thus, we can reason by
induction on v(M) + v(N) + v(Ni). In one step, (Ay;.M N) BIlc-reduces to

e ([TO : N:N{]M)lHL' By hyp()theSiS: ([TO : N:N{]M)lHL - IINZ]]

e (A\y;.-M N'), with N Mg N, By Def. 7.25(2), N’ € [N1], so by hypothesis, ([1° - N'.ni]M)ly, C
[N2]. But also, »(N') < v(N), so by induction hypothesis, (Ay:.M N') € [N2].

o (An;-M N), with N} 2250 NY. Since N € SNz, N{ € SN too. By hypothesis,
(1% Nog]M)L, © [Va], but also ([1°- Noyg]M)liey, = (1° NogM)L g, Since N €
SN, we have N{' € SN ., and so, for any M’ € ([1° - N.yu|M)|p,, D(M') C SN . There-
fore, by Def. 7.25(4), (10 Nyy]M)Ly, C [Na].

Since ([1° - N.ny|M)ly, € [N2] and v(N{') < v(N7), we conclude with the induction hypoth-
esis that (Ayr.M N) € [N2].

o (A\y.M' N), with M e, ppr, Using the properties of Az and |Azp|, we have if M €

11 .
([1°- Nyt ]M) 1y, , then M, e, Mj, where [M{| = ([1° - Nyt ]M') |z Since My € [Ns]
and by Def. 7.25(2), we have M; € [Ns]. But also, for any M, € ([1° - Ny M) ., D(M2) C
SN ¢, thus by Def. 7.25(4), ([1°- Nyt ]M") |y, C [Va].

Since ([1°- Nyt |M") |y, € [N2] and v(M') < v(M), we conclude with the induction hypoth-
esis that (Ay:.M' N) € [N2].
O

Lemma 7.42 If S € [I'] and X:-TF1"v> A, then (So ")y, C [A].

Proof. By structural induction on n and S.

e n = 0. From the typing rules we know that ¥ : T F 1% T, so by Lemma 7.40(2), [T] = [A].
Hence, (S ©1°)|n, = {8} € [T] = [A].

e n = Suc(n'), S =1™. We have (1™ o 1")|y;, = {1"""} C [A].

e n=Suc(n'), S=T -M.py. We have ' =TV.N' and T € [I’]. From the typing rules we know
that $:T"F 1™ > A, so by induction hypothesis, (T'o 1)y, = (T - Miy) o 154"y} C
[A]-
O
Notation: The expression '/, (T') denotes (154 o 7Y - 1.5y,
Weak normalization proof of All; is based on the following proposition.
Proposition 7.43 (Soundness of =)
1. If$:TFM:N,thenT'|=M: N, and

2. if ST HS> A, then D = Sb A,
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Proof. By simultaneous structural induction on M and S.
e M = Kind. This case is not possible by Remark 3.15.

¢ M = Type. Let T be in [I'], we have ([T]Type)ly, = {Type}. But Type is a neutral BII.-
normal form, then by Corollary 7.26, Type € [N].

e M =1. Let T be in [I'], there are three cases:

— T = 19 Therefore, ([T1)lg, = {1}. But 1 is a neutral Sllz-normal form, then by
Corollary 7.26, 1 € [N].

— T = 15%("), Therefore, ([T1)ly, = {[TS“C(")]l}. But [Tsuc(")]l is a neutral BII;-normal
form, then by Corollary 7.26, [15%<(™]1 € [N].

— T =S8"-M'p,. Therefore, ([T1)|y;, = {M'}. By Def. 7.35, T' = I".N, and M’ € [No].
From the typing rules we know that X:-I" - 1 : [TSUC(O)]NZ. By Lemma 7.40, [N] =
[[15%]N,] = [Ns]. Hence, M’ € [N].

e M = [TS“C(")]I. By Lemma 6.4 and Lemma 6.9 we have ¥:- ' F 195%™ p A, S0 AF1: N/
and X:-T F [p5%™]1 : 15| N’. By Lemma 7.40(1), [N] = [[1*™]N’] = [N']. Let
T be in [I], note that if M’ € ([T][15*“(™]1)]y;,, then M’ € ([T']1)]y, for some T’ €
(ToTS“C("))lHL. By induction hypothesis, (ToTS“C(”))lHL C [A]- Using induction hypothesis
again, we have ([T']1)]y;, C [N']. Hence, ([T][15"“™]1)},, C [N'] = [N].

e M = X (X is a meta-variable). Let T be in [['], there are two cases:

— T = 1°. Therefore, ([T1X)ln, = {X}. But X is a neutral BIl-normal form, then by
Corollary 7.26, X € [N].

— T # 1% Therefore, ([T)X)ln, = {[T]X}. By Lemma 7.13, T € SN, then by
Lemma 7.27, [T]X € [N].

e M =[S']X (X is a meta-variable). By Lemma 6.4 we have X::T'F S b A, X::AF X : N
and X:- T F [§]X : [S']N'. By Lemma 7.40, [N] = [[S’|N'] = [N']. Let T be in [I'], note
that if M’ € ([T][S']X)ln,, then M' € ([T']X)ly;, for some T’ € (T o §')|y,. By induction
hypothesis, (T 0 §")|, C [A], and by Lemma 7.36, (T o S)|y;, € SN . By Lemma 7.27,
(T'1X)Ly, € [N]. Hence, (T[S'1X)1y, € [V].

o M =1IIp, .M. By Lemma 6.4 we have X:-T' = M; : Type and X:-I'.M; = My : s. Let T be
in [T']. Note that if M’ € ([T](IIns,.-M>))lyy,, then M’ = IIn,.Ny where Ny € ([T|M)ly,
and Ny € ([, (T)]M3)ln,. By induction hypothesis, N1 € ([T|M1)|y, € [Type] = SN.
In particular, if T = 1°, then Ny € SNz and ([1° L.ag I N2)lp, € ([1° 1ag |M2) ]y, But
also by Def. 7.35, 1% . 1,34, € [[.M;]. Thus, by induction hypothesis, ([1° - L No)ly, C
([TO - L |My) g, € [s] = SN . Therefore, Ny € SN, and by Lemma 7.28, Iy, . Ny € [N].

e M = Ap,.Ms. By Lemma 6.4 we have X:-T' = My : Type, X ::T'"My - My : N' and X:-T'
Au,-Ms 2 Ty, .N'. By Lemma 7.40, [N] = [y-N'] = [Mi]—[N’]. Let T be in [I],
note that if M’ € ([T)(Aar,-M2))ly,, then M' = AMi.Mé where M| € ([T]M1)ly, and
My € ([fag (T)]M3)ln,- By induction hypothesis, M7 € ([T]M1)lg, € [Type] = SN.
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In particular, if T = 1°, M! € SN';. Now we prove that )\M{.Mé € [Mi]—[N’]. From
Lemma 7.41, it suffices to prove that for any M" € [M;], ([1° - M”:M{]Mé)lng € [N']. There
are two cases:

— T = 1° By definition of Azm, ([1° M"pp]M5)ln, C (1% M".p1]M>) 1y, Tt is not
difficult to see from the typing rules, subject reduction theorem (Theorem 6.20) and
Lemma 7.40, that [M;] = [M{]. Hence, by Def. 7.35, 1°- M",\;y € [[.Mi], and by
induction hypothesis, ([1° - M" ] Ma)ln, C [N'].

- T # TO. By definition of A'CH, ([TO 'M”:M{]Mé)lnﬁ g USE(T'M”:Ml)lHL ([S]M2)~LHL

Remark that M" € [Mi], M1 € SN, and by Def. 7.25 and Def. 7.35, (T)|y, C [I].
By Lemma 7.38, (T'- M".pp,)ly;, € T.M;. Thus, by induction hypothesis,

Use@-m" ) im, ([S]M2) |, C [N].

e M = (M;y M;). By Lemma 6.4 we have ¥:-I' - M; : IIy,.Ny, £::T' F My : Ny and
YT F (My My) : [1°- Ma.n,|No. By Lemma 7.40, [N] = [[1°- Ma.n,|No] = [No]. Let T
be in [['], note that if M’ € ([T](My M3))lp,, then M' = (M] M,) where M{ € ([T|M)ly,
and Mj € ([T]M3)!ly,. By induction hypothesis, ([T1M1)|y, € [n,.N2] = [Ni]—[N2] and
([T1Mp)ln, € [N1]. Hence, (M M;) € [N2] = [N].

e S =1". In this case we apply Lemma 7.42.

¢ S=5"-M'py.ByLemma6.4wehave ::T'F S > A" X:.TH M : [TIN', S A"+ N : Type
and X::T'F S M.y > A'.N'. By Lemma 7.40(2), [A] = [A’.N']. Let T be in [I'], note that
if " € (To(S"-M'.n1))ln,, then 8" € (T"- M".51) |y, for some M" € ([T]M')|y, and T' €
(T'oS")ly1,- By induction hypothesis, ([T]M")|, C [[T]N'] = [N'] and (T 0S")|g, C [A].
Since 1° € [A’], we conclude by induction hypothesis that N’ € ([1°]N")|, C [Type] =

SN . Therefore, by Lemma 7.38, (T"- M".n1)|, C [A'.N'] = [A].
O

Now, we show that BIl. is strongly normalizing.
Lemma 7.44 Let M, S be expressions in N F,

1. if X:T'FM: N, then M € SN, and

2. 4if X:T'FSp> A, then S € SN ..
Proof. By Def. 7.35, 1° € [I']. Hence,

1. By Proposition 7.43, M € ([1°]M)|y, C [N], and by Corollary 7.34 and Def. 7.25(1),
[N] € SN,.

2. By Proposition 7.43, S € (1% 0 S)lu, € [A], and by Lemma 7.36, [A] € SN ..

Finally, we prove weak normalization on typed Ag-expressions in All..

Theorem 7.45 (Weak Normalization)



7.2. SYSTEMS CC, AND I, 133

1. If X::TF M : N, then M s weakly normalizing, and
2. 4f X::I'F S A, then S s weakly normalizing.

Therefore, M and S have Azy-normal forms.

Proof. By Proposition 3.11, there exists M', S’ € N F; such that M Lo, M' and S Lo, S’. The
subject reduction theorem (Theorem 6.20) says that typing is preserved under reductions, hence
Yo eI'FE M : N and X:-T' + S’ > A. Therefore, by Lemma 7.44, M’ and S’ are both in SN ..
Finally, note that BII;-normal forms in N/ F are Azp-normal forms too. O

7.2.3 Interpretation of Terms in CC,

The interpretation of types in CC/ is more complex than that of AIl; due to polymorphism and
constructions of types.
Typed terms in CC, can be classified according to their types as follows:

1. ¥::T'F M : Kind. In this case we say that M is a kind.

2. X::I'F M : Type. In this case we say that M 1is a type.

3. X::I'FM: N and X:-I' - N : Kind. In this case we say that M s a constructor.
4. X:THFM:N,X::T'F N : Type. In this case we say that M is an object.

Note that (2) is a particular of case (3), i.e. a type is also a constructor.

In contrast to the proof for All;, in this proof we consider that all the types, contexts and
signatures are in L-normal form. This restriction is possible because the Lr-calculus is strongly
normalizing (Proposition 3.11) and typing is preserved under reductions (Theorem 6.20).

Lemma 7.46 Kinds and constructors in Ly-normal form are described by the following grammar:

Kinds K == Type|ly.K|X|[S]X
Constructors A = 1 |[15“M)1|Ig.A|T4.A |
A M | MM | (M M) | X | [S]X

where M and S are terms and substitutions in Ly-normal form, and X s a meta-variable in 3.

Proof. Firstly we show that the above terms are £-normal forms, and then we prove by induction
on typing derivation that other cases are not possible. O

Remark 7.47 For a given signature X and context I', it is possible to know if a well-typed term
M 1is a kind or a constructeur.

Definition 7.48 For a signature X, the set-interpretation of a kind K, denoted by Vs(K), is
defined inductively as follows:

Vs(Type) = SAT

Vs(z) = SAT iz =X orz=[S|X, where X is a meta-variable in ¥
Ve(lg.M) = {f | f € Ve(K')—Vs(M)} if K' is a kind

Ve(IIny.M) = V(M) if N is not a kind
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The collection of all set-interpretations is denoted by SAT*.
We assume that set-interpretations are defined in a global signature .

Definition 7.49 The constructor valuations of T', denoted by [[']q, is a collection of lists of sets
m SAT™, defined inductively on I' as follows:

[nilla = {nil}
[I".K]g = {éa|fe[TloAa€eVs(K)} if K is a kind
[IV.M]g = {£&8SN | €€ T)a} if M is not a kind

Remark 7.50 If ¢ € [I']q, then £ and I’ has the same length.

Definition 7.51 For &, a constructor valuation of I, i.e. & € [I'|n, the type interpretation
function, denoted by [.]¢, is a map from constructors in Lu-normal form to sets in SAT*. It is
defined inductively as follows:

[]e = SN if z € {Kind, Type}

[=]e = SN, ifz =X orxz=[S|X, where X is a meta-variable
(M A)]e = [M]e([Ale) if A is a constructor

(M N)]e = [M]e if N is not a constructor
HAKM]]‘;’ = «ac VE(K) B ﬂM]]g_a if K is a kind
[Aa.-M]e = [M]e if Ais a constructor

[[HK.N]]g = [[K]]g—> maGVE(K) IIN]]g_a if K is a kind
[I4.N]e = [A]e—[N]e o A is a constructor

[1]e =a if{=¢fa

[nt+1]ea = [n]e féE=¢Ea

[L]ri = SN¢

[[n + 1]]nil = 3./\/’3

Lemma 7.52 (Soundness for [.J¢) Let { be a constructor valuation of T, i.e. £ € [I']g,
o if X:T'FM:K and ¥:-T'+ K : Kind, then [M]; € Vx(K), and

o if ¥::I'F K : Kind, then [K], € SAT.
Proof. By simultaneous structural induction on M and K. O

Lemma 7.53 Let & be a constructor valuation of T, i.e. &€ € [[']n, if L::T'F M : N, then
[N]e € SN..

Proof. By sort soundness theorem (Theorem 6.12), we have three cases:
e N = Kind. By Def. 7.51, [Kind] = SN .
e X:TF N: Type and X:-T' F Type : Kind. By Lemma 7.52, [N]¢ € Vs(Type) = SAT C SN .

e ¥:T'F N: Kind. By Lemma 7.52, [N]s € SAT C SN .
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Remark 7.54 Type interpretations functions do not depend on type annotations in substitutions,
thus if M and N are two Ly-normal terms such that |M| = |M'|, then [M]¢ = [N]¢. For the sake
of simplicity, we write [[S|M]¢ to denote the interpretation function of elements in ([S]M)ly,.

Definition 7.55 For £ a constructor valuation of T, i.e. £ € [I']|n, the set CC-valuations of I’
with respect to &, denoted by [I']¢, is a set of substitutions in N F defined inductively on I' as
follows:
[nil]na = {1™ | for any natural n}
[[F’.N’]]gl_a = Hnll]]ml U {S M.y e NF. ‘ S e HFI]]gl,
M € [[15%O|N"]g.,
N e SNE,
[Vle = [N']er}

Lemma 7.56 For any T and £ € [I']n, [T € SN .

Proof. Just as in the proof of Lemma 7.13 (and Lemma 7.36), we show by structural induction on
S that if S € [I']¢, then S € SN . O

Definition 7.57 Let M, S be in NF ., we define

1. T satisfies that M is of type N, denoted by I' = M : N, if and only if ([T|M)|y, C [N]¢ for
any £ € [I']g and T € [I'].

2. T satisfies that S is of type A, denoted by T' = S > A, if and only if (T o S)|y, C [A]e for
any § € [[']g and T € [I']e.

7.2.4 Weak Normalization Proof for CC,

First, we show some technical lemmas.
Lemma 7.58 If{ € [I']n, S € [I']e, M € [N]¢ and N € SN, then (S - M.y)ly, C [[.N]e.
Proof. We proceed as in the proof of Lemma 7.38. O

Lemma 7.59 Let & be in [I']q,
1. if ¥+T'EM: Ny and X:-T'F M : Ny, then [Ni]¢ = [No]e, and

2. if R:TFSb Ay and S:TF S Ay, then [A]e = [As]e.

Proof. We verify that if M is a constructor, N an object and K a constructor or a kind in T,
then [[M'- MS|K], = HK]]f-[[M]]g and [[M'- NS|K]¢ = [K]¢. And we proceed as in the proof of
Lemma 7.40. Note that we use the fact that CC. has the typing soundness property (Theorem 6.22).
O

The weak normalization proof is based on the following proposition.

Proposition 7.60 (Soundness of =)
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1. If$:TFM:N, then'|=M: N,

2. if SeTHSo A, thenT = Sb A,

Proof. By simultaneous structural induction on M and S. We detail some cases, the other cases
are solved as in Proposition 7.43.

e M =1. Let £ be in [I'|g and T € [I']¢, there are three cases:

— T = 1° Therefore, ([T11)ly, = {1}. But 1 is a neutral Sllz-normal form, then by
Corollary 7.26, 1 € [N]e.

— T = 15%")_ Therefore, ([T1)lg, = {[15(™]1}. But [15%“™)]1 is a neutral A1 ;-normal
form, then by Corollary 7.26, [15%<™)]1 ¢ [N]e.

—T =8"-M'py,. Therefore, ([T|1)|;, = {M'}. By Def. 7.55, T = I'".N; and M’ €
[[Tsuc(o)]Ng]]g. From the typing rules we know that ¥:-T'F 1 : [TS"C(O)]NQ. By Lemma 7.59,
[N]e = [[15"“]Ns]¢. Hence, M’ € [N].

e M = Ap,.Myand X:: T+ M : Kind, by Lemma 6.4 we have X:-T.M; - My : N' and ¥:-T -
Any My : Tl N’ Let € be in [[]g and T € [T']¢, note that if M" € ([T](Apr,-Ma2))ln,,
then M’ = App.Mj where My € ([T]M1)]y, and M; € ([ftp, (T)]M2)],. By induction
hypothesis, M] € ([T|M1)ly, € [Type]=SN . In particular, if T = 19, alors M! € SN ..
Now, we can prove, just an in Proposition 7.43, that for any o € Vs, (M;) and for all M" €
[Mi]e, ([1°- M" prIM3)ln, € [N']¢.o- And then we show that [M']e € [Mi]e— Naevy(n)
[Ve.o = [Mar, - N']e = [N]e-

e M = (M; M,) where M; and M, are constructors. By Lemma 6.4 we have ¥:-T' + M; :
Iy, .Noy ¥::T F My : Ny and X:T' = (M; M) : [TO-Mgle]N} Let ¢ be in [I']n and
T € [I']¢, note that if M’ € ([T](My M3))ly,, then M' = (M{ M,) where M] € ([T]M1)ly,
and M} € ([T]Ms)|y;,. By Lemma 7.59, [N]¢ = [[1° - My.n,]No]¢. By induction hypothesis,
(TIM1)ln, € [Ny -NoJe = [Ni]e= Naevg(an) [Nolea, and ([T]Ma)ly, € [Ni]e. Hence,
(M{ M3) € Naeyg(my)[NVale.o- Furthermore, by Lemma 7.52, [Ma]¢ € Vs (N1), so (M] M;) €
[Nole parsge = [V]e-

O

Now, we show that Bl is strongly normalizing.

Lemma 7.61 Let M, S be expressions in N F,
1. if X:T'FM : N, then M € SN, and
9. if DT FSo A, then S € SN¢.

Proof. For any kind K we define the canonical set c& € Vg(K) as follows:

cType — SN,
c® SNy ifz=Xorz=[S]X

CEK'AAZ = fME VE(K) — M
c 4 =

C
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For any well-formed context I', we define the canonical constructor valuation |I'|g as follows:
|nillp = nal
|F,.K||:| = |FI||:].CK
|FI.A||:| = |FI|D.$NL
We verify, by using Def. 7.49, that |T'|g € [[]o. But also, by Def. 7.55, 1° € [C]ir)n- Hence,
1. By Proposition 7.60, M € ([TO]M)lHL C [N]jr|g, and by Lemma 7.53(1), [N]p|, € SN¢.

2. By Proposition 7.60, S € (1% 0 S)ln, € [Alry, and by Lemma 7.56, [A]jp, € SN ..

Finally, we prove weak normalization on typed Agm-expressions in CCy.
Theorem 7.62 (Weak Normalization)

1. If ¥::T M : N, then M s weakly normalizing, and

2. 4f X::T'HSp> A, then S 1s weakly normalizing.

Therefore, M and S have Azy-normal forms.

Proof. By Proposition 3.11, there exists M', S’ € N F; such that M L, M' and S Lo S’. The
subject reduction theorem (Theorem 6.20) says that typing is preserved under reductions, hence
Yo eI'E M : N and X:-T' - S’ > A. Therefore, by Lemma 7.61, M’ and S’ are both in SN ..
Finally, note that BII;-normal forms in N F, are Az-normal forms too. O
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Chapter 8

Church-Rosser and Confluence

Church-Rosser property states that if two typed expressions are convertible, then they are joinable.
The confluence property says that all the reductions of a typed expression are joinable.
We need the following lemma coined in [89].

Lemma 8.1 Let x and y be Aci-normal forms such that x =), y. Then, x =y of
e zisaterm, L1 Fax:Nand X:-Toby: N, or

o x 15 a substitution, X:-T1Fzp> Ay, X Ty Ag and Ay As.

=Acn

Proof. By Corollary 5.9, |z| and |y| are [Azn|-normal forms, and by Lemma 5.10(1), |z| =z, |y]-
Since |Azn| is confluent on semi-open expressions (Theorem 5.4), |z| = |y|. We proceed by structural
induction on x. Remark that sub-terms of Az-normal forms are Azp-normal forms too.

e r = Kind. This case is not possible by Remark 3.15.
e x € {1, Type} or x = 1" or = is a meta-variable. In these cases x = y, by definition of |.|.

e z =I5 .My, By definition of |.|, y = IIn, . N2 where |M;| = |N1| and |M3| = |N2|. We have
the hypotheses:

Y::I'1.M; F My : s1, by Lemma 6.4 applied to the hypothesis of lemma.

YTy F M : s, by Lemma 6.2(2) applied to (1).

¥ ::I'9.N1 F N5 : s9, by Lemma 6.4 applied to the hypothesis of lemma.

YTy Ny :sh, by Lemma 6.2(2) applied to (3).

(a) My =y, N1 and (b) My =), N2, by Lemma 5.7 applied respectively to hypothesis
|Mi| = |N1| and to hypothesis |Ma| = |N2|.

6. M; = Np, by induction hypothesis applied to (2) (4) and (5-a).
7. My = N, by induction hypothesis applied to (1), (3) and (5-b).

T A W N =

Therefore, © = I, .My = IlN,. N3 = y.

e © = Ay, .M. By definition of |.|, y = An,.Na where |Mi| = |N1| and |M3| = |Na|. We have
the hypotheses:
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I'y.M{+ My : N, by Lemma 6.4 applied to the hypothesis of lemma.
'y F M : s1, by Lemma 6.2(2) applied to (1).
::T9.N1 = Ny : N, by Lemma 6.4 applied to the hypothesis of lemma.
9 F Ny : s9, by Lemma 6.2(2) applied to (3).

(a) My =5,y N1 and (b) My =), N2, by Lemma 5.7 applied respectively to hypothesis
|Mi| = |N1| and to hypothesis |Ma| = |N2|.

M, = Ny, by induction hypothesis applied to (2), (4) and (5-a).
M5 = N5, by induction hypothesis applied to (1), (3) and (5-b).

M MMM

Therefore, z = Ay, Mo = Ay, .N2 = 4.

e = (M; My;). By definition of |.|, y = (N1 N2) where |M;| = |N1| and |M3| = | Na|. We have
the hypotheses:

1.

4.
S.

(a) X1y F My Iy .N, and (b) ¥:Ty F My : M{, by Lemma 6.4 applied to the
hypothesis of lemma.

(a) BT = Ny ¢ Oy N, and (b) Ty B Ny @ N{, by Lemma 6.4 applied to the

hypothesis of lemma.

(a) My =y, Ny and (b) My =), N2, by Lemma 5.7 applied respectively to hypothesis
|M1| = |N1| and to hypothesis | Ms| = | Na|.

M, = Ny, by induction hypothesis applied to (1-a), (2-a) and (3-a).
M5 = N, by induction hypothesis applied to (1-b), (2-b) and (3-b).

Therefore, z = (M; Ms) = (N1 N3) = y.

e z = [S]M. Since z is a Agg-normal form, we have two cases:

— M =1 and S = 15%(") In this case z = y, by definition of |-
— M = X (X is a meta-variable) and S is a Acp-normal substitution different to 1°. By

definition of |.|, y = [T]X where |S| = |T'|. We have the hypotheses:
1. (a) ¥::Ty F S > Ay and (b) ¥::Ay - X : Ny, by Lemma 6.4 applied to the
hypothesis of lemma.
2. (a) X::T9 F T > Ay and (b) £:-Ay F X : Ny, by Lemma 6.4 applied to the
hypothesis of lemma.
3. S =),; T, by Lemma 5.7 applied to hypothesis |S| = |T.
4. Ay =), A9, by Lemma 6.6 applied to (1-b) and (2-b).
5. S =T, by induction hypothesis applied to (1-a), (2-a), (3) and (4).
Therefore, z = [S]X = [T]X = y.

e x =T o0S. It is not difficult to see that T o S is not a Agzg-normal form. Therefore this case
does not apply.

e © =S5 Mj.,,. By definition of |.|, y =T - Ny, where |S| = |T'| and |M;| = |N;|. We have
the hypotheses:
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1. (a) ¥:+T1 F S> Al (b) 20Ty B My 2 [S]My, (¢) 22 Al F My : s and (d) Ay =),q
A .M, by Lemma 6.4 applied to the hypothesis of lemma.

2. (a) Z:xTo F T > A}, (b) 2Ty k= Ny : [T]Ny, (c) 22 Ay F Ny : s and (d) Ay =y,
A4 Ny, by Lemma 6.4 applied to the hypothesis of lemma.

3. (a) S =a,y T and (b) My =),, N1, by Lemma 5.7 applied respectively to hypothesis
|S| = |T| and to hypothesis |M1| = |Ny|.

. (a) A} =y, Af and (b) My =), N2, by hypothesis Ay =), Ay, (1-d) and (2-d).

4

5. S =T, by induction hypothesis applied to (1-a), (2-a), (3-a) and (4-a).
6. M; = Np, by induction hypothesis applied to (1-b), (2-b) and (3-b).

7. My = Ns, by induction hypothesis applied to (1-c), (2-¢) and (4-b).

Therefore, x = S - M1.p7, =T - N1y, = ¥.
O

Theorem 8.2 (Church-Rosser) Let z and y be such that T =x;.q Y. Then, x and y are Acni-

A Ar
joinable, i.e. there exists w such that == w and y =5 w, if
1. xwsaterm, X::I'1Fx: Ny and X:-T's Fy: Ny, or
2. x 15 a substitution, X :-T'1Fxz> A, Yoo b yp Ay and Ay =), As.

Proof. By weak normalization theorem (Theorem 7.62), there exists Agp-normal forms z’ and o/

Acm™ Acm™ . . . .
such that z 2% 2/ and y =52 y/. It is sufficient to show that z’ = 3/, which is a consequence of
subject reduction theorem (Theorem 6.20) and Lemma 8.1. O

The above property is not valid when A #),, As. Take the context
[' = nil. nat: Type. T:nat— Type. l:(IIn:nat.(T n)). 0:nat. m:(T 0)—nat
and the two substitutions
S1=xz:=0upa-y:=(l O):(T 2)
Sy =xz:=0.pg-y:=( 0):(T 0)

We have, by Lemma 5.7, S S5. But also,

—Acno

L'+ Sy znat. y:(T )

and
'k Sy > I zinat. y:(T 0)

However, S7 and S5 are not Agy-joinable.
Confluence is a consequence of Church-Rosser and subject reduction properties.

Corollary 8.3 (Conﬂuence) Let x be an arbitrary well- typed expression, and y and z be such
Az Az Acm”®
that x =55 y and © =55 z, then there ezists w such that y Aen, w and z — w.
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Since well-typed terms enjoys both Church-Rosser and weak normalization, we have that A,p-
normal forms of well-typed terms always exist and they are unique. Thus, conversion on well-typed

expressions is decidable.
Corollary 8.4 (Decidability) The equivalence x =), y is decidable if
e risaterm, L:I'1Fx: Ny and ¥:-T'9Fy: Ny, or

o 1z is a substitution, X:-T'1 Fxz> Ay, YTy b yp Ay and Ay =), As.



Chapter 9

Conclusion

Before summarizing the main contributions of this thesis, we discuss some works about meta-
variables and proof construction issues based on other formalisms.

9.1 Related Works

Syntactic manipulations of expressions with binding operators are a frequent source of problems.
Several sorts of variables and substitutions (each one with different scoping behavior) are difficult
to conciliate with other theoretical requirements.

The Huet’s higher-order unification algorithm [46] uses a technique to code unification variables
by means of the variables of A-calculus. This idea was generalized by Pfenning and Elliott [78]
in their Higher-Order Abstract Syntax notation. In this approach, general binding operators are
expressed in an underlying A-calculus. Two systems that use this higher-order notation are AProlog
[65] and Isabelle [77]. Felty and Howe [29] present a proof system written in AProlog that supports
the construction and manipulation of tree-structured proofs that can contain meta-variables. Basin,
Bundy, Kraan and Matthews [5] show that the activities of program verification and program
synthesis can be unified if meta-variables are admitted into proofs. That work is illustrated with
an example developed in the Isabelle system. In both cases, the meta-variables are inherited from
the implementation languages.

Talcott [87] presents a theoretical approach to holes in binding structures. In opposition to
the higher-order abstract syntax tradition, this work emphasizes a first-order, structural view of
syntactic entities of the theory. In the same direction, Hashimoto and Ohori propose in [42] a typed
A-calculus with holes where the filling mechanism is explicit.

A method of proof construction which uses meta-variables to postpone some choices in natural
deduction proofs is proposed by Clement [13]. For example, in the logical rule

T'AVB T,A-C T,BFC

LV
TC o (Elim")

propositions A and B appear in the hypotheses but not in the conclusion. As they will be known a
posteriori, we can consider them as meta-variables. Notice that Clement’s meta-variables represent
predicate symbols, not place-holders of incomplete proofs in the sense that we have used here.
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Meta-variables are used also to develop programs by refinement steps. In particular, a refinement
calculus that uses meta-variables and conditional refinements to facilitate goal-directed development
of programs is described by Nickson and Groves [75].

Burstall [12] explains the construction of terms via interactive refinement of proofs. In his work,
there is no an explicit usage of places-holders.

Recently, Ritter, Pym and Wallen [83] have prosed the Aue-calculus —a variant of the Parigot’s
Ap-calculus with explicit substitutions— as a realizer of classical and intuitionistic logics. Proof
construction issues are not considered there.

9.2 Summary and Perspectives

In this thesis we have developed a formal framework to represent proof-terms with place-holders, for
dependent type systems, where the proof construction process can be seen as a procedure for term
construction. In this way, the “propositions-as-types” principle is extended to an “incomplete-proofs
as incomplete-terms” principle, or better a “proof-construction as term-construction” principle.

We propose a typed A-calculus with meta-variables playing the role of holes. Thus, incomplete
proofs are just A-terms with meta-variables, and proof refinement steps correspond to instantia-
tions of meta-variables. In order to guarantee the correction of the construction, the substitution
operation and the renaming mechanism of A-calculus must be made explicit in the theory.

Calculi where the substitution operation is part of the formal language, are known as calculi
of explicit substitutions. There are several versions of A-calculi with explicit substitutions, but
unfortunately, most of them do not share the same properties as A-calculus.

For a couple of years, the incompatibility between confluence (on open terms, i.e. on terms with
meta-variables) and preservation of strong normalization of B-reduction, was conjectured for the
calculi of explicit substitutions. In this thesis, we solve the conjecture by proposing the Ac-calculus
which enjoys both properties of confluence and preservation of strong normalization at the same
time.

However, the A¢;-calculus lacks for composition operator. This operator was introduced in some
calculi in order to gain local confluence. But also, it happens to be useful for other purposes,
for instance the pruning of search space in unification algorithms. Actually, we do not use the
A¢-calculus to represent incomplete proof-terms. Proof synthesis methods for higher-order logics
are based on unification where composition and simultaneous substitutions are very useful features.
However, we think that A; is a first step toward a calculus of practical interest.

On the other hand, the Ao-calculus is confluent on expressions with meta-variables of terms
and it is weakly normalizing on typed expressions. These two properties are sufficient to decide
the equivalence of well-typed terms with meta-variables. In addition, the Ao-calculus uses general
composition of substitutions and simultaneous substitutions. However, Ao is not left-linear, and
this feature raises technical problems in some frameworks. We propose a left-linear variant of Ao,
namely Az, which enjoys the same general properties as Ao.

We have studied the meta-theoretical properties of the typed versions of the Ag-calculus. In
particular, the system CC, is a formulation of A for the calculus of constructions. The system
CC, enjoys the usual typing properties: Type Uniqueness, Subject Reduction, Confluence and
Weak Normalization, all of them on expressions with meta-variables of terms.

In CC., meta-variables and variables are declared in different list structures. We use signatures
to keep track of meta-variable declarations, and contexts to keep track of variable declarations.
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Each meta-variable in a signature is assigned with a unique type and a unique context (modulo
conversions), and in this way we can guarantee the soundness of instantiation of meta-variables.

The meta-theoretical study of the properties of CC, mixes several techniques. For instance, the
proof of confluence uses the Yokouchi-Hikita’s lemmas (on abstract relations), the General Critical
Pair lemma (on rewrite systems), and the Geuvers’ lemma (on typed A-calculus).

Finally, we present a method of proof synthesis for CC;. This method merges a procedure
of term enumeration, with a technique of higher-order unification via explicit substitutions where
unification variables are encoded by meta-variables.

Our complete formalism is developed for the Calculus of Constructions, the Dependent Type
theory and the Simple Type Theory, but the same ideas can be applied to other formal systems.
In particular, work is in progress to extend the system CC, with inductive and co-inductive types.

Another interesting issue to be further studied, is the formalization, in a constructive frame-
work, of the meta-theoretical development presented here. In fact, using the same proof-as-term
paradigm in a “boot-strapping” way, we can imagine the automatic extraction of algorithms for
type checking, and also the automatic generation of proof construction tools based on our method
of proof synthesis.
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