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Abstract: SKIn and SKInT are two first-order languages that have been proposed recently
by Healfdene Goguen and the author. While SKIn encodes lambda-calculus reduction faith-
fully, standardizes and is confluent even on open terms, it normalizes only weakly in the
simply-typed case. On the other hand, SKInT normalizes strongly in the simply-typed case,
standardizes and is confluent on open terms, and also encodes lambda-calculus reduction
faithfully, although in a less direct way.

This report has two goals. First, we show that the natural simple type system for SKInT,
seen as a natural deduction system, is not exactly a proof system for intuitionistic logic, but
for a very close fragment of the modal logic S4, in which intuitionistic logic is easily coded.
This explains why the SKIn and SKInT typing rules are different, and why SKInT encodes
lambda-calculus in a less direct way than SKIn.

Second, we show that SKInT, like Av and a few other calculi of explicit substitutions,
preserves strong normalization. In fact, SKInT also preserves weak normalization and solv-
ability. We show this as a corollary of a stronger result, analogous to a well-known result
in the lambda-calculus: the solvable SKInT-terms are exactly those that are typable in
the system Sw of conjunctive types (inspired from Emilie Sayag), the weakly normalizing
SKInT-terms (with or without 7)) are exactly those that have a definite positive Sw-typing,
and the strongly normalizing SKInT-terms (with or without 1) are exactly those that are
typable in the system S of conjunctive types, which does not have the universal type w.
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Quelques remarques sur SKInT

Résumé : SKIn et SKInT sont deux langages du premier ordre proposés récemment par
Healfdene Goguen et 'auteur. Si SKIn permet de modéliser la réduction du lambda-calcul
fidelement, standardise et est confluent méme sur les termes ouverts, par contre il ne termine
que faiblement dans le cas simplement typé. En revanche, SKInT termine fortement dans
le cas simplement typé, standardise et est confluent sur les termes ouverts, et modélise la
réduction du lambda-calcul fidelement quoique d’une fagcon moins directe.

Ce rapport a deux buts. Premiérement, nous montrons que le systeme de types simples
naturel pour SKInT, vu en tant que systeme de déduction naturelle, n’est pas exactement
un systeme de preuve pour la logique intuitionniste, mais pour un fragment de la logique
modale S4 qui en est trés proche et dans lequel la logique intuitionniste est facilement cod-
able. Ceci explique la différence des systémes de typage entre SKIn et SKInT, ainsi que la
raison pour laquelle SKInT modélise le lambda-calcul d’une fagon moins directe que SKInT.
Deuxiemement, nous montrons que SKInT, tout comme Av et quelques autres calculs de sub-
stitutions explicites, préserve la normalisation forte. En fait, SKInT préserve aussi la normal-
isation faible et la résolubilité, ce que nous montrons comme un corollaire d’un résultat plus
fort, qui est I’analogue d’un résultat connu en lambda-calcul : les SKInT-termes résolubles
sont exactement ceux qui sont typables dans le systéme de types conjonctifs Sw (inspiré
des travaux d’Emilie Sayag), les SKInT-termes faiblement normalisants (avec ou sans 7)
sont, exactement ceux qui ont un typage défini positif en Sw, et les SKInT-terms fortement
normalisants (avec ou sans 1) sont exactement ceux qui sont typables dans le systémes de
types conjonctifs S, qui n’a pas le type universel w.

Mots-clé : combinateurs séquentiels, lambda-calcul, logique intuitionniste, logique S4,
normalisation, résolubilité, SKIn, SKInT, substitutions explicites, types conjonctifs, types
simples.



Introduction

The A-calculus and its typed versions are important tools for defining and studying most fundamental
computation and deduction paradigms. However, the non-trivial nature of substitution, as used in the
definition of A-reduction notably, has spurred the design of various first-order languages meant to represent
A-terms, A-reduction and A-conversion, where computation is simple, first-order rewriting, and substitution
becomes an easy notion again. Let us cite Curry’s combinators [CF58], Curien’s categorical combinators
[Cur86], the myriad of so-called A-calculi with explicit substitutions, among which Ao [ACCL90], Aoy, [HL89],
Av [LRD94], A¢ [MH96], etc. Unfortunately, each one of these calculi has defects: Curry’s combinators do
not modelize A-conversion fully, categorical combinators, Ac and Aoy do not normalize strongly in the typed
case [Mel95], Av is not confluent in the presence of free variables (i.e., meta-variables in explicit substitutions
jargon), A¢ modelizes A-conversion but not A-reduction, etc.

SKInT [GGLYS] is a first-order language and rewrite system that does not have these defects. It modelizes
reduction in the A-calculus, in the sense that there is a mapping L* from A-terms to SKInT such that
whenever u rewrites to v in the A-calculus, then L*(u) rewrites to L*(v) in SKInT. SKInT is confluent
even on open terms, i.e. terms with meta-variables; L* defines a convervative embedding of the A-calculus
inside SKInT, in that for any A-terms v and v, u and v are A-convertible if and only if L*(u) and L*(v)
are convertible in SKInT; reduction in SKInT standardizes; L* preserves weak normalization, i.e., if u is a
weakly normalizing M-term, then L*(u) is a weakly normalizing SKInT-term. SKInT also enjoys a simple
type discipline corresponding to that of the A-calculus, that is, if u is a A-term of type 7, then L*(u) is a
SKInT-term of some type L*(7) easily computed from 7; reduction in SKInT obeys subject reduction, and
every simply-typed SKInT-term normalizes strongly.

Of course, SKInT has its own set of defects: first, it is an infinite first-order language, since it is built
on an infinite signature, and reduction is defined by rule schemata, not just rules. Second, L* is actually
a composition (¢t — t*) o L, where the map ¢ — t* is itself a translation from A-terms to SKInT, but one
which does not preserve general A-reduction, only some superset of call-by-value A-reduction [Plo75]; L is
a translation of the A-calculus into the call-by-value A-calculus. But then, we can replace L by any other
such translation. That is, although SKInT can be viewed as a first-order implementation of the A-calculus,
it probably cannot be viewed so in a natural way.

The aim of this paper is, first, to address the latter problem and to show that the natural translation
t — t* defines an isomorphism between SKInT and a calculus stricly between the call-by-value A-calculus
and the full A-calculus; we call it Acjos, and show that Acjos is a language of proof-terms for a logic that is very
close to intuitionistic logic: its Kripke models are just preorders, a.k.a. S4 frames, without the intuitionistic
proviso that any propositional variable true in some world must remain true in all later worlds. We then
show that reduction in Acjes, and therefore SKInT, implements cut elimination for this logic.

Our second aim, then, is to extend our result on preservation of weak normalization to show that SKInT
also preserves strong normalization—just like Av—and solvability; this is done by showing that, just like in
the A-calculus, strongly normalizing, weakly normalizing and solvable terms are characterized as terms that
are typable in various conjunctive type disciplines [CC90].

The plan of the paper is as follows: we introduce the required notions and notations in Section 1, then
we attack our first goal in Section 2: call near-intuitionistic logic the logic whose Kripke semantics is just as
implicational intuitionistic logic, except that true variables need not remain true in all later worlds; then we
show that the typing rules for a variant of the A-calculus that we call A5 is a sound and complete natural
deduction system for near-intuitionistic logic (Theorem 1), that Aces-reduction implements cut-elimination
for this logic (Theorem 2), and that A¢es and SKInT are tightly related—in particular, that the typing rules
of SKInT are sound and complete for near-intuitionistic logic, and that SKInT-reduction implements some
form of cut-elimination (Theorem 3). In Section 3, we turn to our second goal, and show that any reasonable
translation from the A-calculus to SKInT preserves solvability, weak normalization and strong normalization
(Corollary 6), where “reasonable” means that it preserves typability in certain systems of conjunctive types;
this holds in particular for the translations of [GGL98]. In turn, this result follows from a result stating that
all terms that are typable in particular systems of conjunctive types (to be defined in Section 3) have the
corresponding normalization properties (Theorem 5). The converse also holds (Corollary 12), just as in the
A-calculus.



(SI) Se(lp,w) ww  (SKy) Se(Ke(u),w) = u

(Sele)  Se(Ipw,—)Ig—1
(SeKr) Se(Ke(u),w) = Ke_1(Se(u,w))
(SeSc)  Se(Se(u,v),w)

— S 1(Se(u,w), Se(v,w))

(KZI[’) Kg(_[[,_l) — I[,
(KeKe)  Ko(Kp-1(u)) = Ke(Ki(u))
(KeScv1)  Ko(Sc(u,w)) = Sci1(Ke(u), Ke(w))

Figure 1: SKInT reduction rules (for every 0 < £ < L)

1 SKInT and the M-Calculus

Recall that the syntax of the A-calculus is [Bar84]:
tu=z|tt| Az -t

where z ranges over an infinite set of so-called variables, and terms s and ¢ that are a-equivalent are considered
equal; we denote A-terms by s, ¢, ..., and variables by z, y, z, etc. a-equivalence is the compatible closure
of:

(@) Az-(t[z/y]) = Ay -t

and t[s/z] denotes the usual capture-avoiding substitution of s for z in ¢. We shall write = for a-equivalence;
in the first-order calculi to come, = will denote syntactic equality.
The basic computation rule is S-reduction, the compatible closure of:

B) (Ax-t)s — t[s/z]

The relation — is the compatible closure of this relation, —* is the reflexive-transitive closure of the
latter, and — ™ is its transitive closure. We shall use —, —*, —* ambiguously in other calculi as well,
taking care to make clear which is intended.

We shall also add the following n-reduction rule:

() Az-tz =z (x not freein t)

to the A-calculus, yielding the so-called Aj,-calculus. The corresponding compatible closure relation will
sometimes be noted —,, to distinguish it from —, and similarly for the calculi to come and their respective
7 rules.
The terms of SKInT, and of its companion calculus SKIn [GGL98], on the other hand, are defined by
the grammar:
wu=a | I | Se(u,u) | Ke(u)

where £ ranges over N. This is an infinitary first-order language. The reduction rules of SKInT are shown
in Figure 1, thus defining an infinite rewrite system.

SKIn is defined as SKInT, except that rule (KyS,41) is replaced by (KpSe): Ke(Se—1(u,v)) —
Sc(Ke(u), K¢(v)); conversely, SKInT is as SKIn, except that rule (K,S.) is restricted to the case £ < £ —1.

Both SKIn and SKInT are confluent and standardize. The standard reductions are defined as follows.
For every SKInT-term u, we can view u as a tree labelled by operators Sy and Ky, £ > 0, and with leaves
the constants I, and variables . The spine of u is its leftmost branch. A spine-reduction is a sequence of
rewrite steps where all contracted redexes are on the spine; we write 4 —* v when u rewrites to v by one
spine-reduction. Spine-reductions play the role of head-reductions in the A-calculus.

Every SKInT-term u can now be written as another tree, whose root is the spine S of u—more precisely,
the leaf and the sequence of operators along the spine—and whose successors are the subterms uy, ..., uy
hanging off the spine—which we call the arguments of u. In this case, we also write u as Sui,...,up].
For instance, consider u =q¢f S3(K1(S2(lo,S1(x,11))), I2). Its spine is the word S =4¢ S3K1S2Ip, and we



[x]z =1
z* =z [z]y =Ko(y) (y#7)
(st)" =So(s*,t*)  [z](Le) =1Ip
(Az-t)" = [2](t*) [z](Se(u,v)) = Seq1([z]u, [z]v)
[z](K¢(u)) = Keya([z]w)

Figure 2: Translation from the A-calculus to SKIn

can write u as S[S1(z, 1), [s]. We can continue recursively, and write u as S[S1z[[1[]], I2[]]- We call such a
notation a tree of spines.

A standard reduction u —°t%* y starts with 0 or more spine reductions from u to some term w, followed
by standard reductions inside the arguments of w leading to v. This is well-defined, by induction on v viewed
as a tree of spines. The standardization theorem [GGL98] states that whenever u —* v in SKInT, resp.
SKIn, then u —%t* o,

We can split SKInT in two: the set of all rules (SI;), £ > 0, corresponds somehow to the actual §-
reduction rule of the A-calculus, or more precisely to SI-reduction (the notion of reduction of AI'), and we
shall call this group of rules SI. All other rules essentially correspond to the propagation of substitutions
in the A-calculus, and we call the set of these rules ¥7T. Similarly, ¥ is SKIn minus 8I. It turns out that
both ¥ and ¥T are confluent, but X7 terminates while ¥ only normalizes weakly (even in a typed setting,
see [GGLIY]).

We shall also consider SKInT,,, which is SKInT plus the following group #:

(nSe)  Sev1(Ke(u),Ie) > u  (£2>0)

SKInT, is also confluent, and n-reductions can be postponed after all other reductions, just like in the
A-calculus.

The connection between the A-calculus and SKInT, resp. SKIn, is given by natural translation functions
going from one calculus to the other. First, we translate A-terms to SKInT-terms, resp. SKIn-terms, by
using the function ¢ — t* defined in Figure 2.

The semantical idea behind SKInT will be made clear by stating the converse translation from SKInT
to the A-calculus. Intuitively, we have:

Ig ~ )\:L'O-...-)\.’L'g_l-/\xg-xg
Se(u,v) ~ ALg-... - ATg_1 - uUZg...To—1(VTo ... Te—1)
Ky(u) ~ Aro-...-ATyg—1-ATg-UTp...Te—1

It should be apparent that Iy, Sy, K, generalize Curry’s combinators I, S and K respectively.

Formally, it is more interesting to define a more complicated translation v — [u](), shown in Fig-
ure 3. This translation in fact maps any SKInT-term u and any list (so,...,Sn,—1) of A-terms to a A-term
[u](s0,---,8n-1). Then u — [u]() preserves reductions, i.e., if u —* v in SKInT, then [u]() — [v]()
in the \,-calculus. (In fact [u](so,-..,8n1) — [v](s0,---,5, 1) for any n > 0 and any A-terms so, ...,
Sn—1; we can replace —, by — in the case of so-called well-staged terms u.)

Conversely, the ¢t — t* translation also preserves reduction, in the following senses. First, if s —* ¢ in
the A-calculus, then s* —* t* in SKIn (not SKInT); but if s —* ¢ in the call-by-value A-calculus, then
s* —»* t* in SKInT. Therefore, if L is a map from A-terms to A-terms such that s —* ¢ in the A-calculus
entails L(s) —* L(t) in the call-by-value M-calculus, then, defining L* as the map sending ¢ to (L(t))", it
follows that s —* ¢ in the A-calculus implies L*(s) —* L*(¢) in SKInT: see [GGL9S].

Moreover, t — t* and v — [u]() are almost inverses of each other since for every A-term ¢, t —* [t*]()
in the A-calculus. However there is in general no connection between a SKInT-term u and ([u]())*: for
instance, let u be Ko(So(x,y)), then ([u]())* = (Azo - zy)* = S1(Ko(z), Ko(y)) is not convertible with v in
SKInT—while it would be in SKIn.



[[Z‘]](So, RS} Snfl) =d4f ISQ---Sp—1

Fd(so,osn1) =ar § Stteint o m 2
_ |[u]](507"'asf—lasf-l—la'--asn—l) n>€
[Ke(u)](S0;---y8n-1) =at Mg - oss AL [u](50s- -+ Smts Ty s Ter) <1
HU]](SO,...,ngl,
[v](s0s---586-1)s865-+)8n-1) n>4
[[SB(U:”)]](SOa---;Sn—l) =df ALy * oo ADp_1-
[u](s0y---y8n—1,%n,---,%e—1,
[v](S0ys-- -y Sn—1,Tny---,Te—1)) N <L

Figure 3: Interpretation of SKInT-terms as A-terms

x:7kzx: 7 'thi:mg— ... T 1 >T— T

Ttu:mg—= ... T 12T —>T

Ttu:mp—=...> 1 >T—>T
Ttv:img—> ... T 12T

THFK (W) :m0= ... o717 17 —>T
Pk Se(u,v) im0 = ... &> Tgm1 = T OB -1 ¢

Figure 4: Simple types for SKInT
The simple type discipline for the A-calculus is defined by judgments I" - ¢ : 7, where ¢ is a A-term, 7 is
a simple type, i.e. a term in the following language:
Tu=B|T—oT

where B is a given non-empty set of so-called base types. Finally, I' is a context, namely a finite map from
variables to types; I',z : 7 denotes I' enriched by mapping = to 7, where z is outside the domain of T'.
The typing rules for the A-calculus are:
De:7kx:7

'ts:mp—=>m T'Ht:my Iz:mmbs:m

TFst:m T'FXXz.-s:m -

On the other hand, the typing rules of SKInT are shown in Figure 4.

Both the A-calculus and SKInT enjoy subject reduction and normalize strongly on simply-typed terms.
Moreover, we have the following meta-theorem on SKInT. Call a context I' arrowed if and only if T" maps
every variable in its domain to an arrow type (of the form 74 — 72); then for every arrowed context T, if
T,z:m Fw: e, then T F [x]u : 1 — 75. The restriction to arrowed contexts is necessary: consider the case
where u is a variable other than z.

2 SKInT, the \4,s-Calculus and Near-Intuitionistic Logic

The latter meta-theorem suggests that SKInT would be closer to a form of A-calculus where the typing rule
of abstractions Az -s would be as for the A-calculus (see above) but only for T’ arrowed. We then get a variant
of the modal logic S4, where arrows are thought of as modal boxes. We shall show that SKInT is indeed a
sound and complete proof-term language for near-intuitionistic logic, namely the logic whose semantics is
defined as follows:



Definition 1 A near-intuitionistic, or S4 frame is a triple WV, <, p), where W is a non-empty set of worlds
w, < is a pre-order on W (a reflexive and transitive relation), and p is a veluation mapping base types to
subsets of W.

The relation |=(w < ), or |= when the frame is clear, is defined by:

wi=b iff wepd) (b a base type)
wET =7 if Vwow<w suwERs0ER

Frames are defined as for the modal logic S4; the only difference with intuitionistic frames is that we do not
require p(b) to be upwards-closed, i.e. to be such that w € p(b) implies w' € p(b) for every w' such that
w < w'. So Definition 1 can be seen as the semantics of a particular fragment of S4, where 771 — 7 means
the same as the S4 formula O(r; = 7).

We could certainly prove this directly on SKInT, but it will turn out to be profitable to go through
another language of proof-terms, A¢jos, and to show, first, that the latter is a language of proof-terms for
near-intuitionistic logic, and second, that it is isomorphic to SKInT(modulo convertibility, and in the presence
of 5 rules). As Aqos is very close to the A-calculus, this will weave a more precise web of relationships between
these languages. This will also show that, in a certain sense, SKInT-reduction, as Acos-reduction, represents
cut-elimination in a sequent system for near-intuitionistic logic.

The Acjos-calculus is inspired by the variant of Bierman-de Paiva’s Agq [BdP92] used in [GL96]. The
Aclos-terms s, t, ..., are defined as:

tu=z|tt| (z-t,0)

where 0 is an explicit substitution, i.e. a finite mapping from variables to Aqos-terms. Terms like (z - ¢,6) are
called closures, x - t is the code part of the closure, x is its argument, t is its body and 6 is the environment
part; intuitively, closures are pairs of a piece of code computing the value of ¢ when given a value for = as
argument in the environment 8; the role of 6 is to map the free variables of ¢ (except ) to their respective
values while evaluating t. We also write {z; := t1,...,2 := t)} for the explicit substitution mapping z; to
ti, 1<i<k.

The variable 2 and the variables in the domain of § are bound. Moreover, we constrain Acjes-closures
(x - t,0) to be such that every free variable of ¢ except x is in the domain of 8. Substitution is defined
as usual, but the latter constraint entails that substitution on closures only operates on the environment,
not the body: (z -t,{z1:=1t1,...,2k :=tx})o = (x - t,{x1 := t10,...,2, := txo}), where o is an (implicit,
ordinary) substitution.

We adopt Barendregt’s convention on variable naming, so that no variable is bound at two distinct
occurrences or occurs both bound and free in a term; we shall sometimes violate this condition (like in the
definition of (z -t) below) in the name of increased readability, under the convention that the intended term
is obtained by some obvious a-renaming. Finally, a-equivalent terms are equated, where a-equivalence is
the smallest congruence = such that:

(o) (&' -tz [z, 2 )21, ... 2} [zs), {2} = t1,. .., 2} =tk })
=(z-t,{z1:=t1,..., o4 :=tg})

where z, x1, ..., j are pairwise distinct, and so are ', i, ..., z}.
To make the notation somewhat more transparent, we define {x - t) as an abbreviation for (z -
t,{z1 :==2x1,..., T 1= x}), where z1, ..., x} are the free variables of ¢ except z. We call terms (x - t)

abstractions; it follows that every closure {(x - ¢,0) can be written as an abstraction on which some (im-
plicit, ordinary) substitution 6 has been applied: if 6 is {z; := t1,...,2 = ty}, 6 is the substitution

~

[t1/21, ... tk/xk], then {z - t,0) = (z - t)0.



Ne:7kx:7

Tk - A L "
I'ts:m—m T'kt:m Itl T}I_)H / ”tk T,3—>Tk .
TLIT] Ty T 2Ty = T, T 80T
Lk st:r
2 TrH(z-s,{z):=t1,...,¢ :=t}) : 7 = 1"

Figure 5: Typing Aclos

The reduction relation of Acos is defined as the compatible closure of:

t,0)s — t(@U[s/x])

~—~
xK{
~—
—~
8

(1) (-t {z1:={y-s8,{v1:=81,-..,Up :=Sp}), T2 :=1ta,..., Tk =tk })
= (z-tlly s,y =y, 0 = g}/ 7]
{y1:=81,...,Up :=Sp, T2 =12, ..., Tk = t})
(0) <.’L‘ 't,{!L‘l =11,22 :=1o,..., 2k 1= tk})
= (z-t,{z2:=1ta,..., 2k :=tg}) (z1 not free in t)

(2) <.’L‘ 't,{!L‘l = t1,$2 = t2,...,$k = tk})
— <.’E -t[$2/1‘1],{1‘2 =19,..., L = tk}> (if t1 = tg)

Some comments are in order. Rule (3) is essentially just ordinary B-reduction for closures; § U [s/z] is the
(implicit) substitution mapping x to s and every other variable to its image under 6. Because of the variable
naming convention, it would be equivalent to write t[s/z] or #[s/z]0 instead of t(6 U [s/x]).

The idea of rule () is that whenever some free variable z; in ¢ (except z) is mapped to a closure
(y-s,{y1 :=81,...,Yp := Sp}), we can push the code part y - s of z; inside the body ¢ of the closure itself,
retaining the environment part y; := s1,...,Yp := Sp in the environment of the outer closure; this can be
thought as an inlining rule, as used in compilers for functional languages. Note that we might have chosen
any z; instead of z1, but since environments are functions, bindings z; := ¢; commute freely: choosing x;
does not entail any loss of generality. Logicians will also notice from the typing rules to come that this is
the box-under-box rule of S4 or of linear logic.

Rule (0) is a garbage collection rule: it expresses that there is no need to keep a binding z; := #; in the
environment when the code part does not refer to z1. Rule (2) is a contraction rule: if z; and x5 are bound
to the same term ¢; in the environment, we can eliminate one binding, say z; := 1, and replace z; by z3 in
the body t of the code part.

Note by the way that Aces naturally defines a superset of the call-by-value A-calculus [Plo75]. Indeed,
translate call-by-value A-terms by: f(x) =qr z, f(st) =ar f(s)f(t), and f(Azx -s) =qr (x - f(s)). Then, for
every value V (a value being any term except an application), f((Az - s)V') rewrites to f(s[V/z]) in Acios:
indeed, it is clear that the former rewrites to f(s)[f(V)/z], and it remains to show that the latter rewrites
to f(s[V/z]). This is by structural induction on s, and the only non-trivial case is when s is a A-abstraction
Ay-t: then f(s)[f(V)/z] = (y- f())[f(V)/z]; if V is a variable, then the result follows by a-renaming, and if
V is a A-abstraction, then f(V) is a closure, and the result follows by rule (¢) and the induction hypothesis.

We shall also consider the following n-rule, yielding the Acios,-calculus:

() (z-2z,0) — 20 (z # x)

Notice that z here is a variable, not any term with z not free in it, as in the A-calculus.
The simple typing rules for A¢jos are as shown in Figure 5.
The typing rule for closures can be viewed as a combination of a rule to type abstractions:

Lz:7' Fs:7"

TLAR(z-s):7" = 7"




Tx:7kx:7
r - - , Y T'kFt:7 F,m‘:Tl—s:T'(Ct)
WimbEtiT §:T Le:1t'FHt:7 u
v ! Tk sft/z]:

Toe:m - btlzsfy]: 7 TLAR{(z-t)y: 7" — 7"
(" arrowed)

Figure 6: Sequent calculus for near-intuitionistic logic

where I is restricted to be an arrowed context, i.e. one mapping each variable z; to an arrow type 7} — 7',
and A is any context (used to build in weakening); and of a rule (Cut) to type (implicit) substitutions:

'kt:7 D,z:7ks:7
TFslt/z]: 7'

(Cut)

The latter is the famous cut rule of sequent calculi, and is easily shown to be admissible in the system of
Figure 5, by structural induction on s (see Appendix A).

Our first point is to show that the natural deduction system, i.e. the typing system of Figure 5 (considering
types as formulae, and Aqos-terms as proof-terms), is the proof-theoretical counterpart of the semantics of
Definition 1:

Theorem 1 The deduction rules of Figure 5 are sound and complete for the semantics of Definition 1.

Proof: le., given a context 1 : 71,...,%, : T, and a type 79, there is a Acos-term ¢ such that zq :
Tiy..., Ty : Ty F T : 7o is derivable in the system of Figure 5 if and only if for every near-intuitionistic frame
W, <, p), for every w € W such that w = 7, and ... and w |= 7, w = 70 (Where |= denotes =y < ).
The proof uses standard arguments: see Appendix B for a full proof.

Soundness: by structural induction on t. The only non-trivial case is for closures (z -
s,{x1 :==1t1,..., 2 = tr}): soundness works in this case because any true arrow type must remain true
in all later worlds.

Completeness: by an argument & la Smullyan [GLM97]. Assume that there is no Aces-term ¢ such that
Tg Ft: 79 is derivable. We build a frame and a world wg such that wq satisfies I’y but wq £ 79 as follows.
First, consider signed formulas F', which are either positive +7 or negative —7, where 7 is a type. (Intuitively,
+7 means that 7 is assumed true, and —7 means that 7 is assumed false; we do this because we have no
classical negation symbol in our language of formulae.) A set S of signed formulas is consistent if and only
if for every finite set of positive formulas +71, ..., +7, (not necessarily distinct) and every negative formula
—7 in S, there is no A¢jes-term ¢ such that 1 : 7,...,2, : 7, - ¢t : 7. By Zorn’s Lemma, every consistent set
is contained in some maximally consistent set. We build the desired frame (W, <, p) by letting the worlds w
be all maximally consistent sets of signed formulae, w < w' if and only if, for every positive formula of the
form +(m — 72) in w such that +7 is in w', then +73 is in w’, and we let p map every base type b to the set
of worlds w such that +b € w. We also define the counter-example world wq as any maximally consistent set
containing {+71,...,+7,, —70} (which is consistent by assumption). Standard arguments show that w |= 7
if and only if +7 € w, if and only if —7 & w: so wp fE 79. O

The point now is that the reduction rules of A5 encode cut-elimination in near-intuitionistic logic. To
make this precise, consider the Gentzen system of Figure 6, where we decorate types on the left with variables
and types on the right with A¢jes-terms, to show the correspondence with the natural deduction system of
Figure 5.

Theorem 2 (Cut Elimination) T'F s : 7 is derivable in the system of Figure 5 if and only if it is derivable
in the system of Figure 6, if and only some sequent T' -t : 7 is derivable in the system of Figure 6 without
(Cut), with s —™* t in Aclos-
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Figure 7: Translation from Aces to SKInT

Proof: The first equivalence is easy and fairly standard. The second equivalence follows from the following
facts: subject reduction holds for simply typed Agos-reduction; simply typed Acos-reduction is strongly
normalizing; and every simply typed A¢jos-normal term is the proof term of some cut-free proof in the system
of Figure 6.

To show that simply-typed Acios-terms are strongly normalizing, a simple way is to translate Acios-
terms to A-terms by letting h(z) =aqr z, h(st) =ar h(s)h(t), h({z - s,{z1:=t1,..., 2 :=tg})) =af
Az - s[h(t1)/z1,. .., h(ty)/zk]: if s —* t in Aos, then s —* ¢ in the A-calculus. For every strongly
normalizing A-term u, let v(u) denote the length of its longest reduction sequence. Then we show that
for every integer n, P(n) implies P(n + 1), where P(n) is the property that for every Acos-term s such
that v(h(s')) < n for every subterm s’ of s, s is strongly normalizing. This, in turn, is proved by struc-
tural induction on s: if s is an application s1s2 and v(h(s)) < n + 1, then we show that s is strongly
normalizing by induction on the sum of the longest Acos-reductions starting from s; and ss respectively;
if s = (z-t,{z1:=1t1,...,2, :=1tr}) and v(h(s)) < n + 1, then this is by double induction on the sum
of the lengths of the longest Aqos-reductions starting from ¢, ¢q, ..., tx first, then on the sum of the sizes
of t1, ..., tx; the other cases are clear. It follows (by induction on n this time) that P(n) holds for all
n; since every subterm s’ of a simply-typed Acos-term s is again simply-typed, and h(s') is a simply-typed
(therefore strongly normalizing) A-term, P(n) holds for n =4¢ max{v(h(s"))|s' subterm of s}, so s is strongly
normalizing in A¢jos-

To show that every simply-typed Acos-normal term is the proof term of some cut-free proof, notice
that every application subterm is of the form zsj ...s,, where z is a variable, and that (by rule (¢)) in a
closure (z - t,6), # may only map variables to appl1cat10n terms (not closures). The main difficulty is that
(z-t,6) = (z - t)8, and that applying the substitution 6 must be done without using the (Cut) rule. Since
6 only maps variables to applications, we can do this by using the left introduction rule for arrow types
instead (see Figure 6), e.g. (z - t,{x1 := 211 }) gives rise to the following piece of proof (where I" and 7{' are
arrowed):

" ! "
Doy :r,z:7T Ft:7

Trty:r Doy Flz-t)y: 7 — 7"

Tyz1:71 =1 F(x- -zt /z]: 7 > 7"

See Appendix C for a more complete proof, of these results and the facts that Acios and Acios, are both
confluent, enjoy finite developments, and that the simply typed Acios,-calculus is strongly normalizing as
well. O

Now we come (at last) to the reason why we introduced Acjos in the first place. The following theorem
shows in particular that SKInT is a complete proof-term language for near-intuitionistic logic, which was
the main point of this section.

Theorem 3 Let s — s* be the map from Aqos-terms to SKInT-terms shown in Figure 7. Conversely, let
u +— u® be the map from SKInT-terms to Acios-terms of Figure 8. Then:

(1) If T & s : 7 is derivable in the system of Figure 5, then T s* : 7 is derivable in the system of Figure J;

(it) IfT & u: 7 is derivable in the system of Figure 4, then T & u® : T is derivable in the system of Figure 5;



° =4f = So(s,t) =ar st
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(Se(u,v))° =ar Se(u®,v°) Ko(s) =atr (z-=x,{z:=s})
(Ke(w)® =ar Ke(u®) Kev1(s) =ar (2 Ke(z2),{z = s})

Figure 8: A translation from SKInT to Acjos

If s — t in Acios (Tesp. Aclosy), then s* —* t* in SKInT (resp. SKInT,);

If u —* v in SKInT, resp. SKInT,,, then u® = v° in Aclos,, where = denotes convertibility;

)
)
(v) For every Aclos-term s, 8*° & 8 in Aclos;
) For every SKInT-term u, u®* — u in SKInT,;
)

For every Acios-normal (resp. Acios,-normal) Acos-term s, s* is a SKInT-normal (resp. SKInT, -normal)
SKInT-term.

Proof: Tedious series of computations (see Appendix D). O

In other words, (#ii)—(vi) tell us that, up to Aclosy-convertibility on one side, and up to SKInT,-
convertibility on the other, the Acos-terms and the SKInT-terms are isomorphic (the isomorphism being
given by the pair of inverse functions s — s* and u — «°). This isomorphism also preserves types in both
directions, by (i) and (i7). And one half of it (the map s — s*) even preserves normal forms literally, by
(vit).

In particular, the typing rules of SKInT are sound and complete for near-intuitionistic logic, and SKInT-
normal forms correspond to cut-free proofs.

3 Conjunctive Types

We now turn to the relationship between conjunctive type systems for SKInT and termination properties, a
la Sallé-Coppo [CC90]. We first recall a few notions from [GGL98]. Define the spines S by the grammar:

Su=x || SS| K¢S (£>0)

The arity of a spine is the number of operators of the form Sy, £ > 0, in it. If n is the arity of S, and v,
.., vy, are n SKInT-terms, then the term S[v1,...,v,] is defined by:

z[] =ar x L[] =ar Ie
(SeS)[v1,---,vn]  =ar Se(S[v1, - ., vn_1],vn)
(KgS)[’Ul,...,Un] =df Kg(S[Ul,...,’Un])

Every term u can be written in a unique way as S[vq,...,v,]: the spine S is the sequence of operators
occurring along the leftmost branch of u, read top-down. Then the terms v, ..., v, are the arguments of
operators of the form Sy, £ > 0, on the spine, read bottom-up. The terms vy, ..., v, are called the arguments

of u. Iterating this decomposition of terms in spine and arguments allows us to see terms as trees of spines.

Call a one-step spine reduction v —* v any one-step reduction of a redex occurring on the spine of
u. A spine reduction u —** v is a sequence of one-step spine reductions. A term that has no one-step
spine contractum is called spine-normal. Spine reductions play the role of head reductions in the A-calculus.
(However, spine reductions are not unique.)

Define standard reductions u —*'%* v by induction on v viewed as a tree of spines, if and only if
u —** S[uy,-..,uy], and v = S[vy, ..., vy,], where u; —%t%* v; for each i, 1 < i < n. SKInT standardizes
[GGLY8], in that u —* v (in SKInT) implies v —*!¥* v. In particular, a term is weakly normalizable if
and only if it has a normalizing standard reduction.



Definition 2 The SKInT-term u is solvable if any of the following equivalent conditions hold:
(1) All SKInT-spine reductions starting from u terminate;
(i) Some SKInT-spine reduction starting from u terminates.

Proof: That (i) implies (i) is clear. Conversely, write u ~» v when u is ¥T-normal, has a spine GI-redex
S¢(Iy,w), and v is the unique XT-normal form of the spine SI-contraction of u. (Notice that any term has at
most one spine fI-redex, hence ~»-reductions are unique.) By examining how rules commute, we can show
that if u —** v by using SI n times, then X7 (u) ~* XT'(v) in exactly n steps (see Appendix E). It follows
that, if (i) holds (with termination in n spine SI-steps), then any ~»-reduction starting from u terminates
(in exactly n steps), and therefore all spine reductions do exactly n spine BI-steps; as T terminates, all
these spine reductions must be finite. O

We wish to characterize solvable, weakly normalizing and strongly normalizing as terms that can be
typed in some systems of conjunctive types. It will be profitable to use a simplified format for conjunctive
types, inspired from Emilie Sayag’s Ph.D. thesis [Say97]. Define the simple intersection types T by:

Ta=Blp—>T17 pu=[n,...,7) (n>0)

where [11,...,7,] is the multiset of types 71, ..., 7. Intuitively, [r1,...,7,] denotes the intersection of 7,
.oy Tn- I m =0, [] denotes the set of all terms. We shall also write w for [], and g3 A pg for the multiset
union of p; and po.

The typing rules of Sayag’s system are, to take an analogy with linear logic, in multiplicative style
(i-e., the T" parts of the premises are merged to get that of the conclusion in each rule). We shall use the
slightly different additive-style system of Figure 9, which we name Sw. It is easy to see that both are
equivalent in the following sense. First, if k-, u : A = 7 in Sayag’s system (where A is a total function
from variables to u-types, mapping all but finitely many to []), then {z : A(z) | A(z) #[]} F v : 7 in Sw.
Conversely, if I' -« : 7 in system Sw, then I' F 4 : 7 is the weakening of some sequent I'' F u : 7/ such that
Fap{zmplz:pel"}u{z—[] |z €I’} = 7' in Sayag’s system. (Call p a strengthening of p' if and
only if u = p' A p" for some p''; call 7 a weakening of 7' if and only if either 7 = g = ... = pp—1 = b,
T =py— ... > ph_y — b, and y; is a strengthening of p) for each i, 0 < i < n; call the sequent '+ w : 7
a weakening of I'' F » : 7 if and only if for every binding x : y' in I, there is a binding = : p in T’ with
strengthening u', and 7 is a weakening of 7'.)

We do this change of system to have a simpler set of typing rules. Doing this, we lose one important
property of Sayag’s system: Sayag’s typings are always minimal, in the sense that derivable sequents contain
only relevant information about the terms being typed. In this paper, we don’t care about that aspect of
typing. Moreover, this change of system will allow us to keep the same system (that of Figure 9) even to
characterize strongly normalizing terms (we shall just change the set of types), contrarily to Sayag.

Strongly normalizing A-terms are those that are typable in system S, defined as follows. Call S-types the
types generated by the grammar:

Tu=B|lp—>T =T,y T (n>1)

In other words, multisets of types are now restricted to be non-empty. We define system S as the system of
Figure 9 (again), but where 7 and p-types are restricted to be S-types.
Correspondingly, we endow SKInT with the typing rules of Figure 10, yielding a typing system that we
call Sw (when types are Sw-types), or S (when types are S-types).
Call an Sw-type 7 definite positive if and only if w only occurs negatively in 7. More formally, the definite
positive types 71 and the definite negative types 7~ are defined by the grammar:
T u=B|pu o7t pt o=t .1 (n>1)
T u=B|put =1 [T R (n>0)
A context T is definite negative if and only if every binding in T is of the form z : p~ with = definite
negative. We say that the typing judgement I' - s : 7 is definite positive if and only if I" is definite negative
and 7 is definite positive.
We first have the following, which we leave to the reader to check:
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Tox:puAThz:T

Ttu:[r,...,7]—=>7 Tho:mqm ... Tho:m, Lx:ptu:t

ThFuv:t TFM-u:p—>T1

Figure 9: Conjunctive types for the A-calculus

Dz:pAThz:T PhEToipo—= .o = g1 = AT =T

FTFuipo—= ... =1 = [T, Tn] = 7

ThFu:pg = ... pe—
Phovipo— ... = pe1 =7 U fo He—1

— Uy = T

Thw:pg—...— g1 — Ty T Ko(u): o = ... = pg—1
S g =T

Tk Se(u,v) ijsg = oo = fig1 =7
Figure 10: The system of conjunctive types for SKInT

Lemma 4 (Subject Reduction) IfT' F w : 7 in Sw, resp. S, and u —* v in SKInT or SKInT,,, then
T'Fov:7in Sw, resp. S.

Theorem 5 (Normalization) The following holds:
(#) If T+ w: 7 is derivable in system Sw, then u is solvable;

(#1) If T~ Fw : 7% is definite positive and derivable in system Sw, then u is weakly normalizing in SKInT,
resp. in SKInT,);

(¢t3) If T+ w: 7 is derivable in system S, then u is strongly normalizing in SKInT, resp. in SKInT,,.

Proof: The idea is to translate the term u to a A-term, and to use the corresponding results for the
A-calculus. The natural choice for the translation is v — [u](so,-..,sn—1) for some choice of sequence
80, ---, Sp—1 of Ad-terms. However, some reductions in SKInT would then translate to equalities in the A-
calculus, which would prevent us from drawing the desired conclusions. (Consider e.g. u =ar So(Ko(u1), us2):
whatever the reductions in us, they won’t be taken into account by the translation, since [u](so, ..., S$n-1) =
[u1](so,-- -, Sn—1) does not depend on uy in any way.)

For this reason, we modify this translation to map SKInT-terms to Agc-terms: the idea is that instead
of dropping some arguments (like s, in the definition of [K,(w)](so,- - -, 8n—1) for n > £), we shall keep them
on the left of some binary operator @ (instead of s,y1, we shall write s; @ s¢11, see Figure 11 below) such
that s @ t is semantically equivalent to ¢ alone.

The Ag.-calculus is defined by the grammar:

tu=z|tt| Az -t|et|tDt
and its reduction rules are Bn-reduction plus:
() et—t (=) t1Dts =t (®) (t1®ta) Btz = t1 D (t2 B t3)

We define type systems that we call again Sw, resp. S, defined on Sw-types, resp. S-types, and whose typing
rules are those of Figure 9, plus:

I'kHt:7 [Fl—tl:Tl] Thty:m
I'ket:T FEt @t

11



TSQ...Sn—1 ifu=z

€(sSo®...D8p1DSe)Set1---5n-1 ifu=1I,
[Uﬂ@(SO,...,Sn,I) =4f [U]]@(So,...,83_1,85@844_1,8@4_2,...,8”_1) ifu:Kg(v)
[U]]@(So,...,Sg_l,
[wle(Sos---r8e-1),8¢,--38n—1) if u = S(v,w)

when n > dimu

[ule(So,---s8n-1) =df AZn o A1 - [u]e (S0« -y Sn—1,Tny -y Tm—1)
when n <m =dimu +1

Figure 11: Interpretation of SKInT-terms as Ag.-terms

where the bracketed premise I' F ¢; : 7y is included in S, but omitted in Sw.

There is an erasing translation ¢ — |t| from Ag. to the A-calculus (with B-reduction): |et| = ||, |t; D ta| =
[ta|, |z| = z, |t1t2| = |t1] |t2], |Az - tz| = |t| if = is not free in ¢, and |Az - t| = Az - |¢] if ¢ is not of the form t'z
with z not free in ¢'. Ag. has the subject reduction property, and for every Ag.-term ¢:

(a) T Ft: 7 in Sw, then ¢ is solvable, i.e., all head-reductions starting from ¢ terminate. We call head-
reduction in Ag. any (€), (®—), (®) or (n)-step, or any (5)-reduction step s — t such that |s| — [¢|
by a head (8)-reduction step in the A-calculus (in particular, the erasing translation does not erase the
Age-redex).

(b) fTFt¢:7in S, then ¢ is strongly normalizing,.

The proofs are by appealing to the same properties in the A-calculus, using the erasing translation above
(see Appendix F), or by reducibility methods (for (b)): see [GL97].
Define the dimension dimu of a SKInT-term u by:

dim 2 =df -1 dimIg =df /
dim Ky(u) =qr max({,dimu)+1 dimS¢(u,v) =4r max(¢,dimu)—1

The new translation u — [u]g(so,-. -, Sn—1), parameterized by a list sq, ..., sSp—1 0f Ag.-terms, is described
in Figure 11.

By abuse of language, say that I' - s : p is derivable in Sw, resp. S, where u = [11,...,7x], if and only if
'k s: 7; is derivable in Sw, resp. S, for every i, 1 <4 < k. An easy structural induction on u shows that,
if'Fu:pg— ... > pp1 — 7in Sw, resp. S, and T' I s; : p; in Sw, resp. S, for every i, 0 < i < n, then
T+ [u]e(so,---,8n-1) : T in Sw, resp. S.

A tedious check now shows that whenever v — v in SKInT,,, then for every sequence sg, ..., sp—1 of
Age-terms, [u]e (S0, .-, 8n—1) —* [v]e(S0;---,8n—1) in Age, resp. — T in the case of (SI;), (nS¢) and a
few other rules (see Appendix G).

By (b), any reduction R in SKInT, resp. SKInT,,, starting from a typable term in system S uses only
finitely many instances of rules (SI;) and (nS¢), £ > 0. But since XT terminates, there are finitely many
reduction steps (in XT) inbetween two (SI;) or (nS)-steps. So R is finite, proving (ii7).

To show (i), first notice that if 4 —* v in SKInT (or SKInT,), then [u]g(so,.--,Sn-1) —*
[vle(s0,---,8n—1) (resp. —T if u —* v by (SI;), (nS¢) and a few other rules) by head-reductions in
Age(see Appendix G, Claim (h)) . By (a), any spine-reduction step in SKInT, resp. SKInT,, starting from
a typable term in Sw has only spine-reductions that use finitely many instances of (SI;) or (1S¢), £ > 0.
Since (XT') terminates, (i) follows.

To show (i7), we would like to use a similar argument, but any Ag.-term with a definite positive typing
normalizes only weakly, and then we need to show that we can lift back the given normalization strategy in
Age to some normalization strategy in SKInT, and this is not easy. Instead, we observe the following. Let
u’ be a spine-normal SKInT-term, and write u' as S[uy,...,u;]. We may then write S as a word of the form
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Kig, - Kigny Sin Kiyy -+ Kiy Sio - - Sju Ky - Kiy,,, L, with L = Ij or L a variable (in which case we let

j =ar —1), with:

01> oD long ZJ1 D1 > . Dling 2 J2> o 2 g >kt > D> g, > J 2> —1

and £ > 0,n9 >0,n1 >0, ..., ng >0, and when n; = 0, the notation j; > ;1 > ... > 4jn; > J;+1 means
Ji > Jix1. If n > dimw', then we have:
||[ul]]®(805"'53n—1)| (1)
= L'sjt1] - [Sinny |-+ [Siaa] - - 851
|[[u1]]€B(50’ ] Sjk—l)HSjkl s |si(k—1)nk_1 | s |Si(k_1)1| s |Sjk—1*1
[u2]o (s0, - - -5 855y —1)] - --
||[’U/k]]@(80, ey Sj1_1)||8j1| . |30n0| . |801| ... 8p—1

where L' = |s;| if L = I;, or L' = x if L is a variable z, and s; ... 8;, ... 5;, ... s; denotes the sequence of terms

Si, ..., 8; from which the terms s;,, ..., s;, have been omitted. If n < dimw/', then |[u']g(s0,...,50-1)| is
the np-normal form of Asy, - ...  ASdgimw - [[¢']e (S0, - - -, Sdimw )|, and is therefore of the form As, - ... - Asp_1 -
||[UI]]®(S(), ey 5m—1)|-

As far as types are concerned, let u' have a definite positive typing. Any (definite positive) Sw-type of
u’ must be of the form py — ... = i, = fiy;+1 — 7, and the typing derivation leading to this type must
map each u;, 1 < i <k, to the types pg — ... = pj,,,_,—1 = Tip, 1 < p < my, for some types 7;,. Let pj
be [7i1,- .-, Tim;]- Then this typing derivation also gave L the type:

Ho = o = Py > Py e L (2)
! N «

— Py = P = e _>'u”i(k—1)"k_1 - ... _>:u’i(k—1)1 = s > M1
! N A

= M1 T Mgy e T gy T e T iy e g1

! ~ o
= Mg 7 Mg _>"'—>,U/i0n0 e 7 Migr 7 Migi+1 T

If L is a variable, since the typing context is definite negative, the type above must be definite negative, so
in particular every uj, 1 < i < k, is definite positive. Since the type of u’ was assumed definite positive,
every u; is definite negative, so the types pg — ... = pj, ., ,—1 = Tip of u; are definite positive. Similarly,
if L is I;, then recall that j < ign, (if ng #0) or j < ji (if ny = 0 and k # 0), and by the form of the typing
rule for I}, every pu, 1 < i < k must occur negatively in g, hence is definite positive (if k£ # 0; this is trivial
if k = 0), hence again the types assigned to u; are all definite positive.

Having made these remarks, let v be a SKInT-term with a definite positive Sw-typing. Then
[[ule(so,-- -, 8n—1)| is & A-term with a definite positive Sw-typing, for any sequence sg, ..., s,_1 of the
right types, hence it B-normalizes weakly. Recall that a weakly normalizing A-term ¢ has a finite Bohm
tree: let h(t) be the height of this tree. We show that, under the assumption that u has a definite positive
Sw-typing and that |[u]e (o, ..., 2Zn—1)| normalizes weakly for some sequence of variables zg, ..., Tp_1,
then u SKInT-normalizes weakly. This is by induction on h(t), where ¢t = |[u]g(z0,...,2Zn—1)|- First, by
(i) and since u has an Sw-typing, u is SKInT-solvable: let u' =q¢ S[u1,...,ux] be any spine-normal form
of u. Since u —** 4/, as in case (i), |[u]g(zo,.--,Zn-1)| head-rewrites to |[u']e(zo,-..,Zn-1)|, and the
latter is head-normal, since z; is a variable (by inspection of Equation 1). By the remark on the types of
spine-normal forms (Equation 2), each u;, 1 < ¢ < k, also has a definite positive typing. Let now ¢; be
|[[u,~]]@(x0,...,xj;c+l_i) : by Equation 1, h(t;) < h(|[u']e(zo,---,Zn-1)|) = h(|[[u]e(za,-- -, Zn_1)]). So the
induction hypothesis applies: each u; SKInT-normalizes weakly, say to some term v;. Therefore v SKInT-
normalizes weakly to S[vy,...,vg]. This proves (i) in the case of SKInT-reduction. (Notice that we have
in fact shown that the standard normalization sequence for u terminates. This proof would also work with
[ul(zo,-..,%n—1) instead of |[u]g(zo,--.,ZTn-1)].)
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For SKInT,-reduction, notice that every SKInT-normalizable term is also SKInT,-normalizable. Indeed,
observe that if 4 — v by the n-rule (nS;), and u is SKInT-normal, then so is v (see Appendix I, Claims (d)
and (e)) . This finishes to prove (i¢). O

The Normalization Theorem has an important corollary. Recall that a translation from A-terms to a given
language (say, SKInT) preserves strong normalization (resp. weak normalization, solvability) if and only if
the translation of every strongly normalizing A-term (resp. weakly normalizing, resp. solvable) is strongly
normalizing (resp. weakly normalizing, resp. solvable).

Corollary 6 (Preservation of Normalization Properties) Every translation mapping S-typable -
terms to S-typable SKInT-terms preserves strong normalization. FEvery translation mapping Sw-typable A-
terms to Sw-typable SKInT-terms preserves solvability. FEvery translation mapping A-terms having o definite
positive typing in Sw to SKInT-terms having o definite positive typing in Sw preserves weak normalization.

Proof: Notice that these translations need not map A-terms to SKInT-terms of the same type: we just
need to preserve typability, not the types themselves. Every strongly normalizing (resp. weakly normalizing,
solvable) A-term is typable in system S (resp. in Sw, in Sw with a definite positive typing) [Say97]; the result
then follows from Theorem 5. O

It follows that the translations L* and H* of [GGL98] each preserve strong normalization, weak normalization
and solvability. This works also in the presence of n-rules. Also, Corollary 6 is more general: essentially, any
reasonable translation from the A-calculus to SKInT will preserve all three normalization properties.

Corollary 6 depends on the fact that strongly normalizing, resp. weakly normalizing, resp. solvable terms
in the A-calculus are all characterized in terms of types. We end this section by showing that the same holds
in SKInT.

First, define S, resp. Sw-type substitutions 6 as finite maps from type variables, a.k.a. base types in B,
to S, resp. Sw-types. For any type or context a, af denotes the result of applying 6 to a; [7/b] denotes the
substitution mapping b to 7. The following is easy:

Lemma 7 If T+ w: 7 is derivable in S, then for every S-type substitution 8, T0 F u : 76 is derivable in S.
IfT'F w7 is derivable in Sw, then for every Sw-type substitution 8, T0 F w : 76 is derivable in Sw.
IfT'~ F u: 7 is definite positive and derivable in Sw, then for every S-type substitution §, T=0F v : 716

is definite positive and derivable in Sw.

Lemma 8 FEvery SKInT-normal term u has a typing in system S. Fwvery spine-normal SKInT-term u has
a typing in Sw.

Proof: We first observe that every type can be written uniquely ug — ... = pn—1 — b, where b € B. We
call n the arity of the type. By extension, we call arity of a typing I' F u : 7 the arity of 7. We call a typing
as above S-normal if n > 1 and p,_1 = [b'] with b’ a base type other than b; we call it Sw-normal if n > 1
and pip—1 = w.

Let the degree d(u) of a SKInT-term u be defined by: d(z) =g¢ 0, d(Iy) =q¢ £+ 1, d(Se(v,w)) =4t £,
d(Ky(v)) =gt £ + 1. We show the more general claims that: (i) every SKInT-normal term v has a normal
S-typing of arity d(u) + 1, and: (ii) every spine-normal term u has a normal Sw-typing of arity d(u) + 1.
This is by structural induction on wu.

Notice first that: (*) whenever a term « has an S-normal, resp. Sw-normal typing, then it also has
S-normal, resp. Sw-normal typings T' F u : 7 of arbitrary higher arities in the same system: indeed, if 4 has
a normal typing ' F u : 7 of arity n as above (with b the base type at the end), then it also has a normal
typing of arity n+ 1, namely ' - u : 70, by Lemma 7, with 8 =4¢ [[b"'] — b'/b], b # b in the case of system
S, 6 =q¢ [w — b'/b] in the case of Sw. Claim (x) then follows by an easy induction on n.

If u is a variable, then the normal typing z : [b'] = bF z : [b'] — bestablishes (i), and z:w = bF z:w —
b establishes (i7). If u is of the form I, then we can choose the typing - Iy : o — ... = pe—1 = [[V'] = b] —
[b'] = b with po, ..., pe—1 any S-types and b’ # b for (i), and F Ip 1 pyp = ... > pp1 > [w = b 2w > b
for (ii).

14



When v is of the form S;(v,w), then, first, define the conjunction I' AT” of two contexts IV and T
as the collection of bindings z : ' Ap” (when z : ' € TV and x : p”" € T"), 2 : g/ (ifz: p €T but z
does not appear in I''), and = : p” (if z : p” € T" but = does not appear in I'""). Notice also that (by
examination of the reduction rules), if u is spine-normal (in particular, normal), then d(v) < £. We show
claim (7) as follows: by induction, v has an S-normal typing of arity d(v) + 1 < £+ 1, hence by (%) it has
an S-normal typing of arity exactly £+ 1,say IV Fv: puy — ... = uj_; = [b'] = b; by induction hypothesis
again, w has an S-typing, hence by (*) we may assume w.l.0.g. that w has an S-typing of arity at least £,
say I Fw :pg — ... = py_, = 7"; then, we can derive I'[7" /b Fv: po = ... = py—y = [7"] = b, where
wi =ar pi[r"/b'], 0 < i < n, by Lemma 7; then I'[7" /'] AT" b w: pg — ... = pe—1 — b is an S-typing of
arity d(u) = ¢; substituting b for, say, [b"] — b"' (using Lemma 7), we get the required S-normal typing of
arity d(u) + 1. Showing (i7) is easier: by induction, v has an Sw-normal typing of arity d(v) +1 < £+ 1,
hence by (%) it has an Sw-normal typing of arity £+ 1, say I'" - v : py = ... = pj_; = w — b; then
Thu:po— ... pe—1 — w— b is the required Sw-normal typing of arity £+ 1, where I' =4¢ I'[w — V' /0],
and p; =qr pijw — b /0], 0 <i < L.

When u is of the form K,(v), then observe that (by examination of the reduction rules), if u is spine-
normal (or normal), then d(v) < £. We show (i) as follows: by induction v has an S-normal typing of
arity d(v) + 1, hence by (x) an S-normal typing I" F v : pg — ... = pj, ; — [V'] = b of arity £+ 1; then
I'"EKy(v) - py = ... = pp_y = p— [b'] = b is the required S-normal typing for u, for any S-type u. And
(i) follows by a similar construction, replacing [b'] by w and letting p be any Sw-type. O

Contrarily to what happens in the A-calculus, types in Sw are not preserved by the inverse of SKInT-
reduction. However:

Lemma 9 Ifu —* v in SKInT,, and ' Fv : 7 in Sw, then I'0 - u : 70 for some S-type substitution 6.

Proof: More concisely, we shall say that whenever v has some Sw-type 7, then u has type 76 for some
S-substitution § (where the contexts I' and I'6 are understood). We first show this when v =1, v = r, and
[ — r is any of the reduction rules. There are only three interesting rules:

e (SIy): I = Se(Ip,w), r = w. If T has arity n > £, then 7 is of the form g = ... = pe—1 — 7, and we
can take Iy of type po — ... — pe_1 — [7'] = 7', so that [ has type 7. If 7 has arity n < £, then let 7
be po = ... = pn—1 — b, and 6 be [7'/b], where 7' is any S-type of arity at least £ — n: by Lemma 7,
r has type 76, and since 760 has arity at least £, then as above [ has type 76.

o (SKy): | = Se(Ky(u),w), r =wu. If 7 has arity n > £ + 1, then write 7 as pig —> ... = fg—1 — fog = 72
we can give Ky(u) the Sw-type pg — ... = pe—1 = w — pe = 7', and therefore [ has type 7 as well
(notice that we need not give w a type). Otherwise, as in the (SI;) case, r and [ have type 76 for some
S-substitution 8 of arity £+ 1 — n.

e (nSe): | = Sp1(Ke(u), Ip), r = u. If the type 7 of r has arity n > £ + 1, then write 7 as g — ... —
we = 7', and py as [r1,...,7%]. We can give I, all the types o = ... = pp-1 = e = 73, 1 <i < k,
and we can give Ky(u) the type po = ... = pe—1 = pg = [11,..., 7] = 7', s0 | can be given type 7
again. If n < £+ 1, then, if 7 is of the form pg — ... = pp—1 — b, let § be [7'/b] for any S-type 7' of
arity at least £ + 1 —n: then [ has type 76.

For all the other rules, we can choose the identity substitution for § (see Appendix H).

We now claim that whenever u — v—namely, when u = C[l], v = C[r], and I — r is some reduction
rule—and v has type 7 in Sw, then u has some type 76 in Sw, where 6 is an S-substitution. This is a
straightforward structural induction on C, using Lemma 7.

The Lemma then follows by induction on the length of the reduction v —* v. O

It follows:

Theorem 10 FEvery solvable SKInT-term has an Sw-typing. FEvery SKInT-weakly normalizing, resp.
SKInT, -weakly normalizing term has a definite positive Sw-typing.

15



Proof: Let u be solvable. Then u —** v, where v is spine-normal; by Lemma 8, v has an Sw-typing
I'F v :7; by Lemma 9, u has a typing of the form I'§ F u : 76, where 6 is an S-substitution. This is clearly
an Sw-typing.

On the other hand, if u is weakly normalizing (in SKInT or in SKInT,)), then ¥ —* v for some SKInT-
normal term v; by Lemma 8, v has a definite positive Sw-typing I'” F v : 7F; by Lemma 9, v has a typing
of the form '@ F u : 710, where 6 is an S-substitution. By Lemma, 7, this typing is therefore not only an
Sw-typing, but is also definite positive. O

Theorem 11 If u is strongly normalizing in SKInT, resp. SKInT,,, then it has an S-typing.

Proof: As u is strongly normalizing, any normalization strategy terminates. Choose any innermost
strategy, i.e. any strategy that reduces only redexes whose strict subterms are all normal. (In particular, the
redex S¢(K¢(u1),u2) can only be reduced when u; and Ky(u1) are normal.) Let v(u) denote the length of
the longest reduction sequence in SKInT starting from u according to this strategy.

We show the claim by induction on v(u). If v(u) = 0, then this is by Lemma 8. Otherwise, assume that
u — v (so that v(v) < v(u), hence by induction v has an S-typing I' - v : 7). If the reduction from u to v
is by any rule except (SK), £ > 0, then u has an S-typing I'0 - u : 70, where 6 is an S-substitution: this is
as in the proof of Lemma 9.

In case u — v by (SKj), this does not work any longer, since we cannot use w (not an S-type). Instead,
observe that u can be written as C[S¢(K¢(u1),u2)], and that v = C[ug]. By induction hypothesis, and since
v(ug) < v(u), us has an S-typing I's F us : 72, and w.l.o.g. we may assume that 7 has arity at least £, i.e. that
To = py —> ... — py_; — 7. Since the chosen reduction strategy is innermost, u; is normal, and by Lemma 8
(more precisely, by Claim (¢) in its proof), u; has an S-normal typing of degree exactly d(u1) + 1; but since
the reduction is innermost again, K,(u;) is normal as well, so d(u;) < ¢, and (by Remark (x) in the proof of
Lemma 8) therefore u; has an S-normal typing of arity £+1,say I'y Fuq : pg = ... = pjp_y = [b'] = b. Sowe
may now derive I' - Sp(Kp(u1),u2) : o = ... = prg—1 = b, where I' =g¢ Ty [7"' /V'] AT2, p; =ar pi[7" /0 A
for each i, 0 < i < £. It follows that u itself has an S-typing (which is an instance of the latter), by a
straightforward induction on C.

The case of SKInT,-strongly normalizing terms is completely similar. (Or observe that any SKInT,-
strongly normalizing term is SKInT-strongly normalizing, by postponement of 7.) O

It follows finally that normalization properties can be characterized in terms of typability, both in SKInT
and in SKInT,,, just as in the A-calculus:

Corollary 12 The following equivalences hold, for any SKInT-term w:
u solvable < u typable in Sw
u SKInT-weakly normalizing < v SKInT, -weakly normalizing < u has a definite positive Sw-typing

u SKInT-strongly normalizing < v SKInT, -strongly normalizing < u typable in S.

A A Few Derived Rules in the System of Figure 5

First, observe that weakening is admissible, that is, whenever I' - ¢ : 7 is derivable in the system of Figure 5,
then sois I, A F ¢ : 7 for any A (whose domain is disjoint from that of T'). Indeed, just add A to the left of
each sequent from the bottom of the derivation up to the points where we reach axioms (the variable rule)
or the abstraction rule.

We now show that the following rule:

F'Ft:r T,z:7ks:7

Tk sft/z]: 7' (Cut)

is admissible as well. This is by structural induction on s. If s is z, then 7 = 7' and the result is clear. If s is
another variable y, then y : 7/ occurs in T', and s[t/z] = y, so the result is clear again. When s is an application
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8182, the result follows directly by induction hypothesis. When s is a closure (z'-s', {z1 := s1,..., % 1= Sk }),
typed as follows:

Fe:tksi:r =1 ... The:tksy:m >
TyiT =TTy T, T2 T s T

! 1 1 mn
Dox:rk (2 s {z1:=81,...,xp :=8}): 7" =T

so that 7/ = 7" — 7', then by induction hypothesis we have derivations of I' - s;[t/z] : 7f = 7]/, 1 <i < k.
Therefore, by the abstraction rule again, we can derive I' F (2’ - s', {1 := s1[t/x],..., 2k := sg[t/z]}) : 7" —
™ ie Ik st/x]: 7'

B Proof of Theorem 1

Only if direction (soundness): by structural induction on ¢. The only non-trivial case is for closures (z -
s, {x1 :=t1,..., 2k = tr}), which we assume typed as shown in Figure 5. Fix the frame, and consider any
arbitrary world w satisfying I' (i.e., such that w |= 7 for every z : 7 in I'). By induction hypothesis,
w = 1} = 7} for every i, 1 < i < k. It follows that w' |= 7] — 7]’ for any w' such that w < w': indeed, the
set of worlds at which an arrow type holds is clearly upwards-closed. Then by induction hypothesis again,
for every w' such that w < w' and w' | 7/, then w' |= 7". By definition, this means that w E 7" — 7.
Now w was assumed arbitrary satisfying I', and this concludes the proof.

If direction (completeness): assume that there is no Ages-term ¢ such that g - ¢ : 79 is derivable. We
shall build a frame and a world wg such that wg satisfies T'g but wg £ 7.

We shall consider signed formulas F, which are either positive +7 or negative —7, where 7 is a type.
(Intuitively, +7 means that 7 is assumed true, and —7 means that 7 is assumed false.) A set S of signed

formulas is consistent if and only if for every finite set of positive formulas +71, ..., +7, (not necessarily
distinct) and every negative formula —7 in S, there is no A¢es-term ¢ such that z; : 71,..., 2 : 7 F t: 7.
(Intuitively, this means that it is not contradictory to assume 71, ..., 7, true and 7 false—hence the name

“consistent”.) Call S mazimally consistent if and only if S is consistent but no strict superset of S is
consistent.

We first claim that: (i) every consistent set is included in some maximally consistent set. Indeed, apply
Zorn’s Lemma, to the set of all consistent sets ordered by C. To apply it, we just have to check that, given a
linearly ordered set of consistent sets (S;);;, U;c; Si is itself consistent. Indeed, assume on the contrary that
U;es Si is inconsistent. By definition, there must be positive formulas +71, ..., +7, and a negative formula
—7 in {J;c; Si, and a Aces-term ¢ such that zy : 7y,...,2, : 7, b t : 7 is derivable. Since the mentioned
signed formulas are only finitely many, they are all in some finite union of S;’s, and since (S;),.; is linearly
ordered, they all belong to some S;; but then, this S; is inconsistent by definition, which is absurd. This
proves (i).

We then claim that: (i¢) given any maximally consistent set S, for every type 7, either +7 or —7 (but
not both) belong to S. Of course, they cannot both belong to S, since z : 7 - z : 7 is derivable, and S
is consistent. On the other hand, assume that neither +7 nor —7 is in S. Since S is maximal, S U {+7}
and S U {—7} are inconsistent. Therefore, on the one hand there are positive formulas +7, ..., +7, and
a negative formula —7' in S, and a Aqos-term ¢ such that x1 : 7,...,&p : Tyt 1 7o, Yp T HE 7 s
derivable (and p > 1, otherwise S would be inconsistent); and on the other hand, there are positive formulas
Tiy -y Ty in S and a Aqes-term ¢ such that z : 7{,...,2,, : 7, b t' : 7 is derivable (the type on the right
must be 7, otherwise it would appear negated in S, and S would be inconsistent). We may assume w.l.0.g.
that 1, ..., Zn, Y1, - -+ Yp, L1, - - -, T}, are pairwise distinct. Then, a simple structural induction on ¢ shows
that @1 @ 7,0, &n @ Ty 2yt 7,2, o T E R Jyr, ..t yp) - 7' is derivable. But +7, ..., +7p, +71,
..., +7), and —7' are in S by assumption, showing that S is inconsistent, which is absurd. This proves (i7).

It follows that: (4i7) every maximally consistent set S is closed under deduction, in the following sense:
ifxy :71,...,%n 1 Ty F t 2 7 is derivable and +7, ..., +7, belong to S, then so does +7. Indeed, by (%),
otherwise —7 would be in S, which would imply that S is inconsistent.

Now define W as the set of all maximally consistent sets w of signed formulas. Let < be defined by
w < w' if and only if, for every positive formula of the form +(7; — 72) in w such that +7; is in w’, then
+7» is in w’. Finally, define p as mapping every base type b to the set of worlds w such that +b € w.
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We claim that: (iv) (W, <,p) is a near-intuitionistic frame, i.e., that < is reflexive and transitive.
Reflexivity: for every world, i.e. maximally consistent set w containing +(r3y — 72) and +71, notice that
T1 1T — T2,T2 : 71 F X1x2 : T is derivable, so by (ii4) +72 € w; as this holds for every 71 and 72, by
definition w < w. Transitivity: assume w < w' and w' < w"; then, whenever +(mn — 72) is in w and
+7 is in w", we want to show that +7 in in w”. Now, fix a type 7, and let T be 7 — 7. The judgment
F {(z-2z) : T is derivable, so +T belongs to every world by (éi7), in particular to w'. On the other hand,
x1:1 = b {y-21): T = 1 — 7 is also derivable, so by (ii4) and since +(r; = ™) € w, it follows that
+(T = 11 = 72) € w. By definition of <, since w < w' and +T € w’, it follows that +(m, — 72) € w'. By
definition of < again, since w' < w' and +7 € w”, it follows that +7» € w". Since 7, and 7 are arbitrary,
it follows that w < w".

We now claim that: (v) for every type 7, for every world w, w |= 7 if and only if +7 € w. This is by
structural induction on 7. This is clear when 7 is a base type (by definition of p). So let 7 be 7/ — 7":

e (If direction:) if +(7' — 7") € w, then by definition of <, for every w' such that w < w’ and +7' € v/,
then +7"” € w'. By induction hypothesis, this is equivalent to: for every w' such that w < w' and
w' = 7', then w |= 7". That is, w = 7" — 7", by definition of |=.

e (Only if direction:) Assume w = 7' — 7" but +(v' = 7"') € w, by contradiction. Let w™ be the set
of all positive arrow types in w; let S be w™ U {+7', —7"}.

Observe that S is consistent: otherwise there would be elements +7, ..., +7, of w™ and a Aces-term
t such that 1 : 71,...,Zn : Tn,¥1 : T'5...,yk : T F t : 7" is derivable; w.l.o.g, we can assume that
k=1 (if ¥ = 0, notice that weakening is admissible, and we may add the dummy assumption y; : 7/ on
the left; otherwise, replace t by t[y1/y2,---,y1/yk]); then, since 71, ..., 7, are in w™, they are arrow
types, so the abstraction rule is applicable, and z1 : 7,..., 2, : T b (y1 - t) : 7 — 7" is derivable;
by (#ii) and since by assumption +74, ..., +7, are in w, this implies that +(7' — 7") is in w, which
contradicts our assumption that +(7' — ) & w.

Since S is consistent, by (7) there is a maximally consistent set w’ containing S. We claim that w < w'.
Indeed, for every +(m1 — 72) in w, +(71 — 72) is in w™, hence in S, and therefore in w'. So, whenever
+7 is in w', by (i44) +72 is in w' as well: since 7, and 75 are arbitrary, w < w'.

Since w = 7' — 7" (by assumption) and w < w', w' = 7' implies w' = 7. But by construction +7' is
in S, hence in w', so by induction w' |= 7/, and therefore w' = 7. By induction again, we must have
+7" € w'. But by construction —7'" is in S, hence in w'. Since both +7"" and —7'" are in w', it follows
that w' is inconsistent, which is absurd.

Now recall that by assumption, there is no Acos-term ¢ such that T'g - ¢ : 79 is derivable. In other words,
letting T'g be z1 : 71,...,2y : Ty, the set {+71,...,+7,, —7o} is consistent. By (4), there is a maximally
consistent set wp containing it. By (v), wo =71 and ... and wg = 7,. Moreover, wg [~ 79, otherwise by (v)
again +79 would be in wyg, but this would contradict the consistency of wy, since —7g is already in wg. This
terminates the construction of a frame (W, <, p) and a world wg € W such that wq satisfies Ty but not wy.

C Proof of Theorem 2

First, the equivalence between the systems of Figure 5 and 6 is obtained as follows. We translate the rules
of Figure 5 as the following combinations of sequent rules: the axiom I',z : 7 F x : 7 is the same in both
calculi, application becomes:

y:nty:mn THt:n

l'ts:m—->mn Tex:monbat:nw

Cut
Tkst:m ( )
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and abstraction becomes:

Ty T ST Ty T2 TR, T FsiT!

Trty:r =7 . .Thtp:m, =1 zi:im =7, ety o1 @, {1 :=21,...,2 :=2}) : 7"

TH{z-s,{z):=t1,...,2x% :=t}) : 7"

where the last line follows from its premises by uses of weakenings (which is admissible in the Gentzen system
of Figure 6) and of (Cut), used k times.

Conversely, we translate the rules of the Gentzen system into natural deduction rules as follows. The
axiom is the same in both systems. We have already seen that cut was admissible in the natural deduction
system (see Appendix A). The left implication rule becomes:

z:m—>mnbtzx:mm—o>mn TIkFs:m

e o>mbtrs:m Ty:mkt:7

(Cut)
Tox:m > btlzs/y]: T

where some weakenings (which are admissible in the natural deduction system) have been silently applied,
and (Cwut) is the admissible cut rule in the natural deduction system. The right application rule of the
sequent calculus is translated as:

Fray:ir =7 ... T Fap:r > Tx:rbks:r"
TrH(z-s,{z1:=21,...,2 =2}): T > 7"
where I' (the arrowed context) is written 1 : 7{ = 7{',..., 2 : 75, = 7.

We now show the second part of the Theorem, namely that (Cut) is eliminable from the system of
Figure 6.

Subject Reduction: First, we claim that subject reduction (for the natural deduction system of Fig-
ure 5) holds, namely: if T s : 7 is derivable in the natural deduction system, and s — ¢ in Ao, then
'k t: 7 is derivable as well. This is a tedious but straightforward check, which we leave to the reader.

Strong Normalization: Now, if s is a simply typed Acos-term, i.e. if T' - s : 7 is derivable in the system
of Figure 5, then s is strongly normalizing, that is, there is no infinite reduction starting from s. There
are many ways to prove this. One is to use the s — s* translation and use the fact that the simply-typed
SKInT-calculus is strongly normalizing. Or we may translate Acios to Ass [GL96], by:

glx) = =
g(st) = (unbox g(s))g(t)
g({z - s, {x1 :=t1,...,x :=tg})) = box Az -g(s) with g(t1),...,9(tx) for z1,...,

and also translate types by g(b) = b for all base types b, and g(m1 — 72) = O(g(71) = g(72)); we then use the
fact that the simply typed Ag4-calculus is strongly normalizing.
A more direct way is to translate the Acos-terms to A-terms by making all substitutions implicit, namely:

hMz) =aqr =
h(st) =ar h(s)h(t)
h({z - s,{z1 :==t1,..., 2k =t })) =ar Az-s[h(ti)/z1,..., h(tr)/zk]

Observe that if T' F ¢ : 7 is derivable in the system of Figure 5, then T F A(%) : 7 in the simply-typed A-calculus.
Since every A-term contains only finitely many redexes, by Konig’s Lemma every strongly normalizing (in
particular, every simply-typed) A-term has a longest reduction sequence. Let v(t) denote the length of the
longest reduction sequence of the strongly normalizing term ¢.

Observe, then, that: (i) if s —* ¢ in Aqes, then h(s) rewrites to h(t) in the A-calculus. This is a trivial
induction on the length of reductions, then on the structure of terms.
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Observe also (as above) that, if s is a strongly normalizing Aces-term, then we can define the length
Velos(8) of the longest Acos-reduction starting from s, and also the sum o (s) of the lengths of all reductions
starting from s.

Let n be any integer, and assume that: (x) for every Acos-term s such that v(h(s")) < n for every subterm
s' of s, s is strongly normalizing. We claim that:

(74) if s and t are strongly normalizing Acjes-terms and v(h(st)) < n + 1, then st is a strongly normalizing
Aclos-term. This is by induction on vg,s(8) + veos(t). Consider any reduction R starting from st. If
R is empty, then the result is clear. Otherwise, consider the first redex that R contracts in st: if st
rewrites to s't, where s — s, then by (i) h(st) rewrites to h(s't) in the A-calculus (so v(h(s't)) <
n+ 1), and ve0s(8) + Veros(t) > Veros(8') + veros(t), so the induction hypothesis applies, and therefore
R is finite. Similarly if the first rewrite occurs in ¢. Finally, if the first rewrite in R occurs at
the top of st, then this must be by rule (8), so s is of the form (x - &', {z1 :=t1,..., 2k :=tr}),
and st rewrites to s'[t/x,t1/x1,...,t,/xk]: then h(st) = Az - h(s)[h(t1)/z1,. .., h(te)/zK])D(t) —
h(s"[h(t)/z,h(t1)/z1,. .., h(ty)/zk] (by the variable naming condition) = h(s'[t/z,t1/x1,. .., tk/zk])
(straightforward structural induction on s'). In particular, v(h(s'[t/z,t1/21,. .., te/zk])) < v(h(st)),
so v(h(s'[t/x,t1/x1,...,tk/2k])) < n, and therefore R is finite by assumption ().

(#i) if s, t1, ..., tp are strongly normalizing Acjos-terms, then {(z - s,{z1 :=t1,...,2 := tx}) is strongly
normalizing. This is by induction on (o(s) + o(t1) + ... + o(tr),|t1] + ... + |tg]) ordered lex-
icographically, where the size [t| of a term is defined by: |z| =a¢ 1, |st| =ar |s| + [t| + 1,
(@' - s {z) ==t1,...,xp = 1) =ar [8'| + || + . + [t + 1. If (@ -5, {z1:=1t1,..., 2k := 11 })
is normal, the result is trivial. Otherwise, consider the first reduction step: if it occurs in s, 1,

.., or ty, then {z - s,{x1 :=t1,..., 2 := ty}) rewrites to a term of the same form, but with a de-
creased o(s) + o(t1) + ...+ o(tx)), so that the induction applies, and therefore the reduction termi-
nates. Finally, if the first reduction step occurs at the top, this may be by rule (), (0) or (2); then
o(s)+o(ty) + ...+ 0(tr)) does not increase, but the [¢1] + ...+ |tx| decreases in each case: again, the
induction hypothesis applies, so the reduction terminates. This proves (i4i).

So, under the assumption (), every Acos-term s such that v(h(s')) < n + 1 for every subterm s’ of s is
strongly normalizing: indeed, this is by structural induction on s, using (i7) in the case of applications and
(7i7) in the case of closures (the case of variables is trivial).

By induction on n, it follows that for every A¢os-term s such that h(s') is A-strongly normalizing for
every subterm s’ of s, s is Agos-strongly normalizing. In particular, every simply-typed Acjos-term is strongly
normalizing. (We use the fact that if a A¢es-term is typable, then all its subterms are as well.)

Notice that we have not just proved that simply typable A¢os-terms are strongly normalizing, but that any
Aclos-term that is mapped by h to a strongly normalizing A-term, and all of whose subterms are also mapped
by h to strongly normalizing A-terms, is itself strongly normalizing (in Acjes). Therefore, the result also holds
for systems of conjunctive types without a universal type (system D), of second-order types (system F), of
positive recursive types, etc.

This also works to show that finite developments hold for Aces, i-. that restricting (8)-reduction to only
contract residuals of (3)-redexes already present in the initial term sg of the reduction (but leaving all other
rules unconstrained) defines a terminating notion of reduction. Indeed, mark all closures (z - s,6) in s as
(z - 5,0)", and redefine (3) to only work when the closure subterm on the left-hand side is unmarked (marked
closures can be thought as a second closure operator on which no (3) rule is defined, but to which (1), (0)
and (2) still apply). Then the same technique as above, using the fact that finite developments hold for the
A-calculus, shows that this new notion of reduction indeed terminates. Since this notion of reduction is also
locally confluent (as a tedious check shows), it is also confluent. By standard techniques [Bar84], it follows
that Acos is confluent.

Normal=Cut-free: We now show that, given any Acos-term s such that I' F s : 7 is derivable in the
natural deduction system of Figure 5, then there is a derivation of I' - s : 7 in the sequent system of Figure 6
that does not use rule (Cut). This is by structural induction on s.

First, notice that: (iv) whenever ',y : 7+ s: 7, TF 83 : 7y, ..., [' F s, all have cut-free derivations in
the system of Figure 6, say w, 1, - .., T, respectively, and the binding x : m; — ... = 7, = 7 belongs to T,
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then I' F s[zsy...s,/y] : 7' also has a cut-free derivation in the system of Figure 6. Indeed, this is clear if
n = 0;if n > 1, just take:

0 Tn
DT,Fs:t I,Tp1bsp:mn -
s in—1
F,Fn_l I_ s[yn_lsn/yn] : T' F,Fn_g |_ Spn—1:Tp—-1
| R ) F S[ynf2sn713n/yn] o7
. i
F,Fll—ylsg...snzfr F,F()'_Sl:’l'l
T,To F s[yosy ...sn/yn) : 7'
where we take yo to denote z, y, to denote y, y1, ..., Yn—1 to be fresh, pairwise distinct variables, where
we have used I'; as an abbreviation for the context y; : 7o = ... = T), > T, Y2 1 T3 —> ... = T = Tyeee, Yi ©

Tit1 = ... = Tp, = T, for every i, 0 < i < n (T'g is empty), and where we have used weakening on 7, 7o, ...,
my, silently.
If s is a variable z, then z : 7 must be in I', so we obtain the following valid cut-free proof:

T'Fx:7

If s is an application, then it must be of the form xs; ... s, for some variable z. Moreover, I' must contain
an assumption of the form x : 4 — ... > 7, = 7, and T' I s; : 7; is derivable in the natural deduction
system, for all ¢, 1 < ¢ < n. By induction hypothesis, we have cut-free proofs m; of T' F s; : 74, 1 < i < n,
and we use (iv) on the latter plus the following proof :

Ny:rkhy:7

Finally, if s is a closure, then s must be of the form (z-t, {z; := t1, ...,z := tx}), where: (i) z1, ..., z), are
exactly the free variables of ¢ other than = (otherwise rule (0) would apply); (é4) t1, .. ., tx are normal typable
terms that are not closures (otherwise rule (1) would apply), so that for every i, 1 < i < k, #; is of the form
Yiti1 - - - tin;, with y; a variable. Note that because of (z), (z-t) is exactly (z-t,{z1 := z1,...,2 := z}), and
therefore s is exactly {(z - t)[t1 /%1, ..., tr/zk], Or equivalently, and because of the variable naming convention,
(- t)[t1/z1][t2/x2] - - - [t /zk]. Now I' F s : 7 was derivable in the natural deduction system, first 7 must be
of the form 7/ — 7", and second we get as a subderivation x1 : 71,...,2k : 7,2 : 7' =t : 7', so by induction
hypothesis we get a cut-free proof 7 of the same sequent. On the other hand, by induction hypothesis again,
there are cut-free proofs m;; of ' Ft3; : 735, 1 <i <k, 1 <j<mnj,andy; : 751 = ... = Tip; > 7 isin T,
1 <i < k. We then build:

T
D,z1:71,..., Tt Th, T Fto7"” .
T !
Dyoy:im,. .o, xpim H{z-t): 7 ) o
by (iv)
T,zo 7o, &g Tl (x-)[t1 /2] = T
: - Th : Thn
T,y 7 b {x-8)[t1/21] .. [the1 k1] : T "
by (iv)

Tk (w . t)[tl/xl] PN [tk,]_/.fll'kfl][tk/.%'k] T

where again weakenings have been used implicitly.

Cut-elimination Let T - s : 7 be derivable in the sequent system of Figure 6, or equivalently in the
natural deduction system of Figure 5. Then s is strongly normalizing: let ¢ be one of its normal forms
(actually, its unique normal form, since Acos is confluent), then by subject reduction ' F ¢ : 7 is derivable in
the sequent system, and by the above, we don’t need to use (Cut). Moreover s —* t.
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All this also works in the presence of the gn-rule. In particular, strong normalization follows from the

following theorem [Der87]: Let 2, and £ be two rewrite relations. —2 is said to quasi-commute over ELN
if and only if for every pair of rewrite steps of the form:

Ry Ro
U—rv—w

there is another sequence of rewrite steps from u to w of the form:

Ro_  RiUR
u—3v" %y

R1URy %

. R R R1UR
where “2=** denotes any finite number of =% and —> steps. Then ~ =7

terminates if and only if both

By and B2 terminate. Then, the simply-typed Acios,-calculus terminates because its -rule quasi-commutes
over (), (1), (0) and (2), and 5 on its own clearly terminates. (Notice that 7 is right-linear, and all other
rules are left-linear, so that we need only consider superpositions between the right-hand side of n and the
left-hand sides of the other rules; this is an easy check.)

The Aciosy is also confluent, by the standard Hindley-Rosen argument [Bar84]: n along is confluent,
because it is orthogonal (left-linear without critical pairs), and 1 commutes in the following strong sense:
if s rewrites in one 7 step to ¢, or in one step of some other rule R to ', then an easy check shows that ¢
contracts in one R step (contracting the residual of the R-redex leading to t' in s if it is still present) or is
equal to some term t" (if the residual disappeared from s), and that ¢’ reduces in zero, one or more 7 steps
to t" (contracting all residuals of the n-redex of s in t').

Notice then that the effect of the 7-rule on sequent proofs is to transform the cut-free derivations of the
form:

Ny:mex:nbty:mn Tx:nmbz:n

Toz:mm >,z bFze:m

Toz:m >, A {x-22): 71 = T

into the simpler:

Toz:m =, Az =1

D Proof of Theorem 3

Item (7): if T' F s : 7 is derivable in the simple type discipline for Acjos, then we show by structural induction
on s that I' F s* : 7 in the simple type discipline for SKInT. All cases except when s is a closure are trivial,
so assume that s = (¢ - t,{z1 :==t1,..., 2 == tg}), where 1 : 7{ > 7{',...,xp: 7, > 7,z : 7' Ft: 7", with
7=7 = 7", and '+ t; : 7] — 7} are derivable, 1 < i < k. By induction hypothesis, the same sequents with
t* and t} instead of ¢ and t; respectively are derivable in SKInT. But an easy induction on ¢* then shows
that zy :7f = 7{,..., & : 7, = 7 b [z]t* : 7" = 7" is derivable in SKInT. Since (Cut) is admissible in the
simple type discipline for SKInT, it follows that I" F- [z]t*[t]/z1,...,t; /2] : 7" = 7" is also derivable. This
concludes the proof.

Ttem (i4): if T' b u : 7 is derivable in the simple type discipline for SKInT, then again we show by
structural induction on u that T' - u° : 7 is derivable in the simple type discipline for Acos- This is obvious if
u is a variable. If u is I; of type 79 = ... = 7y—1 = 7 — 7, then we produce the following derivation for u°:

z:Thkz:7T

Tg1:T1 b {z-2):T>T

To—o :To—a b (To—1 {2 2)) iy > T T

T E{zy (1 (2-2)) . )i T T T

Pz (g1 (z-2))..) = . T T T

22



If u is of the form S¢(u1,uz), then 7 is of the form 7¢ = ... = 7,1 = 7/, where uy is of type 9 = ... =
Te—1 — 7¢ — 7' for some 74, and us is of type 79 — ... = 1v_1 — 7¢. So it suffices to show that:

Fks:mg—=...om1—=1m—=17 Dhtimg—=... 371 =7
THSe(s,t):mg—= .. =701 =7

is a derived rule in the simple type system for A¢os. This is by induction on /¢; the result is clear when £ = 0,
otherwise, letting A be the context x: 79 = ... 2 7p_1 > 7w =7,y :70 = ... > Te_1 —> T4, we have:

Az:toby:m— ...
— Ti—1 — Ty

Az:obxz:im9— ...
=Tl ST~ T

Az:obzz:m— ... 1917 —=T Az:mobyz:m = ... =971 =7

Az:mgbz:79 Az:mobFz:7g

(by induction)

ANz:moF S i(zz,y2)im = ... 911 = T

Tk{(z-Si—1(zz,y2),{z:=s,y:=t}) im0 > ... > 71 = 7'

where the last line also uses the given derivations of TFs:79 = ... > 71 27 -7 and T+t : 79 —
... = Tg—1 — 7¢. Similarly, for K;(u), we have to show that:

FkFs:mg= ..o 1 =17 =1

TFEes):m0—= ... o1 117 —7 =71

is a derived rule of the simple type system for A¢os- When £ = 0, we have:

Fks:7 =7 z:7'=>1",2:7kz:7 > 7"

Tz -z {z:=s}):7>71 =>71"

which works just because 7/ — 7" is an arrow type. Then case £ > 1 works mostly as the similar case for S,.

Ttem (4i7): Recall that [GGLI8]: (a) So([z]u,v) —T u[v/z] in SKInT, (b) if u rewrites to v in SKInT
(resp. SKInT,)), then [z]u rewrites to [z]v. By (b), in particular, it suffices to check each rule in turn, then
the result will follow.

B8) (-t {1 :=t1,...,z5 = tp})s) = So([z]t*[ti/z1, ..., t5 /2], 8%) —T t*[t1 /21, .. 1 /z][s* /2] (by
(a)) = t*[ti/z1, ..., t; /2K, 8" /2] (by the variable naming condition, and the easy fact that e* has the
same free variables as e for all ). Now we claim that the latter equals (t[t1/z1, ..., tk/Tk, s/2])".

In general, we show that: (c) for any t, t1, ..., tk, t*[t}/@1,...,t5 /7] = (t[t1/z1,. .., te/zk])", by
structural induction on ¢; the cases when ¢ is a variable or an application are clear, so let ¢ be (z’ -

t' {y1 :==11,...,yp :=1,}): then:

t*[ti:/.fb'l, Ce ,t;/:ck]
= ([T [y, -1, [ypllE /21, -t ]
= (@1 Jy1s -ty [yplltd o, k]
= ([;U']tl*)[tll*[tf/ﬂfl, e ,tZ/IL'k]/yl, e ,t;,*[t’{/xl, e ,tZ/IL'k]/yp]
(because all the free variables of ¢/, hence of #'*,
are among Yy, ..., Yp by definition of closures)
= (@ [51, st fTR]) 15 s (a2t k) 5]
(by induction)
= (' -t {yr =t [t /21, -tk xk]fyns - yp = [0 T, k2] )
= (t[tl/iL‘l, e ,tk/.’l,‘k])*

(1) We have:
Tt {z1 = (Y-8, {y1 =81, ,Yp = 8p}), Ta i=tay ..., Tp = tp })”
= ([=]t)[([yls*)[s1/yrs-- -5 55 /ypl /@1, 85 [ @2, - - [ k]
= ([=1t")[ly]s* /z1][s1/y1s - - - 83/ Yp 15/ D25 - - -, k]
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(n)

Now call a SKInT-term a value if and only if it does not contain any term of the form So(u1,us).
Observe that: (d) for every value V, for every variable y not free in V, Ko(V) —* [y]V in
SKInT(straightforward structural induction on V).

It follows that: (e) for every distinct variables z, y, for every SKInT-term u and every SKInT-value V,
if y is not free in V, then ([y]u)[V/z] —* [y](u[V/2]). This is by structural induction on u: if u = z,
this is by (d); if u = y, then both sides are Iy; if u is any other variable, then both sides are Ky(u); in
all other cases, this is by a straightforward appeal to the induction hypothesis.
Also, observe that: (f) for every SKInT-term v, [y]v is a value. This is trivial.

We conclude that ([Jt*)[[y]s* /1] —* [2](t*[[y]s*/21]) (by (f) and (&) = [a](t*[(y-5)"/21]) =
[#](t[(y - s)/z1])™ (by (c)). It follows that:

—~

Tt {z1 = (Y-8, {y1 = 81,0, Yp = 8p)), Ty 1= oy T =t 1)
* ([@](ty - )/ ) st /yns - - 85/ Yps B3/ @2, - ) 2i]

={z-t[(y-s)/z1], {y1 == 81, -, Yp := Sp, T2 i=to, ..., Tp =t }))"
If z; is not free in ¢, then (z - t,{z1 1= t1, 22 :=to,..., 2k := tx })" = ([2]t*)[t] /21, 15/ 32, ..., t]/2k] =
([x]t*)[t5/x2, ..., t;/2k] (because x; cannot be free in ¢* either, hence in [z]t*)
={(z-t,{z2:=ta,..., 71 :=t1})".
If ¢, = t» (up to a-renaming), then it is easy to see that ¢7 = ¢ (textually): first
show by structural induction on u that [z]u = [y](u[y/z]), where y is not free in wu, then
the result follows by structural induction on t;. So (z-t,{z1:=t1,T2 :=t2,..., 3 :=t})" =

([z]t*) [T /21, t5 /22, - - -t /zk] = ([2]t*)[z2/21][t5 /%2, - - -, T} /2k]. But an easy structural induction on
u shows that ([z]u)[z2/z1] = [z](u[z2/z1]) as soon as x # x1 and = # z2, and another structural
induction on t then shows that t*[za/x1] = (t[z2/21])". So (x - t,{@1 :=t1, @2 :=ta,..., 2k =t })" =
([Z](tlwa/z1])")[t5 /22,5 - - - s i J2k]) = (@ - t{wa/m1], {T2 := L2y .y Tk =t }) .

In the case of p-reduction, (z - zz,0)" = ([m]So(z,:U))[(zé)*/z] = Sl(Ko((zé)*),Io) rewrites by one
application of the SKInT #-rule to (zé)*

Ttem (iv): Observe first that we can define I;,° by induction on £ as:

Ioo =df <ZZ>
Iivi® =ar (2-1°)

As the u — u® translation clearly passes to context, it is enough to consider each rule in turn:

e Rule (SI;): (S¢(Ir,w))° = Se(I,°,w°). We claim that this rewrites to w®; to this end, we show by

induction on £ that Se(I,°,t) — t for all Acjs-terms ¢.
If £ = 0, then So(Ip°,t) = {2z - 2)t — t by (83). Induction case:

Ser1(Le41°,t)
= (2 Si(w2,y2),{z = (' - ,°),y :=t})

— (2-S({2' - 11°)z,y2),{y :== t}) (by (1))
— (2 Se(1e°, y2), {y == t}) (by (8))
~(z-yz,{y :=1t}) (by induction)
— it (by (m))

e Rule (SKy): (Se(Ke(u),w))® = Se(K¢(u®),w®). We check that, in general, S;(K((s),t) — s, by

n
induction on 4.
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If £ =0, then So(Ko(s),t) =

Se1(Key1(s),1)

= (2 Se(zz,y2), {2 = (' - K¢(a', 2), {z' := s}),
— (2 Se((2 - Ke(a'2"))z,y2),{z" :== s,y :=1t})
— (2 Se(Ke(2'2),y2), {2’ := s,y :==t})

—p (2 2z, {2’ := s,y :=t})

—p S

e Rule (S¢I;): it suffices to show that Sp(I:°,t) —* Iz_1°
left-hand side is (z - Ir—1°)t — I3_; by (). Otherwise:

Ser1(Ie1°,t)
=(z-Si(zz,y2),{z = (' - I°),
— {2 Se((2" - I£°)2,y2),{y :==
— (2 Se(I°,y2),{y :=t})
—* (211 {y = 1t})

— <Z . I£_10>

= ILO

y == t})
t})

e Rule (S,S;); it suffices to show that Sy(Sc(r, s),t)

(z-z,{z := s})t — s. Otherwise:

(b
(b
(b
(b

y :=t})

(by (+))
(by (8))
(by induction)
(by (m))

for any Acjos-term t. If £ = 0, then the

y (+)
y (8))
y induction)

y (0))

& Sc—1(Se(r,t),Se(s,1)) for all Agos-terms r, s, t.

If £ = 0, then the left-hand side is (z - Sg_1(z2,y2),{z == r,y ;== s})t — Sc_1(rt, st) (by (8)), and

the latter equals the right-hand side. Otherwise:

Sl-i—l (Sﬁ-i-l (T7 5)7 t)

= (z- Se(xz, yZ) {z:= (
— (z-Se((2' - S (2’2,
— (2-Se(Sc(2'2,y'2),y ) {z' =1y :=s,y:=1t})
while:

Se(Seqa(r,t), Seva (s, 1))
=(z-Sc_1(zz,y2){z = (¢
— (2 S ({2 - Se(@'2' ') {a =2y ==y })z,
<zll . Se(xllzll yllzll) {mll = :L.”,y" = yll}>z)
{z' :=r,y =t,2" == s,y :=1t})

— T (2-Se1(Se(2'2,y'2), Se (2" 2,y"2)), {&' =1,y :=t,2" =
— (2-Sc1(Se(2'2,y'2), Se (2" 2,4'2)), {2’ :=r,y :=t,2" :=

= (2-Sc—1(Se(a'2,y2), Se(y' 2,y2)), {z' =1,y =5,y :=t})

But now the end terms of each reduction sequence are convertible by =~

e Rule (S¢K); it suffices to show that Sp(K.(s),t)
then the left-hand side is (z
right-hand side. Otherwise:

Sev1(Kz+1(s),1)

= (z- Se(w2,y2),{z = (¢
— (2-Se({2' - Ke(z'2
— (2 Se(Ke(2'2),y2),{a" = s,y :=t})

K (22!

while:

Kr(Sey1(st))

={(z-Kg_1(z2), {x (2" - Se(2'2',y'2"), {)z' == s,y :=t})
— {2z K1 ((2" - Se(2' 2, yz) {z' =2y =
— (2- Ke_1(Se(2'2,9y'2)), {2’ := s,y :=1t})
— (2 K-1(Se(2'2,y2)), {2’ := 5,y :=t})

25

-Se(2' 2 y' ), {2 =1y = t)),
y = <zll ‘Se(mllzll7yllzll) {.,L.II = S,y” =

y'h2),{e' = s,y = 1})

31:(wz,y2){w =7,y =s}),y —t}>
2, {z' —w,y =y' Nz, yz),{a' =1y = s,y :=t})

(by (+)
(by (8))
th}
(by (+))
s,y" =1t}) (by (8))
s}) (by (2))

(by a-renaming)

by induction hypothesis.

~ Kr_1(Se(s,t)) for all Acios-terms s, t. If £ =0,
-Ke—i(zz),{z := s}t — Kc_1(st) (by (B)), and the latter equals the

) {z" :=s}),y :=t})
)i {z" ="z, y2), {2 = s,y :=1})

(by (+)

(by (+))

(by (+))
(by (+))

(by a-renaming)



And the end terms of each reduction sequence are convertible by = by induction hypothesis.

e Rule (K,I:): we show that K,(Ip_1°) —* I;°. If £ = 0, then the left-hand side is (z -
z,{z:=11°}) — (2-Iz_1°) (by (¢), noticing that I;_;° is always a closure) = I;°. Otherwise:

Ke+1(1°)

= (z- Ke(zz), {2 := (' - 1c1°)})

— (2 Ke((z" - I£1°)z)) (by (1))

— (2 Ke(I£-1°)) (by (8))

—* (z-1.°) (by induction hypothesis)
= IC+ooo

e Rule (K;Sc41): we show that K(Sc(s,t)) & Spp1(Ke(s), Ke(t)). When £ = 0:

O(SL(Sat))
(z-z,{z = (2 - Se1 (2’2, y'2'), {z' :== 5,y :=t})})

(z-(2 - Sp—1(a'2,y'2"), {2 =2,y = y'}), {2’ == 5,0" :==t}) (by (1))
(z-Sc(2",y'), {z' == s,y :=1t})

e

while:
Sc+1(Ko(s), Ko(t))
=(z-Sc(wz,y2), {z == (2" - o', {2’ := s}),y == (2" - ¢/, {y' :==1})})
—T (2 Se(( -2 {2 =2 e, (M y Y =y he) {e =5,y =1t (by (1)
—T (2 Scla',y), {2 =5,y = t}) (by (8))
Otherwise:
Ket1(Sc4 (s, 1))
=(z-Ko(zz),{z := (2 - Sc(2'2,y'2"), {z' = s,y :=1t})}
— (2 Ke((2" - Se(a'2',y'2'), {a" =2,y == y'})2), {2' == s,9" :=1})  (by (1))
— (2 Ke(Se(a'z,y'2)), {a" == s,y :=t}) (by (8))
while:

Scy2(Key1(s), Koy (1))

=(2-Sct1(z2,y2),{z := (&' - Ko(2'2"), {2’ := 8}),y := " - Ke(y'2),{y =t} })

— (2 S ((2 - Ke(a'2"), {2 := 2"}z, (2" - Kuly'2"), {y" :=y'H2), {2 == 5,9 :==1t})  (by (1))
—F (2 Seq1 (Ke(2'2), Ke(y'2)), {2’ := s,y := t}) (by (8))

and both end terms are convertible by ~ by induction hypothesis.
e Rule (K,K.): we show that Ko(Kz_1(s)) & Kc(Ke(s)). If £=0 and £ = 1, then:

Ko(Ko(s))
—(z-w, (o 1= (&' 2’ {a' = s}
— (2 ("2 {2 = 2"} {2 = s})  (by (1))
= (z-Ko(z'),{z' := s})
while:
K1(Ko(s))
={z-Ko(zz),{z = (' - o', {2' :=s})})
— (2-Ko((z" - 2/, {z" := 2'})2), {a' := s}) (by (1))
— (2 - Ko(z'), {z' := s}) (by (8))

If £ =0 and £ > 2, then:

0(Kz-1(s))
(z-z,{z:= (2" - Kg_2(2'2"), {z' :== s}))

(z- (2" Keo(a'2"), {a' := 2'}), {2’ := s}) (by (1))
(z-Kra(a'),{z" := s})

e
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while:

Kz (Ko(s))

=(z2-Kg-1(22),{z == (¢' - o', {2’ := s})})
— (2-Ke1((z' -2’ {2’ == 2'})2), {2’ :== s})  (by (1))
— (2-Kg-1(2), {z' := s}) (by (8))

And if £ > 1, then:

Ke(Kz-1(s))
={(z-Ko—1(z2),{z := (2" - Kp_a(2'2"), {z' :=s})})

— (2 - K1 ((2' - Kgo2(2'2"), {z" == 2'})2),{z' :=s}) (by (1))

— (2 - K1 (Kzo2(2'2)), {2' := s}) (by (8))
while:

Kz (Ke(s))

=(z-Ke—1(z2),{z = (z'- Ki—1(2'2"), {2’ :=s})})
— (- Kea((2' - Ko (¢2), {2" = 2"})2), {2" == s})  (by (1))
— (z- K1 (Kea(2'2)), {2" := s}) (by (8))

and both terms are convertible by =, by induction hypothesis.
e Rule n: we show that Sp11(K¢(s),1,°) —} s for any Ades-term s. When £ = 0, 81(Ko(s), Io°) =

s
(z-22(yz),{z == (' -2’ {2’ = s}),y == (2" - 2")}) —F (2 (&' -2’ {2' == 2" })2((2" - 2")z2), {2’ == s})
(by (¢)) —t (z-2'z, {2’ :=s}) (by (B)) — s (by (n)). Otherwise:

Set2(Keq1(8), Ie11°)
= (2-Spp1(z2z,y2),{x = (z' - Ko(2'2"), {2’ :== s}),y := Iz” -I°)

ot (- Sen (2 Ko@) (' = 2Pz, (- [0)2), (o' = s)) (by (1)
—T (2 811 (Ke(2'2), I°), {2" := s}) (by (8))
—n (222, {z' :== s}) (by induction)
s (by (n))

Ttem (v): We prove the claim by structural induction on s. If s is a variable, then s*° = s. If s is an
application s sy, then (s155)*° = (So(s¥, 8%))° = 51*°52*° & 5159 = s, by induction hypothesis. Finally, if s
is a closure (z - t,{z1 :=t1,..., 2 := t}), then s*° = (([z]t*)[t] /=1, ..., 5 /zx])°.

We first claim that: (g) for every SKInT-terms u, vy, ..., vg, (([z]u)[vi/z1,...,v/2])° = (z -
u®, {z1 :=0v1°,..., 2 :=v;°}). The result will follow by applying (g) to v = t*, vy = t], ..., v = t]
and using the induction hypothesis on ¢, t1, ..., tg.

We prove (g) by structural induction on u. If u = z, then (([z]u)[v1/z1,...,vk/zk])° = I° = (= - z),
and the right-hand side is {(z - z){z1 := v1°,..., 2 ;= v°}, which reduces to (z - z) in k (0) steps. If
u = x; for some i, 1 < i < k, then the left-hand side is (Ko(v;))° = {(z - y,{y := v;°}), while the right-
hand side is {(z - z;,{z1 :=11°, ...,z = vx°}), which rewrites in k — 1 (0) steps to (z - z;, {z; := v;°}),
the latter being a-equivalent to the left-hand side. If w is any other variable y, then the left-hand side is
(Ko(y))® = {z - 2,{z :==y}) = {z - y), while the right-hand side is (z - y, {z1 := v1°,..., 2} := v4°}), which
rewrites to the latter in k (0) steps. If u is of the form I, then the left-hand side is Ip41° = (x - I,°), while
the right-hand side is (z - I,°, {1 := »1°,..., 2 := v;4°}), which rewrites to the latter in k (0) steps. If u is

27



of the form S;(u1,us2), then the left-hand side is:

(Ser(([#]un)or /21, - on fze], ([2]uz)[or /@1, ok /2a])”
= Se1 ((([#lw) o1 /71, - - v [zi])”s (([wuz)[vr /20, - - - v /28])7)
=(2-S(a'z,y'2), {z' := (([g]w)[v1 /21, -, on/2k])7 y" = (([]uz)[vr /21, - - -, vk /24])°})
~ < Z( Z7ylz){ml = (iL‘ . uloa {ml = Uloa s T = vko}>7
Yy ={z w2, {z1 == 01°% ..., 2 =0} }) (by induction)

—T (- Si((@-w® {z1 =2, .. zp =2 )2, (@ we®, {mr s=af, ... ok 1= 2 })2)

{2] ==01°.. 2 = 0%, 2] =0, 2 = 0°)) (by (1))
—T (2-S((z - w1, {@1 =21, ..., Tk = 2 )2, (T - w2, {@1 =T, ., Tk 1= Tp })2)

{z1 =01 ..., 2 = 0°}) (by (2))
—T (2 Se(ur®, w2®), {z1 == 01°, .., 2k 1= 0i°}) (by (8))
= (.73 . UO, {.’171 = ’Ulo, e, L 1= ’l)ko})

which is the desired right-hand side. And if u is of the Ky(u;), then the left-hand side is:

((K£+1([$]U1))[vl/$1;---,Uk/mk])oo

= K1 (([#lun)[vr /21, - . vk /7k])7) .

= (z - K¢(2'2), {w = (([z]un)[vi /21, - .., ve/zk])"})

(2 Ke(z'2),{z' :=(z - u1°, {21 :=01°%...,2p :=0°})}) (by induction)
— (z- Ke({z - uq ,{:cl =2, Xk = X 1)2), {z =010,z = %)) (by (b))

— (2 Ke(u1°),{z1 :=v1°, ..., 2% 1= »°}) (by (8))
=(z-u°, {z1 :=0v1° ...,z := ;°})

and this is the desired right-hand side.

Note finally that saying as in (v) that s*° ~ s can be refined into saying that in fact s*° rewrites to s, up
to some applications of (0) in the reverse order; alternatively, if s contains no (0)-redex (garbage collection
has already been called on s), then s*° —* s.

Item (vi): We prove the claim by structural induction on u. Write —,, for the reduction relation of
SKInT,,. If u is a variable, then u°* = u.

If u is of the form I, then we show that u°* = u by induction on £. If £ = 0, I;°* = (- 2)" = Iy = u.
Otherwise, Iy11°" = (2 - I,°)" = [2][,°" = [2]I; (by induction) = I;11 = u.

If u is of the form Sy(ui,uz), then we first show that: (h) S(s,t)" —} Se(s*,t*). Then

u®*  —y wu follows from (h) and the induction hypothesis.  In turn, we show (h) by in-
duction on £. If £ = 0, then Sy(s,t)* = (st)* = Sp(s*,t*). Otherwise, Spi1(s,t)" =
(z- Se(az,y2),{z = s,y :=t})" = ([&]Selwz,y2)")[s* /2, t* [y] —; ([2]Se((22)”, (y2)"))[s* /=, t*/y (by in-

]
duction hypothesis) = ([2]S¢(So(z, 2), S0y, 2)))[s*/z,t*[y] = Se+1(S1(Ko(s*),1o),S1(Ko(t*),I0)) —
Ser1(s*,t*) (by the n-rule).

If u is of the form K;(ui), then we first show that: (i) K,(s)” —; Ki(s*). Then u®* —} u fol-
lows from (h) and the induction hypothesis. In turn, we show (i) by induction on £. If £ = 0, then
Ko(s)" = (2-z,{z :=s})" = ([2]z)[s*/z] = Ko(s*). Otherwise, Kpy1(s)" = (z-K¢(z2),{z :=s})" =
(Ko@) )5 /2] —7, (2)KelSolz, 2)))ls* /] (by induction hypothesis) = Kiy1(S1(Ko(s%), Io)) —n
Ky 1(s*) (by the g rule).

Notice that we have actually used only the n-rule, and no other.

Item (vi7): first, define the degree d(u) of a SKInT-term u by d(z) = 0, d(I;) = £+ 1, d(S¢(u1,u2)) =¥,
d(K¢(u1)) = £+ 1. Notice that d(([z]u)[vi/z1,...,vk/2k]) = d(u) + 1 for every terms u, vy, ..., Vk.

We first claim that: (j) if u, vy, ..., vg are normal SKInT-terms, and vy, ..., vy are of degree 0, then
([z]uw)[v1/x1, - - -, vk /2] is normal as well. This is proved by structural induction on u. The only difficult case
is when wu is some variable z;, 1 <i < n (z; # z). Then ([z]u)[v1/z1,...,v/z] = Ko(v;) can only rewrite
at the top of the term; but this is impossible because v;, being of degree 0, is a variable or has head function
symbol Sp, and in each case no rule applies. If u is some other variable, then ([z]u)[v: /21, ..., v /zg] is Ig if
u = z or Ko(u) otherwise, and is therefore normal. If u is of the form S;(u;,us2), then observe (by inspection
of the rules of SKInT) that such a term is normal if and only if u; and us are normal, and d(u;) < ¢; then
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([z]w)[vi/z1, - - - vk /2] = Seq1(([z]ur)[vr /21, - - ., ve/zk], ([Z]uz)[v1 /21, . . ., vk /2k]) is normal, by induction
hypothesis, and since d(([z]ug)[v1/®1,...,vk/2k]) = d(u1) +1 < £+ 1. And if u is of the form Kp(uy), the
argument is similar, noticing that such a term is normal if and only if u; is and d(u;) < £.

Now we prove that for every A¢os-normal term s, s* is SKInT-normal. This is by structural induction on
s. If s is a variable, then this is clear. If s is an application s1ss, then s; is a variable or an application, so
that s7 is of degree 0 in each case: then s* = Sy(s}, s3), where s} and s} are normal by induction hypothesis;
since s} is of degree 0, a simple check shows that there is no redex at the top of s* either, i.e. s* is normal

(in particular, s} is not I, whose degree is 1, not 0). If s is a closure (z - t,{z1 :=t1,..., 2z} 1=t }), then
s* = ([=]t*)[t{ /=1, - - ., t; /=s]; now, t*, t], ..., t; are normal by induction hypothesis, and since s is normal
(in particular, rule (¢) does not apply), ti1, ..., tx are not closures; so ti, ..., t; are of degree 0: then (j)

applies, and proves the claim.

In the presence of 5-rule (both in Aces and SKInT), we adapt the proof above by replacing (j) by claim
(): if w, v1, ..., vp are SKInT,-normal SKInT-terms, and v, ..., vy are of degree 0, and u is not of
the form Sy(z,z) for some variable z # z, then ([z]u)[vi /1, ..., vk /xk] is SKInT,-normal as well. Indeed,
the only case that changes is when u is of the form Sp(ui,us2): such a term is SKInT,-normal if and only
if u; and wuy are, and d(uy) < £, and it is not the case that wu; is of the form K, ;(u3) for any uz and
uy = Iy Now ([z]u)[vr /@y, vk /2k] = Sera(([#lur)[vr/@1, - ve /@], ([2luz)[vr /21, . .. vp /24]), and
therefore it is normal if and only if ([z]u1)[v1 /1, - - ., ve/zk] and ([z]us)[v1/Z1, - .., vk /zk] are (by induction),
d(([z]ur)[vr/z1,. .., vk /zk]) < £+ 1 (since the left-hand side equals d(u1) + 1), and it is not the case that
([]u1)[vi/z1, - - - vk k] is of the form Ky(u4) for any us and ([]uz)[v1/21,. .., vk /zk] = I;. But the latter
happens (by inspection) if and only if either £ > 1, w; is of the form K,_;(u4) and uy = I,y (which is
excluded by assumption), or £ = 0, u; is a variable z other than z, and us = x: but then u would be Sy(z, z),
which is exactly what we have forbidden.

We then use (j’) instead of (j) to show by structural induction on s that for every Acios,-normal term

s, s* is SKInT,-normal. The only new case is when s is a closure (z - ¢t,{®1 :=t1,..., 2 := tx}). Then
s* = ([z]t*)[t1 /21, - - -, t}/2k]; now, t*, t5, ..., ¢} are normal by induction hypothesis, and since s is normal
(in particular, rule (¢) does not apply), 1, ..., tx are not closures; so ¢}, ..., t; are of degree 0; moreover,

since rule () does not apply, ¢ is not of the form zz for any variable z # x, so t* is not of the form Sy(z, z):
then (j’) applies, and proves the claim.

E Solvability

For convenience, we shall consider partial spines P, which are sequences of operators Sy or K¢, £ > 0. A
spine is just the concatenation PI, or Pz for some partial spine P. In general, we define P(u)[uy,...,u,] as
follows (letting € denote the empty partial spine):

€(u)[] =u
(SePY(u)[ug, - .- un] = Se(P(w)ug, ..., Un—1],un)
(KePY(u)[ut,---rup] = K(P'(u)ug, - .-, un])

We claim that: (a) if uq rewrites to us in one spine 31-step, and u; rewrites to uz in one 7T -step, then
us and uz have a common reduct uy4, such that uz rewrites to us by some XT-steps followed by one spine
BI-step, and uy rewrites to uy by zero or one XT-step. In short, if u; —*#! uy and u; —*7 ug, then

nrio1} uT* sBI
Uy —> ug and ug — uy for some term uy.
First, (a) is clear when the YT -redex that we contract to get from wu; to ug is not on the spine. In this case

indeed, u; is of the form (PSiIy)[v1,...,vn], uz = (PSelp)[v1,. .., 0ic1,0h Vg1, .., g), With v; —¥T ol
then uy = P(v1)[ve,...,v,] clearly rewrites in one X7T-step to:
ws = P(vy)[va, - .., U] ifi=1
o P(Ul)[v27"'Jvi717v£7vi+17"'7vn] 1f’422

It is then clear that us rewrites to w4 in one spine BI-step.
If the XT-redex in u; is disjoint from the spine BI-redex, (a) is clear again. So it remains to examine the
cases where the Y T-redex and the spine 8I superpose. There are two cases:
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o If uy is of the form (PSeSclc)[vi,va,...,v,], with 0 < £ < L, ug = (PS¢)(v1)[va,...,v,], and ug =
(PSg—1Sel)[v2, Se(v1,v2),v3,...,0,]. So ug rewrites to (PSg_11z_1)[Se(v1,v2),vs,...,v,] (by £T),
then to P(S¢(v1,v2))[vs,-..,vn] = (PSe)(v1)[ve,vs,...,v,] = us (by BI).

o If uy is of the form (PK,Sclg)[vi,ve,...,vn], then us = (PKg)(v1)va,...,vp] and us =
(PSL+1KZIL)[K4(’U1),U2,. .- ,1)"]. Then us rewrites to (PS£+1IL+1)[Kg(U1),1)2,. ..,’Un] (by ET), then
to P(K¢(v1))[va,...,vn] = us by BI.

This proves (a).

We now claim that: (b) if u; —**T uy and uy —>7" ug, then ug —=7" uy and ug —=7" 581 4 for
some term uy4. (Compared to (a), we have just replaced ¥T by X7T*.) This is by induction on the length
v(u1) of the longest YT -reduction starting from w;. If uy = ug, then we take us =g¢ ua. Otherwise, the
proof is by:

spBI
Uy > U2
T by (a) it
' ™ sAI '

YT* by confluence of XT |XT* by induction |XT*

Y Y
s ST T ST 581 4

It follows from (b) that u; —®57 uy implies T (u;) ~» BT (uz). Moreover, if u; rewrites to uy by any
other spine reduction, then this is a XT-reduction, hence X7 (u;) = YT (uz). In other words, if u; —%* uy
using BI n times, then X7 (u;) ~* T (u2) in exactly n steps, as claimed.

F Normalization properties of \g,

We first show: (a) If T' ¢ : 7 in Sw, then ¢ is solvable (i.e., every head-reduction terminates). Notice that
the erasure |t| of ¢ is solvable in the A-calculus (with S-reduction), because || has a type in Sw [Say97].
But then, if t = t¢ — ¢4 — ... — t, — ... is any head-reduction starting from ¢, then |to| —=
[ti] —= ... —~ |tx]| —= ... is a head-reduction in the A-calculus by definition (where —= denotes zero
or one step of —), and is therefore finite. So, if the original reduction tg9 — t; — ... — tp —> ...
was infinite, then for £ high enough, we would have |t;| = |[tg41] = ... = |t;| = .... But now, the reduction
tyk — tgy1 —> ... — t; —> ... takes place entirely inside the subsystem defined by rules (e), (®—), (®)
and (n). But the latter system terminates, which leads to a contradiction. (Indeed, map Ag.-terms ¢ to
first-order terms f(t), by: f(z) =af z, f(Ax - t) =qr f(t)[c/z], where c is a fixed constant, f(st) =qr Q(s,1),
f(es) =ar ef(s), f(s@t) =ar f(s)® f(t), which we order by the well-founded lexicographic path ordering on
an arbitrary precedence [Der87].)

We now show: (b) If '™ F ¢ : 7+ in Sw, with '~ definite negative and 7" definite positive, then ¢ is
weakly normalizing. This is trivial: taking the normal form of ¢ with respect to rules (¢) and (&—) (which
terminates, by the remark above) clearly yields ||, a A-term with the same typing as ¢. By standard results
[Say97], |t| normalizes weakly in the A-calculus, hence also in the Ag.-calculus (in which the A-calculus is
contained) to some normal form ¢'. It follows that ¢ —* |¢| —* ¢’ is a normalizing reduction in Ag..

But we wish to show more, namely that every standard reduction in Ag, terminates under the assumptions
of (b). Indeed, every standard B-reduction starting from |¢| terminates [Say97], so there cannot be infinite
sequences t; —~ tip1 — ... —= t; where t; = t;, since (€), (®—), (), (n) defines a terminating
first-order rewrite system (as in the solvability case).
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Finally, we show: (c) IfI' ¢ : 7 in S, then ¢ is strongly normalizing. Again, |¢| is a A-term with the same
typing as t, and therefore normalizes strongly [Say97] in the A-calculus with B-reduction. Let therefore v(¢)
denote the length of the longest normalizing sequence in the A-calculus starting from |¢|. Let also s(t) denote
the size of ¢, and, if ¢ is strongly normalizing in Age, let vg(t) denote the length of its longest normalizing
sequence in Age. Using this, assume that: () every Ag.-term s such that v(|s'|) < n for every subterm s’
of s is strongly normalizing. Then we show that: (d) every Ag.-term s such that v(|s'|) < n + 1 for every
subterm s’ of s is strongly normalizing as well. We show this by structural induction on s; the various cases
to check are:

e Every variable is strongly normalizing in Ag.: trivial.

o If t and ¢' are strongly normalizing Ag.-terms, and v(|tt'|) < n + 1, then we show that #t' is strongly
normalizing in Ag.. This is by induction on vg(t) +vg(t'): if ¢t is normal, this is clear, otherwise given
a non-empty reduction starting from ', we observe that it is finite: if the first redex in the sequence
is at the top, then tt' (8)-reduces to some term s such that v(|s|) < nu(|tt'|), so v(|s|) < n and by
assumption (*) the reduction is finite; otherwise, the reduction starts by reducing a redex in ¢ or in
t': if the contracted redex is in ¢, then #t' rewrites to "'t with »(|t"t'|) < v(|tt'|) < n + 1, and the
induction hypothesis applies, since vg(t") + vg(t') < vg(t) + vg(t'); similarly if the reduction starts
by reducing a redex in #'.

e If ¢ is strongly normalizing in Ag., then so is Az - ¢. This is by induction on vg(t). If Az - ¢ is normal,
then the result is trivial. Otherwise, the first step is either a reduction step in ¢, and we apply the
induction hypothesis; or the first step is an (n)-step at the top, i.e. ¢ is of the form ¢’z with z not free
in ¢, but then the reduction terminates again, since t, as a subterm of ¢, is strongly normalizing,.

e If ¢t is strongly normalizing in Ag., then so is et. Indeed, given any reduction R starting from ¢,
either it lies entirely inside ¢ (then the result is clear), or eventually (¢) gets applies at the top, i.e.,
et = ety — et] —> ... — ety —O ¢, —> ty4+1 —> ...: but then the reduction t¢ — t; —
... —> ty, — tg41 —> ... is finite by assumption, hence R is finite as well.

e Ift and ¢' are strongly normalizing in Ag:, then so is t®t'. We show this by induction on (vg(t),ve(t'))
ordered lexicographically. Consider any reduction starting from R. If it is empty, then it is clearly
finite. If it starts by reducing a redex in ¢ or in #', then this follows from the induction hypothesis. If
R starts by rule (®—) at the top, then the rest of R is a reduction inside ¢', and is therefore finite by
assumption. If R starts by rule (@) at the top, then ¢ was of the form ¢; ®t2, and R first rewrites t ® ¢’
to t1 @ (t2 @ t'). But then vg(t) < vg(t), since there is a reduction of ¢ that first reduces ¢, by its
longest reduction (of length vg(t1)) then applies (@—) at the end: so again the induction hypothesis
applies.

This proves (d) under the assumption (x). It follows by induction on n that every Age-term s such that |s/|
is strongly normalizing for every subterm s’ of s is itself strongly normalizing. Now (c¢) obtains, since if s
is typable in system S, then so are all of its subterms s’, and therefore |s'| is typable in system S, hence
strongly normalizing.

G Interpretation of SKInT-reductions in A\g.

First, we notice that: (a) if so —* 8§, ..., Sp—1 —* s,_; in SKInT, then [u]g(so,--.,8n-1) —*
[u]lo(sh,---,8h_1) in Age; and that, if moreover s; —T s} for some i, 0 < i < n, then
[ule(s0s---s8n—1) —T [u]e(sh,---,5,_1). This is by a straightforward structural induction on u (or

rather the chosen typing derivation for u). The first part of the claim is in fact almost trivial, while the
second part depends on the fact that no s; is dropped on the right-hand side of the various clauses defining
[[u]]GB(SOJ LR Snfl)'

Then, notice that: (b) [u]e(so,---,Sn—1)0 = [u]g (500, -. ., sn—10) for any substitution o whose domain
does not intersect the set of free variables of . This is straightforward.
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Then, notice that: (¢) [u]e(so,---;8n—1)8n ---Sm—1 —* [u]a(s0,---,8n-1,8n,--.,Sm—_1) whenever m >
n. This is by structural induction on u, and we only have to consider the cases m > n, since m = n is trivial.
If u is a variable z, this is clear. If u = I, then we have three cases:

eIf m > n > dimu = £+ 1, then we have [u]g(so,---,5n-1)Sn---Sm—1 = €(S0 ® ... ® sp—1 D
$0)Se41 - -5n—15n -« - Sm—1 = [U]e (50, - -+ »Sn—155n, -« Sm—1);

e if m > dimwu > n, then [u]g(so,.--,8n-1)8n---8Sm-1 = ATy - .. - Axp - €(S0 B ... D Sp1 B Ty, D
e DX D)) St — €(S0 B ... D Spy—1 B Sy D ... D Sp—1 D 84)Sgt1---Sm—1 (by (B)) =
|[’U/]]@(80,...,Sn_l,Sn,...,Sm_l);

e if dimu=£¢+1>m > n, then [u]g(s0,---,81-1)8n---Sm-1 = ATpn - ... Azz - €(S0 B ... D 1 D

T @ ... ®Tpg1 DTp))Sn - Sm—1 —* Ao AT €(S0 D .. . D Sp_1 DS, D ... D se—1 D sp) (by (8))
= [u]]GB(SO:"':sf)'

If w is of the form K;(v), then let ¢ =4¢ dimu = max(£ + 2,dimv + 1):
eIf m > n > g, then [u]e(so,---,8n-1)Sn---Sm—1 = [V]e(S0,---,50-1,5¢ D Se41,5042,--->5n-1)

Sp e Sm_1 —* [v]e(S0s---»Se—1,5¢ ® Set1,S042,---38n—1,5n---5m—1) (by  induction)
= [u]e(so,---s8m—1);

o if m > q > n, then we have [ulg(so,---,8n—1)Sn---Sm—1 =
Azp - oo Azgo1 - [u]e(S0s -3 8n—1,%n, -+ Tq—1))8n - - Sm—1 —* [u]o(S0s--+) Sn—1,Tny-- -, ZTg—1)
[Sn/Tn,. > Sq=1/%q=1]Sq-- - Sm=-1 (by (B)) = [u]e(s0, - 18n—1,8n,-+,8q=1)8q---Sm—1 (by (b))
= [vle(s0,---)80—1,5¢ B St41,80+2,---584—1)Sq ---Sm—1 (by definition, since ¢ > dimu) —*
[v]lo(S0s- -3 80—1,5¢ B Se41,80425-+-58q—158g5 > Sm—1) = [u]e (S0, -, Sm—1);

o if ¢ >m > n, then [u]e(so,--.,5n-1)Sn---Sm-1 = (A2p - ...- AZg_1 - [u]e(S0,- - > Sn—1,Tn,---,Tg—1))
Spo-Sme1 — AT - ... - Azgo1 - [u]e(Ses -5 Sm—1,%m,---,Zq-1) (by (8), using (b)) =

u]e (50, .-, 8m—1) (because m < dimwu).
And if u is of the form S;(v,w), then let ¢ =g¢ dim v = max(¢,dimv — 1):

e If m >n > g, then [u]g(so,---,50-1)8n---Sm—1 = [V]e(S0,---,50—1, [W]e(S0y---380-1),8¢,---58n-1)
Sn-e8m-1 —* [v]le(so,---,80-1,[w]e(S0y---,80-1),80,---38n-1,8n---8m—1) (by induction) =
[ula(s0, - - -5 8m—1);

oif m > ¢ > n, then [ulg(se,.--,Sn-1)Sn---Sm-1 = (Az, - ... - Azgq
|[u]]®(507-'-:Snflrz'n;---amqfl))snfl---Smfl —* [[u]]GB(SOJ---asqfl)sq---smfl (by (6)7 USing (b))
= [vle(so,---58e-1, [wle(so,---,80-1),8¢5---554-1)Sq---Sm—1 —*
[Ylo(s0s-- -3 8e—1, [W]e(S0,s---s8¢—1),8¢5-+»8g—1, 8¢ - - - Sm—1) (by induction) = [u]g(so,---,Sm-1);

eif ¢ > m > n, then [u]e(so,---,8n—1)Sn---Sm—1 = Azp, - ... - Amg
[u]l@(80; - s8n—1,Fny-v-sTg—1))Sn - Sm—1 —* Ay - oo - AZg—1 - [U]@(S0s- -+ Sm—1, Tms -+ Tg—1)

(by (8), using (b)) = [u]e(so,---,Sm—1) (because m < dimu).

Then we also have: (d) for any fresh variables z,, ..., Tm—1 (m > n), ATy - .. ATpm—1 -
[w]lo(s0,---s8n—1,Tny---yTm—1) —* [u]e(S0,---,8n—1). This is by structural induction on u. If u = I,
then we have three cases:

o Ifm>n>/l+1,then Axp-.. . AZpm—1-[u]e(S0,- ) Sn—1:Tn, -, Tm—1) = AZp .. .- ALym_1-€(SoD. .. Bsy)
8041+ Sn1Tp .- Tm—1 —* €(sS0 D ... B 8¢)Sp11---8n—1 (by (1)) = [u]g(s0,---,5n-1);

eif m>/{£+1 > n, then Az, - ... - A1 - [u]e(S0s- -+ Sn—1,Fny- -y Tm—1) = ALp * ... " ALppq
(50D .. DSp1 DL D...DLY)Tog1-- Tt — ALp oo AL €(S0D ... DSp_1 DTy D ... B xy)
(by (1)) = [u]e(so, .-, sn-1);

o if /+1>m >n,then Azy ... AZpm—1-[u]le(S0s---s8n—1,Tny-- -y Tm—1) = AZp . - ALip—1 ALy~ . .- AZg-

€S0P ... DSp_1D L ®...0x¢) = [u]g(so,---,5n-1)-
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If w is of the form K;(v), then let ¢ =4¢ dim 4 = max(£ + 2,dimv + 1); we have three cases:

eIf m > n > g, then Az, - ... - ATt - [u]e(S0s-- -3 Sn—1,Zns---sTm—1) = AZp - ... A1 -
[v]e (S0 -- -5 Se—1,56 B Se41580425--55n—1,Tns--->Tm—1)
—* [v]lg(S0,---550-1,50 ® Sg41,Se42,---,8n—1) (by induction) = [u]g(so,---,Sn-1);

eif m > g > n, then Az, - ... - AZm_1 - [u]e (50,3 Sn—1,Tny- -, Tm—1) = ASp * «vn - ASpp_1 -
[u]lo(so,---,8m—1) (by a-renaming: this will save us some tedious and useless case split-
ting) = Asp - ... - ASm—1 - [V]e(S0,---,S6—1,50 B Set+1,8042,---,8m—1) —* ASp - ... - ASg_1 -
[vlo(s0,-- -, 8e—1,5¢ B Se1,Se42,---,8q-1) (since ¢ > £+2, by (n)) = Asp-...-Asqg—1-[u] o (S0, - - -, Sg—1)
= [ula(s0,-- -5 8n-1);

o ifg>m>n,then Az, ... AZr_1-[u]e (05 » Sn—1,Tny -+ oy Tm—1) = ALp-e o - A1 - AL+« - ALg_1-
[u]e(S0,---s8n—1,Zn,---,Tqg—1) = ASp - - ASm—1-ASm - . .- ASg—1 - [u]l@ (S0, - - -, Sq—1) (by a-renaming)

= [U]]@(So, (ERE sn—l)-

Finally, if u is of the form Sy(v,w), then let ¢ =4¢ dim v = max(¢,dim v — 1); we have three cases:

eIf m > n > g, then Ay, - ... - ATt - [u]e(S0s-- 3 Sn—1,Zns -y Tm—1) = AZp = ... A1 -
[v]e (S0, - -5 Se—1, [W]e(S0s---r86—1),8es--+3Sn—1,Tn,- -+ Tm—1)

—" [[v]]@(SOJ' -5 861, [[w]]®(807' ")Sf—l)a’sla' --an—l) (by induction) = [[U’]]@(SO)" 'an—l);

o if m > q > n, then we have
ALy + oo Ao - [ule(S0y-- 3 Sn—1,Zny -y Tm—1) = ASp * ..+ ASm—1 - [u]e(S0,---,5m—1) (by a-
renaming) = Asp - ... ASm—1-[V]a (S0, - - -, Se—1, [W]@ (S0, - - -, Se=1), St - - -, Sm—1) —* ASp-...-ASq_1"
[v]lo(s0,-- -, 8e—1, [w]e(s0,---,S¢-1),5¢,-- -, 8q—1) (by induction) = [u]g(so,-- -, Sn-1);

o ifg>m>n,then Az, ... AZp_1-[u]e(S05 -+ s Sn—1,Tny e oy Tm—1) = ALp-e o - A1 - AL+« - ALg_1-
[ule(80, .- s8n—1,Tn, .-, Tq—1) = [u]e (S0, -, Sn—1).

Now, we claim that: (e) for every rule | — r in SKInT,, for every Ag.-terms so, ..., Sp—1,

[Me(s0,---,8n-1) —* [r]e(s0,---58n—1) (resp. — ™ in the case of rules (SI;), (SKy), (Selz) and (nSe))
whenever the left-hand side makes sense and n > dim/. Indeed, examine each rule in turn:

o (SIy): 1 = S¢(Iy,w), r = w. Since n > diml = ¢£:

[e(s0, -, 8n-1)

= [IZ]]EB(SOa <y 8e—1, I[w]]69(305 .- '73l—1)a3€5 LN Sn—l)
= 6(80 D...Es—1D [W]]@(So, RPN 84_1))84 e Sp—1
—* e([w]e(s0,---580-1))8¢ - 8n1 (by (&-))
— ([w]s(s0,.- -, 86-1))8¢- - - Sp1 (by (e)
—* H:W]]@(So, - '3Sn—1) (by (C))
= [T]]@(So,...,sn_l)
o (SKy): | =Sp(Ke(u),v), r =u. Since n > dim! = max(£ + 1, dim u):
[e(s0;- - 8n-1)
= [Kl(u)]]®(807 cr e 80—1, ﬂw]]@(s(b [ERE 5[—1)780 . -78n—1) (Since n > 8)
= [u]]@(SOJ sy S0-1, [[w]]®(807 .. ')Sf—l) D Se; Se+15-- -5 Sn—l) (Since n 2 l+ 1)
—* [ule(s0,- -+, 8e-1,8¢, 80415+ > 5n-1) (by (®—) and (a))
= [T]]@(So, - ;Sn—l)
o (Solp): l=8i(Ip,w),0<l< L,andr =1I; ;. Then n > dim! = £ and:
[e(s0;- - 8n-1)
= [[IE]]GB(SO; sy Se—1, [[w]]®(807 LR 51—1)73Z) [ERE Sn—l) (Since n > Z)
=€(s0®...Dsp—1 D [w]e(se, - ,80-1)DSgD...DSL)Sct1---5n-1
— €e(soD... DS 1D D...DSL)SLH1---Sn—1 (by (&-), since £ > £)
= |[T‘]]@(30,...,$n_1)
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o (SyKp): 1= 8e(Ke(u),w), r=Kr 1(Se(u,w)). We have n > dim! = max(L + 1,dimu), and:

|[l]]63(307---:3n—1)

= [Kcs(u)]e(s0,---,80-1, [W]e(S0s-- -5 8e—1), Sty - 8n—1) (since n > /)

= [u]g(so,--->80—1,[W]e(S0y---580-1): 805 --+Sc—2,80-1 D Sc,Sct1y---,5n—1) (sincen >L+1,
and observing that £ —1 > ¢)

= [Se(u,w)]@(05--+»8c,80—1 B SL,SL415--»Sn—1)

= |[7’]]€B(80,...,8n_1)

o (S¢Sc): 1= 8e(Sc(u,v),w), r = Sc—1(Se(u,w), Se(v,w)). Since n > dim! = max(L — 1,dimu — 2):

[l]]EB(SO7 .- '7Sn—1)

= [[SE(U7U)]]EB(SOJ sy 801, [[w]]@(SOJ . -73f71)7317 e -anfl) (Since n > e)
= [[U]]@(So, -5 801, [[w]]EB(SOa . -ysffl)asla sy SL—2,
|[v]]®(807 s Se-1, [[w]]EB(SOa s 75171)73f7 s 73[,72)7
Sf—1y-+-58n—1) (since n > £ —1)

= [Se(u, w)]a (50, - - - > 5c—2,
[Se(’l),'lﬂ)]]@(S(), LN 81;*2);
SL-1y-.- .78"71)
=[rle(s0;- .-, 8n-1)

o (KyIp): l=Ky(Ip1), r=1I,. We have n > diml = L + 1, and:

[l]]@(S(],...,Sn_l)
=[Iz-1]e(s0,--->86—1,5¢ ® Se41, Se42,---,Sn—1) (since n > £+ 2)

If £ = £+ 1, then this equals:
[Ze]e (S0« -, 86—1,86 D Se41,8042y---55n-1)
=€(s50D... D81 @ (50D 5e11))S042---Sn—1

=e(SoD..-DSg—1 DSt D Spt1)Se42 ---Sn—1 (since by convention @ is right-associative)
= [rle(so,-- -, 5n-1)

If £ > £+ 1, then instead the interpretation of the left-hand side is:

(50D ... Dsp—1D(S¢DSpt1) DSgga®-.-DSL)Sca1---Sn—1
— €(50D ... O5-1 D5 DSpr1 DSer2 D ... D8c)sc41---5n-1  (by (D))
= [[r]]GB(S():"'aSn—l)

o (KyKp): l=Ki(Kg_1(u)), r=Kg(K¢(u)). Then n > dim! = max(L + 2,dimu + 2), and:

[lle(so0, .- -, 5n-1)
=[Kce—1(w)]a(S0s---,80—1,5¢ B Set+1,Se4+2,---35n—1) (sincen > £+ 2)

Now, if £ = £+ 1, this equals:

[Ke(u)]@(s0,-- -, 801,80 D Se41, 8042, 5n-1)

= [[U]]@(So, cee5 81, (Sl S2) Sf+1) D Set2,80+43,-- -, Snfl)

— [ule(s0,---550-1,50 @ (Se41 @ 5e42),8043,---,8n-1)  (by (@) and (a))
= [K@(U)]]@(so, ey 80—1,50,8041 D Sg42,80435---, Sn—l)

= |[r]]@(so,...,sn_1)

And if £ > £+ 1, then the left-hand side is:
[ule(s0,---) 801,80 @ Seq1,8042,---,50-1,8C D SL41,8042,---,5n—-1) (since n > L+ 2)

= [Kg(u)]]@(so, ey SL1,8L D SLy1,8042,5--- ,sn_l)
= [T]]@(S(), - ,Sn_l)
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o (KySri1): 1= Ko(Se(u,v)), 7 = Ser1(Ke(u), Ke(v)). Then n > dim! = max(£ + 1, dim u, and:

|[l]]®(307 s 75n—1)

= [Sc(u,v)]e(S0s-- - Se—1,5¢ D Se+1,S¢+2, - - - »Sn—1) (since n > £+ 2)
= [ule(s0,---,50-1,50 D Se41,8042,---,5¢,

[vle(so, .-+, 80-1,5¢® Se1,80425---55L),

SL41y--38n-1) (sincen > L +1)
= H:Kf(u)]]@(s(): -5 8L, [KZ(U)]]@(Soa ] S»C)a SL+15---5 Sn—l)
=[rle(so,---,8n-1)

e (nSe): 1 = Ser1(Ke(u),Ip), r = u. Since n > dim! = max(£ + 1,dimu):

[l]]@(So,...,Sn_l)
= [Ke(w)]e (S0, ---s5e, [Le]a(S0s---58¢), Se41y---,8n—1) (sincen >£+1)
= [Ko(uw)]o(S0,---550,6(80 D ... D Sp),S041y-+)8n-1)

—T [[Ke(u)]]@(S(), v 80,80, 80+15 - 73"*1) (by (6)7 (GB_) and (a‘))
= [u]e(S0,--->50-1,50 D Se,Se41,---Sn—1)
_>+ ﬂ:u]]@(s(): cee 801,82, 8041, -+, Sn—l) (by (@_) and (a‘))
= [T]]@(So, . '78Tb—1)
It follows that: (f) for every rule ! — r in SKInT,, for every Ag.-terms sg, ..., Sp_1,

[Me(s0,---,8n-1) —* [r]le(s0,---,8n—1) (resp. — 7 in the case of rules (SI;), (SK;), (S¢Iz) and (nSi))
whenever the left-hand side makes sense. Indeed, if n > dim/, this is exactly (e). Otherwise, namely

if n < ¢ =qr diml!, then [lJge(so,.--,8n-1) = AZn - ... - AZg_1 - [[Je(50,---)Sn—1,Zn,...,Tg—1) —*
A+ oo AZg—1 - [P]@ (805 -+ 5 Sn—1, T, - - -, Tg—1) (resp. —; by (e)) —* [r]a(s0,- -, 5n—1) (by (d)).
It also follows that: (g) for every reduction step u — v in SKInT,, for every Ag.-terms sg, ..., Sn—1,

[ule(s0s---s8n—1) —* [v]e(S0,---,8n—1) (resp. — T in the case of rules (SI;), (SK;), (Selz) and (nSy))
whenever the left-hand side makes sense. Indeed, write u as C[l], where C is a context, | — r is some rule,
and v = C[r]. Contexts are expressions generated by the grammar:

Cu=[|KiC) | Se(C,w) | Se(w,C)

where w is a term, ¢ > 0, and [] is the empty context. C[u] denotes C with the hole [] replaced by u, whether
u is a term or another context.

We show (g) by structural induction on the context C, first assuming n > dimwu (if n < dimwu, then
the same argument applies as when we deduced (f) from (e) in each of the following cases). If C is
the empty context, then this is (f). Otherwise, if C is of the form K,(Cy), then [u]g(so,..-,Sn-1) =

[Cill]le(s0,- 586150 ® Seq1, 80425+ --,8n-1) — [Ci[r]]e(S0,---,80-1,5¢ ® Seq1,8042,---,50-1) (resp.
—*t; by induction hypothesis) = [v]g(so,---,5n—1) If C is of the form S,(Cy,w),
then we see that [u]e(so,...,sn—1) = [Cillllo(sos---,si—1,[w]e(S0,--,86=1), 8¢+, 8n-1) —*
[CI[T]]]@(SOV"785—17l[w]]®(307'"78€—1)7$f7"'7$’n—1)

(resp. —*; by induction hypothesis) = [v]g(s0,---,8n—1)- And if C is of the form Sy(w,C1),
then we observe that [u]g(so,...,8n-1) = [w]e(so,---,50-1,[Ci[l]]le(S0,---,8e-1), 8¢ --s8n—1) —>*
[wle(so,---, 801, [Ci[r]]e(s0s - - -, Se-1),8¢5---,8n—1) (resp. —; by induction hypothesis and (a)) =
[v]e(sos---»8n—1)-

We also claim that: (h) If ¥ —* v in SKInT, (notice that this is a spine-reduction), then
[u]e(s0,---s8n—1) —* [V]e(s0,-..,8n—1) (resp. —T if u —* v by (SI;), (SK¢), (Selz), or (nSe)) by
head-reductions in Ag.. We invite the reader to check this on all the steps (a)—(g) above.

H Sw and expansions

We check that Sw-typings are preserved by using all rules except (SI;), (SK/,) and (nS¢) as expansions
instead of contractions:
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(Sele): 1 = Se(Iz,w), r = Ip_1; then any type 7 of r is of the form pg — ... = pc 2 > AT = 7,
and [ also has this type.

(SeSc): 1= Se(Se(u,v),w), r = Sc_1(Se(u,w), Se(v,w)). Any type 7 that r may have is of the form
o = ... = pe_1 — 7', and is obtained from a typing derivation that gave u a type of the form:

Ho =¥ ooe =S g1 = o= g = oo = fip_1 — p =T

where p is of the form [r,...,7%], ' is of the form [r{,...,7;,], w has been assigned all types of the
form po = ... = pe—1 — 7, 1 < i < k, and v has been assigned all types of the form gy — ... —
fe—1 = p—>pe ... = pr_1 — 74, 1 <i' <K'. Then [ can be given the type 7 as well.

o (SyKr): Il = Se(Ke(uw),w), r = Kr1(Se(u,w)). Any type 7 of r is of the form pg — ... = pg1 —
ue — 7', and is obtained from a typing derivation that gave u a type of the form:

o =¥ oo =S g1 —> Jb—> flg = . = oo —> fip = T

where p is of the form [y, ..., 7], and w has been assigned all types po = ... = 1 = 7, 1 <i < k.
It follows that [ can be given the same type as r.

o (KyIp): 1= Ky(Ig—1), r = Ic. Any type 7 of r is of the form pg — ... = uc—1 = p A7 = 7', and
this is also a type for [.

o (KySei1): 1 = K¢(Se(u,v)), r = Sea (Ke(u), Kg(v)). Any type 7 of r is of the form po — ... —
ue — 7', and is obtained by giving u a type of the form:

Ho —> -ve = fhg 1 = fgp1 —> - pig D> pp— T

where p is of the form [rq,..., 7], and w has been assigned all types po — ... = fo—1 = fey1 —
coo = pe = 73, 1 < i < k. Tt follows that [ can be given the same type as r.

(KeKp): 1= Ko(Kp—1(w)), r = Ke(Ky(u)). Any type 7 of 7 is of the form pg — ... = pg — pet1 =
7', and is obtained by giving u a type of the form:

MO = o = o1 —> fpt1 —> oo —=> o1 = fopl — T

Then [ can be given the same type as r.

I Quasi-commutation of n over the other rules

We show that: (a) if:

u—"v _)SKInT w

then:

u —SKINT* e

A context C is a term with one hole, written [], i.e.:
Cu=[1S8e(C;u) | Se(u,C) | Ke(C)

where u ranges over SKInT-terms and £ > 0. C[v] denotes C where the hole has been replaced by the term
v; similarly, C[C'] denotes a context obtained by plugging the context C' into the hole of C.
Consider a given rewrite:
u—"Tv —)SKInT w
Then u is of the form C[Set1(Ke(t), I¢)], v = C[t] and also v = C'[lo], w = C'[ro] for some instance of a rule
I — r in SKInT by some substitution o.

36



If the SKInT and 7-redexes are side-by-side, namely, neither C nor C' is a subcontext of the other, then

we have:
_SKInT ;s __n,,
for some term v'.
If the n-redex t contains the X7T-redex, namely if C is included in C' (or possibly equal to it), then again:
_SKInT ,; .0,
for some term v'. In fact, if C' = C[C1], then v = C[Sy41(K(Ci[ro]), Ip)]-

If the SKInT-redex is above the n-redex, namely if C’ is included in C, i.e. C = C'[C;] for some context
C1, then v = C[t] = C'[C4[t]] and on the other hand v = C'[lo], so that lo = C1[t]. We then have two cases:
either the distinguished occurrence of ¢ is at or below some variable position in [, and then there is another
substitution ¢’ such that lo’ = C1[Se41(K(t), I¢)], so that:

_SKInT v o,
where v' = C'[ro’] and w is obtained by contracting the residuals of the occurrence of Syy1(K,(t),1;) in o'
by n. Or lo = C1[t] but there is an overlap between the left-hand side ! and the term ¢. (This is a kind of
critical pair, between 7 and the inverse relation SKInT_l.) We have eight critical pairs to consider, each
corresponding to a rule in SKInT:

1. u=3S; (Sg+1(Kg(I ) IZ) ) _>(175£) v = Si(-[jas) _>(S,-IJ-) Ij—l —w, with 0 < i < .
(a) If i < £, then we have u —3(SiSe+1) Se(Si(K (L), s), Si(Iy, 5)) L\ (SiKy),(Sily) Se(Ko_1(Si(I;, ),
Ii1) — 5 (8:ly) SK(KE—l(Ij—l);IZ—l) —(nSe-1) I =w.
(b) Ifi > ¢, then u —y(Kelj1) Si(sé—i-l(-[j—i-l;-[f),s) (because (<i< ,7) — 3 (Set1li41) Sz'(Ij,S) L (Si1y)
I =w.
2. u = Si(Se41 (Ke(K(5)), Ir), 1) — 50 v = Si(K(s),t) —5%3) K1 (Si(s,)) = w, with 0 < i < j.

(a) If i < £, then we have u —(5Se+1) Sj(Ke(Kj(S)),t),Si(.[[,t)) — s (SiK0),(SiK;),(Sile)

(
Se(K—1(K;-1(Si(s,1))), Ii=1) —15e-0) K;_4(Si(s, 1)) =

(b) If i > £, then u —KeKi+1) G,(Gy 11 (K1 (K (s)),1 ),t) (because L < i < j) —EnKiz)
Si(K (Sg+1(K[( ), 1e)),t) (because £ < i < j) —5Ki) K; 1(Si(Se1(Ke(s), Ir), ) — 50
Kj—l(Si(sat)) =

3. u = Si(54+1(K((Sj(8,t)),Ig),tl) —(1Se) ¢ = Si(Sj(S,t),tl) —(Si55) Sj_l(S,'(s,t’),Si(t,t’)) = w,

with 0 < i < §.

(a) If i < £, then we have u —(5:Se+1) G, (S;(K(S;(s,1)),t"), Si(Ie, ")) —>(5in)’(51'51)’(5"1£)
Se(K—1(Sj—1(Si(s,t"), Si(t, ")), [p—1) —>(15e-1) S (Sz(s,t’),S,(t,t’))

(b) If i > £, then we have u —KeSi) S, (S, 1 (S;11(K(s), Ko(t)), Ir), t) (this rule is indeed

(s 2 +1(Ke(), Ir)), ') —{(5153)

applicable since £ < i < j) —(F+15i+1) §y(S (Sg+ (K ), [}
Z
Sj—

Si1(Si(Sexr (Ke(3), Ie), '), Si(Seqr (Ke(t), Ir) ¢ ))
— (150 8.1 (S;(s, ), Si(t, 1) = w.

+1
z( ,t),Sz(S[+1(K[() Iﬁ)atl))

4. u= Ki(Sg_{_l(Kg(Ij,l),I[)) _)(7752) v = Ki(ljfl) —)(Kin) Ij =w, with 0 S 1< ]

(a) If i < ¢, then we have u — (K;Se1)Ser2(Ki(Ke(Ij 1)), Ki(Iy)) —EiKen) (Kily),(Kilega)
SZ+2(KE+1(I) Ipyq) —y(nSe41) I = w.

(b) If i > ¢, then u —Eeli) K;(Sy1(I;,1,)) (because £ < i < j) —Sex1li) K;(I;_;) (because
£ <i<j,sothat £+1 < j) —El) [; = .

5. u=Ki(Ser1(Ke(Kj1(s)), 1)) — 5 v = Ki(Kj1(s)) —F59) K;(Ki(s)) = w, with 0 <i < j.
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(a) If ¢ < £, then we have u —KiSe+1) Gy (K (K (K ] 1(8))), Ki(Ip)) —KiKer1),(KiK;),(Kilesa)
Sera(Ker1 (K (Ki(5))), Iev1) — 7500 Kj(Ki(s)) =

(b) If & > £ then v —EEK) Ki(S, (K (K[( ), 1)) (because £ < i < j)
— S0 K KG(K 1 (Ses1 (K (s), ) (because 1 < i< j,s0l+1 < j) —EK)
K (Ki(Ser1(Ke(s), Ir))) — 750 Kj(Ki(s)) = w.

6. u = Ki(Se1(Ke(S;(s,1)),Ir)) — 9 v = Ki(S;(s,1)) —Ki5) ;14 (Ki(s), Ki(t)) = w, with 0 <
1< 7.
(a) If i < £, then we have u —(K:Se+1) G, o (K;(K(S;(s,1))), K;(I, )) — (KKt 1), (KiS5), (Kile)
Se+2(Ke1(Sj+1(Ki(s), Ki(t))), Iey1) NG Sjv1(Ki(s), Ki(t)) =
(

(b) If ¢ > ¢, then we get the reduction: u(—) Ki(Se41(Sj+1(Ke(s), Ke(t)), Ie)) (this rule is in-
deed applicable since £ < i < j) —Se+15i+1) K;(S;(Spq1 (Ko (8), Ir), Seq1 (Ko (t), Ir))) —KiSi)
Sj+1(Ki(Sev1(Ke(s), 1)), Ki(Seq1 (Ke(t), Ir))) ko', i1 (B (), Ki(Serr (Ke(t), Ir))) — 50
Sj+1(Ki(s), Ki(t)) = w.

7. u=Si(Se1(Ke(Ki(s)), Ir), 1) — 150 v = S;(K;(s), 1) — KD s = w.

(a) If i < £, then we have u —(5S+1)  §,(S;(Ky(K;(s)),t),Si(Ie,t)) —(Sike):(SKi),(Sile)
Se(Ki-1(5), Ie—1) —15-1) s = w.

(b) If i > l, then

we have “(KZ—?I)S (Ser1(Kip1 (Ke(s)), Ip), ) — 1K) Gi(K;(Spq1 (Ko(s), 1e)), 1) — 5K

Sey1(Ky(s), I;) — 150 5 = .
(c) Ifz' 2(47) the(n U; 54(%E1)(K1(Kl(3));fz);t) —(5e5e41) Gy (Sp(Ke(Ke(s)), ), Sele, t)) — 55
Se(Ky(s),Se(Ip,t)) — s =w.

8. u=8;i(Sep1(K(I;), Ip),t) — 5 v = S;(I;,t) — ) t = w

(a) If i < £, then u —(Si501) §y(S;(Ky(Li), 1), Si(Ip, 1)) —SHKOSIST) Gy (Fy_y (1), L)
—Se1) ¢ = g,

(b) If i > £, then u —y(Kelit1) S,’(S;H_l (Ij+1I£,t), —))(S“‘II""'I)SZ'(Ij,t) —(8L) ¢ =y

() If i = £ then u = Sp(Ser1(Ke(Ip), L), t) — 551 Sy(Sy(Ky(Iy),t), Se(Ip, 1)) —(5Ke)
Se(Ie, Se(Ie, 1)) — 510 Sy(Iy, ) — 1) ¢ = w.

It follows that the SKInT-strongly normalizing terms are exactly the SKInT,-strongly normalizing terms.

We now show that for every term u, u is SKInT-solvable if and only if it is SKInT,-solvable. Call a term
spine-normal if it has no redex on its spine.

We first claim that: (b) if u; is spine-normal in SKInT, and u; rewrites to us by n on the spine,
then uy is also spine-normal in SKInT. Notice indeed that for us not to be SKInT-spine-normal, it would
need to contain a spine-redex S¢(v,w) or K,(v) (so that in each case the degree d(v) is at least £ + 1; see
item (vii) in Appendix D for the notion of degree) coming from an n-redex S;(S;j4+1(K;(v),I;),w), resp.
Ki(Sj+1(K;(v),I;)) in w;. Since wy is SKInT-spine-normal, £ > j +1 in each case, so d(v) > j+ 2: but then
uq cannot be SKInT-spine-normal, in both cases.

It follows that: (c) if w is SKInT-solvable, then w is SKInT,-solvable. Indeed, let v be a SKInT-spine-
normal form of u. Then reduce all the n-redexes on the spine of v (this terminates, because 1 decreases the
size of terms): by (b), the resulting normal form is SKInT,-spine-normal.

Also: (d) if w is weakly normalizing in SKInT, then it is also weakly normalizing in SKInT,,. Indeed,
we claim that: (e) if u; is SKInT-normal and u; rewrites to us by the n rule, then us is SKInT-normal as
well. Then (d) follows from (e): just normalize v in SKInT to get a normal form v, then apply 7 until a
SKInT,-normal form is reached (n indeed clearly terminates). To prove (e), notice that the only possibility
for uz not to be SKInT-normal is for uy to contain a redex Se(v,w) or K,(v) (so that in each case the
degree d(v) is at least £ + 1; see item (vii) in Appendix D for the notion of degree) coming from an 7-
redex S¢(Sj+1(K;(v),I;),w), resp. K¢(S;j+1(K;(v), I;)) in uy. Since uq is normal, £ > j + 1 in each case, so
d(v) > j + 2: but then u; cannot be SKInT-normal, in both cases.
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