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Abstract: The chain rule - fundamental for Automatic Differentiation (AD) - can be ap-
plied to computational graphs representing vector functions in arbitrary orders resulting in
different operations counts for the calculation of their Jacobian matrices. Very few authors
have dealt with this interesting subject so far and there is no generally accepted terminology
for handling these combinations of the forward and reverse modes of AD. The minimization
of the number of arithmetic operations required for the calculation of the complete Jacobian
leads to a computationally hard combinatorial optimization problem.

In this paper we will give a formal description of this problem, which also is sometimes
referred to as the cross-country elimination problem in computational graphs, in terms of a
shortest path problem in the so-called metagraph. The well-known strategy of eliminating
vertices will be refined by introducing the elimination of edges. We will show that edge
elimination is in general superior to vertex elimination with respect to the operations count.
As an outlook we will present a selection of methods for solving the general edge elimination
problem heuristically
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Optimisation de I’Accumulation des Jacobiennes par
I’Elimination des Arcs du Graphe de Calcul

Résumé : Nous présentons une nouvelle approche de calcul de Jacobiennes basée sur
I’élimination des arcs dans le graphe de calcul. L’objectif de cette méthode est la minimi-
sation du nombre de multiplications scalaires nécessaires a4 ’accumulation de la Jacobienne
d’une fonction vectorielle & un argument. Ce rapport décrit le probléme d’optimisation
combinatoire & résoudre.

Mots-clés : Elimination des arcs, minimisation du nombre de multiplications, métagraphe.
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Edge Elimination 5

1 Fundamentals

1.1 Motivation and outline

Research in the field of Automatic Differentiation (AD) dates back as far as 1964, when
R. E. Wengert ([Wen64]) first proposed the automation of the calculation of derivatives by a
program in form of the basic forward mode. Since then a lot of work has been done in order
to make AD faster and more widely applicable (see [CoGr91] and [BBCG96]). AD is a fast
and convenient way for calculating directional derivatives of vector functions numerically
up to machine precision provided that it is given as a computer program. Notice, that
AD is completely different from the approach to computing derivatives numerically through
divided differences.
The computation of the Jacobian matrix of a vector function

F: R"D2D—R"™ : x+—y=F(x) (1)

is essential for many numerical algorithms. For practical reasons most currently available
AD software packages provide only two approaches to calculating the Jacobian matrix of
F at the current argument — the forward and the reverse modes which are based on the
application of the chain rule to F' in two different ways. However, the chain rule can be
applied to computational graphs of vector functions in an arbitrary order, which results
in different operations counts for the calculation of the Jacobian matrix J. The general
task of efficiently evaluating J using an approach which is sometimes referred to as cross-
country elimination is conjectured to be NP-hard. The fact that Jacobians can be calculated
by eliminating intermediate vertices in computational graphs is well known since the late
1980’s. There are a few papers by various authors that motivate a closer look at this topic
[GrRe91], [Bis96]. However, there is no generally accepted terminology for dealing with
these combinations of the forward and reverse modes of AD, so far.

Our objective is to compute J as fast as possible. Therefore, we will focus on the
minimization of the number of scalar multiplications involved in this process, by finding
optimal application sequences of the chain rule. The approach presented here must be seen
in the context of making AD more efficient and it is supposed to enable the users to gain
deeper insight into the structure of problems. Our goal is to provide the framework for
the search of a solution of the computationally hard combinatorial optimization problem
which is to minimize the number of scalar multiplications involved in the accumulation of
the complete Jacobian.

1.2 Evaluation routines

In our approach we expect the vector function F' to be such that it can be decomposed into
a sequence of scalar valued functions ¢ : IR? D D, — IR that take a vector u € IR as their
argument and return a value w = ¢(u). We call such functions elemental. In most cases the
vector function F' is given as a computer program written in some high-level programming
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6 Uwe Naumann

language such as C, C++ or Fortran. This specification of F' is called evaluation routine
if it can be broken down into a sequence of scalar assignments of the form

vj = p;(vi)ier, € R, (2)

by assigning the result of every elemental function ¢; that occurs in the program to a
unique intermediate variable v;. By P; [S;] we denote the set of indices of all predecessors
[successors| of the intermediate variable v; with respect to the implicit order within the
evaluation routine. Thus, ¢, acts on an argument vector u € IR¢ where d = |P;|. The
fact that the result v; of an elemental function ¢; depends on some argument v; directly is
denoted by v; < v; and the transitive closure of this relation by v; <* v;.

We assume the evaluation procedure of interest to be fixed in the sense that there are no
conditional branches in it. By unrolling loops and by substituting calls to subroutines with
the corresponding code it is conceptually possible to assign the result of every elemental
function to a unique intermediate variable. According to Equation (2) we can represent
this evaluation routine as the corresponding sequence of scalar assignments which we will
refer to as the evaluation trace (also single assignment code) For a given evaluation
trace we distinguish between the n independent, X = {v1_,,... ,v9}, the m dependent,
Y = {vg41,... ,Vg+m}, and ¢ intermediate variables Z = {vq,...,v,}, where Z and ¥
represent the results of the g+m elemental functions in F'. The sets X, Z, and Y are assumed
to be disjoint. Since our objective is to calculate the complete Jacobian of a given vector
function which consists of the partial derivatives of the m dependent variables yg, ... ,¥m—_1
with respect to each of the n independent variables zg, ... ,z,_1 it is fundamental to assume
the following;:

Assumption 1.1 Given an evaluation routine of a vector function defined by Equation (1),
for some fized argument the elemental functions ¢, occurring in Equation (2) are well defined
for g =1,2,... ¢+ m and have jointly continuous partial derivatives

Cji = %(p]‘ (vk)kepj fO'f‘ xS Pj

of their respective arguments on some neighborhood D; C IR™ withn; = |P;].

1.3 A few words on Automatic Differentiation

The ideas behind AD are based on the application of the chain rule to evaluation routines
of vector functions F as described by Equation (1). AD is based on the application of the
chain rule one possible representation of which is given by
Ov; 15] ov;
— L. Lt 3
6331' lgl; avl i (vk)kepj 5%1' ( )
J

and which is illustrated in Figure 1. Considering the dependency of v; on the independent
variables z; we can calculate dv;/dz; as the sum over v;’s predecessor’s sensitivities Ov; /dz;,
l € Pj, each of them multiplied by the corresponding local partial derivative c;; of the
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Edge Elimination 7

elemental function ¢; with respect to the variables v;. Anal- L X0

ogous, we can look at the dependency of y, on the assumed
independent variable v;. In this case we compute Oy/Ov;
as the sum over y;’s sensitivities with respect to the succes-
sors of v;, again multiplied with the local partial derivatives
of the elemental functions ¢;, [ € S;. Building on the repre-
sentation of F' as a single assignment code in connection with
Assumption 1.1 about the differentiability of the occurring el-
emental functions follows by the chain rule that F is well de-
fined and once continuously differentiable. Its Jacobian matrix
J(x) = Vi F(x) € R™*™ is computable from the local partial
derivatives c;;.

In this section we will give brief descriptions of the forward Figure 1: Chain Rule
and reverse modes of AD. This short introduction into AD
will not be exhaustive by far. Those who are not familiar with the subject should refer
to [RaCo96] and [Iri91]. More advanced aspects of AD are covered by [Chri93], [Kub91],
[GUW97], [BKBC96], and others.

1.3.1 Forward mode

The (scalar) forward mode of AD exploits the chain rule in the usual way. Consider an
evaluation routine given as a single assignment code and let again P; denote the set of all
indices | < j such that v; depends directly on v; € X U Z. If we substitute for a given single
assignment code v; = Ov;/0z; then the chain rule represented by Equation (3) takes the
form

/l)j:zcjl./[}l fOr j:1,,p+m (4)
lEPj

to compute the partial derivatives of the intermediate and dependent variables with respect
to each of the independent variables. The initialization of % followed by one forward sweep
corresponding to Equation (4) gives us y = J-%. Thus, we can compute the complete Jaco-
bian performing exactly n forward sweeps. If e; (i = 0,... ,n—1) denotes the i-th Cartesian
basis vector in IR™ then setting x; = e; € IR™ for i =0,...,n — 1 gives us successively the
n columns of J € R™*™. Equation (4) can be regarded as the non-incremental version of
the tangent accumulation procedure. Using the abbreviation ¢ +=bfor a :=a+b asin C
we can write it in its incremental form as

vi+=cj - for j€S and I=1-mn,...,p.

In this case it is necessary to initialize v; =0 for j =1,... ,p+ m.

Notation. We use bold letters for vectors to be able to distinguish them from scalar
values. Hence, %; denotes one possible initialization for calculating a directional derivative

RR n° 3659



8 Uwe Naumann

in forward mode while x; represents the i-th component of the argument vector x. Matrices
will be denoted by capital letters.

1.3.2 Reverse mode

A different way to apply the chain rule is exploited in the (scalar) reverse mode of AD.
Introducing the notation 7, = dy;/0v; we get the following equation which describes the
backward propagation of gradients in the reverse mode:

@l:Zle'@j for I=p,...,1—n. (5)
JESI

Here, the chain rule is applied to the so-called adjoints 7;. After initializing ¥, one reverse
sweep gives us X = y’ - J. The complete Jacobian can be computed by performing m reverse
sweeps. Setting y; =e; € IR™ for i = 0,... ,m — 1 delivers the m rows of J.

Equation (5) represents the non-incremental version of the adjoint evaluation procedure.
Rather than using this method the accumulation of the adjoints can also be regarded as an
incremental approach with oj4+=¢;; - 7; for [ € P; and j = p+m,...,1. Again we assume
that the adjoints 7; have been initialized to zero for [ = p,... ,1 — n. The main difference
between the two methods is that the non-incremental approach requires global information
represented by arguments of several elemental functions whereas the incremental does not.
Notice that in the forward mode of AD it is the other way around.

Rather then accumulating the Jacobian by performing n subsequent scalar forward
sweeps [m scalar reverse sweeps| we could also propagate bundles of ¢ > 1 tangents [gra-
dients] during one forward [reverse] sweep. This is equivalent to computing the matrix
product

(R™93) Y =V, F(x) X [(R"*13) X =Y V. F(x)].

If we set ¢ = n [¢ = m] and initialize X [V] as the corresponding identity matrix we can
apply the local elementary partial derivatives to whole vectors, thus ending up with just one
forward [reverse] sweep. This is what we will refer to as the forward [reverse] vector mode
of AD.

1.4 From evaluation programs to computational graphs

The relation between the variables in a given evaluation routine can be visualized by a
directed acyclic graph CG = (V, E) which contains all information needed to be able to
compute the entries of the Jacobian. From now on we will refer to CG as the computational
graph (also c-graph) We will distinguish between n = | X | minimal [independent], p = | Z|
intermediate and m = |Y| maximal [dependent] vertices and analogous to the evaluation
trace we will enumerate them as follows:

X = {1}1_”,... ,1)(]}, Z = {1}1,... ,Up}, Y = {Up+1,... ,vp+m}.
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Edge Elimination 9

The numbering 7 : V(CG) — {1—n, ... ,p+m} of the vertices in C'G has to be consistent in
the sense that it induces a topological order of the vertices of CG with respect to dependency,
ie.

v; <* v; = I(Uz) <I(1}j).

There exists a directed edge (7, j) connecting a vertex v; with a vertex v; in CG if v; directly
depends on v; in F. According to Assumption 1.1 labels c;;, representing the local partial
derivatives, are attached to all edges (i,7) € E. The v; € X are the only minimal and the
v; € Y the only maximal vertices in CG. All intermediate vertices vy € Z lie on a path
connecting an independent with a dependent vertex. We observe that v; depends on v; in
F if and only if there exists a path connecting v; with v; in CG.

2 The Chain Rule Applied to Computational Graphs

As described in the previous section the forward and reverse modes of AD can be used for
computing the complete Jacobian J of a vector function F' given by Equation (1). Both
modes represent special ways to apply the chain rule to an evaluation routine or its rep-
resentation as a single assignment code. We are looking for a method of transforming the
corresponding c-graph of F' such that we get the Jacobian J at the lowest possible cost
in terms of the number of scalar multiplications involved in this process. In fact, if by
successively eliminating all vertices representing intermediate variables in the underlying
evaluation program (which is equivalent to eliminating all edges having either an interme-
diate vertex as source, or having such a vertex as target, or both, i.e. all intermediate edges)
we get to a stage, at which the c-graph represents a subgraph of the complete bipartite
graph K, ., and the labels ¢;; = 9y;/0x; (i =0,... ,n—1,j =0,...,m —1) on the edges
connecting the minimal vertices with the maximal ones are ex-
actly the nonzero entries of the Jacobian matrix of F. The eli-
mination of intermediate edges represents the elemental action
that we will build on in our approach. It can be regarded
as the chain rule applied to evaluation routines represented by
graphs.

Considering (the scalar mode of) AD applied to a (scalar) c-graph
CG we can associate scalar derivative objects ¥; with the vertices
v; € CG. In particular we have 9; = 9; in forward mode and 9; = 7;
in reverse mode. Later we will distinguish between different types of
derivative values depending on both the mode and the type of the
graph (see Section 2.5).

Figure 2: (4,5)

2.1 Forward elimination of edges

Suppose we want to eliminate the term for a particular intermediate vertex v; from the
recurrence described by Equation (4). This is equivalent to eliminating the corresponding
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10 Uwe Naumann

edge (i,j) from the c-graph. It may be regarded as a forward elimination in the sense that
(4,7) is eliminated as part of the computation of ¥; representing the derivative value of
its target. Our discussion will be supported by Figure 2 where the elimination of (4,5) is
illustrated.

We start with the isolation of the term that contains the factor v¥; followed by the
substitution of the expression corresponding to ©; by Equation (4):

05 = Cji - i + E le'i}l:E Cji - Cit - U1 + E OTREYE

i£lEP; leP; i£lEP;

This results in a new calculation rule for ©; without any terms containing o; :

i)j = Z 63‘[ -9, where Pj =P U Pj \ {’L} and 5]'1 =cji +Cji - i (6)
lef’j

Equation (6) determines the way in which the labels on the edges in the c-graph have to be
updated. Graphically, the forward elimination of an edge (i, ) is equivalent to connecting
all predecessors of v; with v; (provided they have not been connected before as we do not
permit multiple edges) followed by updating the existing or generating the new local partial
derivatives and, finally, the deletion of (i,7). In correspondence with the chain rule we
multiply the values of successive edges (i, j) and (j, k) whereas we add the values of parallel
edges having the same source and the same target.

We observe that forward elimination of edges is exactly what hap-
pens during the non-incremental forward propagation of tangents in
the forward mode of AD. Computing ¥; is equivalent to the succes-
sive forward elimination of all intermediate edges leading into v;. This
process will terminate as soon as all these edges have a minimal source
x; € X. At this stage the labels on these edges are exactly the partial
derivatives of v; with respect to the corresponding x;.

The forward elimination of an edge (i, j) involves a number of scalar
multiplications that is equal to the cardinality of the predecessor set
of its source v;. We will call this number the in-degree or forward
Markowitz degree of (i, j) and denote it by |P; ;|-

2.2 Backward elimination of edges Figure 3: (1,4)

Equation 5 describes the application of the chain rule to the adjoints

in the reverse mode of AD. Again, we intent to eliminate the term

for an intermediate vertex v; from this recurrence, which is equivalent to the elimination of
the corresponding edge (I,4) from the c-graph. This edge elimination may be regarded as
a backward elimination as it is part of the computation of #;, which is always built on the
adjoint values of successors of v; in the c-graph.

INRIA



Edge Elimination 11

Analogous to the forward case we isolate the product involving #; followed by the sub-
stitution of the recurrence given for ¥; by Equation (5) to get

v = Z 6jl - Uy where 5’1 =5,US8; \ {Z} and 5]'1 = ¢y + Cit - Cs (7)
Jj€S

The graphic interpretation of the backward edge elimination is shown in Figure 3. As in
the case of forward elimination we simply have to insert new edges connecting v; with all
successors of v; (if they do not exist already) and generate new or update the existing edge
labels correspondingly. Finally, (,7) is removed from the c-graph. This is what happens
during the backward propagation of gradients in the non-incremental reverse mode of AD.
Computing 7; is equivalent to the successive backward elimination of all intermediate edges
emanating from v; in the c-graph. The process terminates when all these edges have maximal
sinks. It takes |S(; ;)| scalar multiplications to eliminate an edge (i,7) backward. [S(; ;|
denotes the out-degree (backward Markowitz degree) of (i,j) which is equal to the
number of successors of the target v;.

2.3 Termination

The repeated application of the chain rule yields a general expression for the partial deriva-

tive Ckl -
Ckl = z H Cjijitr
(Lo k) i
which is to be understood as the sum over all paths (I, ... , k) connecting v; with v of the
chained products of the local partial derivatives labeling all edges in (I,... , k). In order to

avoid confusion we should examine the ¢p; more closely. Let v; and v, be connected by d
distinct paths in CG. Then there are exactly

£() -

i=1

different values ¢}, (h =1,...,2?—1) that could possibly be computed while traversing the
metagraph. Consider the subgraph of C'G which is induced by the vertices lying on paths
connecting v; with v, and having v; as its only minimal and v as its only maximal vertex.
We could think of it as the c-graph for the scalar valued function vy = fi(v;) regarding all
arguments to binary functions "coming from outside the c-graph of f" as constants. In this
case fy(v) = Qv /0v; is well-defined and we set cx; = f},(v;). We then have ¢ = cij_l. So,
we have to eliminate all edges lying on paths connecting v; with vy in order to calculate the
unique final value for cg;.

Let the number of distinct paths in CG be denoted by A and let £ stand for the sum
of their total lengths. The length of a given path connecting an independent vertex with
a dependent one is defined as the number of edges it consists of. If A/ is the number of
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12 Uwe Naumann

products of the form c; 4, ¢j,4, - - - Cjis, Which are involved in the process of calculating the
entries of the Jacobian naively one after the other then L is precisely the number of scalar
multiplications that are performed.

Let n®(v;) [nf(v;)] denote the number of different paths leading

into [emanating from] a vertex v; € CG. Initialize n®(v;) = 1 for v
i € X and nf(v;) =1 for i € Y. If we denote the total length of all v (
paths leading into [emanating from] a given vertex v; by I°(v;) [I¥ (v;)] ‘\
we get with '
Plog) =n(vi)+ > 1°(v;) and I (vi) =0 (v)+ Y V() o
JEP; JESi vl
v v6

for the total length of all paths in CG:

L= 1) =Y 1) =Y V() =D 1'(vy). v Mg
JEX JEY jex JEY
v1
We have initialized [°(v;) = 0 for i € X and If(v;) = 0 for i € Y. Re-
garding the effect which the elimination of an edge from C'G will have Figure 4: vy
on the total length of all different paths consider all paths containing
(4,7) of which there are n®(v;) - nf (v;). Each of them is either reduced in length by one or
coalesces with another one so that

‘cnew < Eold - nb(vi) : nf(vj)'

This is true for both the forward and the backward elimination of (i, j). We observe that
L is strictly monotonically decreasing during the process of eliminating edges in c-graphs.
We may conclude that edge elimination will always come to an end. This seems to be
obvious but it is certainly crucial for our approach. Furthermore, both £ and N will play an
important role in the design of reliable heuristics for solving the combinatorial optimization
problem which will be introduced in Section 3.

2.4 Vertex-edge discrepancy

Obviously, the forward [backward] elimination of all out-edges [in-edges] of a vertex v; leads
to the elimination of v; itself (Figure 4). Consequently, the elimination of an interme-
diate vertex v; involves |P;| - |:S;| scalar multiplications which is usually referred to as the
Markowitz degree of v; [GrRe91]. So far, the application of the chain rule to c-graphs
has been interpreted as vertex elimination. Even the few attempts to minimize the number
of multiplications needed to calculate the Jacobian are based on the idea of eliminating ver-
tices (see for example [Bis96] or [GrRe91]). In fact, this is not entirely true since there are
problems where the optimal vertex elimination sequence does not minimize the number of
multiplications. Let us illustrate this with the help of an example displayed in Figure 5. It
shows a c-graph of a problem with two independent, five dependent, and two intermediate
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Edge Elimination 13

variables. There are two different vertex and numerous different edge elimination orders.
The two vertex elimination orders result in

((vi,v,) =5+10=) 15 and ((vg,v;)=4+10=) 14

multiplications. So, using a pure vertex elimination strategy on this
very simple example gives us the Jacobian for a cost of at least 14
multiplications. Now, suppose we eliminate (4, j) separately before vy
followed by the elimination of v;. This would take only

(((54) vk,v:) = 1+4+8=) 13

multiplications which is obviously less than 14 = min {(v;, v ), (vk, v:)}
in the pure vertex elimination mode. Thus, any possible vertex elimi-
nation sequence will not be able to compute the Jacobian using the
minimal number of multiplications in this example. The only way to
get the required minimum is to find an optimal edge elimination order.
Figure 5: Surprise The fact that vertex elimination is not necessarily optimal gives rise
to a fundamental question: "How bad" is the "best" vertex elimination
sequence compared to the "best" edge elimination sequence in general? We have shown that
this vertex-edge discrepancy does not exceed a factor of (v/2(2 — v/2))~! for c-graphs
containing two intermediate vertices. The problem remains unsolved for the general case
involving c-graphs with p > 2 intermediate vertices. However, building on numerous test
results we conjecture that the general vertex-edge discrepancy will be less or equal to 2.

2.5 Classification

So far, we have assumed the derivative objects associated with the vertices in the c-graph to
be scalars or a set of independent scalar values in vector mode where we have an element-wise
application of the local partial derivatives to the components of a vector. In general, we will
distinguish between different types of c-graphs, depending on whether the values associated
with each of their vertices are scalars or vectors. Moreover, we will look at different modes
of calculating directional derivatives based on the number of tangents [gradients| that are
computed by one forward [reverse] sweep through the c-graph.

Definition 2.1 A c-graph CG is called vector c-graph if the elemental functions ®; as-
sociated with each its vertices v; are vector valued, i.e. if

®:RY"2D—RY for j=1...,p+m

and with dgred = Ziepj di. If dj =1 for all j = 1...,p+ m then CG is called scalar
c-graph and the elemental functions are denoted by ¢;.

Derivative vectors v; € IRV are associated with every vertex of a vector c-graph.

RR n° 3659



14 Uwe Naumann

Definition 2.2 A c-graph CG is said to be regarded in the context of vector mode of AD
if during one (forward, reverse, or cross-country) sweep the local partial derivatives labeling
the edges of CG are applied to the ¢ > 1 components of a vector simultaneously. We speak
of the scalar mode if ¢ = 1.

Building on the above definitions we introduce the classification shown in Figure 6. The
scalar mode on scalar c-graphs represents the simplest form of looking at the propagation of
directional derivatives in a c-graph of a given vector function. The extension to bundles of
tangents and gradients leads to the vector mode on scalar c-graphs which we have referred
to as the vector mode of AD up to this point.

MODE
SCALAR VECTOR
GRAPH
¢ :R%' 2D,y = R @; : RIFiX1 > D, — IR
v; ER v; € IR?
SCALAR
v; € IR o, € IR v; € IR? v € IR?
®;: R D Doy — R ®;: RS 92 D,, — R%4*
v; € R% V; € R%i*9
VECTOR
Vi € R% Vi € R%* Vi € R%*¢ Vi € R%*1

Figure 6: Classification

There is no need to introduce the scalar mode on vector c-graphs separately as it is useful
to regard it as a special case of the vector mode on vector c-graphs, which we will also
refer to as the general vector mode. In the general vector mode we allow the elemental
functions obtained by recording the evaluation trace to be vector-valued. Recapitulate
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Edge Elimination 15

that, so far, we have always decomposed the evaluation program into a sequence of scalar
assignments of the form v; = ¢;(v;)icp;. By Assumption 1.1 and using the well-known
analytical expressions for the partial derivatives of the intrinsic functions provided by most
high-level programming languages this allows the straight forward computation of the values
of the local partial derivatives of any ¢; : R%I DD — Rforj=1,..., p+m with respect to
each of their arguments v; (i € P;) for the given value. Classic AD exploits this information
for the computation of directional derivatives by forward [backward| propagating tangents
[gradients] or the corresponding bundles in vector mode. Suppose we extend the term
elemental function such that we do not necessarily restrict its range to IR but allow elemental
assignments to vectors as unique intermediate variables. This enables us to process more
complex evaluation programs efficiently by, for example, regarding subroutines as elementals
as exploited in the hierarchical elimination approach. This enables us to structure large-scale
problems hierarchically which represents the only practicable way to apply the cross-country
elimination method to problems resulting in c-graphs which consist of several ten thousand
intermediate vertices. The c-graphs of most of these problems may not even fit into the
memory of the available computer systems. So, a hierarchical treatment will even make
sense if the chain rule is not applied in the cross-country mode but in the basic forward and
reverse modes of AD.
In general vector mode a single assignment code is given by

v; = ®;(vi)icp; where &;: RYI DD RY% for j=1,...,p+m
and the local partial derivatives become local Jacobian matrices

0

Cjk:a—‘,k

(I)j(Vi)ieijJRdedk with je{l,...,p+m} and ke{l-n,...,p}

Analogous to the classic vector version of AD we can write down expressions for the forward
and reverse modes. Again, we will propagate bundles of ¢ > 1 tangents [gradients] forward
[backward].

General forward vector mode (non-incremental form):

B2 V= 0, o k=L pim
JEPy

General reverse vector mode (incremental form):
(R™*% D) V; += Vi,Cy; for jeP, and k=p+m,...,1.

Expressions for the two remaining, but for reasons described in Section 1.3 not very practi-
cable modes can be derived easily. Notice that in general reverse mode we interpret the V;
as bundles of ¢ row vectors. Let us have a closer look at the elimination of edges in vector
c-graphs. For v; € R% v; € R%  and v, € R% and with both (i,5) € CG and (j,k) € CG
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we get the local Jacobians Cj; € R%*% and Cy; € IR%**% . The forward [backward] eli-
mination of all out-edges [in-edges| of a given intermediate vertex v; € C'G is equivalent to
eliminating v; itself. Since the edge labels are matrices the elimination of edges involves
matrix products. Suppose we eliminate (j, k) forward. Then we get Cy;+ = Cy; - Cj; for
all ¢ € P; using the earlier introduced C-style notation. As in scalar mode we connect all
predecessors of v; with vj, and perform the corresponding matrix multiplications to calculate
the labels of the inserted edges. If an edge from v; to vy already exists then we additionally
have to build the corresponding sum of the two matrices. Thus, we get the following number
of multiplications involved in the forward elimination of an edge (j, k) in the general vector
mode:
OPSr {(j,k)} = drd; ) di.
icP;

Anticipating the beginning of Section 3, we will always count multiplications as a complexity
measure, ignoring the number of additions involved in the calculation. Especially in this case
where dyd; )¢ p., d; scalar multiplications are performed compared to at most di 3 ,cp, di
additions this approach seems to be appropriate as the latter are surely dominated by the
former in terms of the time required to run them.

The backward elimination of (4,7) is performed correspondingly, i.e. Cy;+ = Cy; - Cj;
for all k& € S;. Again we connect v; with all successors of v; and perform the correspon-
ding matrix multiplications possibly followed by additions. We get the following number of
multiplications needed for the backward elimination of an edge (i, j):

OPSg {(i,j)} = did; »_ dx.

kES;

In consistency with Section 2.1 and Section 2.2 we call OPSg {(,5)} [OPSs {(¢,7)}] the
forward [backward] Markowitz degree of an edge (7, j) in general vector mode.

Vertex elimination: The elimination of a vertex v; can be regarded as the forward eli-
mination of all of its out-edges or, equivalently, as the backward elimination of its in-edges.
In either case we get for the number of multiplications involved

OPS{v;}=d; | D di| | D di

1€ Pj keS;

which reduces to the Markowitz degree of v; in the scalar mode if d; = 1 for all j.

3 A Shortest Path Problem in the Metagraph

The Jacobian matrix of a vector function defines a linear transformation on real vectors.
We will pick one particular representative J associated with a given vector function F' and
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Edge Elimination 17

think about a way to compute all its entries at a minimal cost. We have decided to regard
the number of multiplications required to compute the complete Jacobian as the cost and
we will denote this objective function by Cost{.J}. Specifically, we will take the c-graph CG
of F' and we will search for an edge elimination sequence that minimizes Cost{J}. Apart
from a large number of multiplications the calculation of the complete Jacobian involves
a varying number of additions, too. Modern computers are able to perform additions and
multiplications in the same time. So, we could think about not only minimizing the number
of multiplications but also the number of additions or even the sum of both. We have the
impression that the effort would not pay off since the number of additions is in general small
compared to the number of multiplications. Therefore, we will concentrate on the problem
of minimizing the number of multiplications by determining nearly optimal edge and vertex
elimination orders. Undoubtedly, it will not be sufficient to think about operations counts
while trying to make the computation of the complete Jacobian as fast as possible — and
this is what we actually want. Memory accesses will play an important role as they usually
dominate the overall execution time on the computer. However, this problem should be
examined as part of a different project and therefore we will not go into detail with it. The
final objective must be to merge the results from both projects in order to generate optimized
derivative code as a compromise between the minimal number of arithmetic operations and
an optimal memory access pattern.

Building on work of Rose and Tarjan [RoTa78] Herley showed in an unpublished paper
that the computation of a vertex elimination sequence that minimizes the fill-in in the c-
graph of a vector function is an NP-hard combinatorial optimization problem. We expect
the same property to hold for the closely related problem of minimizing the number of
multiplications required to accumulate the complete Jacobian matrix although there is no
proof for it, so far.

3.1 Minimizing the operations count

The successive elimination of edges from the c-graph defines the so-called metagraph M =
M(CG) = (Vu, Eur) the vertices of which represent all different c-graphs that could possibly
be derived from C'G by edge elimination. Sometimes we will call the vertices wy, € Vs of the
metagraph stages, thus indicating that they represent certain intermediate forms on our
way from the original c-graph to a subgraph of the complete bipartite graph K, ,, which
represents the complete Jacobian. If there are p > max{m,n} intermediate vertices in
CG@, which can be connected by at most (’2’) edges each of them either being in the graph

or not, then an upper bound for the number of vertices in M is given by 2(). This value
which is not very useful for practical situations can be improved if we take into account that
certainly there are vertices in C'G which are mutually unreachable. These vertices will never
be connected by an edge regardless of the chosen edge elimination sequence. By denoting
the number of edges in the transitive closure of CG by E* we get 2/Z7| as a tighter upper
bound for the number of vertices in the metagraph. Labeling the edges in M with the cost
of getting from the graph represented by their source to the one associated with their target
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we end up with a shortest path problem on the metagraph. The edge labels are considered
to be the distances. This general edge elimination problem could be solved using, for
example, the algorithm by Bellman and Ford. Its run-time is proportional to O(|Vas|-|Em])-
The difficulties arise from the fact that both the number of vertices and the number of edges
in the metagraph depend on the number of intermediate vertices in the original c-graph
exponentially. Therefore, an exhaustive search as well as any algorithm for computing a
shortest path in M are not practicable.

In Section 2.5 we have introduced the [forward, backward] Markowitz degree of [edges]
vertices in CG. Notice that [ OPSg {(4,5)}, OPSg {(3,5)} | OPS {v;} is not static. Its
value changes with the ongoing elimination of vertices and edges, which makes our objective
to minimize Cost{J} a computationally hard combinatorial optimization problem. In order
to be able to give an exact description of the shortest path problem which we intent to
solve it is necessary to give precise definitions of what we mean by the [forward, backward]
Markowitz degree [edges] vertices at a given stage in the metagraph.

Definition 3.1 Let wy € Vi be a stage in the metagraph M = (Vyr, Enr) representing the
search space of the general edge elimination problem in a given c-graph CG = (V,E). Let
CGy = (Vi, Ex) be the c-graph associated with wy,.

We call the number of multiplications required to eliminate an edge (i,j) € Ey forward
[backward] the forward [backward] Markowitz degree of (7, j) at the stage wy € Vi

and we denote it by OPSg* {(i,5)} [OPSBIC {(z,j)}] . Furthermore, we introduce

OPSr5/* {(i,/)} = min {OPSE* {(i,j)}, OPSE" {(i,))} } -

For a vertex v; € Vi, we define its Markowitz degree at the stage w; € Vs as the number
of multiplications involved in its elimination from CGy and denote it by OPS* {v;}. The
minimal number of multiplications required to convert the original c-graph CGy into the
graph CGy, by the [forward, backward] elimination of [edges] vertices will be referred to as
the overall Markowitz degree at stage wy.

For the scalar mode on a scalar c-graph we get
OPSs" {(i,5)} = |Pilr, OPSs" {(i,j)} = |Sjlx, and OPS* {v;} = |Pj[x -|S;]x

where |P;|i [|S;]x] denotes the number of predecessors [successors] of v; [v;] in CGy. Every
stage wy, in the metagraph can be associated with a pair (my, ES}) consisting of the overall
Markowitz degree which is equal to the shortest path from the source wg of the metagraph
to wg and a sequence E Sy of labeled edges. The latter implies the order in which the edges
were eliminated such that the number of multiplications involved in this process is equal to
my,, which is locally minimal. The labels indicate whether an edge (7, j) € E was eliminated
forward or backward, i.e.

(i 5) _ ) (&, j)r for forward elimination of (i, j)
JIEB] = (i,§)B for backward elimination of (i, j)
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The initial stage wg € Vi represents the original c-graph with none of its intermediate
edges eliminated. It is uniquely defined by (mo = 0, ESy = ()). An edge connects a stage
wy, € Vi with another stage w; € V) if there is an edge (4, j) € C G}, the [forward, backward]
elimination of which leads to CGy, i.e.

(kal) €EEy < I:H(Z,]) €E,: ES = (Eska(iaj)[F,B])a mp = mg + OPS[F,B]k{(za.])} .

With this notation we are now able to give the following formal description of the general edge
elimination problem: For a given c-graph CG = (V.E) with the corresponding metagraph
M(CG) = (Vu,Eu) find an edge elimination sequence ES|v,;|—1 = ((i1,J1),-- , ik, Jr))
such that

k
Cost{J} => mi_1 + OPSp gi{(i1,j1)} — MIN.
=1

In order to decrease the complexity of the problem to solve we have to make certain restric-
tions, thus reducing both size of the metagraph defined by the number of its stages and the
number of different paths to check. This approach will lead to subgraphs which are then sub-
ject to an analogous shortest path problem. With every restriction p we can associate a cor-
responding minimal cost Cost,{J} of computing the Jacobian by solving the shortest path
problem on the induced subgraph M, C M of the metagraph, i.e. Cost,{J} = ¢,-Cost{J}
for some ¢, > 1. Obviously, we would like the factor ¢, to be as small as possible as for
large values the chosen restriction p would not be very useful. Some practicable methods
which lead to significant reductions of the size of M are described in [Nau99]. Here we will
concentrate on the three basic possibilities .

1. Forward edge elimination (p=F)

Suppose that we permit edges to be eliminated forward exclusively. Having only one el-
emental action for edge elimination this leads to a subgraph My C M the size of which has
been reduced compared to M. For each stage w; € M there are stages adjacent from wy
which can be reached only by the backward elimination of some edge in CGj. For example,
this is the case for those stages ws € M where CG; is derived from CG), through the eli-
mination of an edge (i, ) € Ej for which v; € X is a minimal vertex, making the forward
elimination of (7, j) impossible. The length of a shortest path in Mg will be denoted by

kp
Costp{J} = > _m; 1 + OPS{(i1, i)}
=1
for a given optimal elimination sequence ES)v,, |-1 = ((i1,J1),- - ; (ikg,Jke)) . Obviously,

we can construct special cases where the restriction to pure forward elimination does not
lead to a reduction of the size of M. Since these situations are not interesting from the point
of view of the optimization of cross-country elimination we ignore them.
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In [Nau99] we have dealt with the representations of the edge elimination problem as a
scalar chained matrix product and as a chained matrix product on the so-called quotient
graph. Both approaches will lead to further reductions of the size of the metagraph leaving us
with optimization problems which can be solved in a time that is polynomial in the number
of intermediate vertices in the original c-graph. There are versions of the two problems
that are based on products of local extended Jacobians such that the corresponding edge
eliminations can be regarded as forward.

2. Backward edge elimination (p=B)

Analogous statements as for the restriction to forward edge elimination can be made for
the backward edge elimination case. The solution of the corresponding shortest path prob-
lem in Mg will be denote by Costg{J} and it is given as the solution of the combinatorial
optimization problem

ks

> mi 1 +OPSg{(i, 1))} — MIN.
=1

We will also consider the so-called adjoint versions of the corresponding chained matrix
products. Thus, we get further subgraphs of the metagraph on which the shortest path
problem can be solved in a time which is polynomial in the number of vertices in the c-
graph. They have been regarded in a dynamic programming context in [Nau99].

3. Vertex elimination (p=7V)

The restriction to successively eliminating ver-

tices from the c-graph has been exploited in sev- (1234)
eral papers dealing with the minimization of the
overall operations count for computing Jacobians
([GrRe91], [Bis96]). There are exactly p! different
elimination orders for a problem in p intermediate
variables. Vertex elimination leads to the so-called
vertex metagraph My C M an instance of
which is shown in Figure 7. The minimal cost
of computing the Jacobian using an optimal ver-
tex elimination order is equal to the sum of all
Markowitz degrees of the intermediate vertices v;

at the stages w;(;) € My of their elimination, i.e. Figure 7: Vertex Metagraph My
Costy{J} = Z OPS I {y;}. (8)
1<5<p
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The notation (j) is supposed to emphasize that the stage at which a particular vertex v;
is eliminated depends on the chosen method for determining the elimination order. A cost
oPsit ){1)]'} corresponds to every vertex in CG depending on the stage w; ;) € My at which
it is eliminated under the selected method. The problem of minimizing the cost defined by
Equation (8) by determining an optimal vertex elimination order is called a vertex elimi-
nation problem. It is equivalent to the solution of a shortest path problem on the subgraph
of the metagraph which is induced by the restriction to the elimination of vertices, i.e. the
vertex metagraph. For a problem leading to a c-graph that contains p intermediate vertices
there are 1 +Zf;01 [Tj—o(p—3) vertices [stages] in the corresponding vertex metagraph. This
makes a naive exhaustive search method impracticable. Some considerable improvement can
be achieved by using a dynamic programming approach based on the interpretation of the
vertex metagraph as a multistage graph as proposed in [Bis96]. We have to tabulate the
solution to the 27 subproblems corresponding to the vertices. Obviously, the complexity of
this algorithm is still exponential in p.

3.2 Example

With the help of the very simple graph

shown in Figure 10 in the box number 0 we M, | Vi symbol
will now have a closer look at the problem My {0"]17 2,7,12,3,13} O
of minimizing the number of multiplications Mg | {0,3,4,5,9,11,7,13} o
required for the accumulation of the Jaco- My | {0,3,7,13} .
bian via the solution of a shortest path prob-

lem in the corresponding metagraph. Our Figure 8: M,

example c-graph represents a scalar valued

function F : IR? D D — IR like for instance y = F(zg,%1) = %o sin(z1) sin(z1). But this is
not as relevant as the structure of the c-graph. We have one dependent vertex v3 depending
on two independent vertices v_; and vy and the complete c-graph consists of five vertices
which are connected by five edges. Notice that there is just one intermediate edge that can
be eliminated both forward and backward ((1,2)). Furthermore, we have two edges which
are allowed to be eliminated forward only ((2,3) and (1,3)) and the same number of edges
which have to be eliminated backward ((—1,2) and (0,1)).

The objective is to find a sequence of (forward and backward) edge eliminations which
will give us the complete Jacobian as the complete bipartite graph K»; at a minimal cost.
We start by listing all intermediate forms of the c-graph that can be constructed using
forward and/or backward edge elimination. For this small example we end up with the
fourteen different c-graphs displayed in Figure 10 including both the original c-graph (0)
and the K51 (13), which represents the complete Jacobian (or in our case the gradient) of
the underlying vector function F'. These fourteen c-graphs are the vertices of the metagraph
M = (Vu, Eum) which is shown in Figure 9. Two vertices w;, w; € Vi are connected by
an edge (i,7) € Ey if and only if it is possible to get from the intermediate c-graph CG;
represented by w; to the one associated with w; by either forward or backward elimination of

RR n° 3659



22

Uwe Naumann

an edge in CG,;. We have indicated this fact by labeling the edges (4, j) in M with [£] [[b]]
if we can construct CG; from C'G; by forward [backward] elimination of an edge in CG; only.

Figure 9: Metagraph

Whenever there are both ways to get from
CG; to CG; the edges are marked with
[£,b]. In this case we could regard the
corresponding edges as multiple consisting
of two parallel edges — one for the forward
elimination and the other representing the
reverse elimination of an edge in CG;. This
will only be the case for the in- and out-
edges of hoisting vertices. Here, both for-
ward elimination of the out-edge as well as
the backward elimination of the in-edge take
exactly one multiplication. Having in mind
that we are about to solve a shortest path
problem on the metagraph with the edges
representing distances corresponding to the
costs of the associated edge eliminations we
can consider all parallel edges in the meta-

graph as equivalent. Thus, we get that the metagraph is a directed, connected, and acyclic
graph which does not contain any multiple edges.

We will consider three strategies apart from the general edge elimination method: For-
ward edge elimination (p = F), backward edge elimination (p = B), and vertex elimina-
tion (p=7V). With every restriction p we can associate a certain subgraph M, C M

on which we are going to
solve the shortest path prob-
lem. Obviously, the source
(0) and the sink (13) will be
contained within any of the
different subgraphs as we al-
ways start with the original
c-graph and convert it into a
subgraph of the complete bi-
partite graph. Figure 8 lists
the vertices contained within
the subgraphs M,. The ver-
tices corresponding to graphs
which can be constructed by
using one particular method
exclusively are highlighted. In
the metagraph we have visual-
ized this fact by different ver-

Figure 10: Metanodes
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tex styles. Notice that three vertices (6,8,and 10) cannot be reached using any of the
restricted methods and will therefore be contained only within the metagraph representing
the general edge elimination strategy. From the numerical point of view the metagraph
could contain even more vertices as there may occur situations where two intermediate
forms of the c-graph are identical with respect to their structure while carrying different
edge labels. Consider, for example, the graph associated with vertex 10 in the metagraph.
There are two ways to transform CGy by eliminating edges such that we get to a graph
with the structure of CG19. We could forward eliminate (1,3) (= CGs) followed by the
backward elimination of (1,2). Alternatively, the forward elimination of (1,2) takes us to
CG1 where we would have eliminate (0,2) backward. Consider the local partial derivative
labeling edge (0,3) in CG1y. Choosing the way via CGy we have that ¢, = czacaicio. In
contrast to that the sequence which derives CG1y from C'G, leads to c§0 = ¢31¢10. Assuming
that y = g sin(x1)sin(z1) we would get for the further case ci, = sin(x1) cos(z1) sin(z1)
and for the latter cZ, = x¢ sin(z1) cos(z1). Naturally, the values of the remaining labels are
such that in the end we will get the unique gradient.

4 Summary and Outlook

The goal of this paper was to present a formalism for describing the problem to calculate
Jacobian matrices efficiently. Methods for solving this computationally hard problem will
include elements from graph theory as well as from combinatorial optimization. The appli-
cation of the chain rule to c-graphs is interpreted as the elimination of edges. By successively
eliminating all intermediate edges we get to a stage where the c-graph represents a subgraph
of a complete bipartite graph K, ,, with a bipartition that corresponds to the n indepen-
dent and the m dependent variables. The labels on the remaining edges are then exactly the
nonzero entries of the complete Jacobian. Depending on whether the chain rule is applied
as usual or to the adjoints, one distinguishes between two equal ways of eliminating edges
which are referred to as forward and backward. The number of multiplications involved in
the forward [backward] elimination of an edge is called its forward [backward] Markowitz
degree. The sum of the forward [backward] Markowitz degrees of all edges at the time of
their elimination from the c-graph (overall Markowitz degree) is considered to be the cost
of calculating the complete Jacobian. In order to minimize this cost we have to solve a
shortest path problem on the metagraph the vertices (stages) of which stand for all different
graphs that can be constructed starting with the original c-graph by applying an arbitrary
sequence of both forward and backward edge eliminations. Since the number of stages in
the metagraph grows exponentially with the number of intermediate vertices in the original
c-graph we have to put certain restrictions on the metagraph in order to reduce the size of
the search space of the shortest path problem. This approach leads to different subgraphs
of the metagraph which are then subject to the same shortest path problem, while having
the number of distinct paths to be checked reduced.

The restriction to the elimination of vertices is one practicable way to reduce the size
of the metagraph. However, the number of stages in the resulting subgraph still grows
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exponentially with the number of intermediate vertices in the original c-graph. Furthermore,
we have shown that the optimal vertex elimination sequence does in general not minimize
the number of multiplications involved in the computation of the Jacobian. We conjecture
that the vertex-edge discrepancy is less or equal to 2.

In [Nau99] we have presented numerous heuristics for eliminating both edges and vertices
from c-graphs. Furthermore, dynamic programming algorithms are presented for optimizing
the chained local extended [adjoint] Jacobians product the complexity of which is polynomial
in the number of intermediate vertices in the c-graph. Simulated annealing methods turned
out to be a very robust but expensive way to approach the vertex elimination problem.
Most of our theoretical results were implemented and tested on numerous example problems.
Reductions of the operations count by an average factor of 3-5 could be achieved. In order
to exploit these results we are going to work on the automatic generation of optimized
derivative code.
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