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Abstract: We present a new approach for proving safety properties of reactive
systems, based on tight interaction between static analysis, theorem proving and
abstraction techniques. The method incrementally constructs a proof or finds a
counterexample. Every step consists of applying one of the techniques and makes
constructive use of information obtained from failures in previous steps. The amount
of user intervention is limited and is highly guided by the system at each step. We
demonstrate the method on some examples and show that by using it one can prove
more properties than by using each component as a stand-alone.
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Preuve de propriétés de stireté par utilisation conjointe
d’analyse statique, preuve de théoremes et abstractions

Résumé : Nous présentons une nouvelle approche pour prouver des propriétés de
stireté de systemes réactifs. L’approche est basée sur une intéraction forte entre des
techniques d’analyse statique, de preuve de théoremes et d’abstraction. L’approche
permet de construire de maniere incrémentale une preuve ou un contre-exemple.
Chaque pas consiste en ’application de 1'une de ces techniques, en utilisant de
maniere constructive les informations obtenues par I’analyse des échecs des pas pré-
cédents. Ainsi, 'intervention de l'utilisateur est limitée, chaque pas étant fortement
guidé par le systeme. Nous présentons l'application de la méthode sur quelques
exemples, et montrons qu’elle peut résoudre strictement plus de problémes que ses
composantes utilisées individuellement.

Mots-clé : vérification formelle, analyse statique, preuve de théorémes, abstrac-
tions.
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1 Introduction

Theorem proving [GM95, ORS+95, CCF+97]! is a powerful and general way to
verify safety properties of reactive systems, but its use in mechanical verification re-
quires a serious amount of both insightful and labor-intensive manual guidance from
the human verifier. Model checking [BCM+92, H91, LPY97]| is largely automatic
but it only addresses a limited class of essentially finite-state systems. Abstraction
[SUM96, DGGI7, GS97, BLO98, CU98| can be used to translate an infinite-state
system to a finite-state system so as to preserve the property being verified. This can
reduce the manual burden of the verification but the discovery of a suitable property-
preserving abstraction takes considerable human ingenuity. Furthermore, when the
abstracted system fails verification, this could either be because the abstraction was
too coarse or because the system did not satisfy the property. It takes deep insight
to draw useful information from such a failure. This paper addresses these problems
by presenting a methodology for integrating static analysis [CC77, HPR97, BL],
theorem proving and abstraction that does not tax the patience and ingenuity of
the human verifier. In this methodology, which we call interactive abstractions

1. The choice of the abstraction mapping can be guided by the subgoals in a
failed proof attempt.

2. A failed verification attempt at the abstract level suggests either auxiliary
invariants or a more refined abstraction.

3. The iterative process, when it terminates, yields a proof that the property is
satisfied or a counterexample indicating how the property is violated.

We show that our method it is strictly more powerful than verification based on
theorem proving with systematic dynamic invariant strengthening techniques.

In interactive abstractions, the verification starts with a one-time use of static
analysis generating true-by-counstruction invariants that are communicated to both
the theorem-proving and abstraction components. The rest of the process involves
a tight interaction between the prover and abstraction generator, in which each step
makes constructive use of information obtained from failures in previous steps. The
user is assisted in discovering relevant auxiliary invariants and suitable abstraction
mappings while progressing towards a proof or a counterexample. Using this “small
increments” approach the required amount of user ingenuity is reduced. Instead of
having to rely on keen insight of the problem right from the start, the user gains
increasing insight as she progresses in the verification task, enabling her to conclude
eventually.

The rest of the paper is organized as follows. In Section 2 we present some basic
terminology and an overview of the static analysis, theorem-proving and abstraction

We cite only a few of the relevant contributions in each domain.
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4 Vlad Rusu and Eli Singerman

techniques that we are using. Section 3 presents the interactive abstractions metho-
dology for integrating these techniques, which we introduce through the verification
of a simple example. Section 4 contains a formal comparison of the relative power
of the invariant-strengthening and boolean abstraction techniques, together with an
example demonstrating that interactive abstractions is strictly more powerful than
each of these methods. We conclude in Section 5 and present some future work
directions.

2 The Components

2.1 Terminology

We use transition systems as a computational model for reactive programs. A tran-
sition system T consists of a finite set of typed variables V', an initial condition ©
and a finite set of guarded transitions 7. The variables can be either control or
data variables. The control variables are of a finite type Location. Each transition
T € T is labeled and composed of a guard and an assignment. For example, in the
transition system illustrated in Fig. 1, the type Location consists of the two values

l1,l5. There are two transitions, 71 : [y land o1 I d—ef l1. We suppose that
transitions are uniquely determined by their origin, destination and label. Whenever
there is no rigsk of confusion we refer to transitions by their label, e.g, the transition
inc in Fig. 1.

A state is a type-consistent valuation of the variables. The initial condition O is
a predicate on states. Each transition 7 induces (through its guard and assignment)
a transition relation p, relating the possible before- and after-states. The global
transition relation of the system is pr = (J, 7 pr- A computation of the transition
system is an infinite sequence of states, in which the first state satisfies the initial
condition and every two consecutive states are in the transition relation. Compu-
tations are obtained by “firing” (or “taking”) consecutive transitions. For example,
in the transition system illustrated in Fig. 1, the initial state has location /; and
variable z = 0. From this state the program can take the transition inc (its guard
is true), assigning 1 to z, moving to location Iy, etc.

The parallel (asynchronous) composition of transition systems is defined via
interleaving in the usual manner. For a transition 7 and a state predicate ¢, the
predicate pre.(y) characterizes all the states that have a 7-successor in which ¢
holds:

pre.(p):  3s.pr(s,s) Aep(s).

Likewise, the predicate pre.(¢) characterizes all the states from which, after taking
transition 7, ¢ holds:

pre.(9): Vs.pr(s,s) D p(s).

INRIA



Interactive Abstractions 5

The predicate post,(p) characterizes the states that can be reached by taking tran-
sition 7 from some state satisfying ¢:

post,(p):  Fs.pr(s,s) Ap(s).

These predicates are also defined globally for the whole transition system T as:
preq(p): 3s.pr(s,s )Ap(s'), prep(p): Vs .pr(s,s)) D @(s'), posty(p): Fs.pr(s, s )A
©(s). In the sequel, we omit T" when it is understood from the context.

We now briefly describe the static analysis, theorem proving and abstraction
techniques that we integrate in interactive abstractions. In should be stressed that
the choice of the particular tools that we use is not the main point here, but rather
the way in which we integrate them. For example, one could use PoLkA [HPR97]
as the static analysis tool, INVEST [BLO98| as the abstraction tool, etc.

2.2 Static Analysis

For automatically generating invariants we use a method similar to that suggested
by |BL]. The analysis starts by computing local invariants at every control loca-
tion. The local invariant of a control location [ is the disjunction of post.(true),
for all transitions 7 leading to I. Then, the local invariants are propagated to
other control locations of the system to obtain global invariants. For example, in
the transition system illustrated in Fig. 1, static analysis yields the local invariant
O(pc =11 Dz >0). Since x > 0 is preserved by transition inc and is true initially
it is a global invariant.

inc:
true >z :=x+1

Figure 1: Example of transition system.

2.3 Theorem Proving

We use Pvs [ORS+95] for invariant strengthening [GS96, HS96]. Given a transition
system T and a state predicate I we say that I is inductive if I D pre(I). Obviously,
if I is inductive and holds at the initial states of T" then I is an invariant of 7. When
I is not inductive we can strengthen it by taking I A pre(I) and check if the latter

RR n3726



6 Vlad Rusu and Eli Singerman

is inductive, i.e., I A pre(I) D pre(I A pre(I)) or equivalently I A pre(I) D pre?(I).
In general, this procedure terminates if there exists an n such that

IApre(I) A ... Apre™(I) D pre™ (D). (1)

If this is the case, it follows that I A pre(I) A... A pre™(I) is inductive, and if I also
holds initially, then it is an invariant.

This technique can be implemented in PvS as follows. We use a simple inva-
riance rule stating that I is an invariant if it is true initially and is preserved by all
transitions. If [ is inductive then applying the rule once would complete the proof.
Otherwise, the prover presents a number of pending (unproved) subgoals. Each
subgoal results from the fact that I is not preserved by some transition. We then
apply the invariance rule to the predicate obtained by taking the conjunction of I
and all the unproved subgoals. This amounts to attempting to prove that I A pre(I)
is inductive. If there exists an n such that (1) holds then repeating this process n
times would eliminate all the subgoals and complete the proof. This leads to a fully
automatic procedure (that is not guaranteed to terminate).

2.4 Abstraction

We use the boolean abstraction technique described in [GS97]. The abstraction
of a concrete transition system T relative to a finite set of state predicates B =
{B1,...,By} called boolean abstract variables is a transition system denoted T'/B.
The states of the abstract system 7T'/B are called abstract states. Each abstract state
is labeled with a valuation of the control variables of T' and of the boolean abstract
variables. Let us now briefly describe how T'/B is constructed.

The initial abstract state is labeled with the initial control configuration of T'
and with the truth values of the boolean abstract variables at the initial concrete
state. Assume now that s? is an abstract state, the abstract transitions going
out of s4 are computed as follows. Every concrete transition 7 originating from
a concrete state with the same control configuration as s can give rise to several
abstract transitions. Each of these transitions has the same label as 7 and leads to
an abstract state obtained by computing (with Pvs) the effect of 7, starting from
s, on the control and boolean abstract variables.

Counsider, for example, the concrete system illustrated in Fig. 2(a). An abstrac-
tion relative to By : (z = 0) and B2 : (z = 1) generates the abstract system
represented in Fig. 2(b). The abstraction only relative to By yields the abstract
system represented in Fig. 2(c) (of which only the initial portion is shown). Note
that in the latter, simulating the concrete transition inc gives rise to two successors,
s/ and s4'. This is because starting at the initial abstract state s§', where =(z = 1)
holds, performing z := z + 1 can either lead to a state in which (z = 1) is true or to
a state in which the latter is false. Note also that in the abstract system represented

INRIA



Interactive Abstractions 7

inc:
true > x:=x+1

57

. (@=1)

s inc s » pe=h

A@=0 T Te=0 Al G=1 .

~(z=1) (z=1) pc=11 Sé
pe=iy [ P Ty
pc = l2

(b) (c)

Figure 2: (a) concrete system (b), (c) abstract systems.

in Fig. 2(b) the only abstract state labeled pc = I is s{* and this state also labeled
(x = 1). We say that abstraction (b) “shows” the property (O(pc = Iy D (z = 1)).
On the other hand, the abstraction (c) does not show this property, since there exists
the abstract state s4' labeled pc = I and —~(z = 1).

To define the notion of “abstraction showing a property” we interpret the labelling of
each abstract state s as a predicate m(s) on the concrete variables. For example,
the predicate associated with the initial state of system (c) above is (pc = l1)A—(z =
1). Let T'/B be the abstraction of a concrete system T relative to the set of abstract
variables B = {By,... , By} and ¢ be a state predicate. We say that an abstract state
s4 shows ¢ if w(s4) implies . We say that T'/B shows (¢, denoted T/B =, .. e,
if all abstract states show ¢. The crucial feature of these boolean abstractions, which
is true by construction, is that for each computation

o sooﬂslg---ana"—;lsn (2)
of the concrete system T', there exists a trace

Oy —
ot st BRI A (3)

of the abstract system 7'/B, such that for i = 0,... ,n the labels of the abstract and
concrete transitions coincide, and both the values of the boolean abstract variables
and the values of the control variables in 324 and in s; coincide. Consequently,

RR n3726



8 Vlad Rusu and Eli Singerman

boolean abstractions are useful for proving invariants, since
T/BE, s Op = T Qe

In general, an abstraction relative to a larger set of abstract variables can “show”
more properties, because the prover has more information at its disposal when new
abstract states are generated, therefore it can eliminate some of them, yielding a
finer abstraction. Also, constructing an abstraction with some known invariants of
the concrete system can assist in eliminating irrelevant abstract states.

2.5 Trace Analysis

Even though every concrete trace can be matched by an abstract one, the converse
is not always true. Thus, when a safety property is violated at the abstract level, it
does not necessarily follow that the property is violated at the concrete level as well.
For example, in the abstract system represented in (Fig. 2(c)) the abstract trace
364 o 3’24 violates the property [I(pc = lo D = = 1). Nevertheless, the concrete
system (a) does satisfy this property. It is therefore essential to carefully analyze an
“abstract counterexample” in order to decide whether it indicates the existence of a
“concrete counterexample”.

In interactive abstractions, when an abstract trace violates the property under
consideration, we use forward analysis to decide if it can be “matched” by a concrete
computation. If true, the property is violated in the concrete system. If not, this
indicates that the abstract system is too coarse. We then use backward analysis to
derive useful information that would help in refining further abstractions.

Before describing our forward and backward analysis techniques in more detail,
let us formalize some notions.

1. Let s be an abstract state and ¢ a state property. We say that s violates
@, if the conjunction 7(s?) A -y is satisfiable. Here, m(s?) is the predicate
labelling s4 (cf. Section 2.4). For example, the abstract state s (Fig. 2(c))
violates (pc =1y Dz =1).

2. An abstract trace

[e7 a Qn—1
O'A: 861#5114—3"'S£_1 n_) 8;3

is called an abstract counterezample for a safety property e, if its last state,
sA violates ¢.

no

2.5.1 Forward Analysis

Assume now that o4 is an abstract counterexample for a safety property H. In-
tuitively, checking whether o4 gives rise to a concrete counterexample can be done

INRIA



Interactive Abstractions 9

as follows. We symbolically simulate the abstract trace on the concrete system.
At each step, the boolean value of the abstract variables is compared between the
abstract and concrete levels. If the simulation was successful (i.e., at each step the
corresponding transition was enabled on the concrete system and the boolean values
matched between the concrete and abstract levels) then we say the abstract trace
o4 can be matched with a concrete computation. To check whether the latter is
a concrete counterexample, we have to check whether it violates the property .
This can also be done using the symbolic simulation.

Formally, let o4 : sft 23 8 & ...54 | ooyt s2 be an abstract trace. For
relating abstract transitions to concrete ones, note that, for every abstract transition
A s Y sﬁH (i =0...n —1), there exists a unique concrete transition 7; :
l; = l;+1, such that location /; labels sf and /; 11 labels sf_H. Here, 7; is the concrete
transition that generated 7{' when the abstract system was built (cf. Section 2.4).

The post-image of the initial condition © on o, denoted post,4(©) is defined

as:
post,a(©) = m(sy) A postr, _, (w(sp_y) A~ postr, (n(sf) A post, (n(s5) A ©))) (4)

That is, post,a(©) is obtained by successively computing the post of transitions

. Tp—1, starting with the predicate ®, where at each step the result is conjoined
with the predicate labelling the current abstract state. The following criterion allows
to decide whether there exists a concrete counterexample matching an abstract one.

Proposition 2.1 Let 0 be an abstract trace and ¢ o state predicate such that o
s an abstract counterexample for (. Then, there exists a concrete counterexample
for Ol matching o if and only the predicate post ,a(O) A —p is satisfiable.

For example, consider again the abstract system represented in Fig. 2(c). We

have shown that the trace s{)‘ RS s§4 is an abstract counterexample for the property

O(pc = la D z = 1). Let us show that it is not a concrete one. We simulate this
trace on the concrete system (Fig. 2(a)). By computing post;,.( (7(s§): pc=1A
—=(z=1)A(O: pc=1; A(x=0))) we obtain the predicate (pc = ls Az = 1).
The conjunction of the latter with 7(s4) :  (pc = laA)—(z = 1)) is unsatisfiable.
Thus, there is no concrete counterexample matching this abstract counterexample.

Note that here, we did not need to go through all the process for being able
to conclude (that would require also taking the conjunction with —p) because an
unsatisfiable predicate was found “earlier” in the process. This demonstrates an
advantage of using the criterion defined by Proposition 2.1: it is often possible to

rule-out an abstract counterexample without computing all of the predicate (4).

2.5.2 Backward Analysis

When an abstract counterexample cannot be matched by a concrete one, this is
an indication that the abstraction is “too coarse”. In interactive abstractions, we

RR n3726



10 Vlad Rusu and Eli Singerman

employ the trace analyzer to obtain information on why this has happenned. Using
this feedback it is usually possible to progress in the proof.

We demonstrate the use of backward analysis by a simple scenario. Suppose we
want to prove, using abstractions, that the system in Fig. 2(a) satisfies the safety
property [(pc = 2 D (z = 1)). If we start by constructing the abstract system

represented in Fig. 2(c), then forward analysis (2.5.1) reveals that the trace s =5 s4
is an abstract counterexample that cannot be matched by a concrete one. Thus, the
abstract state (pc = Iy A =(z = 1)) is not “reachable” in the concrete system. To
find out why this happened we backtrack the violating abstract state along the

sequence I; % I, (that generated the abstract counterexample). Backtracking is
done by computing, on the concrete system, pre-images of the violating abstract
state over the given sequence. We compute pre;,.(pc = lo A =(z = 1)) and obtain
(pc =13 A—=(z = 0)). This predicate is interpreted as follows: the system represented
in Fig. 2(c) “believes” that when pc = [y, the predicate (z = 0) can be false. This
is indeed possible in the abstract system (c), but it is clearly not possible in the
concrete system (a). We identify from the feedback the predicate (x = 0) and refine
the abstraction (c) by including (z = 0) as a new boolean abstract variable. This
yields the the refined abstract system (b) which shows the property.

3 The Integration: Interactive Abstractions

Our interactive abstractions method involves tight integration of the above static
analysis, theorem proving, abstraction and trace analysis techniques.

The general scheme is presented in Fig. 3. The verification starts with a one-
time use of the invariant generator, that performs static analysis and produces true-
by-construction invariants that are communicated to both the theorem prover and
abstraction generator. The next step is to employ the theorem prover in an attempt
to prove that the property is inductive. If this does not succeed (usually because
at this stage the prover does not have enough information to conclude) then a
number of unproved subgoals are left pending. The following step is to use the
pending subgoals to either remain in the prover and do invariant strenghtening, or
to compute an abstraction (using predicates from the pending subgoals as boolean
abstract variables). If the abstraction still does not succeed to prove the property,
trace analysis is employed to find out whether this happened because the property
is not true, or because the abstraction is too coarse. In the latter case, trace analysis
also provides feedback information, allowing to either refine the abstraction or to
obtain new conjectures that, if proved, become useful auxiliary invariants.

We demounstrate the approach on an alternating-bit protocol illustrated in Fig 4.
The transition-system model is taken from [GS97]. There are three processes: sen-
der, receiver and environment. The sender generates messages, records them in the
sent list, then sends them to the receiver over the communication medium mes-

INRIA



Interactive Abstractions 11

sage_ channel. The latter is modeled as a one-place buffer that can hold a message
and a bit. The receiver records successfully received messages in the received list
and sends an acknowledgment through the one-place buffer ack channel. The en-
vironment can lose messages and acknowledgements by setting the boolean flags
message_ present and ack_present to false. This causes the sender/receiver respec-
tively to retransmit. The safety property to be proved is that the lists sent and
received always differ by at most one message. This amounts to proving []1, where

I: sent =received V sent = tail(received). (5)

program

property Invariant
generator

newly proved conjecture

pending Abstraction
Sogoals ) PR abstractvariables | generator
new invariant: \
wishes granted progrl?ﬂad !
Proof! |, |
| ' new abstract
new conjecture, + variables, wishes

' Counterexample! '

\ .
\ I
\ concrete /
\ /
\ counterexample 2 ,
N /
\ ,

No | abstract counterexample .’

Figure 3: Interactive Abstractions

RR n3726



12 Vlad Rusu and Eli Singerman

The first step, static analysis, yields two invariants (not shown here) that are fed to
the prover and to the abstraction generator. The next step is theorem proving, and
since the property is not inductive, the proof is not completed.

SENDEI:Z S bite fa RECEIVER: Receive_oldmessage:
m?ssage_c annel .bit = false received=null not message_present or
b= false c=false /| ne?age_cgannel.bit =c->
mess>= 0, _ ack_channel:=c,

sent = null ack_channel = fal ack_present:=true

New_message:

Receive_ack: true-> b:=not(b), mess:= mess+1 Receive_message:
ack_present ani sent: =add(mess,sent) message_present and not(messae?e_channel.bit_: c)->
ack channe=b received: =add(message_channel.message, received)
- Send_ack:
true-> c:=not(c),
ack_channel:=not(c),
ack_present:=true
Send_message
true -> message_channel:=(head(sent),b),
message_present:=true
ENVIRONMENT:
message _present=true
ack_present=true /\
Resend_message:
not(ack_present and ack_channel=b) ->
message_channel: = (head(sent),b), Lose ack’ :
message _present:=true ack_present:=false Lose_message:

message_present:=false

Figure 4: An alternating bit protocol

There are three pending subgoals, all of which are related to transitions that update
the sent/received lists. For example, Pvs returns the pending subgoal represented in
Fig. 5. (We recall that in Pvs, proving a subgoal means proving that the conjunction
of assertions “above” the line implies the disjunction of assertions “below” the line.)

sent — received

PCrec = T1
I

PCrec = T2

sent = received
Figure 5: A pending subgoal returned by Pvs.

The variable pcye. is the control variable of the receiver process. The primed va-
riables refer to the variables “after” the next transition is taken. Here, the “next
transition” is the one labeled receive_ message of the receiver process (cf. Fig. 4),

INRIA



Interactive Abstractions 13

as indicated by assertions pcrec = 71, pc’mc = 7y in the subgoal. Therefore, the latter
can be interpreted as follows: prove that if relation sent = received holds before
the receive_message transition is taken, then the same relation holds after the
transition is taken. But by examining the transition receive message, we see that
it modifies the variable received and does not modify the variable sent. Therefore,
the only way to settle the given subgoal is to show that the hypotheses (assertions
“above” the line) are inconsistent, i.e., before a receive_message transition is ta-
ken, the relation sent = received cannot hold. This amounts to proving [J¢1, where
@1 is the predicate (pcrec = 1) A (pCrpp = T9) D —(sent = received).

The second pending subgoal (not shown here) is related to the new message
transition. It is symmetric to the subgoal in Fig. 5 and can be settled by proving
Oy, where w2 1 (PCsend = S1) A (pclsend = s9) D —(sent = tail(received)).

The third pending subgoal is related to the transition receive_message. It
requires to prove that whenever a message is received and appended to the received
list, it is equal to the message in head of the sentlist. This amounts to proving a2,
with @9 1 (PCrec = T1)A(PCrp. = T2) D (message_channel.message = head(sent)).

We now have have two options? to continue:

e cither to stay in the theorem prover and try to prove that the assertion I A
©1 A @2 A s is inductive (property I was defined by equation (5))

e or try to show [Jy1, (w2, [Jps by using the abstraction generator.

We choose the latter option. To construct an abstraction, we identify from the
pending subgoals the three predicates sent = received, sent = tail(received) and mes-
sage_ channel.message = head(sent) as potentially relevant abstract variables and
communicate them to the abstraction generator, together with three corresponding
wishes. A wish is a property of the abstract system that, if true, would allow to
settle a pending subgoal. Here, the wishes are that properties (1, w2, [Ies
hold on the abstract system. The first property signifies that, in the abstract sys-
tem, there are no transitions labelled receive message, starting from an abstract
state labelled pcre. = r1 A (sent = received) and leading to an abstract state labelled
Perec = T2 A (sent = received). The properties [Jp2, (s also signify the absence
of some specific transitions in the abstract system.

Next, the abstraction generator automatically computes an abstract system re-
lative to the given boolean abstract variables. The resulting system does contain
an abstract counterexample for [Jy1, meaning that the corresponding wish is not
granted and trace analysis (cf. Section 2.5) is necessary.

The abstract counterexample for [Jp; is a trace consisting of one transition
labelled receive message, starting from the initial abstract state. The next step

user-dependent choices are represented in interactive abstractions as dashed arrows (cf. Fig. 3).
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14 Vlad Rusu and Eli Singerman

is to check whether the abstract counterexample can be matched by a concrete com-
putation (in the sense defined in Section 2.5.1). The forward analysis component
(Fig. 3) reveals that this is not the case, because transition receive message is
not enabled in the initial concrete state. Therefore, the abstraction is “too coarse”.
The following step is to use backward analysis to find out why this happenned.
In our case, there is no need to backtrack because the violating abstract state
for 1 is the initial abstract state. We just evaluate in the initial concrete state
the guard of transition receive_message. This identifies the cause: the conjunct
message_ channel.bit = ¢ from the guard, which evaluates to true initially (cf. Fig. 4)
and disables the transition. The current abstract system “knows nothing” about this
predicate, this is why it “believes” that receive message is enabled initiallly.

The obvious choice now is to take message channel.bit = ¢ as a new abstract
variable and to redo an abstraction. Still, the second abstraction does not grant
our wishes, since it contains abstract counterexample for [Jgo. The latter is the
sequence of transitions new_message, send message, receive_ack. Again,
forward analysis reveals that the abstract counterexample cannot be matched by a
concrete one, because the transition receive_ ack in the sequence is not enabled at
the concrete level. Now, backward analysis of this transition’s guard to the initial
configuration reveals the cause: the conjunct ack channel =b in the guard, which
is unknown to the current abstraction.

We add the discovered predicates message_ channel.bit = ¢ and ack_channel =b
to the list of abstract variables and let the abstraction generator build a new abs-
traction. Finally, all the wishes are granted, which settles the pending subgoals and
allows the prover to formally complete the proof.

In [GS97] the same protocol is analyzed by an abstraction relative to an a-priori
chosen set of sub-formulas of the guards. Our approach allows to discover the rele-
vant abstract variables, which are suggested to the user by the failures of previous
attempts. The method can be automated in significant proportion: all the com-
ponents in the diagram (Fig. 3) perform automatic tasks, and user intervention is
limited to choosing between the abstraction generator and theorem prover compo-
nents. In both cases, the user is assisted in providing the relevant abstract variables
by the pending subgoals in the prover and by the feedback information obtained by
trace analysis. The method is incremental: progress is made in each step, as refined
abstractions reduce the search space, and the user gains insight of the problem while
progressing towards a proof or a counterexample.

4 Integration is More Powerful

In this section we take a closer look at the theorem prover and abstraction generator
components and compare their relative power for proving safety properties. We

INRIA



Interactive Abstractions 15

demonstrate on a simple example that interactive abstractions, which integrates
these fully-automatic components with a limited amount of user intervention (highly
guided by feedback from the forward/backward analysis of traces) is strictly more
powerful than its components used as stand-alones.

We define the class of safety properties that can be proved by the theorem prover
using the invariant-strengthening technique described in Section 2.3. For a transition
system 1" and n = 0,1,... consider the set

INVA(T) = {0 | I Apre(D) A .. A e (D) D pre"+H (1)} (6)

Definition 4.1 (safety properties provable by pre-invariant strengthening) The
class INV (T) of safety properties that are provable by pre-invariant strengthening

is Upso INVi(T).

Next, we define the class of safety properties that can be proved by the abstraction
generator component (described in Section 2.4). For a state predicate I and n =
0,1,..., let

AVp(I) = {1, pre(]),... aﬁ?n(I)}

The elements of AV, (I) are meant to be used as potential abstract variables. It
should be stressed that this choice is not arbitrary. In fact, in interactive abstrac-
tions, the abstract variables suggested by the trace analysis (such as the guards of
the transitions) are elements of AV, (I) for some n. The set ABS,(T) of safety
properties that can be shown by abstraction relative to a subset of AV,,(I) is

ABS,(T) = {0OI |3B C AV,,(I) s.t. T/B =, OI}.

Definition 4.2 (safety properties that can be shown by pre-abstraction)
The class ABS(T) of safety properties that can be shown by pre-abstraction is

Uno ABSA(T).

Note that both pre-invariant strengthening and pre-abstraction are fully automatic
techniques. Under the assumption that the same “reasoning power” is used for both
pre-invariant strengthening and pre-abstraction (for example, both use the same
theorem prover), the following holds.

Lemma 4.3 For every transition system T
ABS,(T) =INV,(T) n=0,1,... (7)

Proof. ABS,(T) C INV,(T): let I be a state predicate such that [(J1 € ABS,(T).
Then, there exists a set B C AV,,(I) of abstract variables such that T'/B =, ,, O1.
Since adding abstract variables yields a finer abstraction, we have T'/ AV, (I)

Ol.

|:AB.S'
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Claim. In every state of the abstract system T'/AV,(I), all abstract variables
are labelled positively.
proof (claim). Assume by contradiction that s is an abstract state in which
the abstract variable pre®(I) € {I, pre(I), ... , pre™(I)} is labelled negatively and k
is minimal. If & = 0, then s is labelled —=I, but this contradicts T/AV,,(I) &,
[11. We are left with the case k > 0. Using pre”(I) = pre(pre” (1)) and —pre(p) =
pre(—yp) (that are easy to infer from the definitions of the operators in Section 2.1)
we obtain —pre”(I) = pre(=pre® (I)). Therefore, pre(=pre® (I)) is also true in
the abstract state s4. Now, by construction of the abstract system (cf. Section 2.4)
the successor abstract states of s are built using the theorem prover to simulate
forward the concrete transitions, starting from s“. (This amounts to checking the
satisfiability of the post-images of predicates that are known true in s4.) Knowing
that pre(—qﬁ"’ek _1(I ) is true in s4, the prover will find, by forward simulating some
concrete transition 7, that the predicate ﬂﬁFek_l(I ) is satisfiable®. Therefore, by
simulating some concrete transition 7, the prover will give rise to a successor abstract
state of s, in which pre®~1(I) is labelled negatively. This contradicts the minimality
of k, settles the case k > 0, and completes the proof of the claim.

We know now that in every state of T/AV,(I), all the abstract variables are
labelled positively. By construction of the abstract system, this means that for
every concrete transition 7

post (I Npre(I)A...Apre™(I)) DI Apre(I)A...Apre"(I)
is provable. From this it follows that
post(I A pre(I) A ... A pre™(I)) D pre™(I)

is provable. From the latter it follows that I A pre(I) A ... A pre™(I) D pre™ (1) is
provable. Thus, (]I € INV,,.

INV,(T) C ABS,(T): let I be a state predicate such that (JI € INV,(T).
Thus
IApre(I)A ... A pre™(I) D pre™ (1)

is provable. But this is equivalent to the fact that
post(I A pre(I) A ... A pre™(I)) D pre™(I)
is provable, or, equivalently, that for all concrete transitions 7:

post_(I A pre(I) A ... A pie™(I)) D pre™()

3We suppose the prover is powerful enough to handle automatically the operators post, pre, pre
and the relations between them. Pvs can do this for boolean, linear arithmetic, and list types.
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is provable. Now, for all 1 < k < n, it is easy to show that post. (pre”(I)) D
z%k_l(l ). Adding more hypotheses does not reduce the proving capabilities, the-
refore we obtain that for all 1 < k < n, the implication post, (I A pre(I) A ... A
pre™(I)) D pre* 1(I) is provable. We already know that the latter is provable for
k = n + 1. Therefore we conclude that for every concrete transition 7, post (I A
pre(I)A...Apre™(I)) D IApre(I)A...Apre"(I) is provable. So that if we build the
abstraction T'/AV,(I) using the same prover to simulate the concrete transitions,
we get an abstract system in which the abstract variables I, pre(I),... ,pre"(I) are
labeled positively in each state. In particular, all abstract state are labeled I, thus
T/AVy(I) =, OI. This shows the inclusion INV,(T') C ABS,(T') and completes
the proof. O

Using the above lemma together with definitions 4.1, 4.2 we obtain the following.

Theorem 4.4 A safety property can be proved by pre-invariant strengthening iff it
can be shown by pre-abstraction.

We show in the following example that interactive abstractions is strictly more
powerful than the fully automatic techniques of pre-invariant strengthening and of
pre-abstractions. The example is a mutual-exclusion algorithm taken from [BGP97|
and is based on the same principle as the well-known Bakery Algorithm: using
“tickets” to control access to the critical section. The program is illustrated in Fig. 6:
two global variables t; and to are used for keeping record of ticket values, and two
local variables a and b control the entry to the critical sections. The mutual-exclusion
property is formulated as []/ where

I: —(pc1 = es A pea = cs). (8)

We employ interactive abstractions to prove this property. First, static analysis
generates the local invariants pc; = ¢s D a < 1 and pcy = ¢s D b < t1, which are
then passed to the theorem prover and to the abstraction generator. Then, theorem
proving yields two unproved subgoals, from which we identify the predicates (a < t1)
and (b < t1) as relevant abstract variables (note that these predicates are simply the
guards). The wish associated with the transition in-a is: “any abstract state labeled
pcy = ne, pco = cs is also labeled —(a < ¢1) 7. That is, the guard (a < ¢1) should
prevent the first process from entering its critical section while the second is already
there. A similar wish is associated with the transition in-b.

An abstraction relative (e < ¢1) and (b < ¢1) to does not grant these wishes.
An abstract counterxample is produced, which is identified by forward analysis as
not corresponding to a concrete computation; thus, the abstraction is too coarse.
By backtracking the violating abstract state to the initial control configuration, the
backward analysis component reveals that the error occurred since the abstraction
“believes” that the following predicate: ¢; < t3 — 1 can hold when pcy, pce = init.
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Figure 6: The Ticket Protocol.

The user now has two options. The first is to add #; < 9 — 1 as a new abstract
variable and do another abstraction. Choosing this alternative is reasonable since
it would undoubtedly result in a finer abstraction. The second choice is to for-
mulate a conjecture and try to prove it. A conjecture (cf. interactive abstractions
diagram, Fig. 3) is a property of the concrete system that, if proved correct, would
eliminate some abstract counterexample. When it is not too difficult to come up
with a relevant conjecture, this option should be preferred. This is because a proved
conjecture usually eliminates more abstract counterexamples in further abstractions,
and may significantly reduce the number of iterations to achieve a proof.

The feedback information can suggest a conjecture. In our example, the infor-
mation “¢; < to — 1 should not hold when pci,pce = init” obviously suggests the
following conjecture: [J(pc1 = init A pcg = init D —(t1 <ty —1)). But we choose to
prove the following (stronger) property:

O(per = it A pcg = init D t1 = t2). 9)

Indeed, we notice that whenever both processes are at their initlocation, the stronger
relation ¢; = to (rather than —(¢; <3 — 1)) holds (¢; = t5 is true initially, and any
loop that goes back to the init locations increases both #; and ¢o by one). Thus,
there is good chance that the prover alone will succeed in proving the conjecture.
Indeed, (9) is proved by three iterations of invariant strengthening. We then use it
as a proved in a second abstraction (also relative to (@ < ¢;) and (b < ¢1)). This
time, the wishes are granted, and the prover can discharge the unproved subgoals
and complete the proof.

An interesting conclusion can be drawn from this simple example. While the
conjecture (9) can be proved by invariant strengthening, this is not the case for the
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mutual-exclusion property (8) I itself. Asshown in [BGP97], backwards analysis
for this property does not converge, and hence (8) cannot be proved by pre-invariant
strengthening. Therefore, by Theorem 4.4, mutual exclusion cannot be shown by
pre-abstraction either. Moreover, it is not difficult to prove that even an abstraction
relative to any finite set of sub-formulas of pre-images of I (such as the guards of the
transitions) cannot show (8). The reason for this is that to prove (8) it is important
to know when #; = o holds, but the pre-images of I express only weaker relations
between ¢; and t3. (In the example we have obtained this information by proving
the conjecture (9) instead of the weaker [(pc1 = init A pca = init D —(t; < tg — 1))
that was suggested by the feedback information.)

This demonstrates a typical use of interactive abstractions, in which the detailed
feedback from the system together with moderate amount of user ingenuity yields
the relevant abstractions and auxiliary invariants. This is in contrast to an ordinary
abstraction or theorem proving process, in which the user usually has to invest much
more effort to come up with suitable abstractions and auxiliary invariants.

5 Conclusion and Future Work

As an attempt to address the problem of the significant user ingenuity that is re-
quired to come up with appropriate auxiliary invariants or with suitable abstraction
mappings, we have presented a new methodology called interactive abstractions in-
tegrating static analysis, theorem proving and abstractions techniques. The key
features of the approach are

o It is incremental: each step is based on information obtained from failures of
previous steps. When the iterative process terminates, it yields a proof or a
counterexample.

o It is goal-directed: abstractions are guided by a subgoals in a failed proof
attempt.

o It is partially automatic: each component performs an automatic task, the user
chooses which component to invoke at each step and how to apply it.

e User input is highly guided by information provided by the system.

e It is general, in principle, and not dependent on a particular implementation
of the components.

The current implementation of interactive abstractions consists of a number of
loosely coupled components. We use Pvs [ORS+95] as the theorem-proving com-
ponent. We have written a hierarchy of Pvs theories to formalize temporal logic,
transition systems (in general), and to describe a specific transition system (that
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is being analyzed) and properties of the latter such as auxiliary invariants found
by static analysis and proved conjectures. For static analysis and abstraction we
use the tool Invariant Checker [GS97]. We are currently implementing the forward/
backward trace analysis as a separate component to analyze finite traces of transi-
tions systems with boolean, enumerated types, integers, and lists. This is enough to
model, e.g., communication protocols, in which shared list-variables are used to the
communication channels. Our intention is to experiment with the achieved version
of interactive abstractions on larger case studies.

Acknowledgments. We wish to thank John Rushby and Natarajan Shankar for
valuable comments, Sam Owre for lending us help with Pvs, and Hassen Saidi for
assisting us with the Invariant Checker.
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