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Correction Linéaire Automatique
des Erreurs d’Arrondi

Résumé : TUne nouvelle méthode automatique de correction de 'effet d’ordre
un des erreurs d’arrondi introduites par ’arithmétique flottante est présentée.
Un terme correctif et un intervalle de confiance sont calculés par différentia-
tion automatique, calcul des erreurs d’arrondi élémentaires et analyse de type
running error. Les algorithmes dont la précision du résultat n’est pas affectée
par des termes d’ordre supérieur sont identifiés. La correction est appliquée
au résultat final ou & des résultats intermédiaires sensibles. Les propriétés et
lefficacité de la méthode sont illustrées par un exemple numérique adéquat.
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1 Introduction

Improving the accuracy and the stability of numerical software is one of the current chal-
lenges in scientific computing. The rounding errors introduced by floating point arithmetic
contribute to the inaccuracy of the computed results and to the instability of some numerical
algorithms. In this paper, we focus on the propagation of rounding errors. Other sources
of error such as errors in the data and the use of approximation schemes are not considered
here.

The control of the propagation of rounding errors and the improvement of the final
accuracy have been extensively studied for more than 40 years. Even so, new results and
recent books in the domain are still numerous [3], [5], [12], [31].

Rounding error analysis becomes complex and tedious for large algorithms, and of course,
for the software which implements them. Therefore, some automatic approaches that use
the computer to correct its own deficiencies have been developed. We present a brief review
of these automatic methods in Section 2.

We define the elementary rounding error as the error introduced by each floating point
arithmetic operation, and the global forward (rounding) error as the accumulated effect of
the elementary rounding errors on the final result.

Some automatic methods rely on the computation of the partial derivatives of the global
forward error with respect to the elementary rounding errors. These differential methods
use automatic differentiation techniques that provide a general application and an efficient
implementation [14]. Differential methods are generally used to compute a bound for the
global forward error. However, as described in Section 3, such computed bounds may be
too large to be useful.

In this paper, we present the CENA method that provides an automatic linear correction
of rounding errors. CENA is the French acronym of Correction des Erreurs Numérigques
d’Arrondi, that means Correcting Numerical Rounding Errors. This new differential method
does not attempt to compute a bound for the global forward error. The CENA method
actually corrects the computed result with the first-order terms of the global forward error
with respect to the elementary rounding errors.

Such a linear correction is suitable when the global forward error is dominated by the
first-order terms, for example in the linear algorithms we define in Section 3. Even if complex
algorithms are not linear, the accuracy of computed solutions may rely on linear parts of
the algorithms. Thus, the CENA method can be used to correct final results or sensitive
intermediate variables and improve the accuracy of the results and the stability of the
algorithm.

The computed linear correction term may also suffer from an approximation error and
rounding errors. In this case, the remaining difference between the corrected result and the
exact result is measured by a residual error. The CENA method computes a bound of this
residual error that provides a confidence threshold associated with the corrected result.
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4 Philippe LANGLOIS

The CENA method relies on the computation of the elementary rounding errors and the
partial derivatives of the computed result with respect to these elementary rounding errors.
These two computations are respectively presented in Sections 4 and 5.

Langlois and Nativel have given an introductory description of this approach in [1§]
(in French) and [19]. Examples of final result correction are proposed in Nativel’s PhD
dissertation [27]. The aim of this paper is to present a complete and definitive description
of the CENA method. Using Wilkinson’s running error analysis, we also derive here a new
dynamic bound for the residual error that improves the previous a priori result given in
[18]. The properties of the CENA method are illustrated throughout this paper with the
evaluation of a sample function. Significant applications of the CENA method to final and
intermediate sensitive results are proposed in [17].

2 Automatic Rounding Error Methods

Two parameters characterize automatic methods for rounding errors control.
e The space within the result of the rounding error analysis is expressed.
e The deterministic or stochastic properties held by the approach.

Considering a numerical algorithm as a mapping f of a data space D to a result space

-~

R, a forward method estimates or bounds the loss of accuracy || f(X) — f(X)||r of the
computed result f(X) for data X € D and a norm || - || on R.

The backward approach interprets the final inaccurate result f(X ) as exact for the same
mapping f, but applied to perturbed data X + AX. Thus, f(X ) = f(X + AX), and the
backward analysis consists in bounding the backward error ||AX||p in the data space.

Assuming f continuously differentiable, a condition number measures the sensitivity
0f/0X in a neighborhood of the data X. Condition numbers depend on the choice of
the norms || - ||p and || - ||z in the data and result spaces.

Forward and backward approaches are linked by the first-order inequality

forward error < condition number x backward error

which holds for regular solutions and consistently defined errors and condition number. This
relation can be generalized to singular solutions using a conjecture, proposed in [5], that re-
lies on regularity properties of f.

We distinguish forward and backward approaches according to the space within the con-
clusions of the error analysis are expressed. That is, respectively, the result space R for the
forward approaches and the data space D for the backward. Distinction between determin-
istic and stochastic methods is less systematic as stochastic properties could be introduced
at different levels of the method. Therefore, we consider a method to be deterministic if no

INRIA



Automatic Linear Correction of Rounding Errors 5

stochastic hypothesis is assumed; otherwise we consider it to be stochastic. According to
this characterization, we briefly review the main automatic rounding error methods.

Introduced in 1966 by Moore [26] and widely developed and automated by Kulisch and
his colleagues [16], interval analysis is a forward deterministic approach. The propagation
of rounding errors is simulated using interval arithmetic. Each interval contains the ex-
act solution and its range quantifies the effect of rounding errors propagation. The classical
drawback is the growth of the interval result that tends to overestimate the inaccuracy of the
computed result. However, optimal interval results may be computed using the maximum-
quality inner product, or iterative refinement when the problem is equivalent to a contractive
fixed-point equation, or more generally, other techniques that depend on the problem and
the algorithm [2]. Numerous libraries and programming language extensions that implement
interval analysis are available [1].

Wilkinson’s running error analysis is another forward deterministic method proposed in
1971 by [28] but was applied by Wilkinson much earlier [37]. Rudimentary but both general
and easy to implement, this method is more widely known since it is described in [12]. The
absolute value of the results of each arithmetic operation are added in an accumulation vari-
able. A running error bound of the global forward error is therefore derived by the product
of this variable with the arithmetic precision.

The CESTAC method, introduced in 1974 by La Porte and Vignes [32] and developed by
Vignes and his colleagues, is a forward stochastic method [36]. The model for the elementary
rounding errors is a normal distribution which depends on properties of the arithmetic round-
ing mode. This method simulates such elementary rounding errors and provides the number
of significant digits from a first-order model of the elementary rounding error propagation.
The stochastic arithmetic formalizes the underlying hypothesis and the mathematical found-
ing of this approach [7]. The software tool CADNA implements the CESTAC method in
Ada and Fortran 90 [6].

Since 1988, Chaitin-Chatelin and her colleagues have been working on a backward sta-
tistical approach. The mathematical formulation of this approach is described in [5]. The
numerical stability with respect to the rounding errors or initial data is analyzed according
to the backward approach. The associated implementation, PRECISE, provides statistical
estimations of condition numbers, backward errors and regularity orders, as well as statisti-
cal sensitivity analysis. These tools are mainly applied to solve linear systems, eigenvalues
problems and the determination of polynomial roots. Similar approaches are proposed in
[9] and [10].

Writing the global forward error as the first-order Taylor expansion with respect to the

elementary rounding errors, is known since at least 1964 [11]. In 1972-1973, Linnainmaa and
Miller both proposed an automatic use of this Taylor expansion and consequently defined
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6 Philippe LANGLOIS

Table 1: Main automatic rounding error methods.

Method Analysis Model Main references
Interval Arithmetic forward deterministic [26],[1]
Running Error Analysis forward deterministic [28],[37]
CESTAC forward stochastic [32],31]
PRECISE backward stochastic [5]
Absolute Error Analysis backward deterministic [25]
Relative Error Analysis forward, backward deterministic [20]
Error Linearization forward stochastic [23]
CENA forward deterministic

the first software tools for automatic differentiation [21], [24]. These differential methods
are stochastic or deterministic according to the elementary rounding error model : stochas-
tic in [23], deterministic in [20], [25] and both in [14]. Both forward and backward error
analyses were derived from these differential methods. The first-order Taylor expansion di-
rectly yields the forward error analysis. Backward error analysis is derived comparing the
first-order forward analysis of rounding errors and data perturbations. This perturbation
analysis is automated computing the derivatives of the solution with respect to the data
[25]. Experimental software, mostly free and in Fortran 77, implement these developments.

The CENA method presented in this paper is a forward and deterministic approach.
Both first-order approximation of the global forward error with respect to the elementary
rounding errors and automatic differentiation are applied. Elementary rounding errors are
neither bounded nor described by a stochastic model, but computed. The first-order term
of the global forward error with respect to the elementary rounding errors is computed as a
correcting factor to the computed result.

Linnainmaa has proven that the first-order approximation of the global forward error is
an efficient tool for experimental analysis of the numerical stability of algorithms [23]. The
CENA method extends Linnainmaa’s error linearization method providing the computation
of a correcting factor of the global forward error. This correction is based on the numerous
results on elementary error computation obtained between 1965-1975 by several authors,
particularly Dekker [8], Kahan, Knuth [15] and Pichat [30].

All these approaches are a posteriori methods, that is, the assessed algorithm or software
proceeds and jointly provides the computed result and the analysis. Table 1 summarizes this
classification. To complete this review of the main automatic methods for rounding control,
we mention rather different approaches based on symbolic computation as proposed in [34].

INRIA



Automatic Linear Correction of Rounding Errors 7

3 Rounding Errors and Linear Algorithms

In this section, we define the notation used in the paper and then the principles of the CENA
method.

3.1 Floating Point Environment

Let F be the set of normalized floating point numbers with p digits of mantissa in base b. El-
ementary floating point operations that correspond to arithmetic operations (+, —, x,/,v/)
are defined on F, and evaluated expressions are denoted fI(-). Computed quantities wear a
hat as in [12] for example.

Using Dekker’s definitions, we assume that the floating point arithmetic is optimal or at
least faithful [8]. A faithful arithmetic is such that a computed result Z is equal to the exact
result z when 2z € FF, and one of the two adjacent elements in F that enclose the exact result
z otherwise. An optimal arithmetic is a faithful arithmetic such that the computed result
Z is the nearest element in F of the exact result z. A tie-breaking strategy is supposed to
be defined when there are two nearest elements. The rounding unit of F is u = b!~? for a
faithful arithmetic and u = b!~?/2 for an optimal one.

Thus, a faithful or optimal arithmetic satisfies the standard model of floating point
arithmetic [12]. For z,y € Fand o € {+,—, x,/,v/ }, we define z = zoy and Z = fl(z o y).
Then,

Z=2(1+¢), [([<u, (1)
and similarly,

z=2z/(1+¢), [(|<u 2)

3.2 Linear Correction

Let f be a function of n real variables and fI(f) = f its numerical evaluation on F.
For simplicity, we assume that f is a real function — a vector function will be considered
componentwise. For X = (z1,...,z,) belonging to F, consider the computation of zy =
f(X) that returns Zy. The global forward error is Zy — f(X). The computation of each
intermediate variable Zj, introduces an elementary rounding error dy for k =n+1,...,N.
For 7;, Z; and Ty in Fsuch that 1 <i<j<k<Nando€ {+,—,x,/,V },

B = fl(Fio3)
=z + O, (4)

where Z; # 0 when o =/, and 7; =0, T; > 0 when o =/ .

RR n~° 3828



8 Philippe LANGLOIS

Table 2: Examples of linear bound weakness.

Expression = Computed value £ Actual |Z —z| Linear bounding of |Z — z|
(259+1) -1 250 0 227
(225)2 __250 0 0 227

~

So, the numerical evaluation of f(X) on Fis f(X,J), that is, a function of the data X
and the elementary rounding errors § = (d,41,...,0n). A first-order approximate of the
global rounding error with respect to the elementary rounding errors is

N
B
Ap= 8—(;;()(,5)-5,9. (5)
k=n+1

~

As f(X) = f(X,0), the global forward rounding error is

~

f(X,0) - f(X) = A - E, (6)

where Ej, is the linearization error associated with Aj,.

This approximate Ay, is computable when the partial derivatives af/ 00y, and the el-
ementary rounding errors §; are known. Numerous stochastic models for d; have been
tried [14], [23], [35], though elementary rounding errors are not random but fixed for given
arithmetic and values.

Bounding d;, by u in the deterministic approaches, as in [14], sometimes yields unsuitable
bounds for |Ar|. Indeed, the compensation of elementary rounding errors and exactly
computed results are not taken into account when such bounds are derived. In Table 2,
we present two examples that respectively illustrate these limitations in IEEE-754 single
precision (u = 2724) [13].

In order to avoid these drawbacks, we propose not to bound, but to compute Ay,. Hence,
we compute the corrected result f(X) defined as

00 = s (F(x,0) - Az), (7)
with
AL =Ap+ Ey,

where E, is the error introduced by the computation of relation (5) in F. The final sub-
traction of the correction defined by relation (7) introduces an elementary rounding error

[ ~

§= F(X) - (F(X,8) - Ay),

INRIA



Automatic Linear Correction of Rounding Errors 9

such that

6] < u| FX)I- ®)

Hence, the computing error associated with the corrected result f(X) is
Ec =E, — 4. 9)
Finally, the residual error between the corrected result and the exact result is
FX) = f(X) = —(BL + Fo). (10)
The smaller is the residual error, the more efficient is the correcting method.

In next Section 3.3, we study the linearization error Ey. In Section 3.4, we derive a
computable bound of the computing error E¢ that is the residual error for a particular
class of algorithms, the linear algorithms. Then, we discuss the attainable accuracy of the
corrected result and introduce the notion of sensitive intermediate result in Section 3.5.

3.3 The Linearization Error £}, and Linear Algorithms

Higher than first-order effects of the elementary rounding errors may contribute to the
inaccuracy of a computed result.
For example, let f; be the evaluation of f(z,y,2) = z? —y? — 22 with Algorithm 1.

Algorithm 1 computes f(z,y, z) = 2% — y? — 22 introducing second-order rounding error s.

rL =, A2=Y, T3=2

T4 =21 + 22

Iy =1 — T2

Tg = Tg4 X Ty

Ty =3 X I3

.'L'/g\; =T — 7

fi(z,y,2) = x5

Relation (4) yields
A @,y,2) = f(@,y,2) = 64(x — y) + 65(x + y) + 06 + 67 + 05 + 0405.
Then, computing f(22°,1,22%) = —1 in IEEE-754 single precision (u = 2724) gives
ﬁ(225, 1,225) =0,

as
(542—1, (5521 and 6626725820-

RR n~° 3828



10 Philippe LANGLOIS

In this case, both the first and second-order terms significantly contribute to the global
forward error.

The order and terms that are significant in the development of the global forward error
with respect to the elementary rounding errors, depend on the algorithm and the data. A
general criterion to stop computing higher order terms is difficult to define. The a priori
choice of a maximal order such that higher order terms are not considered may involve
to neglect significant terms for the global rounding error. Such terms are here taken into
account in the linearization error Er, defined by relation (6).

An accurate bound of Ey, is also difficult to compute. Nevertheless, the following linear
algorithms satisfies the interesting property Er = 0.

Definition 1 A linear algorithm on F is an algorithm that only contains the operations
{+,—%,/,/} and such that

- every multiplication fl(Z; X ;) satisfies T; = x; or T; = x;, and

- every dwision fl(Z;/Z;) satisfies T; = x;, and

- every square root fl (\/T;) satisfies T; = z;.

Linear algorithms are such that the identified operands Zj suffer from no previous round-
ing error. Constants and data of any implemented algorithm are such Zj. According to
their numerical value, some computed quantities may also satisfy Z; = zp. Even if the
final result Ty is not computed with a linear algorithm, some intermediate variables may
be returned by linear parts of the algorithm.

Some basic algorithms for scientific computing are linear algorithms. For example, we
mention the natural order summation algorithm of n real numbers, the inner product of two
vectors and therefore most of the BLAS routines, the polynomial evaluation using Horner’s
method and the resolution of triangular linear system.

We compute the previous function f(z,y,z) with the following linear algorithm that
returns fo.

Algorithm 2 is a linear algorithm to compute f(z,y,2) = 22 — 32 — 22.

L=z, T2=Y, IT3=Z2
T4 =1 XI1

Ty = To X I

LTg = T4 — X5

Ty = I3 X I3

.’L’/@ =T — T7

f2($7y7z) = g

INRIA



Automatic Linear Correction of Rounding Errors 11

We have .
h(@y,2) = f@,y,2) =Y 0.
k=4

The global forward error of the linear algorithm f2 is a linear function of the elementary
rounding errors. This property holds for linear algorithms.

Theorem 1 Let Ty be the computed result of f(X) by a linear algorithm on F for X =

(z1,...,2,) € F*. The global forward rounding error Zn — f(X) is a linear function of the
elementary rounding errors § = (6p41,...,0N).
proof (Main steps) For each elementary operation and k¥ =n + 1,..., N, we prove by

induction that the global rounding error in Zj, is a linear function of the elementary rounding
errors 6, (n+1 <r < k).

A non-linear propagation of the elementary rounding error §, may appear when Z, is
one of the two operands of a multiplication, the divisor of a division or the operand of a
square root. For the multiplication and n+ 1 <s <r < k,

~

Ty = Tp X Ty+0p
= (z.+6,;) X (zs + d5) + Iy,
Ty + 0 + 6,25 + 05T, + 0,05.

From the linear algorithm definition, we assume for example that §,, = 0. The non-linear
term 6,0, vanishes, and the global rounding error Z; — x; is linear with respect to ds and

0. The induction is initialized since the data X = (z1,...,z,) € F*. The division and
square root cases are similar and presented in [19].
|

For a given computation, a linear algorithm provides a linear global forward error. Of
course, this global forward error is not necessary smaller than the error produced by an-
other non-linear algorithm. For example, the two previous computations of f; and f2 give
the same forward error for (z,y,2) = (22°,1,2%). The linear algorithm generates a global
forward error that only consists in first-order terms with respect to the elementary rounding
errors.

As Er, = 0, the two following corollaries for linear algorithms and the corrected result

derive from relation (10). We recall that f(X) = fI (f(X, 0) — &\L) and the computing

error E¢ introduced by the computation of A = fl (Ap) is defined by relation (9).

Corollary 1 When f(X) is computed with a linear algorithm, the corrected result f(X)
only suffers from the computing error E¢, i.e.,

f(X) = f(X) - Ec.

RR n-° 3828



12 Philippe LANGLOIS

The CENA method computes the linear correcting factor E; and then the corrected
result f(X). Let f(X,d) be the computed result of a linear (part of) algorithm. The
corrected result f(X) does not suffer from the first-order effect of the elementary rounding

errors. Hence, we have for the previous example

f2(275,1,2%) = —1 = f(2°,1,2%).

Corollary 2 Let Bg, be a bound for Ec, that is, |Ec| < Bg,. The exact result f(X) and
the corrected result f(X) of a linear algorithm are such that

f(X) € Ipe = [f(X) = Bgg, f(X) + Bgg]-

The Bg,. bound of the rounding errors introduced by the correction process provides a

confidence threshold for the corrected result f(X). Let us assume that Bg,, and hence the
interval Zg,,, are computed (see next section). From Corollary 2, f(X) belongs to Zg,, (but

is unknown). Thus, the corrected value f(X) and the confidence threshold Bg, could be

~

used to control the accuracy of the original computed result Zy. Comparing Zy = f(X, )
with 7, range may provide an estimate of the number of correct digits in the computed
result.

In the previous example, we compute Bg, = 7.152 x 10~7 in optimal IEEE-754 single
precision arithmetic, i.e., u = 2724 & 5.96 x 1078, As the corrected result f»(225,1,225) =
—1.0, the exact result f(22°,1,2%) = —1.0 £ 7.152 x 10~7. So we prove that the initial

computed value f>(225,1,22%) = 0.0 has no significant digit.

3.4 The Computing Error Es and its Bounding

The correction fI (f— EL) relies on the computation of the inner product Ay of the

elementary errors d; and the partial derivatives Gf/ 90 (n+1 < k < N). As these com-
putations all suffer from rounding errors, is the correcting term Aj accurate enough to
improve the accuracy of the computed result ?

From Section 3.2, we recall that the computing error is Ec = E} — 4§, where § is the

elementary rounding error due to the last subtraction that satisfies |§] < u| f(X)|. We
discuss the accuracy of this subtraction in the next Section 3.5.

Langlois and Nativel provide a theoretical approximate bound for Ej, = EL — Ay that
derives from a priori inequalities [18]. However, this bound suffers from the characteristic
weakness of a priori results: the actual elementary errors are not taken into account as all
these errors are bounded by the worst one. The a priori bound also increases as the number
of intermediate variables that could be very large in applications. So, the computation of
this a priori bound for E}, may return large bounds and suffer from overflow.

INRIA



Automatic Linear Correction of Rounding Errors 13

We propose here to compute a sharper bound for the computation error E¢ using Wilkin-
son’s running error analysis recalled in Section 2.

Algorithm 3 is a model of A7, computation using relation (5).

S,=0
for k=n+1to N do
Ur = A(ug)
Vk = B(’Uk)
Pk = Uk X Vk
Sk =Sr_1+ P
e;n\d for
Ap =S8N

The computation of the correcting factor A7 with relation (5) is described by Algo-
rithm 3 where uy, = (6f/86k)(X, 0) and v, =0 (k=n+1,...,N). The functions A and
B are introduced to take into account the rounding errors due to the previous computations
of the partial derivatives 0 f/0dy and the elementary errors d;. Let us assume that global
rounding error bounds on Uy, and Vj, are computable and such that

ﬁk—uk:uk with |,uk| <uagp (ug,ar €R), (11)
and
Vi—vop = with |vg| <uf (v, B €R. (12)

Such bounds aj and i are proposed in Sections 5 and 4.

Applying relations (1) and (2) to P, and Sy computed by Algorithm 3 yield

5 _ UnVi
P, = <
k 1+7rk7 |7Tk|_ll,

and
1+ og) §k = §k—1 + ﬁk ‘7k — Tk ﬁk, lok| < u
Relations (11) and (12) give
Uk Vie = upvg + M Vie +v1, U — HkVk-
With the error e, = S; — S, in relation (3.4) and as Sy, = Sg_1 + urvg, we have

er = ex—1 — T Py — 0 S + o Vi + v U, — pi v

RR n~° 3828



14 Philippe LANGLOIS

So, a bound that only depends on computable quantities is

lex] < lex—1| +w(| Pl + | Skl + | V| + Be| Ug| + wayBy).

We write the bound |e,| = eg) + 622), where eg) and 6562) respectively represent the first
and second-order terms in u of |e,|. Since e, = 0, Algorithm 4 is the transformation of Al-

gorithm 3 to compute both the correcting factor A\L and a running error bound B B, for Ef,.

Algorithm 4 computes both A\L and a running error bound Bg, for E¢.

S, =0, e =0, =0
for k=n+1to N do

Uk =A(uk)

Vi = B(wg)

Pk = Uk X Vk
Sk = Sk_1+ Py

e = ef)y + [Pel + ISkl + o x Vil + B x |Uil

e = e, + o x B
end for
A =Sn
Bp, = ux (eg\l,) +ux eg))

Knowing the corrected result f(X) in relation (8), a bound Bg, for the computing error
Ec = E{, — ¢ introduced by the correcting process is

Bp, = u[(el) + F(X)) + uell]. (13)

Hence, the immediate modification of Algorithm 4, replacing its last instruction by rela-
tion (13), provides the computation of the correcting term Ay, and the associated running
error bound Bg,.

In practice, a first order running error bound is computed neglecting second-order terms
e,(f) (k=n+1,...,N). Numerical experiments confirm that running error bounds are more
accurate than a priori bounds. Algorithm 4 provides about 100 times sharper bounds than
the previous result from [18]. This bound improves the previously pointed out assessment of
the computed result accuracy that Corollary 2 provides. However, pessimistic bounds and
overflow risks are not definitely avoided as a running error bound is also a summation of
absolute values which necessarily increases as the computation proceeds.

INRIA



Automatic Linear Correction of Rounding Errors 15

3.5 Accuracy Limitation of the Corrected Result

The best corrected result f(X) satisfies
fX)=(010+¢€¢f(X), e€=0when f(X) €F and |¢| < u otherwise. (14)

The actual corrected result does not satisfy this property as it suffers from the errors Ep,
and E¢ (see Corollary 2).
The initial accuracy of the computed result f(X) and the precision u also limit the

accuracy of the corrected result f(X). The final subtraction fI (f(X )— A\L) may suf-

fer from severe cancellation and magnifies previous errors in f(X ) and AL. The ex-
act correction Ay, = f — f yields in F the best correcting factor Ap = fl(ApL), i.e.,
AL = Tgb}ﬂf —fl (f— KL) [}. The worst cancellation in fI (f(X) - EL) appears when

u| f(X)| > |f(X)| > 0 : in precision u, AL = f(X) and f(X) = 0. This corrected result
does not satisfy relation (14) for f(X) # 0. Nevertheless, the corrected result is more accu-

~

rate than the initially computed result as | f(X)| > |f(X)| > | f(X)| =0.

For example, let us consider the IEEE-754 single precision evaluation of g(2°°,225, 1),
with g(z,y,2) = 22 but computed as

9(z,y,2) =2% —y> —2® + 9> + 22

Evaluating g from the left to the right insures E;, = 0. We have g(25°,225,1) = 1 and
(250,225 1) = 250, The global error Ay, = 2°° — 1 yields a correcting factor Az = 250 in
finite precision u = 2724, With such a Ay, the corrected result would be ¢(259,225 1) =0,
that is not an accurate correction of the exact value 1.

~

A natural way to avoid this limitation is to reduce the global error in f(X) before it
becomes too important to be corrected with the final subtraction fi (f(X ) — A\L) This

may be achieved by correcting some well-chosen intermediate results in the computation of
f(X). Intermediate results of a linear algorithm are also computed with a linear algorithm.
Hence, it is legitimate to apply the correcting process to such intermediate results.

For example, the previous function g satisfies g(z,y,2) = fo(z,y,z) + y? + 22, with
function fo defined in Section 3.4. As f,(250,225 250) = —250,

92(1.7 Y, Z) = f2($aya 1') + y2 + 22
yields the corrected result

92(25072257 1) =1= 9(25072257 1)
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In this example, we observe that no other correction than this intermediate correction is
necessary to avoid the inaccuracy of the computed result. The final accuracy of this compu-
tation relies on the accuracy of this intermediate computation. We call such an intermediate
variable a sensitive intermediate variable. Of course, to identify sensitive intermediate vari-
ables is generally a difficult task.

Correcting sensitive intermediate results extends the range of application and the effi-
ciency of the CENA method. An interesting application of such intermediate correction
arises when the stability of the algorithm depends on the accuracy of intermediate results.
For example, the computation with Newton’s iteration of a multiple root of a polynomial
is stabilized when the intermediate evaluations of the polynomial and its derivative are cor-
rected with the CENA method. Such significant examples of intermediate correction are
presented in [17].

After this presentation of the principles of the CENA method, we detail the computation
of the correcting term Ay in next Sections 4 and 5.

4 Computing the Elementary Rounding Errors

We extend the notation d; introduced in relation (3) to define the operation and the operands
concerned by the elementary rounding error. For o € {+,—,x,/,v/ }, let Z;, Z; and T}
be in F and such that Zp = flI(Z; 0 ;). The absolute elementary rounding error in the
computation of Ty is

ko, zi, ;] = fU(Zio Tj) — (T 0 Tj) = Ok,

where Z; # 0 when o = /, and Z; = 0, Z; > 0 when o = v/ . The elementary rounding
error 0y [o, x;, z;] satisfies the two following properties.

Proposition 1 For o € {+,—, x}, the elementary rounding error y[o, z;,x;] belongs to F
and is computable using the operations defined on F.

As the elementary rounding error &i[o,z;,z;] ¢ F when o € {/,v/ }, we introduce

the approximate elementary error &[o,xi,mj] and an approximation bound S, to derive a
similar property.

Proposition 2 For o € {/,v/ }, an approzimate elementary error &[O,xi,m‘j] € F and an
approximation bound B, € F such that

Orlo, s, 5] — Ok[o, x4, x5]| < u P,

are computable using the operations defined on F.
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Table 3: Elementary rounding errors relations, bounds and overheads.

o | dfo,y,z] for zp =yoz Br ts,[0]/to
+ | F(y —=xr) where exponent(y) < exponent(z) 0 2
ze—(yUx2") [(y7 x 2) + (y* x 2)] = (y" x2"),
x with 2V = [z — (z — M)] + (z x M), 0 13
zl =z -2V (x=y,2), and M = 2P +1.
/| @k x 2) —y —0[x, (y/2),2]} /2 ol/ 9,21 | =3
V| @k x k) =y +0[x, zp, zk] 30lV iyl | ~15

The operations o € {+, —, x} satisfy Property 2 with 8 = 0. So, we can compute the
elementary rounding errors dy, and the bound Sy, for the rounding errors in the computation
of ¢, defined by relation (12).

Remark about the proof of Properties 1 and 2: Table 3 summarizes the
computing relations for g, the bounds g and the overhead introduced by the computation
of §; assuming an optimal binary arithmetic. No hat notation is used in this table as
operands and operations are obviously computed quantities. Elementary rounding errors
were largely studied in the 1970s. Except for the square root operator, the relations for
computing d;, are quoted from references [8], [15], [29]. The integer p; is such that p; = p/2
for an even number of digits p of the floating point mantissa, and p; = (p — 1)/2 otherwise.

The numerator of 6x[/,z;, ;] belongs to F [30]. Hence, the error bound g for this
operation only takes into account the rounding error of the last division by z; in the compu-
tation of 0x[/, x;, x;]. For the square root, we neglect the second-order terms in u and derive
the bound gy, for 6x[v/, z;, z;] after some straightforward manipulations (see [18] for details).

In practice, the computation of the elementary errors partly contributes to the time
overhead introduced by the CENA method. For each elementary operation o, let t5, o] be
the time to compute the elementary rounding error di[o], and ¢, be the time to compute
the operation o. As the latter depends on the computer, we assume that the floating point
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operations satisfy the following (realistic) relative performances : t+ = tx =t,t, = 10t and
t, = 20t [33]. Hence, the ratios of time t;,[o]/t, presented in Table 3 measure the time
overheads due to the computation of each elementary rounding error.

5 Computing the Partial Derivatives

The partial derivatives 8?/ 0 dr, in the correcting factor E; are computed with automatic
differentiation. The automatic differentiation of f is a direct application of the differentia-
tion chain rule

af 9%,
Loy om0 52 oasksw,

Cel's arc(Z;, z;) € C

This computation relies on a graph representation of algorithm f The graph vertices are
the initial and intermediate variables Zy of f (1 < k < N). The graph arc between Z;
and Z;, arc(Z;, 2;), is weighted by 0%;/0%; for i < j. This elementary partial derivative
0%;/0%; is computed given that ; = fl(Z;0 Z;) (i <1 < j). For a given intermediate
variable Ty, Ty, is the set of paths C from Ty to the result Zy = f(X) (n+1<k<N). Let
us introduce a Vertices_From function that returns the (at most two) vertices connected by
an arc to a given vertices. Vertices_ From(Z}) returns Z; and Z; when T = fI(Z; o ;).

As T, =z}, + Ok,

oy,
— =1 1<k<N
a5, (n+1<k<N),
and as zy € Ffor 1 <k <n,
oy,
—_— = 1<k<n).
a5, 0 1<k<n)

So the expected partial derivatives with respect to the elementary rounding errors are com-
putable using

ﬂzz 11 g@ (n+1<k<N). (15)

C€Tw arc(%i, 7,) €C

The reverse mode of automatic differentiation allows us to compute relation (15). The
reverse mode includes two stages [14]. The graph construction is first performed, for example
as algorithm fis processed, from the bottom to the top, that is, from Zi,..., T, to Zn.
Then, the summation in relation (15) is taken from the top to the bottom of the graph, that
is, from Ty to Ty withn+1<k < N.
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Algorithm 5 computes 8]/”\/ 00y, by automatic differe ntiation in reverse mode.
Require: 0zy/0z;, k=n+1,N
for k=1to N—-1do
D.’L’k =0
end for
D.TN =1
for k=N ton+1do
for i € Vertices From(zy) do
Dz; = Dz; + Dxy, x (0 /0x;)
end for

end for

8f /86, = Day,

Assuming the graph has been constructed, the computation of the derivatives using au-
tomatic differentiation in reverse mode is described with Algorithm 5.

Using running error analysis, we bound the rounding errors introduced by the computa-
tion of the derivatives /80y, and hence derive the bound «y defined by relation (11) for
n+1<k<N.

The bound analysis is similar to the analysis conducted for E¢ in Section 3.4. The
rounding errors in the summation and the product of Algorithm 5 are taken into account
using the relations (1) and (2) of the standard model of floating point arithmetic. The
computation of dZy/07; may suffer from rounding error when Zj = z,;/; or Z, = VT,
as (—1/7?) and 1/(2 7)) are computed. These rounding errors are taken into account within
the global error of the computation of (15), introducing a scalar Cy; and a bound ~x; such
that

0z,
Cri = —
ki 6.’172'7
and 5%
~ T
Cri — 5% <y
z;

In optimal binary arithmetic, we have

2.02|Crs| when Z, = 2,/ %,
Yei = |Ck,| when Zp =/ T;, (16)
0 otherwise.

The first result derives from a classic a priori rounding error analysis of the computation
of (—1/%?) (for example, applying Lemma 3.4 of [12] as 2u < 1). The second result is
similar for 1/(2%;) and uses the fact that the base b = 2. The same kind of bounds could
be derived according to other specific floating point arithmetic properties. Running error
analysis yields here equivalent bound with more operations to compute.
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To simplify the algorithm of running error bound associated with the computation of the
derivatives, the second-order terms in u are hereafter neglected. Taking them into account
leads to an algorithm similar to Algorithm 4. Thus, Algorithm 6 computes both the deriva-
tives 0f /06y and the running error bound ay, associated to the rounding errors introduced
by this computation.

Algorithm 6 computes 8?/ 00y, and bound ay.
Require: 0z4/0z;, k=n+1,N
for k=1to N—-1do

D.’L‘k =0
€ = 0

end for

D.’L’N =1

for k=1to N do
A = 0

end for

for k=N ton+1do
for i € Vertices From(zy) do
Cri = Oz, [ Ox;
Dzx; = Dx; + Dxy x Ch;
e =¢€; + |D£L‘k X Ckil + |D£L'z| +ep X |Ck,| + Yik X |D:L'k|
end for
end for
(9f/6(5k = D:L‘k

ar =1u X e

The computation of the derivatives is the main contribution to the time overhead intro-
duced by the CENA method we began to discuss at the end of Section 4.

The main theoretical results about time and space complexity of automatic differentiation
are from [4]. For the reverse mode, the relative time overhead is bounded by m times a

~

constant when f(X) € R™. For straightforward implementation, Iri derives the constant
4 in [14]. The relative space overhead in reverse mode is bounded by a constant times the
sum of f computation space and time units.

The practical overheads of existing automatic differentiation tools are not necessarily of
the same order. The graph construction mainly consists of memory management that is
very sensitive to the size of f, implementation choices and machine memory characteristics.
In our experience, a constant of an order of 20 is a more reasonable practical bound for the
relative time overhead. It is interesting to note than Linnainmaa’s pioneering work reports
that the linearization error increased the execution time by a factor of a few tens [23].
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6 The CENA Method

We summarize the previous results and give a description of the three main stages of the
CENA method. Then, we emphasize the difference between the CENA method and increas-
ing the precision.

6.1 The Steps of the CENA Method

1. Before computing f: Choose the data X = (z1,... ,2,) € F* and the result variable
zn (in the scalar case) that defines Ty = f(X) for f satisfying Definition 1.

2. During the computation of )?: For each elementary computation Zy = fl(Z; o Z;),

Compute Ty;

Compute the elementary error di[o,x;,x;] according to the relations shown in
Table 3;

Compute the associated rounding error bound 8 according to the relations shown
in Table 3;

Compute the elementary partial derivatives 07, /0Z; and 0% /0T;, given that
T = fL(Zi0 T;);

Compute the associated rounding error bound 7x; and ~; according to rela-
tion (16);

Update fcomputational graph such that function Vertices_From(Z) returns Z;
and Z; ;

Update f computational graph storing the values of dx[o, x;,2;], Bk, OTk/0%;,
Bﬁr‘k/aﬁr‘J, Yki and 'ij-

3. After Ty = f(X ) is computed :

RR n~° 3828

Compute the correcting factor Ay, according to relation (5);

Compute the corrected result f(X) according to relation (7);

Compute the error bound a4, for the computation of the derivatives according to
Algorithm 6;

Compute the confidence threshold Bg, according to relation (13) and Algo-
rithm 4;

(optional) Assess the accuracy of the original computed result Zx according to
Corollary 2.
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6.2 The CENA Method versus Increasing the Precision

The computation of the elementary rounding errors (Table 3) might suggest that the CENA
method is tantamount to double precision computation. This is not the case. The com-
putation of Zj generates an absolute rounding error that is small with respect to Ty as
|0k| < u|Zy|. When the first-order term in J;, of the global forward error is not small with
respect to Z, 0 may significantly contribute to the inaccuracy of the computed result Zy.
Computing z in precision u introduces terms in & in the global forward error of Zy.

Increasing the precision u provides a smaller §; and may yield §; = 0. In this case, the
double precision result may be more accurate that the original one since no term in dy is
introduced. But if §; # 0, the previously described first-order effect of §; on the accuracy
of Z is still valid. Increasing the precision only delays the influence of §.

With the CENA method, we compute this elementary error d; and subtract its first-
order effect in the final result Zy at the end of the computation. If the global forward error
for Ty mainly depends on the first-order term in dy, as for example for linear algorithms,
then the corrected result provides a more accurate result than the original Zx as it is free
of the first-order effect of the §;. Moreover, the corrected result with the CENA method is
more accurate than the result of any higher precision computation such that the elementary
errors 05 do not vanished or compensated each other.

For the previous function f(z,y,z) = 22 — y2 — 22, let f3 be the (linear) Algorithm 2
evaluated in IEEE-754 double precision (u = 2753) [13]. We have

f/;(2257 17225) =-1= f(2257 17225)7

which is now exact but R
f3(2%7,1,2%") =0,

that illustrates the delay of the influence of the ;. Hence, the global forward errors for the
computations in single and double precision of algorithm f are equal. Correcting the linear
algorithm f, still provides using single precision

£2(277,1,277) = —1 = f(277,1,27).

Thus, the corrected result is the exact result and this will be true for any admissible (z,y, z) €
.

7 Conclusion
Finite precision computation provides results that suffer from every elementary rounding
errors coming from floating point arithmetic operations. For linear algorithms, this global

forward error is a linear function of the elementary rounding errors. The CENA method
computes this global forward error and provides an accurate corrected result.
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The correction is computed using automatic differentiation in reverse mode and elemen-
tary errors computation. Such computations also contain rounding errors whose effect on the
correcting term is taken into account with the residual error bound Bg,. The computation
of this bound uses mainly running error analysis and a priori approximations.

We apply the CENA method to correct final results or sensitive intermediate variables
computed with linear algorithms. The corrected result improves the accuracy of the com-
puted result, and sometimes allows us to prove that this computed result is inaccurate to all
figures. We have proven that the CENA method is not equivalent to increase the precision
of the computation.

The efficiency and the reliability of the CENA method are illustrated in [17] with the
accuracy improvement of more realistic numerical algorithms as inner product computation
and triangular linear system solving. When rounding errors introduce algorithm instabil-
ity, intermediate correction may produce stable and reliable computations. For example,
the CENA method stabilizes Newton’s iteration applied to compute the multiple root of a
polynomial [17].

The CENA method is a forward deterministic method, useful to highlight and correct
when it is possible, the unavoidable effect of rounding errors in scientific computation algo-
rithms.

The reliability of the CENA method depends on the linearity property of the analyzed al-
gorithm. Thus, its application is not universally efficient. Numerical applications frequently
use elementary functions such as trigonometric functions, exponential functions, ... Further
development of the CENA method should efficiently manage the computation of accurate
approximations of the rounding error of elementary functions. In practice, the performance
of the implementation should also take into account the newest improvements in automatic
differentiation software.
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