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Abstract: A data-intensive Web site is a Web server that accesses large numbers of pages
whose content is dynamically extracted from a database. In this context, returning a Web
page may require costly interaction with the database system (for connection and querying)
thereby increasing much the response time. In this paper, we address this performance
problem. Our approach relies on the declarative specification of the Web site. We propose a
customizable cache system architecture and its implementation, in the context of the Weave
Web site management system developed at Inria. The system can cache database data,
XML fragments or HTML files. We illustrate it using a Web site derived from the TPC/D
benchmark database. Based on experiments using our test platform WeaveBench, we assess
the performance of various caching strategies. The results clearly show that a mixed strategy
is generally close to optimal (static files). Finally, we derive guidelines for specifying cache
management based on the Web site specifications.
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Stratégies de Gestion de Cache pour des Sites Web a
Usage Intensif de Données

Résumé : Un site Web & usage intensif de données est un site Web qui gére un grand
nombre de pages dont le contenu est construit dynamiquement, & partir de grandes bases
de données. Dans ce contexte, la demande d’une page par un client peut nécessiter une
interaction cotiteuse avec le systéme de gestion de base de données (pour la connexion au
systéme et l’exécution des requétes nécessaires a la récupération des données), risquant
ainsi d’augmenter considérablement le temps de réponse. Dans ce papier, nous adressons ce
probléme de performances en nous appuyant sur la spécification déclarative de sites Web.
Nous proposons une architecture configurable de caches & plusieurs niveaux et sa mise en
oeuvre dans le cadre de Weave, un systéme de gestion de sites Web développé & PINRIA.
Dans notre approche, il est possible de cacher des données extraites d’une base de données,
des fragments XML et/ou des fichiers HTML. Nous illustrons notre approche a I’aide d’un
site Web construit & partir de la base de données du benchmark TPC/D. Puis, nous évaluons
expérimentalement, les performances de différentes stratégies de gestion de cache en utilisant
notre plate-forme de test WeaveBench. Les résultats obtenus montrent clairement qu’une
stratégie mixte est meilleure, et généralement, proche de 'optimal. Enfin, nous donnons
un ensemble de directives permettant de configurer la gestion du cache en se basant sur les
spécifications du site Web.

Mots-clé :  site web, spécification déclarative, stratégie de gestion de cache, xml, xsl.
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1 Introduction

Recently, much research has been devoted to improving Web performance by reducing clien-
t latency and bandwidth consumption, and increasing servers scalability and availability.
Proposed solutions include predictive prefetching, caching of Web objects, and architecting
network and Web servers for scalability and availability. There has been also many studies
to better understand the Web behavior and performance. Since the mid-90’s, various traces
have been collected and analyzed. The results show that existing solutions are beneficial but
need to be yet improved to accommodate the continuously growing number of Web users
and services. In particular, the highest achievable hit rate for proxy caches is about 50%.
For instance, the recent study of [92] observes that, in a steady state, 45% of the requests
are duplicate and cacheable. Furthermore, only about half of the duplicate requests which
could benefit from caching are to cacheable objects. Within traces that were collected in
1997 the percentage of uncacheable documents was only 7% [42]. This raises the need for
devising specific techniques for efficiently accessing uncacheable objects. A proxy cache may
consider documents uncacheable because they are dynamic, e.g., created by a CGI script, as
a result of a query to a database. In [92] , queries account for some 40% of the uncacheable
documents. Thus, improving the access performance to dynamic documents is key to the
improvement of the overall Web performance.

This paper addresses the performance problem for the case of data-intensive Web sites,
i.e., Web servers that provide access to large numbers of pages whose content is extracted
from a relational database. More specifically, we propose a cache system for such Web sites.
Such Web sites are not to be mistaken with sites that intensively serve large numbers of
concurrent requests, which may be made scalable using, for instance, cluster-based architec-
tures. Our goal is to reduce the response time for serving page requests within the Web site
while minimizing storage consumption, through an appropriate cache system.

To overcome the performance penalty caused by uncacheable dynamic objects, solutions
have been proposed at the level of proxy and server caches. For proxy caches, solutions differ
depending on the kind of dynamic objects that are targeted. While delta encoding [9, 68]
provides a way to handle any type of uncacheable objects, it may incur significant overhead
in terms of both processing load for computing encodings and storage capacity for storing
versions. It is thus non suited for documents changing at a high frequency rate, which is
the case of documents produced as results of database queries. Alternatively, a dynamic
object may be divided into a static part (or template) and a dynamic part where retrieval
of the former may benefit from caching while retrieval of the latter leads to Web server
access [34]. In this way, the performance cost of accessing a dynamic object is reduced to
the minimum. However, in the case of query processing, the load offered to the Web server
remains unchanged and hence still requires adequate management at the server level for
effective performance improvement. A more general solution is the introduction of cache
applets [15] which customize the caching policy for each document. Cache applets enable
Web servers to attach computation with Web objects, which may be conveniently exploited
by proxy caches (e.g. the proxy cache may request the server only for the document part that
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is actually dynamic). Close to this work is the proposal of [10], which introduces the CacheL
language for customizing cache management policies according to the specifics of accessed
documents and/or services. Here again, these solutions do not improve the Web latency
when the requested page is built from database content; the data has still to be requested
from the Web server. However, it is our opinion that customized cache management is
required for the effective handling of Web documents in general and dynamic documents in
particular. The diversity of Web services cannot accommodate a single cache management
policy. For instance, in the case of Web documents produced out of database contents, the
rate of changes together with the popularity of the data are to be taken into consideration for
assessing the relevance of caching HTML files. Hence, the above references give a good base
ground towards improving the Web performance. Regarding caching of dynamic objects at
the level of Web servers, the proposal of [19] introduces an algorithm for efficient update
propagation to caches. It is a first step towards improving Web performance when handling
database queries. However, it is aimed at a specific service, i.e., the 1998 Olympic Game Web
site. In particular, the targeted service allowed for storing in memory all the dynamic pages
without overflow, yielding a cache hit rate close to 100% without applying a replacement
algorithm. This assumption cannot be made for Web servers interfacing with databases,
especially data-intensive Web sites.

Reducing the Web latency for pages produced by data-intensive Web sites first requires
to address timely construction of those pages within the server. In the worst case, returning
a page whose content is extracted from a large database leads to interact with the database
system, which adds to the -already non-negligible- base cost of Web page delivery. It is
thus mandatory to devise an adequate caching strategy within the targeted Web sites. Our
approach capitalizes on results from the database research community, which has proposed
a new paradigm for building and maintaining data-intensive Web sites, based on declara-
tive specifications [36, 4, 5, 73, 23]. Two main features underlie this paradigm. First, a
declarative specification is based on a logical model of the Web site, as opposed to direct
manipulation of HTML files. The logical model captures the content and structure of the
Web site and is meant to be independent of its graphical presentation. Second, the logical
model of the site is defined as a view, in some declarative language, over the data underly-
ing the site. Web-site management systems based on declarative representations have been
shown to provide good support for common tasks, which are otherwise tedious to perform
(e.g. automatic site updates, enforcement of integrity constraints). Closer to our concern is
the extension of this paradigm proposed in [38]. for the efficient processing of documents
within data-intensive Web sites. This work exploits declarative Web site specifications for
data caching and lookahead computation within the database system according to the users’
access patterns and the update frequency of the data items. This improves performance of
handling database queries, allows for efficient update propagation, and enables caching of
data that are shared among various pages.

In this paper, we propose a cache system for data-intensive Web sites. This work is done
in the context of the Weave Web site management system developed at Inria. Our solution
enables data caching at the various levels of data elaboration within the Web site, ranging
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from results of database queries to HTML pages. In addition, Weave comes along with two
declarative languages: one for specifying the Web site’s content and one for specifying the
customized cache management within the site. This paper makes the following contributions:

- 'We propose a customizable cache system architecture for data-intensive Web sites and
an implementation. The system can cache database data, XML fragments or HTML
files. We illustrate our caching architecture using a Web site derived from the TPC/D
benchmark database [88].

- We propose a test platform called WeaveBench to assess the performance of various
caching strategies for data-intensive Web sites.

- Based on experiments, we assess the performance of the various caching strategies and
derive guidelines for specifying cache management based on the Web site specifications.

The paper is organized as follows. Section 2 discusses declarative specification of data-
intensive Web sites, and highlights the performance issues with existing strategies for the
evaluation of corresponding HTML pages. Section 3 introduces our cache system and the
associated language for specifying customized cache management. Section 4 describes our
experimentation. Section 5 concludes.

2 Declarative Specification of Data-Intensive Web Sites

The general architecture of declarative data-intensive Web site management systems [4, 5,
73, 23] is based on five fundamental principles:

1. The data content of the entire Web site is managed by a (not necessarily dedicated)
Database Management System (DBMS).

2. The specification of the Web site is distinguished from the implementation of the
Web site. By specification of a Web site, we mean the description of the HTML pages
forming a Web site, which has to be separated from the imperative code to be executed
in order to solve a page request.

3. The specification of the Web site decomposes into: (i) that of the Web site’s structure,
and (7#) that of the Web pages’ graphical presentation. The former relates to the set
of pages in the Web site, the data content attached to each page and the hyperlinks
emanating from each page, while the latter concerns the page’s layout such as the
placement of data in the page, the color of the background and the page’s icons.
This approach is already globally accepted since the XML standard aims at isolating
the data content of a Web site from the graphical presentation, usually described as
independent XSL style sheets.
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4. The structure of the Web site is described in terms of a logical model. Many different
models have been considered for this task [4, 5, 73, 23], most of them being (naturally)
based on the notion of graph.

5. The mapping between the raw data (in the original model) and the logical model of
the Web site is described via a declarative language.

As one of the prototypes pioneering this approach, the Weave system obeys to all five
principles [38]. The rest of this section presents the Weave system and illustrates the asso-
ciated language with an example. Then, it discusses evaluation strategies for data-intensive
Web sites.

2.1 The Weave system

The Weave system targets Web sites whose data content is derived from large relational
databases, and adopts the graph data model proposed for XML [33] for the Web site logical
model. An instance of this data model corresponding to a particular Web site is then called
the XML site graph. In this context, XML becomes the natural language to represent site
graphs. Moreover, XML site graphs are defined in the Weave system intensionally, via XML
site schemas, rather than extensionally (i.e. one Web page —XML fragment— at a time). A
site schema represents then nothing else than an XML view definition over a relational
database. Applying the site schema to a particular instance of the database results in a
complete XML site graph. Two components are then fundamental in the Weave system:
(i) the XML Generator, which applies the intentional definition of the site schema to
the underlying data and produces (fragments of) the XML site graph, and (i7)) the HTML
Generator, which applies XSL templates to XML fragments, resulting in browsable HTML
pages. We further detail the notions of site graphs and schemas below.

XML site graphs: Formally, an XML site graph is a directed labeled graph with two
types of nodes: internal nodes corresponding to Web pages, and leaf nodes corresponding to
data values attached to pages. Links between pages are modeled as arcs between the internal
nodes representing them in the graph; these are called hyperlink arcs. The site graph also
associates with every Web page the data that is displayed on the page. These associations are
represented by data arcs from internal nodes to leaves. In addition, the following elements
are associated with every hyperlink arc [ in the site graph: a string valued attribute, which
specifies the semantics of the hyperlink between the two nodes (e.g. “client”), and a string
valued anchor, which is the string shown on the HTML link corresponding to the arc (e.g.,
the name of the client “Joe Smith”).

Declarative modeling of Web sites is especially effective when the pages in the site can be
classified into a small number of homogeneous collections [36](e.g., collections corresponding
to pages of customers or suppliers). Such collections are referred to as site classes. Note
that we can always model a highly specialized Web page (e.g., the root) as a class with
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one member. Pages in a Web site (and hence nodes in the XML site graph) can then be
uniquely identified by their class and a set of items from the underlying database. Hence, we
associate a unique identifier with each Web page (and as a consequence with each internal
node in the XML site graph) of the form C(X;,...,X,), where C is a site class name and
Xy,...,X, are a list of data items from the database. This identification mechanism of the
pages in the Web site is one of the fundamental concepts of the Weave system.

XML site schemas: XML site schemas intensionnaly define an XML view over a rela-
tional database. Formally, an XML site schema G can be modeled as a labeled directed
graph which contains one internal node for every site class. The node for a site class C of
arity n is labeled by an atom of the form C(Xy,...,X,) where Xj,...,X,, are variables.
The leaves of the site schema are labeled with single variables and correspond to data items.
Arcs in the site schema are labeled as follows:

- Hyperlink arcs: a hyperlink arc in the site schema between C;(X;) and C2(X>)
is labeled by a triple: (g, anchor,label), where: (a) q is a SQL query denoting the
condition on the values of the variables X; U X, that has to be satisfied in the database
such that there is a hyperlink between the instance of C; and the instance of Cs, (b)
anchor is either a constant string or one of the projected variables of ¢ determining
which value will appear on the HTML anchor associated with the link, and (c) label
is a string denoting the name of the attribute resulting in the site graph.

- Data arcs: a data arc in the site schema between C;(X;) and Y is labeled by a
pair: (g,label), where g and label have the same meaning as above and X U {Y'} are
projected variables of q.

In Weave, XML site schemas are described using the Weavel. language. A WeaveL,
program consists of a set of site class specifications. Each Web site class specification
includes: the declaration of the parameters identifying an instance of the class, the SQL
query whose result gives all possible instances for the above parameters (therefore describing
how to produce all instances of that class), the specification of the data contained in an
instance of the respective class, and the specification of the hyperlinks from an instance of
the respective class. The XML Generator component has the task of evaluating the queries
in the site schema and produce the corresponding XML data. In order to produce a complete
page, all the data attributes and hyperlinks (with their anchors) emanating from the given
page have to be computed. However, it is important to note that the XML Generator is
capable to generate on request either the XML data corresponding to an entire page, or
a fragment of it, corresponding to an attribute or a link type. Finally, a complete Web
site specification in the Weave system consists of a WeaveL. program, which gives the XML
view definition, and a set of XSL style sheets, which state how to map XML fragments in
browsable HTML.

RR n-°3871
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suppliers Root) customers
Suppliers() Customers()
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Figure 1: The site schema for the TPC/D example.

2.2 Example: a Web site derived from the TPC/D database

We use the following example throughout the paper and in our experiments. Suppose we
want to produce a browsable version of the data contained in the TPC/D benchmark [88].
The database contains information about products, customers and client orders. A simplified
version of the TPC/D relational schema is given below.

Part(partkey, name, brand, type, size)

Supplier(suppkey, name, address, nationkey, phone)

PartSupp(partkey, suppkey, availqty, supplycost, comment)
Customer(custkey, name, address, nationkey, phone)

Nation(nationkey, name, regionkey, comment)

Region(regionkey, name, comment)

Lineitem(orderkey, linenumber, partkey, suppkey, quantity, shipdate)
Order(orderkey, custkey, orderstatus, totalprice, orderdate, orderpriority)

The site schema shown in Figure 1 provides the following organization of the data. There
is a root page with two links to suppliers (node labeled Suppliers()) and customers (node
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labeled Customers()). Both suppliers and customers are grouped by geographical region
(e.g., SupplierReg(RK)), and inside each region by nationality (e.g., SupplierNat (NK)).
Suppliers and customers have further links to detailed information about the orders. Specif-
ically there is one page for each customer-supplier pair (CustSupp (CK,SK)) where the cus-
tomer CK ordered from the supplier SK: this page is accessible both from the supplier and
customer pages. From here, there are further links to pages detailing orders placed by that
customer to that supplier. Of course, in designing the Web site, we also add sufficient links
back to facilitate navigation. For example, the page grouping links to customers in France
can be identified as CustomerNat(6), where 6 is the key in the database identifying the coun-
try “France”.

Let us give the specification of the site class CustomerNat in the WeaveL language. A
Web page instance of the CustomerNat class depends on a single parameter: the key in the
database of the given nation. Each such page contains different types of data: the name of
the nation and the comment attached to this nation, and different types of links: link to the
page of the corresponding region and links to the pages of all the customers of this nation.
The WeaveL specification of this class is as follows:

RR n~°3871
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Class CustomerNat parameters NK
{
data: name obtained as
/* The name appearing on an instance of this page is obtained by the following query */
select name
from Nation
where nationkey=$NK
data: comment obtained as
/* The comment appearing on an instance of this page is obtained by the following query */
select comment
from Nation
where nationkey=$NK
hyperlink: customer to instances of the class Customer
parameters $CK obtained as
/* An instance of this class will have hyperlinks to all the instances of the class Customer,
whose parameters are obtained by the following query.
The query also specifies how to obtain from the database the anchors
of the respective hyperlinks.*/
select custkey as $CK, name as anchor
from Customer
where nationkey=$NK
hyperlink: region to instances of the class: CustomerReg parameters $RK
obtained as
/* An instance of this class will have hyperlinks to all the instances of the class
CustomerReg, whose parameters are obtained by the following query:*/
select r.regionkey as $RK, r.name as anchor
from Customer c, Nation n, Region r
where c.nationkey=n.nationkey and n.regionkey=r.regionkey and c.nationkey=$NK

}
{

values for NK

/* the Web site contains one instance of this class per nation in the database */
select nationkey as $NK
from Nation

}

Given a particular binding for the parameter NK of the class CustomerNat, the XML

Generator produces the XML fragment corresponding to the respective Web page.
example, given NK=6, the following XML fragment is generated:

For
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<Web page id="CustomerNat_6" class="CustomerNat” parameters="6">
<data fragment attribute name="name">
<dat_a_value>France </da_ta_value>
</data fragment>
<data fragment attribute name="comment">
<dat_a_value> 3mjmizIS3L3k2h </data value>
</data fragment> B
<link fragment link name="region">
<link>
<anchor>Europe </anchor>
<Web page id="CustomerReg 3" class="CustomerReg’ parameters="3"/>
</link>
</link_fragment>
<link fragment link name="customer’>
<link> B
<anchor> Customer#000000402 </anchor>
<Web page id="Customer_402" class="Customer’ parameters="402"/>
</link> "~
<link>
<anchor> Customer#000000413 </anchor>
<Web page id="Customer_413" class="Customer’ parameters="413"/>
</link>

</link fragment>
</Web_ page>

The XML Generator can be invoked with the request of generating only a fragment of
the above XML page. For example, it can be requested to build the "customer” fragment of

the page, in which case, it will return an incomplete XML containing only t he XML link

fragment associated with the link named ‘‘customer’’.

The links corresponding to the missing fragments appear within the optional miss-

ing_fragments attribute of the root element of the generated XML fragment as described

bellow:

RR n~°3871
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<Web page id="CustomerNat_6" class="CustomerNat” parameters="6"
missing fragments="name/comment/region”>
<link fragment linT(_name:"Customer">
<link>
<anchor> Customer#000000402 </anchor>
<Web_page id="Customer_402" class="Customer’ parameters="402"/>
</link>
<link>
<anchor> Customer#000000413 </anchor>
<Web _page id="Customer_413" class="Customer’ parameters="413"/>
</link>

</link_fragment>
</Web _page>

Let’s notice that all the XML fragments (complete or incomplete) that we manipulate
adhere to the same DTD, which is independent of the database schema and the structure
of the Web site. The DTD we use is the following:

'ELEMENT Web_page (data_fragment | link_fragment)* >
'ELEMENT data_fragment (data_value)+ >
'ELEMENT data_value (#PCDATA) >
'ELEMENT link _fragment (link)+ >
!'ELEMENT link (anchor, Web_page) >
IELEMENT anchor (#PCDATA) >
!ATTLIST data_fragment attribute name CDATA #REQUIRED >
!ATTLIST link_fragment link_name CDATA #REQUIRED >
!IATTLIST Web_page id CDATA #REQUIRED >

class CDATA #REQUIRED

parameters CDATA #IMPLIED

missing_fragments #IMPLIED >

ANANANNNNNANNA

Finally, to get a complete Web site, we need to provide a set of XSL style sheets, one
per site class, in addition to the WeaveL specification. The XSL style sheet corresponding
to class "CustomerNat" is given bellow. The XSL is for the complete XML fragment.

INRIA
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<?xml version="1.0"7>
<xsl:stylesheet xmlns:xsl="http://www.w3.org/XSL/Transform/1.0">
<xsl:output method="html" />
<xsl:param name="urlbase" />
<xsl:template match="/Web page">
<HTML> B
<HEAD>
<TITLE> TPC-D Data Base Customers/Nation</TITLE>
</HEAD>
<BODY>
<xsl:variable name="URLBASE" >
http://caravel.inria.fr/weave?
< /xsl:variable>
<H1>
TPC-D Data Base <BR/>
Customers of
<xsl:value-of select="data fragment[@attribute name=’name’]"/>
Nation B N
</H1>
Name:
<xsl:value-of select="data fragment[@attribute name=’name’]"/> <BR/>
Comment:
<xsl:value-of select="data fragment[@attribute name=’comment’]" />
<BR/>
Region:
<xsl:value-of select="link fragment[@link name=’region’]"/> <BR/>
Customers: <BR/>
<xsl:for-each select="link fragment|@link name=’customer’]">
<UL>
<xsl:for-each select="1ink" >
<LI>
<A href=
"{$URLBASE}id={Web_page/@id}
&class={Web page/Qclass}
&parameters:_{Web_page/@parameters} ">
<xsl:value-of select="anchor" />
</A>
</LI>
< /xsl:for-each>
</UL>
< /xsl:for-each>
</BODY>
</HTML>
< /xsl:template>
< /xsl:stylesheet>
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Given XSL style sheets, the HTML Generator is able to match the XML fragment
generated by the XML Generator with the corresponding XSL style sheet and to produce
the final HTML file. The HTML file generated for the XML fragment corresponding to
NK=6, is as follow:

<HTML>
<HEAD>
<TITLE> TPC-D Data Base Customers/Nation</TITLE>
</HEAD>
<BODY>
<H1> TPC-D Data Base <BR> Customers of France Nation </H1>
Name: France <BR>
Comment: 3mjmizlS3L3k2h <BR>
Region: Europe <BR>

Customers: <BR>
<UL>
<LI>
<A href="http://caravel.inria.fr /weave?id=Customer 402
&class=Customer o
&parameter="> Customer#000000402
</A>
</LI>
<LI>
<A href="http://caravel.inria.fr /weave?id=Customer 413
&class=Customer
&parameter—413"> Customer#000000413
</A>
</LI>
</UL>
</BODY>
</HTML>

2.3 Evaluation strategies for data-intensive Web sites

Up to this point, we have concentrated on the declarative specification of Web sites with
the Weave system. A multitude of strategies may then be applied for the evaluation of the
HTML pages. We now discuss various evaluation strategies ranging from purely dynamic to
fully static.

Let us first consider a purely dynamic evaluation strategy. Upon each page request, the
Web server invokes the XML Generator to produce the XML fragment corresponding to the
requested page. In order to produce the result, the XML Generator runs the appropriate
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parameterized SQL queries on the database, according to the site schema specification, and
packages the result in XML format. The XML fragment is then sent to the HTML generator,
which applies the appropriate XSL style sheet and generates the final HTML file. Thus, the
total waiting time can be decomposed as follows: (1) the communication time, (2) the HTTP
connection time, (3) the Web application startup time, (4) the DBMS connection time, (5)
the SQL execution time, (6) the XML generation time and (7) the HTML generation time.
In the case of dynamic evaluation of Web pages from large databases, the entire process
can be unacceptably expensive. Various solutions have been proposed to reduce the waiting
time for a page in this context. Some solutions focus on limiting or eliminating one of
the above 6 costs. For example, expensive CGI calls can be replaced by efficient APIs, or
servlets. Furthermore, most products avoid systematic database connection through a pool
of connections. However, these solutions do not solve the hard performance problem in
producing HTML pages derived from large databases.

A more general solution, used by most existing products [43, 86, 46, 47|, relies on mate-
rializing HTML pages. The materialization can be done either on the fly (i.e. by applying
various caching policies), or offline, before any user starts browsing. Despite very good per-
formance, the latter static evaluation strategy has several major drawbacks. First, it incurs
significant space overhead, which can be even greater than duplicating the entire database
since the same data item may appear in multiple pages. Furthermore, the same HTML tem-
plate is replicated for each page in a class. Second, propagating updates from the database
to the Web site is a serious problem once the site has been materialized [49, 53]. Third, the
materialization granularity (i.e. a page) is not always appropriate: different fragments in a
page can have different update frequencies, and materializing at the page level imposes the
recomputation of the entire page, even if some parts of the page did not change. Finally,
the static approach cannot always be applied since it cannot accommodate forms (i.e. the
page content depends on the values of some parameters which are only known at run-time).

In [38], the authors addressed the problem of run-time management of data intensive Web
sites. Their solution relies on the observation that, in the case of pure dynamic evaluation,
the parameterized queries issued from the Web server and executed on the DBMS server
share much of their computation, hence leading to redundant work. The proposed solution
is thus to cache on the DBMS the result of parameterized SQL computation, under the
form of relational tables called cache functions, and reuse the result for subsequent requests.
This approach has several advantages. First, if the SQL execution time is the dominant
cost and if this cost is high, there are significant performance improvements. Second, since
the cached data and the raw data are under the control of the same DBMS, simpler update
propagation mechanisms can be deployed. Third, it is possible to control the granularity of
the cached data, ranging from entire parameterized SQL queries to simpler sub-queries. In
this way, a single cache function can help solving requests for multiple types of pages [38].

However, it is easy to remark that this solution is not the panacea and can alter the
Web site’s performance under certain conditions. First, since the cached data is under the
control of the DBMS, every cache action (e.g. search, insert, delete) accesses the DBMS via
expensive SQL statements. Hence, using a cache with a low hit ratio incurs a large penalty.
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Second, the SQL execution time is not always the most prominent cost in evaluating a page
and may even be negligible. In this case, the overhead of caching tuples in the DBMS may
outweigh the performance improvement. Finally, another drawback of this solution is to
overload the DBMS server.

An alternative solution to the two above extremes is to cache intermediate XML repre-
sentations of data. Compared to caching HTML files, XML caching has the advantage of
storing less data. Moreover, XML representations allow for carefully controlling the granu-
larity of cached data, ranging from the entire page to fragments of the page. For instance,
we can cache the name of a product, which is somehow stable, but not its price which varies
a lot over time. However, caching XML data instead of HTML files will not exhibit a clear
advantage in terms of space saving when the ratio between the size of the XML representa-
tion and that of the corresponding HTML file is close to 1. Under such condition, caching
large XML data will not only bring no benefit in terms of space saving, but will additionally
incur runtime overhead to convert XML data into HTML on the fly. Compared to DBMS
caching [38], caching XML has the advantage of eliminating (in the case of a hit) the costs of
database connection, SQL execution, and of generating XML data. Moreover, this technique
allows to diminish the load generated on the DBMS by the Web server. On the other hand,
update propagation from the DBMS to the cached data is made more difficult (e.g. [19]).

From the above discussion, we can easily conclude that there is no universally good solu-
tion for improving the performance of a data-intensive Web site. Each of the above caching
techniques (i.e. HTML, XML or DB) will be effective under certain circumstances and dis-
astrous under others. This leads us to introduce a 3-level caching architecture including the
aforementioned HTML, XML, and DB caches. Moreover, the run-time behavior of a Web
site has to be controlled by a customizable run-time policy so as to make optimal usage
of the caches according to behavioral information such as the users’ access patterns and
the data’s evolution patterns. Intuitively, a run-time policy specifies which kind of data to
prefetch or cache (HTML pages, XML fragments, relational tables, or any combination of
those), which particular items to prefetch or cache (e.g. which particular HTML pages or
XML fragments), and which actions to execute under different events: page requests, data
updates, environmental changes. The foreseen advantage of a 3-level caching architecture,
coupled with run-time policy customization, is that it makes possible to specialize the run-
time behavior of a Web site, according to each user, to the user’s context or to the portion
of the Web site being accessed, and to automatically balance the load of such system. From
that perspective, declarative Web site specification may be exploited for characterizing the
construction of HTML pages from underlying data but also for inferring the optimal run-
time policy when combined with behavioral information about the Web site. The latter
capability is a topic of future research with many open issues.

INRIA



Caching Strategies for Data-Intensive Web Sites 17

3 Customizable Cache System

In the section, we introduce the Weave cache system with a 3-level caching architecture.
Its behavior is customized according to a high-level specification of the —foreseen optimal—
caching behavior to be enforced, which is based on declarative Web site specification using
WeaveL. In the rest of this section, we present the architecture of the cache system, the
specification of customized cache management which we illustrate with an example of the
TPC/D Web site, and the system implementation.

3.1 Architecture

Figure 2 depicts the overall caching architecture of the Weave cache system. The archi-
tecture includes a manager for each individual cache (i.e. DB, XML, and HTML) and the
global cache manager. These managers implement usual cache operations for data retrieval,
addition and removal, which are triggered following events such as HT'TP requests, invali-
dation, cache overflow. These operations are exported through the cache Interface that is
similar for all four managers. Given a page to be retrieved following a HTTP request, the
Global manager interacts with one or more of the individual caches, which may themselves
interact with other individual managers. The interaction pattern among the cache managers
for page retrieval depends on the caching policy prescribed for the given page. For instance,
if the page is requested to be stored in the HTML cache, then the global manager first issues
a request to it. In case of a hit, the page is simply returned. In case of a miss, the HTML
cache may then contact directly the DB cache or both the XML and DB caches depending
on whether fragments of the page are requested to be stored. Let us notice here that when a
data is to be retrieved from the database, there is always an interaction with the DB cache
even if the data is not cached within the DBMS. This is because the DB cache interfaces with
the DBMS, and offers additional capabilities such as pooling of DBMS connections. The
interaction between each manager also includes a protocol for data translation; protocols
are depicted by the circles in Figure 2, and correspond to the XML and HTML Generators
discussed in Section 2.

As already said, the benefit of data caching depends on the Web server’s behavior, in-
cluding actual data re-accesses, and data update frequency. Performance improvement due
to caching may further be increased using prefetching if there are recurring sequences of
requests. The server’s behavior is best approximated through the collection of statistics,
which may be exploited for a priori deriving, possibly automatically, optimal cache manage-
ment or even dynamically adapting it. The latter capability is depicted in Figure 2 by the
presence of tools dedicated to statistics collection. As pointed out previously, our system
does not integrate means for the automatic generation of an optimal, possibly dynamic,
run-time policy for Web servers out of statistics. However, to ease the developers’ task, we
introduce a declarative language for the abstract specification of the cache system’s behavior.
Such a language builds upon declarative Web site specification, and enables the definition of
per-site-class customized caching. The language comes along with a compiler, which adapts
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Figure 2: 3-level caching architecture

the behavior of the system’s global and individual cache managers according to the given
specification.

3.2 Specifying customized cache management

Given the notion of site graph defined in Section 2.1, cache management may be specified
at a fine grain. For each site class, the action to be taken within the cache can be specified
based on the occurrence of relevant events and according to the cache’s state and dynamic
information (e.g. statistics, subset of the collection to which the request applies). Precisely,
the specification of cache management for a Web site using our system has two parts:

(i) Global cache management: it specifies the global policies implemented by the
individual cache managers for setting the overall features of the cache (e.g. maximum
cache size, cache distribution) and specifying the actions to be carried out upon a
global event (e.g. overflow).
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(i9) Data cache management: it prescribes the actions to be taken within the cache
upon the occurrence of an event (e.g. retrieval) on some data of the Web site as
identified by the site graph.

The proposed declarative language for specifying cache management enables to declare
event-condition-action rules, written as “event: if condition action” for the two above parts.
The events include at least the operations listed in the interfaces of the various managers.

Global cache management: We now give an overview of the overall specification for
global cache management for an individual cache, which may be the DB, XML or HTML
cache. The following specification gives the cache features together with the rules relating
to its global management.

global management CacheName:
features:
MaxSize: Sets the maximum size for the cache.
Timer: Sets period for the alarm.
Containers:  Sets distribution pattern over the cached data.
Instance: Sets the basic implementation choices for the cache, e.g., storage on disk.
management:
OnTimer: Action to be taken upon the alarm occurrence.
OnAccess: Action to be taken upon a request, independent of the requested data,
e.g., use of cached connections in the case of the DB cache.
OnFull: Action to be taken upon cache overflow, which relates to specifying
the replacement algorithm to be used.

The Container part serves setting the distribution pattern for cached data. For instance, in
the case of a cluster-based architecture, one may want to distribute the HTML files among
the machines in a way that group commonly accessed pages according to the users’ access
patterns. For the DB cache, containers correspond to the cache functions of [38] . In the
following, definition of containers is exploited only for the DB cache since their handling
is already supported in our system as it is the basis for DB caching. On the other hand,
our system prototype does not currently integrate support for the distribution of cache
managers, and hence the definition of containers for the XML and HTML caches would not
bring any benefit. The Instance part enables prescribing the implementation that is chosen
for the given cache. For instance, the overall number of fragments that are requested to be
cached together with their access pattern and the storage capacity of the underlying server
may allow for storage of the XML cache in main memory. As another example, we may
consider distinct implementations for the XML cache with respect to the chosen encoding
(e.g. DOM, ASCII).

In the proposed abstract description of global cache management, we have only made
explicit events appertained to rules. However, this does not mean that the listed events
are the only ones supported, these are defined by the developers according to the cache
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management specifics. The condition and action parts of the rules have been left quite im-
precise under the form of comments. In the most general form, the condition is a boolean
expression over behavioral information (i.e. combination of statistics data and state infor-
mation). Regarding the action, it may be expressed using either some abstract specification
language or a more implementation-oriented approach which would specify a system func-
tion implementing the relevant mechanism. Our language supports both approaches since
they are equally useful: the former eases the design of the system’s customization while the
latter prescribes an implementation that must match the design decisions. However, from
a practical point of view, abstract specifications are expressed as comments and hence are
not processed, and implementation-oriented specifications are given in terms of the names
of the operations that are implemented within our system prototype.

Data cache management: For specifying customized data cache management, we exploit
the definition of site classes. For each class, the language helps prescribing customized
management within each individual cache —if relevant (e.g. the changing rate and data
sharing among pages make only DB caching valuable). Basically, customized management
amounts to specifying how to handle events related to data retrieval, addition, removal, and
staleness (i.e. behavior of the global and individual cache managers of Figure 2). Let us recall
here that a site class characterizes a collection and hence a set of pages. In that context,
cache management may be customized for a subset of pages of the collection by prescribing
the values identifying the subset within the conditions of the related rules. In addition,
as previously stated, conditions may embed expressions related to behavioral information
about the Web site. The actions prescribe how to handle events according to the caching
decision for the specific data. For instance, if there is an action associated to the retrieval
event for a given cache, this means that the data is to be cached. Similarly, if a miss within a
cache leads to request for the data within another cache, this means that the data is assumed
to be cached by the latter. Thus, a number of static checks can be carried out upon a given
specification to detect inconsistencies among the various rules. We give below the general
form for such a specification.

customized management
/*States the site class for which cache management is to be customized: */
Class: name parameters params:
/*Specifies the actions to be taken by each manager upon events relating to the collection:*/
DB: rules
XML: rules
HTML: rules
GLOBAL: rules

We do not go into the detail of rule specifications since these may be exploited for
characterizing either abstract design or concrete implementation choices. In the case of
implementation-oriented specification, actions can name: internal operations offered by the
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embedding cache manager, events processed by the various managers, and calls to the XML
and HTML Generators for data translation among caches.

3.3 Customized cache management for the TPC/D Web site

As an illustration, we consider the TPC/D example that was introduced in Section 2.2. We
further assume the following properties for the classes:

- The Root class down to the SupplierNat (NK) and CustomerNat(NK) classes corre-
spond to pages whose underlying data change unfrequently and that have a high rate
of re-access. Hence, those pages are requested to be cached within the HTML cache
and only this one.

- The intermediate level class Supplier (SK) and Customer (CK) relate to pages that
decompose into fragments which are changing at different rates. Precisely, fragments
embedding data values and links to CustSupp (CK, SK) are quite stable and hence stored
within the XML cache. On the other hand, remaining fragments are not cached and
require access to the DBMS.

- The CustSupp, CustSuppPart, CustSuppBrand and CustSuppType classes are cached
within the DB cache only.

- Remaining classes are not cached.

We get the following management specification for the overall caching architecture. In
particular, regarding the events that appertain to the Web site’s data, we provide only the
specification for the Get and Retrieval events, which are the most representative of the
system’s usage. In addition, we give only conditions relating to the cache state in the rules
definitions, and do not consider those based on the server’s behavior. Let us first give the
specifications that are global to the individual caches:
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global management DBCache:
features:
MaxSize: 3MB
Timer: 20mns
Containers:
define function F as
select o.custkey, l.suppkey, p.partkey, p.name, s.name
input Lineltem I, Order o, Supplier s
where |.orderkey=o0.orderkey and s.suppkey=|.suppkey
input custkey, suppkey
max size = 2M
min hit ratio=0.3
max age = 20mns
Instance: DBMS
global management XMLCache:
features:
MaxSize: 300M
Instance: DOMMain
management:
OnFull: LRU
global management HTMLCache:
features:
MaxSize: 500M
Instance: HTMLFile
management:
OnFull: LRU

Let us notice here that there is no rule prescribed for the DB cache since its global manage-
ment is actually enforced by the DBMS. The Containers part of the DB cache states that
the DBMS stores the F cache function, which is a relational table that is to be dynamically
updated by the DB cache upon relevant data accesses (see [38] for detail).

Let us now give a sample of the classes’ specifications from the standpoint of cache
management according to the design choices that were stated previously. The following
notations are used: event names begin with a capital letter while operations that are internal
to the managers are all written in small letters. The specification provided below for the
CustomerNat (NK) class embeds only rules for the DB and HTML caches. It prescribes that
a requested page within the collection is first searched within the HTML cache. Then,
the page is returned to the global manager upon a hit if the page is considered as being
valid. Otherwise, the page is built through the generation of a Get event towards the DB
cache manager, which issues the corresponding query to the DBMS and returns the XML
fragment encoding the Web page to the HTML cache. This latter action is actually achieved
using the Weave XML generator, which issues the necessary queries to the DBMS, using
the definition given for the CustomerNat class. Upon response from the DB cache, the
HTML cache produces the page corresponding to the returned XML fragment using the
associated XSL style sheet and the Weave HTML Generator. The generators are named
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XMLGenerator and HTMLGenerator and both provide the gen function. The gen function
of the latter takes as input a complete XML fragment and associated XSL style sheet, and
returns the corresponding HTML page. The gen function of the former takes as input a site
class name, a list of sub-fragments (possibly empty if the request is for the complete page),
and parameter(s) characterizing the required fragment, and returns the corresponding XML
fragment. In the remainder, we further use the aggregate function of the XML Generator,
which aggregates into a single fragment, a set of XML fragments provided as input.

customized management
Class: CustomerNat parameters NK:
DB:
OnGet(CName, FSet, Param): return XMLGenerator.gen(CName, FSet, Param)
HTML:
OnGet(CName, Param): return Retrieval(search(CName, Param))
OnRetrieval(Page, CName, Param):
if (hit and not stale) return Page
else if (hit and stale)
remove(Page),
let p = HTMLGenerator.gen(DB Get(Cname, {}, Param), “CustomerNatXSL")
in add(p), return p
else if miss
let p = HTMLGenerator.gen(DB Get(CName, {}, Param), “CustomerNatXSL")
in add(p), return p
GLOBAL:
OnGet: return HTML Get(“CustomerNat”, $NK)

We now detail cache management for the Customer (CK) class. Upon access to a page
of this collection, the fragment giving data values and lists of customers is cached within
the XML cache while the other fragment is not cached at all. This thus leads to introduce
independent requests for these two types of fragments to the DB cache, i.e. SQL queries to
the database are split. A requested sub-fragment is identified by naming the embedding class
together with relevant sub-fragment names. We get the specification given below, which does
not prescribe any rule for management of the HTML cache since pages of the Customer (CK)
class are not requested to be cached. Computation of an HTML page out of the cached
fragment and the complementary one is achieved within the global manager, which calls the
HTML generator that is provided with fragment aggregating the two fragments composing
the given page.
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customized management
Class: Customer parameters CK:
DB:
OnGet(CName, FSet, Param): return XMLGenerator.gen(CName, FSet, Param)
XML:
OnGet(CName, FSet, Param): return Retrieval(search(Cname, FSet, Param))
OnRetrieval(Fragment, Cname, FSet, Param):
if (hit and not stale) return Fragment
else if (hit and stale)
remove(Fragment),
let F = DB Get(Cname, FSet, Param) in add(F), return F
else if miss
let F = DB Get(Cname, FSet, Param) in add(F), return F
GLOBAL:
OnGet: return HTMLGenerator.gen(
XMLGenerator.aggregate(
XML Get(“Customer”, {“name”, “comment”, “region”}, $CK),
DB Get(“Customer”, {“customer”}, $CK)),
“CustomerXSL")

As a last sample of caching specification, let us consider that for the CustSupp(CK,
SK) class, whose underlying data are cached within the DBMS using the F cache function
as declared in the containers part of the DB cache. Upon request for a page of this
collection, the global manager calls the HTML generator, which is provided with the XML
fragment corresponding to the page. This fragment is computed by the DB cache after
getting the necessary underlying data from the DBMS out of F. Furthermore, prior to issue
SQL queries for computation of the requested XML fragment, the DB cache requests the
DBMS to (possibly) update the F function with the entries relating to the given fragment.
For the sake of brevity, we do not provide the corresponding specification, the interested
reader is referred to [38] for detail.

Up to this point, we have discussed how to define customized cache management for
Web sites using a declarative specification language. Such a specification precisely states
design choices for the cache system’s customization, and may be exploited for reasoning
about the resulting behavior of the Web site with respect to performance, by exploiting
either expected or traced patterns of accesses and of data evolution. In addition, behavior
of the Web site may be dynamically adapted using statistics so as to, for instance, cache
only relevant subsets of data out of those that are requested to be cached. Typically, such
selective caching will be achieved through the addition of conditions according to statistics
within management rules. In general, evolution of the Web site may be easily mastered
given the level of abstraction of the proposed management specification. Such an evolution
may either be handled at run-time if anticipated throufinely tuned cache management forgh
adequate conditions or lead to update the specifications if the needed adaptation was not
considered in the first place (e.g. integration of new site classes).
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3.4 System implementation

Ultimately, we want to automate most of the caching management out of the declarative
specifications of the Web site’s data and relevant information about the Web site’s behavior.
Considering the specifications that were introduced above, we would like the generation of
run time policies and their execution to be automated based on the definition of the site
classes and the statistics about the Web site’s behavior. This issue is currently dealt with
through explicit specification of run time policies using the language introduced in this sec-
tion. However, let us notice that, even in the absence of an automatic way to generate run
time policies, the fact that we support a high level language for specifying such policies
already eases the production of data intensive Web sites, compared to existing approach-
es. Using our system, the site administrator is simply requested to abstractly characterize
cache management. The resulting specification can then be easily exploited for reasoning
about the resulting performance improvement compared to the low-level specification of the
cache management strategy given by an implementation in some imperative programming
language. In addition, as already stated, revision of the cache management strategy can eas-
ily be addressed for further performance improvement. However, for this argued simplicity
to be actually beneficial, the implementation of cache management out of its specification
should be automated. We have thus devised a compiler for our specification language, which
customizes cache management accordingly within our cache system.

The current prototype implementation of our cache system builds on the Java-based A-
pache server [77] and integrates a number of Java classes for the implementation of the cache
managers. The managers interact with existing systems (i.e. the DOM store and HTML
Generators from IBM [3, 2] where the former has been extended with persistence capability,
and the Oracle DBMS) through Java interfacing where JDBC is used for interfacing with
the DBMS. The overall caching architecture as depicted in Figure 2 is currently centralized
and hence all the managers run within a single JVM. Each manager is implemented using a
dedicated Java class, which integrates base methods for event handling and internal manage-
ment (i.e. methods related to global management such as the replacement algorithm, and
those appertained to data management such as data retrieval). Let us now address imple-
mentation of customized cache management out of provided abstract specifications within
our system prototype. Given specifications, the corresponding implementation derives as
follows:

- The specifications related to global management that are provided for each individ-
ual cache are first used to identify the Java classes to be used for the corresponding
managers, while we use the system Global Java class for implementation of the glob-
al manager. Precisely, the Instance part of any global management specification is
required to give the name of an available Java class, which corresponds to a base
manager implementation. This class further offers methods for remaining features so
as to set the specified values, and methods for events and internal management as
given in the global management specification. For instance, considering the specifi-
cation for the HTML cache given in the previous subsection, our prototype embeds
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the HtmlFile Java class, which includes methods for: setting the value of MaxSize,
handling the OnFull event, and the LRU replacement algorithm. Finally, each base
Java class implementing a manager includes methods for internal management and
for events appertained to data management, i.e., the ones given in the customized
cache specifications of site classes. Considering specifically the implementation of the
DB cache, we further have to deal with the definition of containers (i.e. cache func-
tions). This is addressed by stating adequate queries to the DBMS for creating the
corresponding tables, using JDBC methods.

- The second generation step amounts to complete the body of the event-related methods

according to the global management specifications. This is achieved through transla-
tion of the condition and action parts of rules into Java code. This is quite straight-
forward given the simplicity of our language. Basically, the language comprises the
let and conditional constructs, which are trivial to translate into Java. In addition,
we have event generations and operation calls stated through corresponding names.
Since those names equate to methods declared within the base Java class for manager
implementation, the two above features translate into method calls.

- The last generation step lies in producing per-object customized cache managemen-

t according to the specifications provided for site classes. Our solution consists in
generating a Java class per site class for which customized management is specified,
according to the same principle as above. The event-related methods of correspond-
ing Java objects are then invoked within the methods of the embedding manager as
necessary. Let us notice that in the absence of customized caching for site classes,
corresponding data are not cached at all and the page is produced using a default Java
class, which gets the XML fragment from the database and then generates the HTML

page.

Although the proposed cache system greatly simplifies the implementation of customized
cache management for data-intensive Web servers, its usefulness primarily lies in the per-
formance gain that can be obtained using it instead of existing solutions. This issue is
addressed in the next section, which assesses through experiment the actual performance
improvement that our system enables to achieve.
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4 Experimentation

To measure the performance of various caching strategies, we built a test platform called
WeaveBench and performed various experiments. In the following, we present the test
platform and its configuration, the experiments and the performance results.

4.1 The WeaveBench test platform

Although benchmarks exist for measuring the performance of Web servers, for instance,
WebStone 2.0 [67] and SPECweb99 [84], they do not consider database access. Therefore,
we decided to build our own test platform WeaveBench.

WeaveBench generates a load for testing Weave on a Web server by running one or
more Web client processes on one or more client computers. We can choose the number of
processes to run and the type of data requested by the processes. Each Web client process
sends HTTP requests similar to those that a Web server would normally receive from Web
browsers or from other Web data retrieval software. Each client process sends requests as
fast as it can receive data back from the server. Thus, it generates a load much heavier than
that of a single interactive user.

A single process manages the testing done by the client processes. It starts the benchmark
runs, each one by a different client process, and combines the performance results into a
single summary report.

WeaveBench considers a Web site derived from the TPC/D database [88] factor 1 with
a database size of 1.2 GB and 15 million pages. Each client submits page requests based
on a trace file that describes the pages of the TPC/D database. Thus, we must generate a
trace file that captures a realistic workload of page accesses.

In the experiments, each client sends requests to the Web server according to a trace
file. Each page is identified in the trace by a class name (e.g. Customer) and one or more
parameters (e.g. $CK=5). The class and the parameters are used to generate HTTP GET
requests for dynamic pages that Weave will build on the fly in the Web server. Each client
has its own trace file. However, all the trace files for a given run are generated based on the
same probability distribution, as follows. First, a workset of N (N=10.000 in the current
implementation) distinct pages have been chosen from the entire Web site. In so doing, the
pages closer to the root of the Web site are considered with a (slightly) higher probability.
Second, C' (C being the number of clients) sequences of length M (M =1000 in the current
experiments) of pages are chosen from the workset, according to a Zipf distribution.

The database is stored in Oracle v8 on a dedicated Ultra Sparc I machine (143MHz and
384MB of RAM), running SunOS Release 5.5. The cache global manager, the three caches
and the Web server, Apache v3.3.3, are all on the same machine, a 300MHz Pentium with
520MB of RAM, running Linux Release 6.1. We use the Apache JServ servlet engine [77]
to run the cache global manager, which we implemented as a servlet. Two other machines
are used to hold WeaveBench clients. Each machine, a 200MHz Pentium with 96MB of
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RAM, ran about 1-50 clients in increments of 10. All the machines in the test platform are
interconnected by a 10Mbps network that could be isolated from other networks.

4.2 Experiments

The experiments are the following.

1. Dynamic pages. This is the worst case scenario where client requests always yield
access to the database, generation of the XML fragment and generation of the HTML
page. The goal is to measure the system performance for dynamic page generation.

2. Static files. This is the best case scenario where all the HTML files have been
statically generated. This scenario is unrealistic because of the high costs for generating
(after each change) and storing the files. The goal is to observe the ideal response times.

3. DB caching. Only the DB cache is used here. The goal is to measure the benefit of
caching data within the database.

4. XML caching. Only the XML cache is used here. The goal is to measure the benefit
of caching XML fragments.

5. HTML caching. Only the HTML cache is used here. The goal is to measure the
benefit of caching HTML fragments.

6. Mixed caching. This is the realistic scenario where all three caches are used. The
goal is to assess the benefit of caching at various levels (database, XML fragment,
HTML files).

For ease of reading and interpretation, we use a two-dimensional table to present the
performance results of each experiment. Each row is for a page class (Customer, Supplier,
etc.) and gives the distribution of the various execution times (wsconnect, queryexec, etc.),
the average response time and the average size of the HTML file for a number of page re-
quests. For clarity, each execution time is normalized as a percentage of response time and
is computed as follows. Let T be an execution time (such as wsconnect). Let N, be the
number of page requests of page class P.

The average execution time for T is computed as:

N,
E i—1 Li
Avg(T) = &=— 1
(1) = 2 1)
The average response time is simply:
4

resptime = Z Avg(Ty) (2)

i=1
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Then the normalized execution time for T is computed as:

Norm(T) = 7Avg(T)
 resptime

(3)

The table is sorted by decreasing order of response time. All results are shown for 1
client generating 500 page requests. However, we also experimented with up to 50 clients to
verify that the numbers for the cost components remain constant (in some cases, response
time was slightly increased). In addition, we provide only results in the absence data update.
However, the experiments we ran in the presence of data update gave the expected result
in that its penalty upon performance increases as the grain of caching gets greater. The
database queries generated by the client requests have been implemented the best possible
way, with significant amount of tuning using indices on large tables.

Notice also that we have done all the experiments without turning off the Web server and
the Java servlet engine logs.

4.3 Performance results
4.3.1 Dynamic pages

Table 1 shows the results when there is no caching. The average response times are be-
tween 15 s and 300 ms. For page classes Customer, Supplier, CustSup, CustSuppPart and
CustSuppBrand, the query execution time dominates because the queries involve joins with
large tables. For page classes CustomerNat and SupplierNat, the XML and HTML genera-
tion times dominate because the queries are simple but produce a large amount of data. For
the other page classes, the response time drops to 450 ms and below, and is divided between
the Web server connection and the HTML generation. Thus, these page classes need not be
optimized.

4.3.2 Static files

Table 2 shows the results when the HTML files have been statically generated. Thus, the
only relevant execution times are those for connecting to the Web server and transferring
the HTML files to the client (htmlgen). Response times are optimal and are between 3 s and
10 ms for the most expensive pages. For page classes of larger HTML size (CustomerNat,
Supplier, SupplierNat and Customer), the time to transfer the HTML files dominates. For
the others (2 KB and below), the Web server connection time dominates and the response
time gets quite small.
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page class wsconnect(%)| queryexec(%)| xmlgen(%) htmlgen(%)| resptime(ms) size(KB)
Customernat 1.52 0.81 44.36 53.32 15202.34 660
CustSupp 1.84 97.38 0.04 0.74 12530.95 2
CustSuppBrand 1.85 96.73 0.05 1.37 12459.98 2
CustSuppType 1.91 96.57 0.05 1.47 12063.53 2
Supplier 2.30 82.96 6.36 8.38 10044.03 100
CustSuppPart 2.52 96.51 0.06 0.92 9160.41 2
PartSupp 8.23 88.40 0.28 3.09 2802.67 1
Suppliernat 22.30 3.63 25.78 48.29 1034.73 60
Customer 30.26 43.80 6.73 19.21 762.52 15
Order 51.11 24.74 2.89 21.27 451.44 1
Customers 51.88 0.00 0.75 47.37 444.73 2
Supplierreg 69.03 6.73 1.14 23.10 334.23 1.5
Suppliers 72.77 0.00 1.30 25.93 317.06 1
Customerreg 74.10 6.96 1.14 17.81 311.40 1.5
Part 74.78 6.52 1.21 17.49 308.53 2
Root 75.47 0.33 0.22 23.99 305.73 1
Table 1: The results of the dynamic evaluation.

page class wsconnect(%) | htmlgen(%) | resptime(ms)

Customernat 0.35 99.65 3027.30

Supplier 3.30 96.70 323.60

Suppliernat 4.87 95.13 219.04

Customer 31.12 68.88 34.30

Order 64.35 35.65 16.59

Supplierreg 69.88 30.12 15.27

CustSuppBrand 70.22 29.78 15.20

CustSuppType 70.65 29.35 15.11

Customerreg 71.28 28.72 14.97

CustSuppPart 73.37 26.63 14.55

Suppliers 73.65 26.35 14.49

Part 74.19 25.81 14.39

Customers 74.43 25.57 14.34

CustSupp 77.46 22.54 13.78

PartSupp 78.21 21.79 13.65

Root 96.97 3.03 11.01

Table 2: The results of the static evaluation.
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page class wsconnect(%) | queryexec(%) | xmlgen(%) | htmlgen(%) | resptime(ms)
PartSupp 5.42 93.50 0.18 0.89 4244.72
Supplier 5.64 58.12 16.30 19.93 4080.14
CustSupp 26.78 69.08 0.53 3.62 859.64
CustSuppPart 28.70 65.86 0.67 4.78 802.09
CustSuppBrand 30.22 62.20 0.71 6.88 761.79
CustSuppType 34.74 56.94 0.78 7.54 662.60
Customer 38.26 35.57 8.63 17.54 601.61

Table 3: The results when data is cached in the database.

4.3.3 DB caching

Table 3 shows the results with DB caching only. We have used three cache functions: one
for pages of class Customer only, one for pages of class Supplier and PartSupp and one for
pages of class CustSupp, CustSuppPart, CustSuppType and CustSuppBrand. The selection
of these caches is close to optimal and was found after several trials. No cache was used
for the other page classes because the number of pages or the locality of reference are low.
Thus, the results are not shown for those because they are the same as in Table 1. For pages
of class CustSupp, CustSuppPart, CustSuppType and CustSuppBrand, the improvement in
response time is quite significant (factor 11 or more) The response time for pages of class
Supplier has been improved by 2.4. However, that for pages of class PartSupp has been
worsened by a factor 1.5 because the hit ratio does not compensate for the cost of inserting
tuples in the cache.

4.3.4 XML caching

Table 4 shows the results with XML caching only. In our configuration, the XML cache takes
memory away from the Web server. XML caching essentially improves on query execution
time and XML generation time. For page classes with a good hit ratio (CustSuppType,
CustSupp, CustSuppBrand, CustSuppPart, Supplier and PartSupp), the response time
can be improved by a factor between 3 and 7. For the other page classes, there is either
small improvement or slight degradation due to competing memory access by the Web server.
Note that our implementation of an XML cache could be improved by using a persistent
XML store [32]. Compared to DB caching, the improvement is not as good mainly because
of the memory consumption which is high.

4.3.5 HTML caching

Table 5 shows the results with HTML caching only. HTML caching essentially improves on
HTML generation time, in addition to the improvements of XML caching. The performance
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page class wsconnect(%) | queryexec(%) | xmlgen(%) | htmlgen(%) | resptime(ms)
Customernat 3.45 0.36 22.18 74.00 7337.22
CustSuppType 8.02 89.27 0.07 2.64 3157.17
CustSupp 8.37 90.57 0.07 0.01.00 3025.36
CustSuppBrand 8.79 89.58 0.07 1.55 2880.49
CustSuppPart 10.01 88.39 0.10 1.50 2528.84
Supplier 13.73 21.65 18.09 46.53 1843.35
Suppliernat 28.44 1.47 16.67 53.42 890.21
Customer 60.27 9.46 5.82 24.45 420.05
PartSupp 68.50 20.83 0.91 9.76 369.61
Order 70.91 8.79 1.61 18.69 357.04
Customers 84.91 0.00 0.00 15.09 298.17
Supplierreg 85.74 3.15 0.54 10.57 295.27
Customerreg 87.51 1.57 0.31 10.61 289.32
Part 88.28 1.26 0.27 10.20 286.80
Suppliers 90.42 0.00 0.13 9.45 279.99
Root 96.26 0.00 0.13 3.61 263.01

Table 4: The results of the XML caching.

improvement is slightly higher than that of XML caching because the HTML cache consumes
less memory (all files are stored on disk). But the improvement is still not as good as that
of DB caching.

4.3.6 Mixed caching

Table 6 shows the results with a mixed strategy where we combine DB caching, XML caching
and HTML caching. For each cache, the decision of what to cache and how was taken
according to the observations made in the previous experiments. Thus, we use the DB cache
for pages of class CustSupp, CustSuppPart, CustSuppType and CustSuppBrand. However,
we use the XML cache for Supplier and Customer pages. Unlike in the XML caching
experiment, we decided to cache not all the pages but only the fragments corresponding
to the customers of a given Supplier and suppliers of a given Customer. We assume that
these fragments are not frequently updated and worth being cached. The other fragments
(i-e. parts of a Supplier and orders of a Customer) are supposed to be frequently updated
and so should be built on demand. Finally, the HTML cache is used for the Root page and
the pages of class Customerreg, CustomerNat, SupplierReg and Suppliernat. There is no
caching for the other page classes.

As a result, the performances are much better than with each cache alone. The highest
improvements in response time are with the DB cache (factor 11 or more). The improvement
of HTML caching for pages of class Customers and of XML caching for pages of class
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page class wsconnect(%) | queryexec(%) | xmlgen(%) | htmlgen(%) | resptime(ms)
Customernat 3.33 0.38 23.40 72.89 7517.07
CustSuppType 8.16 91.02 0.07 0.75 3071.73
CustSupp 8.62 90.80 0.06 0.51 2905.92
CustSuppBrand 9.20 89.92 0.07 0.80 2723.02
CustSuppPart 10.96 88.10 0.10 0.84 2286.69
Supplier 13.46 24.24 18.51 43.79 1862.03
Suppliernat 29.01 1.53 16.70 52.76 863.83
PartSupp 46.33 49.66 0.61 3.39 540.91
Customer 62.51 10.66 6.10 20.73 400.92
Order 75.31 11.05 1.75 11.89 332.78
Customers 88.89 0.00 0.12 11.00 281.94
Supplierreg 90.01 3.27 0.43 6.29 278.40
Customerreg 94.03 1.71 0.24 4.01 266.50
Part 95.02 1.38 0.22 3.38 263.73
Suppliers 96.60 0.00 0.07 3.33 259.42
Root 99.14 0.00 0.07 0.79 252.77

Table 5: The results of the HTML cacheing.

Supplier is also significant. The results for the uncached pages remain the same as in

Table 1.

4.3.7 Concluding remarks

To summarize the results, Figure 3 shows the response times of the different caching strate-
gies for our TPC-D web site. For clarity, only the most expensive page classes are shown.
The response time of the other pages is under 450 ms. The figure clearly shows that the
mixed strategy is generally close to optimal (static files). Thus, caching at different levels
is a good strategy. Then, an important question for the Web site administrator is what
to cache (which page classes) and where (in which caches). Based on the results of our
experiments, we can make the following observations and hints:

- A database cache yields good performance improvement when the hit ratio is high and
the query execution time is important. But it incurs high overhead when the hit ratio
is low. This was the case for the pages of class PartSupp. Therefore, the database
cache should be used only if confident about the high hit ratio. A particular case where
the hit ratio is guaranteed to be high is when the same cache content is updated and
used by multiple classes of pages.

- When the query execution time or the XML generation time is high and the database
cache is not optimal, then it is better to cache XML data. In this case, a hit avoids the
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page class wsconnect(%) | queryexec(%) | xmlgen(%) | htmlgen(%) | resptime(ms)
Customernat 3.21 0.34 22.32 74.13 7569.62
PartSupp 8.84 89.55 0.29 1.32 2747.78
Supplier 11.63 25.95 18.19 44.24 2090.05
Suppliernat 28.44 1.51 15.11 54.95 854.50
CustSupp 29.69 66.01 0.57 3.73 818.44
CustSuppPart 30.77 63.83 0.62 4.78 789.89
CustSuppBrand 32.02 60.83 0.69 6.46 758.88
CustSuppType 39.82 50.23 0.87 9.08 610.32
Order 52.72 20.27 2.89 24.13 460.97
Customer 52.83 6.71 7.57 32.89 460.02
Part 81.62 5.36 1.18 11.84 297.73
Supplierreg 89.08 3.19 0.44 7.29 272.81
Customers 93.22 0.00 0.64 6.14 260.68
Customerreg 93.77 1.77 0.27 4.19 259.16
Suppliers 97.20 0.00 0.18 2.62 250.01
Root 98.98 0.00 0.07 0.95 245.51

Table 6: The results obtained when the three caches are combined.

database connection, and reduces the query execution time and the XML generation
time. As an evidence, although the database cache for Supplier pages improved
performance somewhat, the improvement using the XML cache was much higher.

- If the HTML generation time dominates, it is worth using the HTML cache. The
overhead of XML and HTML generation is proportional to document size, and in most
cases, both the XML and the HTML caches yield similar performance. For the same
performance, the XML cache should be used because an XML document is smaller
than the corresponding HTML document (it contains less data and does not include
the graphical representation which is done using XSL style sheet). Furthermore, the
XML cache allows to cache document fragments. This is what we did in the mixed
caching experiment for the pages of class Supplier and Customer). This facilitates
update propagation and therefore garanties data freshness.

- When using the HTML cache, it would be better to chop long pages into smaller ones.
In this case, navigation facilities should be added in the resulting pages (for instance,
a next page icon). An alternative would be to use pages with indexes (shortcuts) so
the user could choose the pages to see.

- Static files should be used for page classes with a small number of instances when the
access frequency is high.
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Figure 3: Comparison of different caching strategies.

5 Conclusion

In a data-intensive Web site, returning a Web page may require costly interaction with
the database system (connection and querying) to dynamically extract its content. The
database interaction cost adds up to the non-negligible base cost of Web page delivery,
thereby increasing much the response time. Although useful, techniques for proxy and Web
server caches do not help reducing the Web latency in this case since they work at the level
of HTML pages.

In this paper, we have addressed the performance problem of accessing dynamic Web
pages in data-intensive Web sites. This work has been done in the context of the Weave
Web site management system developped at Inria.

Our approach relies on the declarative specification of the Web site through a logical
model and the automatic generation of the run-time policy, in particular caching. The
logical model of the Web site is based on the XML graph data model. A site schema then
represents an XML view definition over a relational database. Thus, we can manage the
data of the Web site at three levels: database, XML fragments, HTML files.

We propose a customizable cache system architecture and its implementation. Our
solution enables data caching at the various levels of data elaboration within the Web site:
database data, XML fragments or HTML files. In addition, Weave comes along with two
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declarative languages: one for specifying the Web site’s content and one for specifying the
customized cache management within the site. Given a site graph, cache management may
be specified at a fine grain by attaching caching actions to each site class. Our solution is
illustrated using a Web site derived from the TPC/D benchmark database.

We have also proposed a test platform called WeaveBench to assess the performance
of various caching strategies for data-intensive Web sites. We have used Oracle v8 for the
database, Apache v3 for the Web server, Apache Jserv for the global manager, IBM XML4J
for the XML generator and Lotus XSL for the HTML generator. Based on experiments, we
have assessed the performance of various caching strategies: dynamic pages (worst case),
static files (best case), DB caching, XML caching, HTML caching, and mixed caching (com-
bining DB, XML and HTML caching). The results clearly show that a mixed strategy is
generally close to optimal (static files). Finally, we have derived guidelines for specifying
cache management based on the Web site specifications.
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