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published results concerning preemgtand non-preempt scheduling wer a sin-
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revisiting aperiodic non idling non preemyei scheduling. \& review compleity
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preemptve scheduling and we sliahat for non preempté scheduling feasibility
must be chead on a time intead of duration r+2P (r denotes the maximum of the
release times and P the smallest common multiple of the task pericalglsV
shav that a well established result concerning feasibility of task sets under non
preemptve scheduling (nowerload on ay given time interals) has no equalence

in non preemptie scheduling\een if one taks into account the blockingdtor The
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Quelques résultats en
ordonnancement non
préemptif

Cet article traite de 'ordonnancement non préemptif sur un mono-processeur
L'article concerne principalement I'ordonnancement non oisif bien que la
derniere partie de larticle fournisse une introduction aux problémes de
'ordonnancement non préemptif oisif. Il étend des résultats antérieurs
concernant I'ordonnancement préemptif et non préemptif sur un mono-
processeut_e principal probleme étudié dans cet article est I'applicabilité et/

ou l'adaptation de résultats d’ordonnancement non préemptif. Dans une
premiere partie, I'ordonnancement non oisif de taches apériodiques est étudié
ainsi que les conditions d’optimalité de la politique d’ordonnancement EPP
(Echéance la plus Proche en Premier). Dans une seconde partie nous étudions
I'ordonnancement non oisif et non préemptif de taches périodiques. Nous
montrons d’abord que le test dadabilitédoit s’étendre sur une durée de
r+2P ou r est le dernier instant de génération d’'un tache et P le plus petit
commun multiple des périodes des taches en présence. Nous montrons aussi
gue le résultat bien établi daigabilitéen ordonnancement préemptif (pas de
surchage sur aucun intealle) n’a pas d’équalent en ordonnancement non
préemptif méme si 'on prend en comptedetéur de bloquage. La troisieme

et derniere partie de I'article présente une rapide introduction aux problemes
de I'ordonnancement oisif non préemptif.

Mots-clé : Ordonnancement non préemptif, tache périodique, tache aperiodic,
faisabilité compleité, optimalité
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1 Introduction

This paper addresses the problem of non-pregmpgtheduling wer a
single processofThis problem has recaid less attention than preempti
scheduling, which has beentensvely studied for the past thirty years.
[LILA73], [LM80], [LEU82], [BHR90], [CC91] are an xremely small
subset of eisting publications on this subject.d¥s on non-preempte
scheduling are more recent and lessunaglant [LM80], [MC92],
[JE91],[HONI5].

Although it can be shen that in non preempg# scheduling idling
scheduling has a special interest, most of this article deals with non-idling
scheduling. It is recalled that in non-idling scheduling, the processor can not
be idle if there are released tasks pending.

The main dificulty in non preemptie scheduling is a direct consequence
of the NP completeness of the scheduling problem. This NP completeness
does not eist in preemptie scheduling since EDF (Earliest Deadline First) is
optimal. The NP completeness is a Wwmo result in non-preempg
scheduling [GA79]. In this paper we will skoa nev result; this NP
completeness whosgaistence has been pred for task sebdnibiting a high
load (generally 1.) can be obtained with task sdtgé@ing a load which can
be made less thanyagiven numberHowever this NP completeness can be
broken if one assumes tasks of equal duration in which case EDRiis ag
optimal. Morewer we will shev that EDF is optimal in non preemi
scheduling for non concrete task sets; this resastkmovn for periodic tasks.

We shav that this result still hold for aperiodic task sets and weveai
necessary and didient condition for schedulabilityThis paper also veews
numerous results that vewnbeen established for preemptischeduling, we
study whether or not these results hold for non-preemptid if thg can be
adapted.

This paper is dided in five sections, this plan alis to simply classify the
result by distinguishing between aperiodic and periodic task sets. The last
section is deoted to idling scheduling and is just a brief introduction.

Section 2 is deoted to introducing the models and the notations used
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throughout this paper

Section 3 is deoted to non idling and non preenyatischeduling of aperiodic

tasks. This sections encompasses @& fechnical results concerning

compleity and condition for optimality of the Earliest Deadline First
algorithm (EDF).

Section 4 is deoted to the analysis of non idling and non preevepti
scheduling of periodic tasks. One sisoa fev technical results concerning
complity, time intenal to test feasibilitynecessary feasibility condition.
We shav an interesting result which state that the general feasibility condition
for preemptve scheduling has no egalence in non preempé scheduling
even if one taks into account the blockingdtor

Section 5 is aery quick introduction to idling non preemischeduling.

2 Notations and definitions

We consider the scheduling problem of a set a()={a(1),...,a(n)} of n tasks a(i),
i O[1,n] overa single processor

By definition:

- A task is saidtoncrete if its release time is kwen “a priori” otherwise
it is non-concrete. Then, an infinite number of concrete task sets can be
generated from a non-concrete task set.

- An aperiodic task is ivnoked once when periodic (or sporadic) task
recurs.
Periodic and sporadic tasks fdif only in the inocation time. The
(k+1)th invocation of a periodic task occurs at tipg ; = t, +p, while
it occurs aty , , 2t, +p, if the task is sporadic.

Notations:

- a concrete aperiodic task a(i), consists of a triple (d)) where yis the
absolute time the task is releasgdhe execution time and;dhe relatve
deadline. A concrete periodic (or sporadic) task a(i), is defined by
(r;,8,di,p;) where pis the period of the task.

- a non-concrete aperiodic task a(i) consists o, JeA non-concrete pe-
riodic (or sporadic) task a(i) is defined by,dep;).
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Throughout this paper, for the sake of ssimplicity, we shall use &(i) to describe
the task and its parameters. For example, we shall write a(i)=(r;, &, d;) for a
concrete aperiodic task.

Furthermore, by definition:

- A non-preemptive scheduling policy does not interrupt the execution of
any task.

- With idling scheduling policies, when atask has been released, it can ei-
ther be scheduled or wait a certain time before being scheduled even if
the processor is not busy.

- With non-idling scheduling policies, when a task has been released, it
cannot wait before being scheduled if the processor is not busy. Notice
that an idle period, i.e. no pending tasksin this case, can have azero du-
ration.

- A concrete task set &) is said to be synchronousif thereis atime when
ri=rj for al tasksi, j 0 [1, n]; otherwise, it is said to be asynchronous
(the problem of deciding whether an asynchronous task set can be re-
duced to a synchronous one has been shown to be NP-complete in
[LM8Q]).

- A concrete task set a() is said to be valid (schedulable) if it is possible
to schedul e the tasks of a() (including periodic recurrencesin the case of
periodic or sporadic task sets) so that no task ever misses a deadline
when tasks are released at their specified released times.

- A non-concretetask set a() issaid to bevalid (schedulable) if every con-
crete task set that can be generated from &() is schedulable.

- A scheduling policy is said to be optimal if this policy finds a valid
schedule when any exists.

Throughout this paper, we assume the following:

- the EDF scheduling policy uses any fixed tie breaking rule between tasks
when they have the same absolute deadline (i.e. release time + relative
deadline).

- NINP-EDF denotes Non Preemptive Non Idling EDF.

- timeis discrete (tasks invocations occur and tasks executions begin and
terminate at clock ticks; the parameters used are expressed as a multi-
ples of clock ticks); see [BHR9Q] for ajustification.
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3 Non-idling and non-preemptive scheduling of
aperiodic tasks

3.1 Concretetasks

3.1.1. Complexity

It has already been sha that the non preempé scheduling problem of
aperiodic tasks is a NP problem [GA79].Wwhver in the proof that of [GA79]
the set of tasks which is usexhéits a load 1. In the folleing we shav a
new result; the scheduling problem of aperiodic tasks is a NP prolviemife
we only consider the scheduling of set of tasksleting a load laver that ag
given number

Theorem 3.1: The non-idling non preempt scheduling problem of n tasks
is a NP complete problenven if the task setxaibits a load laver than an
given number

We need first to define the load for aegi concrete aperiodic task set: a(i)=(r
g, d) of n tasks.

Let us define

t, = min;_.,., I, and t, the end of the>ecution of a(i) under an
arbitrary non idling scheduling pojic\We define the load C as:

n

Proof: Actually the idea of the proof is simple; let us consider an already
introduced task set leading to a NP complete scheduling problem for instance
similar to the one in [GA79]. Winclude this task set into ader task set.

The parameters are tuned such that #ee@ion time of the former task set
can be made as small as wished compared to the xet@lteon time of the

task set.
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Let us consider the folang tasks:

1<i<m a(i) = (0,1, Q)
m+1<i<2m a(i) = (Q+2(i-m)—-1,1,Q+2(i—m))
2m+1<i<5m a(i) = (Q,s(i—2m), Q +2m)

where one has the follong constraints on the s(i)

3m
. 1 1 -
1<i<m —<s(|)<§ ZS(k)—m

4
k=1

we also assume th& » m . One can easily siothat the m first tasks can be
almost arbitrarily be scheduled in the time in&rfO, Q] . The m leading
tasks hge no laxity their schedule le@s therefore m inteas of length 1 for
the 3m last tasks. Therefore the feasibility of this task set isadguot to the
schedulabilty of the 3m last tasks. It isvadus that this latter problem is
equvalent to the 3-RRTITION problem which is stated as: is it possible to
find in the 3m last tasks, m sets of three tasks such that

1<i<m g s(k—2m) = 17
kA,

Meanwhile the load generated by the task set is equal to:

3m
Q+2m

C =
and can be made smaller thary given number

End of proof.

One has seen that the scheduling of n concrete aperiodic tasks; aé)=fr
is actually a NP complete problem. Therefore we canxpsat a polynomial
test, havever we will shov in the follaving that if the scheduling inteal/
comprises p bsy periods, each of them encompassing tasks, the
compleity of the problem will be gi+ ny!+ ....+1n, 4!1+n,l. Actually this result
IS an olvious result, it is based on the fallmg lemma.
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Lemma 3.1: Thelength of the busy period does not depend on the scheduling
used to execute tasks.

Proof: A busy period starts with the arrival of at least one task. At the
beginning of the busy period the workload is the sum of the execution times
of the arrived tasks. This workload decreases of one unit per time unit
whatever be the applied schedule. At each new task arrival the duration of the
incoming task is added to the workload. The workload indicates the remaining
execution time to execute al the pending tasks. When the workload reaches
0, itistheend of the busy period. Therefore the duration of abusy period does
not depend on the used scheduling scheme.

End of proof

Theorem 3.2: If the scheduling interval comprises p busy periods, each of
them encompassing n; tasks, the complexity of the problem will be ny!+ n,!+
g g1 40! }

Proof: Thistheorem isasimple consequence of the fact that we only consider
non idling scheduling. Within abusy period, we can at most schedul ethetasks
involved in a busy period, therefore in the busy period i we have at most n;!
scheduling choice. Moreover the scheduling sequences in busy periods are of
course independent, the overall scheduling problem isto schedule tasksin the
successive busy periods. Therefore the complexity of the problem is at most:
N+ npl+ .. +ng 10!
Since the determination of the busy period does not depend on the scheduling
scheme we can for instance use the simple first arrived first served rule. This
technique will avoid scheduling computation.

End of proof
Let us assume that the concrete aperiodic tasks a(i)= (rj, &, d;) are ordered
according to the p busy periods and that the tasks are ordered such that the

release times appear in a non decreasing manner: r; < r| wheni<j.

L et us consider the scheduling in abusy period i and r the release times of the
last task in this busy period.
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Theorem 3.3 After the instant r and until the next release time (necessarily
to a task belonging to another busy period), NINP-EDF will lead to a valid
schedule.

Proof: After theinstant r and until the end of the busy period thereisno arrival
of task. Without loss of generality let us denote by x the end of the currently
executed task, y the end of the busy period and b(i) 1<i <k the remaining
tasksto be scheduled in the busy period taking into account the schedul e until
time x.

We will prove that if any valid schedule completing the schedule until time x
exists, NINP-EDF can schedule the remaining tasks. Let us prove this by
induction on k, the number of remaining tasks. For k=1 the result is obviously
true. Let us suppose that it istruefor k and let us prove that istrue for k+1. At
time X, let us schedule the task with the shortest deadline (random choice if
case of several equal deadlines). If any valid exists after time x this task must
be schedulable. At the end of the task we have | eft k task and by induction we
know that NINP-EDF will schedule the tasks if any valid schedule is
available.

End of proof

3.1.2. Earliest deadline first

Since we have shown that scheduling of aperiodic tasks in non-preemptive
scheduling is NP we aready know that the EDF algorithm is not optimal.
Below is an example of a valid schedule which is not derived from an EDF
algorithm.
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Unvalid scheduling

rl obtained by EDF
rzl r3 ?I’3+d3 ?r1+dl¢r2+d2

PR — ] ] ] 1 e]T I eI3 I ¢2 | | | | .
Valid scheduling
rl
rzl r3 ? r3+d3 ?r]_.pdl?lfz_'_dz
—_ 1 1 1 el‘2 el‘?’ 1 e]'I | | | 4’

Figure 3.1: EDF is not optimal in non premptive scheduling

Actually at the arrival of task 3, the blocking effect of task 1 is such that the
deadline of task 3 can not be met. However if task 2 is started first contrary to
the EDF rule, task 3 can satisfy its deadline and it can be noticed in the
proposed example that task 1 satisfies its deadline if even if executed before
task 2 Thisblocking effect isasfar asnon preemptive scheduling is concerned
akey point.

One can see that the durations of the tasks are key parameters. It is therefore
not astonishing to observe that if we have constraints on the task duration this
NP completeness can vanish. In thefollowing, we deal with the case when the
tasks have all the same durations. In that case, one can show that NINP-EDF
Isoptimal. That is shown in the following theorem.

Theorem 3.2: NINP-EDF is optimal in the presence of any sequence of n
concrete tasks with equal duration.

Proof: Let s() be avalid schedule; we will first show that if two tasks are not
scheduled according to EDF the permutation of the execution of these two
tasks lead to a valid schedule. Let us see figure 3.2 and suppose that in the
initial schedule, task i is scheduled prior task j. Let us denote by t; and t; the
beginning of the execution of these two tasks in this schedule. Since we
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assume that tasksi and task | are not scheduled according EDF, we therefore
haver;+di<rj+d; and thetask j isreleased at timet;. Let usswitch the execution
of tasksi and j. Since al the tasks have the same duration the starting time of
al the tasks executed between task j and task i are left unchanged. Therefore
the scheduling of thesetasksisstill valid and the obtained schedule of the task
setis till valid.

valid schedule

i / r-+dj ri+di

valid NINP_EDF schedule
I I'j r-+dj ri+di
/ /

Figure 3.2: Reranking of task i and j.

One considers the following algorithm: let us select the first scheduled task
and the other tasks released at the starting time of this task. Among all these
tasks one selects the task with the smallest deadline (tie if equality between
deadlines). If this selected task has a smallest deadline than the first scheduled
task the execution of the two task are exchanged. We then select the second
scheduled task and we recursively apply the same algorithm. By construction
thisscheduleisvalid. Moreover the obtained scheduleis EDF since at agiven
time the scheduled task is the task with the smallest deadline. This completes
the proof, EDF is optimal.

EndPr oof

3.2 Non-concrete aperiodic tasks

In the following, we consider the scheduling problem for a() atask set of
n non-concrete aperiodic tasks a(i)= (g, d;). We will first give necessary
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conditions for thistask set to be feasible. We then show that this condition is
sufficient and that EDF actually can schedule the task set. An obvious
consequence isthat EDF is optimal for non-concrete aperiodic task set.

Theorem 3.4: Let a() = {a(1), a(2), ..., a(n)} , where a(i) = (g,d;), be a
set of n non-concrete aperiodic tasks sorted in increasing order by relative
deadline (i.e., for any pair of tasks a(i) and a(j) such that i>j thend; > dj).
If &) isfeasiblethen
j
(C) 0O,l<isn ;0,1<gj<i: djzg-1+ Zek
k=1

Proof: For that purpose, let us define DTl,thhe processor demand in thetime
interval [Ty, To]. Dy isthe maximum amount of processing time required
by a concrete task set b() generated from the non-concrete task set a) in the
interval [Ty, T5]. Dy 1, will beafunction of releasetime, execution time and
deadline of each tasks. More precisely D ¢ will include:

- all tasks with deadlines in the interval le, T,] (complete or remaining
execution time).

- some tasks with deadlines greater than T, (if there are instantsin thein-
terval [T, To] during which only tasks with deadlines greater than T,
are pending).

If b() is schedulable then necessarily for every interval [T,, Tol,
Dy 1,sT,-T;.

We will show that the condition is necessary by showing the contraposive. If
a() does not satisfy (C1) then there exists a concrete task set b() (generated
from &()) that is not schedulable.L et us assume that (C1) is not met, thus
j
0,1<i<n ;0,1<]j<i suchthat dj<ei—1+ Z €& -
k=1

Let us consider the concrete task set b() shown in figure 3.3, generated from
a(), where for some value of i, 1<i<n, r;=0 and where the other tasks are
released at 1. Since al the tasks are released at time 1, we know from theorem
3.3 that EDF is optimal after the end of execution of task i.

j
We then have: dj+1<e+ z € = Do +1)-
k=1
Indeed Dg (4 + ) cONsists of the cost of:



A Few Results on non-preemptive real time scheduling 13

- the execution of task b(i) (since neither preemption nor inserted idletime
are allowed, task b(i) must be executed in the interval [0, g]).

- plusthe processor demand due to the tasks 1 through j in theinterval [1,
d;+1]. Since (C1) does not hold and since the tasks are sorted in increas-
ing order by deadline, tasks with relative deadlines greater than or equal
to d; do not contribute to this processor demand.

As (Cl1l) does not hold then d; +1<Do,(d.+1 and hence b() is not
schedulable. This completes the proof of theorem 3.4.

End of proof

an ) !
a2) ¥ !

amn
time | |

01
e Ze Re N ¢

Figure 3.3:Non feasible concrete task set

Theorem 3.5: Let a) = {a(1),a(2), ..., a(n)} , where a(i) = (g,d;), be a
set of n non-concrete aperiodic tasks sorted in increasing order by relative
deadline (i.e., for any pair of tasks a(i) and a(j) withi>j, thend, > dj).
i
If condition (C1) Oi,1<i<n ;0j,1<j<i: djzei—1+ Z ey
k=1

holds then &() is feasible. Moreover EDF can schedule &().
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Proof: Onewill show thisresult by contradiction that. Let us suppose that a()
satisfies (C1) but is not schedulable. In other words, there exists at least one
concrete task set b() (generated from a()) such that b() is not schedulable,
Oi,1<i<n Db(i) = (r;,g,d;) . Lets() beanonvalid schedule of b() such that
the deadline of b(j) isnot met at time T (T=r;+d,). Consider now T the end of
the last idle period before T. There are two cases during the busy period
[To,T]:
- al the scheduled tasks have their absolute deadline less than or equal to
T.
- the opposite; at |east one of the scheduled tasks has its deadline after T.

In the first case and since T is the beginning of a busy period, Dyt the

processor demand during the busy period [T, T] is such that:
n

DTOT‘kz (To+ds®%  Were O g 7y =11

To+d, <T andOelse.
Indeed, D ; does not include:
01

- pending tasks rel eased before T by definition of Ty,

- tasks released after (or at) T with relative deadline greater than T-Tg
sincewe arein thefirst case (al the scheduled tasks during the busy pe-
riod [Tq, T] have their absolute deadline less than or equal to T).

At the same time, due to the missed deadline, T—T, <D+ _; and therefore
one obtains:
n
T-To< > Ot 7,248 -
k=1
Moreover as T= rj+d; and as rj=T-di<Tg is impossible by definition of T,
therefore " >T,.

We have the following inequalities:

n

T-To< > O 1,208 = Z €
K=1
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j
whichleadto d; < % e.
k=1

Since (Cl) implies that 0Oj,1<j<n: d > Z e : there is a clear
contradiction. k=1

In the second case (see figure 3.4), let us consider the scheduled task a(i) as
being the last task which is scheduled during the busy period [T, T] having a
deadline after T. Let us denote by T; the start time of the execution of a(i).
Similarly to thefirst case, the processor demand D+ 1 during the busy period
[T;,T] is such that: |
n
Dy r<g+ Z O(T_T,—1>dy) 8k
k=1

Set of tasks with dead-line
_ smaller than T
a) o~

+ | | | I | | I >

TO Ti T

Figure 3.4: schedule with afired deadline

Indeed, if we use NINP-EDF, Dy ; does not include:

- pending tasks at T; with rel ative deadline smaller than d; (otherwise, due
to NINP-EDF, they should have been executed instead of &(i)).

- pending tasks at T; (except a(i)) with deadline greater than T. Since &(i)
isthe last scheduled task during [T, T] with adeadline greater than T.

- tasks released after T; with relative deadlines greater than T-T;-1 since
any scheduled task after T; hasits absolute deadline less than or equal to
T.

At the same time, due to the missed deadline, T—T; <Dy ; and therefore
one obtains:
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n

B) T-Ti<g+ Y Sr_1-12q)5
k=1

Moreover as T=rj+d; and as r;=T-d; < T;+1 is impossible (otherwise, due to
NINP-EDF, a(j) would have been executed instead of a(i)), we necessarily

haverj zTi +1.

We have therefore the following inequalities:

T-Ti2d+1,

n i

T-Ti<e+ Z Od, =T-T,-1)2d)8& = & F Z €
k=1 k=1
i
This will lead to dj<g -1+ Z e, Which contravenes to our initial
conditions (C1). K=1

EndPr oof

As any non-concrete aperiodic task set &) verifying the necessary conditions
is scheduled by NINP-EDF, it follows that:

- the condition is also sufficient.

- NINP-EDF, is optimal in presence of any non-concrete aperiodic task
Set.

EndPr oof

The theorem 3.4 and 3.5 are inspired by [JE91] (which establishes the
optimality of NINP-EDF and a pseudo-polynomial necessary and sufficient
feasibility condition for any non-concrete periodic/sporadic task sets). Also
notice that the condition (C1) isin O(nz) and that in [CHES87], a feasibility
condition is given for aperiodic preemptive task set which could have been
used to establish the above theorem.



A Few Results on non-preemptive real time scheduling 17

4 Non-idling and non-preemptive scheduling of periodic
tasks

4.1 Concretetasks

In this section, we first show that non preemptive scheduling is NP even
with atask set exhibiting aload less any given value.

We then study whether feasibility conditions established with preemptive
scheduling for concrete periodic task sets can be applied or adapted in the
non-preemptive context. First, we extend the result of [LM80] to non-
preemptive scheduling. More precisely, we show that the necessary and
sufficient conditions to determine the feasibility of a concrete periodic task
sets is the feasibility on the two first period of the least common multiple of
the periods. Then, we study if the results in preemptive scheduling which
states that non feasibility can only the consequence of local overload still
holdsin non preemptive scheduling. Wewill show that it is, in general, not the
case.

4.1.1. Complexity

The problem of knowing whether in non-idling context, a non-preemptive
set of concrete periodic tasks (defined as a(i)=(ri,g,di,p;) for i=1..n) is
schedulable has been shown NP-Complete in the strong sense by [JE91].
Usually the proof that one can find are based on task sets leading to the
problem of reduction towards a 3-Partition problem [JE91], these tasks sets
usually exhibit aload of 1. Wewill show that this result still holdswith aload
less than any given value. Actually the proof will be based on a special task
set where non preemptive and preemptive scheduling lead to the same
requirements.

Theorem 4.1: The non-idling non preemptive scheduling problem of n tasks
isa NP complete problem. This result holds with atask set exhibiting a load
less than any given value.

Proof: Let us consider the following tasks:



18 Laurent Georges*, Paul Mihlethaler, Nicolas Rivierre**

1<i<m a(i) = (r;, &, d;, py)
with
_ 1 _ _
= a, i—m’di_lipi_bi

In[LM8Q] it is shown that the task set is feasible in a preemptive scheduling
if and only if thereis no k ssimultaneous identities of the types

x=a(mod b;)

Actually the proof is similar in the case of non preemptive scheduling. Let us
suppose that the task set is feasible in that case there is no k simultaneous
identities of the types

X =a;(mod b;)

unless the task set is not feasible; a deadline will obviously befired after time
X.

If there is no k simultaneous identities of the types
X=a(mod b;)

in that case we have less than k simultaneous arrival at any given time. At a
timet of atask arrival, there is no pending task since the previous arrival has
occurred at least k-1 time unit before and at that time we had less than k
arrival. At timet according to the assumption, we have lessthan k arrivals and
each of them will meet its deadline.

Let ((aq,by),(a,b9),.....,(8,b)),-......(a,0y))) be n pair of positive integers.
Isit possible to find k simultaneous identities of the type
x=a(mod b;)
is shown in [BHR90] to be NP. Therefore the non preemptive scheduling of

concrete periodic tasks is NP. The load of the task set can be easily expressed
as

Since f can be any integer larger or equal to 1, the load of the task set can be
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made smaller any given figure.

End of proof
4.1.2. Necessary and sufficient conditions

Let usintroduce:
- P = least common multiple of {py,...,p} the periods of atask set a().
- r = max{rq,..r} (without loss of generaity, we assume that
min{rq,....r} =0).

This part shows for non-idling, non-preemptive scheduling policy similar
results than [LM80] for preemptive scheduling. The goal of this part is to
show the following theorem:

Theorem 4.2:Let a() an asynchronous concrete periodic task set (defined as
a(i)=(rj,g,d;,p) for i=Ll..n with 0<e <d;<p,) &) is feasible on one
processor if and only if

n
)y <1
i= 1pi |
(if) aschedule () existswhere al deadlinesin theinterval [0, r + 2P] are met
for al the tasksin the periodic task set.

Lemma 4.1: Let a() an asynchronous concrete periodic task set (defined as
a(i)=(r;,g,d;,p;) fori=1..nwith 0< g < d; < p; with
n ei
- <1
i=1 pi
then the end of the busy period starting (or continuing) a time r+P isin the
interval [r+ P, r+2P] . At that time denoted r+P+y the processor is idle

We will denote y the shortest instant greater than r+P.

Proof: If such an instant does not exist that will mean that we have a busy
processor on atimeinterval of length P. The systemiis, in that case, overloaded
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and thus

nel

il >1
which is in contradiction with our hypothesis. It can be noticed that this
instant t can be such that at t the processor is just finishing the last pending
task and a t+ we have new incoming tasks. In figure 4.1 we denote by r+P+y
thisinstant

r+P+y end of a busy period
starting at r+P or before
r r+y r+P r+P+y r+2P
. — >
-

By
Figure 4.1: End of the busy period including r+P
End of proof

The next lemmaisto show that the processor isidleat timer+y. Seefigure4.2.

r+P+y end of abusy period
starting at r+P or before
r r+y r+P r+P+y r+2P
! . — >
—_— > >
BZ Bl

Figure 4.2: The processor isidle at r+y

Lemma 4.2: With the same hypothesis that lemma 3.1, the processor isidle
at time r+y. Let us denote by W(r+y) the remaining work at time r+y
(remaining workload pending or being executed at time r+y).

Proof:
Let us denote by B1 the busy period which stops at atime r+P+y and B2 the
last busy period starting before r+y. Since the tasks are only all present in the
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system at timer, it is possible that B2 actually encompasses less task arrivals
than task arrivalsin the interval B2. Therefore

W(r+y)sW(r+P+y) =0

The processor isidle at time r+y.
End of proof

We can prove the theorem 4.2.

Proof: Of course the necessary condition is obvious. As a consequence of the
previous lemmas, one has found y such that the processor isidle at time r+y
and time r+P+y. Therefore the system is, as remaining tasks are concerned,
exactly in the same situation at time r+y and r+P+y, the pattern of arrivalsis
aso similar in the intervals [r+y,r+P+y] and [r+P+y,r+2P+y]
thus if we use the schedule of theinterval [r+y,r+P+y] we can derive a
trandated schedules in the intervals [r+kP+y,r+kP+1+y], these
schedules will be valid an provide avalid schedule for al t > 0.

End of proof

However the following example provides and example which shows that the
feasibility of [0,r+P] is not sufficient to ensure the feasibility of the task set.
Let us consider the following task set:a(1)=(r,=0,e;=4,d,=5,p;=10) and
a(2)=(ro=3, &,=3,d,=4,p,=5) We can easily show on figure 4.3 that this task
set can be scheduled on [O,r+P] but can not be scheduled on [r+Pr+2P).
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‘ + ‘ # arrivals of task a(2)
\L \l/ \L arrivals of task a(1)

N NN
0 5 10 15 20
>
r r+P r+2P
v/ tescl deadline fired
task 2

Figure 4.3: Task set feasible on [r,r+P] but not on [r+Pr+2P]

In preemptive scheduling, we have the well known and general feasibility test
which states that atask set isfeasibleif and only if the workload on any given
interval is less that the duration of the interval (no overload on any given
interval). One may wonder if this result or a ssimilar one could hold in non-
preemptive scheduling. Of course, we havefirst to find a necessary condition.
Aswe deal with non-preemptive scheduling one already knows that we have
to take into account the blocking factor. As a matter of fact, we will be ableto
show the following result.

Theorem 4.3:Let &) an asynchronous concrete periodic task set (defined as
a(i)=(r;,e.d;,p;) for i=1...n); if the task set &() is feasible with the schedule S
then:

n

i=1

where Rg(t) denote for a given scheduling S the remaining execution time of
the task currently executed at time t; and n;(t;, t,) denotes the number of
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time that task i arrives after time t; with a deadline before t,. Formally
n;(t,, t,) denotestherefore the number of integer k satisfying Fo+kp: >t and
r+kp +d<t,. ! ==

Proof:

In a given time interval [t;,t,] we must finish the execution of a possibly
scheduled task and we must handle all the tasks arrived after t; and whose
deadlines are before t, and we must finish the remaining worload Rg(ty).
Therefore, we necessarily have :

n

i=1

End of proof:

Actually one may wonder if this condition is sufficient. In other words the
guestion is: is true that with a non feasible task set, a deadline is fired will
necessarily be when in a given interval the blocking factor at t; plus the
requested execution time in this interval exceeds the duration of the interval.
Actualy it is not the case for instance, we can see that on the following
example:

1 r3+d r1+d1 r2+d2
r f ? Schedule S
2 r3
el‘2 | eI3 l 1 e]-I 1 I 1 1
—
Non feasible task set

Figure 4.3: Example of anon feasible task set as the schedule S satisfies
condition of theorem 4.3

in that case we have:

3 3
D ni0.4)g =2 Rg0) =0 > nit4e =2 R =1
i=1 i=1
3 3
Z n;(0,7)e = 6 Rg(0) = 0 Z (L 7)e = 2 Rg(1) = 1

i=1 i=1
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3 3
Z ni(0,8)e =8  Rg(0) = 0 z n(L,8)e =2  Rg(l) =1
i=1 i=1

Therefore the given inequalities hold meanwhile S can not schedule the task
set. It can be noticed that the task set is not feasible.

4.1.3. Tasks of equal duration

In the following we will give a necessary and sufficient conditions of
feasibility for asynchronous concrete periodic tasks sets with the additional
assumption that all the tasks have the same duration. We have the following
theorem

Theorem 4.4: Let &) an asynchronous concrete periodic task set (defined as
a(i)=(ri,e,d;,p;) fori=1...n) thenif and only if

n

O(ty, t,) z ni(ty t)e + Rg(ty) st, -t
i=1

where Sisan arbitrary schedul e then the concrete periodic task set isfeasible.

Proof: Actually we will show that if one assumes the given inequalities then
it is possible to show that NINP-EDF will schedule the task set. For that let us
suppose that the given inequalities hold and that NINP-EDF can not schedule
the task set. In that case we have at |east one fired deadline, let us call t, this
very deadline. Seefigure 4.4.

ty t,
ﬁ—%mmmmmmm%—ﬁ _

After t; the scheduled tasks will show a deadline lessthan t,

Figure 4.4: Non preemptive schedule with the same duration



A Few Results on non-preemptive real time scheduling 25

Let uscall t; thefirst instant such that after t; all the scheduled tasks have a
deadline greater than t,. At t;-1 and before all the scheduled task will have a
deadline greater than t,. Since the used scheduling is NINP-EDF then the
tasks scheduled after t; are necessarily arrived after t;. Therefore since at time
t, the remaining time for the currently executed task isfor agiven schedule S

' Rg(ty):

n

> ity )€+ Rg(ty) >t -t
i=1

which isin contradiction with our hypothesis.
End of proof.

Actually contrary to the preemptive case, the synchronousisnot aspecial case
with the most stringent constraints it is only a given instantiation of the
asynchronous case. In the figure 4.5 below is an example of non feasible
synchronous task set a(1)=(0,2,8,8); a(2)=(0,3,5,8); a(3)=(0,2,3,8) when a
scenario of asynchronous activation provides a non feasible task set:
a(1)=(0,2,8,8); a(2)=(0,3,5,8); a(3)=(1,2,3,8).



26 Laurent Georges*, Paul Mihlethaler, Nicolas Rivierre**

rl
r2
r3 ? r3+d?$ r2+d2¢r1+d1
Feasible task set
€3 e2 el
1 Il Il 1 l l l >
rl
r2
lrS r3+d3? ?r2+d2?r1+d1
Unfeasible task set
e[ ] e .

Figure 4.5: Feasible synchronous task set associated with an unfeasible
asynchronous task set

4.2 Non-concretetasks

The scheduling problem of non-concrete tasks is extensively studied in
[JE9L]. There are two main results in this scheduling problem. The first one
isthat EDF is optimal and the second one (which isaconsequence of the first
one) isthat anecessary and sufficient condition of schedulability can be easily
expressed. These two results are proved in [JE9L]; we give them below
without justification the necessary and sufficient condition given in [JE9L].

Theorem 4.5: Let &) = {a(1), a2), ..., a(n)} , wherea(i)=(g;,d;,p;) be aset
of n non-concrete aperiodic tasks sorted in increasing order by period
durations (i.e., for any pair of tasks a(i) and a(j) withi>j, thenp; = pj). One
also assumes that d; = p;.

The two following conditions are a necessary and sufficient condition.

n
e.
1) 2<1
iglpi
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i—1

2) Oi,1<isn ; OLO[p,p] : LZeiJrz{L—lJe
k=1 k

Py

This result is reisited and generalized in [SZ94],[GRS96]. One caryv
briefly explained it by g¥ing a simple interpretation. The first term of the
second condition can bem@essed as a blockingdtor (i.e the remaining
execution time of a task due to the non preeweptfect) and the second term
is the processor load.

Actually the condition that we kia given can be simplified as it is done in
[GRS96] the necessary andfatiént condition can be then summarized by

Ot>0 t>b(t) +r(t)

where b(t) is the blockingttor and r(t) the processor load. r(t) isegi by the
classical follaving expression:

r(t) = LJ .
kgipk ek

b(t) can be simply valuated since we use EDF (kmo to be optimal);
therefore b(t) will simply be obtained by the task with the longestidion

time and whose relag deadline is greater than t (otherwise this task will be
taken into account in the processor load). b(t) is thus the duration minus 1 of
the longest task with a deadline greater than t.

The result of 3.2 can be understood as a particular case of this result. As a
matter of &ct, in the condition gen in 3.2
j
Oi,1<i<n ;0j,1<j<i: dizg-1+ Zek
k=1

one can recognize the blockirarfor ¢-1and the processor load.

5 Idling and non-preemptive scheduling
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This section is a very short survey on idling non preemptive scheduling.
The general problem of finding a feasible schedule in an idling and non-
preemptive context is known to be NP-complete [GA79, annex 5].

Heuristic techniques can be used [MA84], [MOK83], [ZHAO87] to reduce
the complexity. However, this reduction is achieved at the cost of obtaining a
potentially sub-optimal solution. Optimal decomposition approaches can also
beused [YUA9L], [YUA94], [PC92] to reduce the complexity by dividing the
n tasks into m subsets. Decomposition, however, is not possible for any task
sets

In the following we will give afew examples to show differences between
non idling and idling scheduling.

For example, NINP-EDF is not optimal for idling scheduling otherwise
this would have contradicted the NP-compl eteness, e.g. the following task set
(seefigure 5.1) isfeasible but NINP-EDF does not produce avalid schedule.
Moreover this task set gives an example of a case where a valid idling
scheduling exists but no non-idling scheduling can be found.

non-valid schedule obtained by a NINP schedule

o rot+d; r+d;
| !
YV tkI | taj 2| .
Valid schedule obtained by an idling NP schedule
. r ro+d, ri+dy
| i

¢1task2|taskll

>

Figure 5.1: Idling scheduling may find valid schedule not found
by NINP schedules

The example on figure 5.1 could lead to the following idea: an optimal (of
course off-line) scheduling strategy could be such that at each instant the task
with the shortest deadline is scheduled, such strategy could be used rule the
idling periods of the schedule.

Unfortunately, figure 5.2 provides an example for which this strategy does not
work well. These two examples give an idea of the problem complexity of
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idling scheduling. The authors are currently working on the subject, for
instance they conjecture that the complexity reduction which appears either
for tasks with equal duration or with non-concrete task set is probably no
longer valid.

i I rotdy ry+dg
+ tzikl | task2 I**

ro+dy rq+d;

ri 1o
| i
# \ ftask2 | taskl AW

>

Figure 5.2: At each time the deadline with the shortest deadline
must be the executed task is not a universal rule

6 Conclusion
Non preemptive scheduling is extensively studied in this paper.

In the case of non-idling scheduling of aperiodic tasks, one revisits the
following result: the non preemptive scheduling problem is NP for concrete
tasks. We show that the NP completeness remains true even if theworkload is
smaller than any given value. We a'so show that if all the tasks have the same
duration the problem is no longer NP and can be solved by NINP EDF. We
aso give necessary and sufficient scheduling conditions for non idling
scheduling of non concrete aperiodic tasks.

Concerning the scheduling problem of periodic tasks, one shows that the
problem is still NP even with an arbitrary small load. However, we show that
the schedulability can be decided on a period of twice the smallest common
multiple of the tasks periods.

For non-idling scheduling, we derive a necessary schedulability condition
inspired from the necessary and sufficient condition of preemptive
scheduling. This condition is actually not sufficient. We show that the natural
belief according to which if atask set can not be scheduled by a schedule S
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then, on a gien time interal, the blocking dctor induced by S plus the
interval worload eceeds the inteal duration, is not true.

On the last section weewy briefly review scheduling problems in idling non
preemptve scheduling. \& shaev that this problem isven more complethat
non idling non preempte scheduling.

7 references

[BHR90] K.Sanjoy, L.E.Rosier, R.R.Howell, “Algorithms and Complexity
Concerning the Preemptive Scheduling of Periodic, Real-Time Tasks on One
Processor”, Real Time Systems 90 p301-324.

[CHE87] H.Chetto, M.Chetto, "How to insure feasibility in a distributed
system for real-time control?", Int. Symp. on High Performance Computer
Systems, Paris, Dec. 1987.

[CCB91] H.Chetto, M.Chetto, T Bouchentouf. “Dynamic Scheduling of
Real-Time Tasks under Precedence Constraints. The Journal of Real Time
Systems, 2, pp 181-194.

[GA79] M. R. Garey, D. S. Johnson, “Computer and Intractability, a Guide to
the Theory of NP-Completeness”, W. H. Freeman Company, San Francisco,
1979.

[GRS96] Preemptive and Non-Preemptive Real-Time Uniprocessor
Scheduling for general task sets. Laurent George, Nicolas.Rivierre, Marco
Spuri. INRIA Research Reporf2066. September 1996.

[JE91] K. Jeffay, D. F. Stanat, C. U. Martel, “On Non-Preemptive Scheduling
of Periodic and Sporadic Tasks”, IEEE Real-Time Systems Symposium, San-
Antonio, December 4-6, 1991, pp 129-139.

[HOW95] On Non-preemptive Scheduling Of Recurring Tasks Using
Inserted Idle Times. Rodney R. Howell and Muralidhar K. Venkatrao.
Information and Computation 117 pp50-62. 1995.



A Few Results on non-preemptive real time scheduling 31

[KIM80] Kim, Naghibdadeh, Proc. of Perf. 1980, Assoc. Comp. Mach.
pp267-276, “Prevention of task overruns in rea-time non-preemptive
multiprogramming systems’

[LEU82] JY. T. Leung and J. Whitehead, “On the complexity of Fixed-
Priority Scheduling of Periodic, Real Time Tasks’, Performance Evaluation
(Netherlands) 2(4), pp. 237-250(December 1982)

[LILA73] C.L Lui, James W. Layland, “Scheduling Algorithms for
multiprogramming in a Hard Real Time Environment”, Journal of the
Association for Computing Machinery, Vol. 20, n°1, Janv 1973.

[LM80] J. Y.T.Leung, M.L.Merril, “A note on preemptive scheduling of
periodic, Real Time Tasks’, Information processing Letters, Vol. 11, n° 3,
Nov 1980.

[MA84] P. R. Ma, "A model to solve Timing-Critical Application Problems
in Distributed Computing Systems”, |EEE Compuiter, Vol. 17, pp. 62-68, Jan.
1984,

[MOKS83] A.K. Mok, “Fundamental Design Problemsfor theHard Real-Time
Environments’, May 1983, MIT Ph.D. Dissertation.

[MC92] P. Muhlethaler, K. Chen, “Generalized Scheduling on a Single
Machinein Real-Time Systems based on Time Value Functions’, 11th IFAC
Workshop on Distributed, Computer Control Systems (DCCS 92), Beijing,
August 1992

[SZ94] Shin, K. G. Zheng. On the Ability of Establishing Real-Time
Channels in Point-to-Point Packet Switched Networks. | EEE Transactions on
Communications, 42-44.

[YUA9L] Xiaoping Yuan, “A decomposition approach to Non-Preemptive
Scheduling on a single ressource”, Ph.D. thesis, University of Maryland,
College Park, MD 20742.

[YUA94] Xiaoping Yuan, Manas C. Saksena, Ashok K. Agrawaa, “A
decomposition approach to Non-Preemptive Real-Time Scheduling”, Real-
Time Systems, 6, 7-35 (1994).



32 Laurent Georges*, Paul Mihlethaler, Nicolas Rivierre**

[ZHAO87] W. Zhao, K. Ramamritham, J. A. Stankovic. “ Scheduling Task
with Resource requirements in a Hard Real-Time System”, |IEEE Trans. on
Soft. Eng., Vol. SE-13, No. 5, pp. 564-577, May 1987.



