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Abstract: The CENA method is a new automatic method to correct the first-order effect of
floating point rounding errors on the result of a numerical algorithm. A first presentation of
this method is proposed in the previous report RR-3828 (december 1999). The current report
completes and replaces the previous one. We hark back to the presentation of the CENA
method exhibiting new important aspects. We illustrate the pros-and-cons of the method
solving triangular linear systems. These systems are designed to generate a significantly
inaccurate computed solution. We propose a new analysis of the analogy and discrepancy
between the linear correction and computing with extented precision.
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Une Nouvelle Présentation de la Méthode CENA

Résumé : La méthode CENA est une nouvelle méthode automatique de correction de
’effet d’ordre un des erreurs d’arrondi introduites par ’arithmétique flottante. Une premiére
description de la méthode CENA fait I’objet du précédent rapport RR-3828 (décembre 1999).
Le présent rapport compléte et remplace le précedent. Nous revenons sur la présentation
de la méthode CENA en exhibant certains aspects importants jusque-la non décrits. Nous
illustrons les avantages et les limites de la méthode par la résolution de systémes linéaires
triangulaires. Ces systémes sont spécialement définis pour que les solutions calculées soient
significativement imprécises. Nous proposons une nouvelle analyse des analogies et des
différences entre correction linéaire et calcul en précision étendue.

Mots-clé : Analyse d’erreur automatique, erreur d’arrondi, arithmétique flottante, préci-
sion, stabilité.
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1 Introduction

The rounding errors introduced by floating point arithmetic contribute to the inaccuracy
of computed results and to the instability of some numerical algorithms. In this paper, we
focus on the propagation of these rounding errors. Other sources of error such as data errors
and truncation errors are not considered here. A detailed analysis of rounding errors in the
implementations of large algorithms is complex and tedious. So automatic approaches —
that use the computer — have been developed to complement the classic manual analysis.
Differential methods are well-known examples of such automatic methods.

Differential methods rely on the computation of the partial derivatives of the global
forward error with respect to the elementary rounding errors. The elementary rounding
error is the error introduced by each floating point arithmetic operation, and the global
forward (rounding) error is the accumulated effect of these elementary rounding errors on
the final result. ~

For example, let us consider the floating point evaluation f of a real function f at the
data X = (z1,...,2,) where intermediate variables Z,41,... ,Zn_1, are computed to yield
the result Zn. The global forward error satisfies

Iy — f(X)=AL - Ey,

where
N —
_ of
Ap = E B—(Sk(Xa‘s)'(sk;
k=n+1

is the first-order approximate of the global rounding error with respect to the absolute ele-
mentary rounding errors § = (dp41,---,0n) generated by the computation of corresponding
intermediate variables. The last term Ej in the the global forward error relation is the
linearization error associated with Ar.

The relative elementary rounding errors d/|Zk| are bounded with the floating point
precision. Hence, differential methods are generally used to compute a first-order bound for
the global forward error [14], [13], [8]. However such computed bounds may be too large to
be useful [3]. First-order statistical estimates of the global forward error are also derived
from a statistical modeling of the elementary rounding errors [20], [12], [13], [8]. Both these
bounding and statistical approaches neglect the terms of order higher than one with respect
to the elementary rounding errors in the global forward error, i.e., the linearization error
Er.

In practice, automatic or algorithmic differentiation techniques provide a general appli-
cability and an efficient implementation of these differential methods [6].

We present here a new differential method where the elementary rounding errors &y, are
neither bounded nor described by a stochastic model, but computed. Hence, we compute the
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4 Philippe LANGLOIS

first-order term of the global forward error with respect to the elementary rounding errors
Ap = fl(AL). We note fl(Ar) the floating point computation of Ar. Using this term as
a correcting factor to the computed result Zx, we derive the corrected result

zn = fl(@Nn — Ap).

Such a linear correction is particularly suitable when the global forward error is domi-
nated by the first-order terms, for example in the linear algorithms we define in Section 3.3.
Even if complex algorithms are not linear, the accuracy of computed solutions may rely on
linear parts of the algorithm. Thus, we can apply this correction to final results or sensi-
tive intermediate variables to improve the accuracy of the results and the stability of the
algorithm.

This computed linear correction term also suffers from a truncation error and rounding
errors. The remaining difference between the corrected result Ty and the exact result f(X)
is measured by a residual error. For linear algorithms, we compute an absolute bound Bg,
of this residual error that provides a confidence threshold associated to the corrected result.
We have

|z — f(X)| < Bie-

We name this approach the CENA method. CENA is the French acronym of Correc-
tion des Erreurs Numériques d’Arrondi, that means Correcting Numerical Rounding Errors.
Linnainmaa has proven that the first-order approximation of the global forward error is an
efficient tool for experimental analysis of the numerical stability of algorithms [13]. The
CENA method extends Linnainmaa’s error linearization method providing the computation
of a correcting factor for the global forward error and a bound for the residual error of the
corrected result. This correction is based on the numerous results on elementary error com-
putation obtained between 1965-1975 by several authors, particularly Dekker [5], Kahan,
Knuth [9] and Pichat [16].

Langlois and Nativel have given an introductory description of this approach in [10] (in
French) and [11]. The aim of this paper is to present a complete and definitive description
of the CENA method. Using Wilkinson’s running error analysis, we also derive here a new
dynamic bound for the residual error that improves the previous a priori result given in
[10].

The paper is organized as follows. In the next section 2, we discuss introductory examples
chosen to illustrate the pros and cons of the method (the examples are detailed in the
Appendix). The main section of the paper is Section 3 where we present the principles
of the CENA method, linear algorithms and the computation of the residual error bound.
More technical aspects are presented in the next two sections 4 and 5 that may be skipped at
the first reading. These sections respectively deal with the computation of the elementary
rounding errors and the partial derivatives of the computed result with respect to these
elementary rounding errors. We terminate summarizing the algorithm of the CENA method
in Section 6.

INRIA
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2 Pros and Cons of the CENA Method from Introduc-
tory Examples of Application

We illustrate the general behavior of the CENA method solving two ill conditioned triangular
linear systems. Using IEEE-754 floating point arithmetic and the forward or backward
substitution algorithm, we compute the single precision solution and then its correction
with the CENA method. We compare this single precision corrected value with the solution
computed with the double precision.

The classic substitution algorithm is backward stable. It is well-known that the global
forward error it generates is usually very small even for ill conditioned triangular linear
systems [7]. The following two triangular systems are carefully defined to generate large
forward errors in binary floating point arithmetic; we describe these systems in Appendix.

2.1 Recovering the Exact Solution

The first linear system is U,z = b, where U, an upper triangular matrix of order n, depends
on the integer parameter a. All entries in U,, b and x are integer values. Diagonal entries
in U, are ones and some others are +2%. The matrix U, is ill conditioned (see Appendix 7.1
for details). The Bauer-Skeel componentwise condition number of the matrix U, satisfies
cond(Uy) = || |UFH|U, | ||oo = O(n2%). The solution of this system is the unit vector

r=(1,1,...,1)%.

We solve U,z = b with back substitution, i.e., z(i) = b(i) — Z?:Hl Un(i,5)x(4), i =
n, [—1], 1. We choose values for a such that catastrophic cancellations appear in the previous
summation. It is not surprising that the computed solutions in IEEE-754 single and double
precision suffer from large forward errors. Computing with single or double precision yields

z=(0,0,...,0,1,1)7,

when respectively, a > 24 and o > 53. The first (n-2) entries of the computed solutions has
no significant digit. It is worth noting that both the single and double precision solutions
suffer from a similar forward error but for different threshold values. Increasing the precision
in this computation is not sufficient to yield the exact result.

Applying the CENA method to the previous single precision computation, we provide
the corrected result T together with an absolute bound Bpg, of the residual error, i.e.,
|f — .73| S BEC .

The corrected result is

z=(1,1,...,1)7,

for all acceptable values of «, i.e., the values such that the correction process does not
overflow. Overflow appears for values larger than both the previous single and double
precision thresholds. Correcting the single precision result yields T = z while a < 115 (2%

RR n~4025



6 Philippe LANGLOIS

overflows when « > 128 in IEEE single precision). Therefore the expected solution z is
recovered correcting the single precision computation for a large range of a values.

The absolute computed bound Bg, grows as 0(2°"/?u) where u denotes the precision
of the computation. So this computation returns large values and may overflow. In this
example, the computed bound Bg, is very pessimistic since the residual error is actually
|z —z| =0.

2.2 Improving the Accuracy and a posterior: Control

Now we consider the triangular system L,z = by, where L, is a lower triangular matrix of
order n. The coeflicients of the matrix L, and the right-hand side b, depend on an integer
parameter « (see Appendix 7.2 for details). We choose « such that no data error exists in L,
and b, i.e., all components are single precision floating point numbers. The componentwise
condition number of the matrix Ly, cond(Ly) = || |L,'||Ly| |lcos grows exponentially with
n. The solution z is such that one of its components is not a finitely representable binary
floating point number (z(1) = 0.01). As the matrices L, are ill conditioned even for small
values of n and «, solving L,x = b, with the substitution algorithm yields significantly
large forward errors. The relative forward error of the computed solution Z satisfies

= = max 120 —2@)] _ [2(n) — 2(n)|
FE(7) = pax 20| EO (1)

We solve the triangular systems L,z = by, for a = 224 and dimensions from 1 to 10. We
summarize with Figure 1 the results presented hereafter and the classic estimated accuracy
bound u x cond(Ly).

The substitution algorithm is first performed in IEEE-754 single precision (us & 5.96 x
1078). As expected, the forward error FE(Z) increases exponentially with the dimension n.
No significant digit in Z is returned when n > 5. For example we have FE(Z) ~ 1.32 for
n =>.

Then the same resolution is performed with IEEE-754 double precision (ug ~ 1.11 x
10716). The computed solution is denoted . The forward error is twice better than the
previous computation but of course exhibits the same behavior controlled by the expo-
nential rate of the condition number. About half the accuracy in 7 is lost for n = 5
(FE(7) ~ 2.95 x 1078), and the result has no significant digit for n > 9.

We apply the CENA method correcting the single precision Z. The corrected result T has
a better accuracy than the single precision result Z, but this improvement is not uniform
with respect to n. We distinguish two steps. For n < 4, the corrected result T is about
as accurate as its single precision computation allows (we recall that the exact solution x
suffers from an unavoidable relative error of order u). We have FE(Z) ~ 2.2 x 1078, for
n = 4. For n > 5, the relative forward error FE(Z) increases roughly as the forward error
of the double precision computation (IEEE-754 double precision arithmetic is slightly more
precise than twice the single precision).

INRIA
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Figure 1: Solving L,x = b,, for & = 224 and dimensions 1 to 10 .

The computed bound B, validates the accuracy of the corrected results. We verify that
the relative value Bg, /|z| bounds FE(Z), the actual forward error of the corrected result.
As for the forward error, the bound Bg, is tight for n < 4, and then over-estimates the
actual error by a factor of 5 x 102 in this example. L L

In Corollary 2, we prove that the scalar solution (i) satisfies z(i) € [z(i) — Bg,,z(i) +
Bg, ], that may provide an a posteriori control of the non-corrected result Z(z). For example
when n = 3,

#(3) = 2.0002127 x 102,
Z(3) — Bg, = 1.9999997 x 1072, and
7(3)+ Bg, = 2.0000002 x 1072,

prove that the four last digits of Z(3) are not accurate. When n =7,

#(7) = 5.2595762 x 103,
7(7) — Bg, = —2.0787549x 107!, and
Z(7) + Bp, = 84459424 x 101,

yield that Z(7) has no significant digits. This a posteriori control agrees with the actual
relative forward error of the initially single precision computed solution for the considered
values of n.

RR n~°4025



8 Philippe LANGLOIS

2.3 Discussion

These two examples exhibit the main properties of the CENA method when it is applied to
correct the final result of a computation in a given precision (here, the IEEE single precision).
The first example illustrates the cases when correcting the single precision process yields
the exact result whereas the double precision computation still returns inaccurate results.
This kind of exact correction depends strongly on the computation order, that is a general
fact for floating point computations. Such favorable cases excepted, the general efficiency
of the CENA method is emphasized with the second example. The efficiency of the single
precision corrected process is controlled by both the single and the double precisions.

While the relative accuracy of the double precision computed result is smaller than the
single precision, the relative accuracy of the single precision result corrected result is of the
order of this single precision, i.e., the best possible accuracy for a computation in single
precision. The range of such behavior of course depends on the condition of the problem.
When the problem is so ill conditioned that the relative accuracy of the double precision
computed result is worse than the single precision, the corrected single precision result is
about as (in)accurate as this double precision computed result. In both cases, the corrected
result is more accurate than the initially non-corrected result.

Therefore the correction process is globally similar to doubling the precision of interme-
diate computations. Nevertheless, the corrected algorithm is not exactly equivalent to the
initial algorithm processed in double precision. Intermediate computed values in the cor-
rected algorithm are not twice more accurate than the initially computed ones (they are still
computed in the current precision). Only the initially computed final result is modified by
the summation of the correcting term Ap. So the corrected results may be different of the
results computed with extended precision. The first example illustrates such a favorable case.

The computing error bound Bpg, validates the accuracy of the corrected result and
may provide an a posteriori control of the initially computed result. The second example
illustrates these two properties. The relative error bound Bg,/|z| agrees with the actual
accuracy of the corrected result!. We also use the corrected result T and the bound B, to
prove that the computed result 7 was inaccurate.

Nevertheless, this bounds suffers from the well-known limitations of automatic forward
error bounds. We describe in Section 3.4 that the computation of B, mainly relies on the
classic Wilkinson’s running error analysis [21]. So pessimistic overestimates of the actual
error may be returned, for instance when the problem is ill conditioned or when the algorithm
computes intermediate quantities with absolute values larger than the final results. The
first linear system illustrates this latter scaling effect. The second example and associated
Figure 1 exhibit the effect of the condition of the system.

1The bound Bpg is applied as an absolute bound to the corrected result since the exact solution is
usually unknown!

INRIA
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3 The CENA Method

3.1 Floating Point Computation

Let F be a set of floating point numbers with precision u. Elementary floating point op-
erations that correspond to arithmetic operations (+,—, x,/,v/ ) are defined on F. We
assume the standard model of floating point arithmetic is satisfied [7]. For z,y € F, and
o€ {+,—,%,/,V/ }, we define z = zoy and Z = fl(zoy). Evaluated expressions are
denoted by fI(-), and computed quantities classically wear a hat. With the standard model
of floating point arithmetic,

z=2(1+(), [([<u, (2)
and similarly,

z

z/(1+¢), [{<u 3)

Let f be a function of n real variables and fI(f) = f, its numerical evaluation on F.
For simplicity, we assume that f is a real function — a vector function will be considered

componentwise. The computation of zxy = f(X) returns Ty for X = (1, ... ,z,) belonging
to F. The global forward error is Ty — f(X). The computation of each intermediate variable
Zy introduces an (absolute) elementary rounding error é for k =n+1,... ,N. For Z;, T;

and 7y, in Fsuch that 1 <i<j<k<N,ando € {+,—,%,/,V },

T = fl(Zio7y)
= Tk +6k; (5)

where Z; # 0 when o = /, and Z; = 0, Z; > 0 when o = /.
So, the numerical evaluation of f(X) on F is f(X,J), that is, a function of the data X
and the elementary rounding errors § = (dp41,...,0n). A first-order approximate of the

global rounding error with respect to the elementary rounding errors is

N ~
d
Ap= > _8§k(x,5)-5k. (6)

k=n+1

-~

As f(X) = f(X,0), the global forward rounding error is

f(X,0) - f(X)=AL - Ep, (7)

where Ej, is the linearization error associated with Ayp.

RR n~4025



10 Philippe LANGLOIS

3.2 Principles of the CENA Method

Traditional numerical analysis books use the floating point arithmetic model (2) and (3) to
bound the absolute elementary errors d, in relation (6) — and so bound |AL|, and then
neglect Ey, to derive a first-order bound of the global rounding error [4], [19]. We propose
here to compute A = fl(AL) to derive a corrected result f(X) defined as

FOO = f1(Fox,0) - As). (8)

We compute Ay, evaluating relation (6) in floating point arithmetic. The partial derivatives
are computed with algorithmic differentiation. Elementary errors d; are computed using the
relations presented in next Table 1. These two kinds of computations are well-known but
merging them provides a better handling on the rounding errors than the classic first-order
bound.

The corrected result f(X) suffers from the truncation error E7, and a computing error
E¢. This computing error comes from the finite precision evaluation of the partial derivatives
and the elementary rounding errors in relation (6), and the final subtraction in the correction
(8). So the residual error between the corrected result and the exact result is

f(X) - f(X) = —(EL + Ec). (9)

The smaller the residual error is, the more efficient the correcting method is.

Together with the corrected result f(X), the CENA methods provides a bound of the
computing error Ec. This bound Bg, bounds the residual error when Ej, = 0, that is for
linear algorithms, a particular class of algorithms we define in the next section.

3.3 The Linearization Error £} and Linear Algorithms

Higher than first-order effects of the elementary rounding errors may contribute to the in-
accuracy of a computed result.

EXAMPLE. Let fi be the evaluation of f(z,y,2) = 22 — y* — 2% with Algorithm 3.3.

L =T, IT2=Y, I3=2Z2
T4 =21 + T2

Ts = T1 — T2

T = T4 X Iy

Ty =23 X I3

Ty = Tg — T7
filz,y,z) = xs

INRIA
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Relation (5) yields

-~

fi(@,y,2) — f(z,y,2) = da(z — y) + 05(z + y) + 66 — 67 + 05 + 045. (10)
Then, computing f(225,1,22°) = —1 in IEEE-754 single precision (u = 2724) gives
ﬁ(225’ 1’ 225) — 0,

as
(54:—]., 65:1 and 66:57:68:0-

In this case, both the first and second-order terms in relation (10) significantly contribute
to the global forward error.

The order and terms that are significant in the development of the global forward error
with respect to the elementary rounding errors depend on the algorithm and the data. A
general criterion for when to stop computing higher order terms is difficult to define. The a
priori choice of a maximal order such that higher order terms are not considered may lead
to neglect significant terms for the global rounding error. Such terms are here taken into
account in the linearization error Ey, defined by relation (7).

An accurate bound of Ey, is also difficult to compute. Nevertheless, the following linear
algorithms satisfies the interesting property Er = 0.

Definition 1 A linear algorithm on F is an algorithm that only contains the operations
{+,—,%,/, \/‘} and such that

- every multiplication fl1(Z; x T;) satisfies Z; = x; or T; = x;, and

- every division fl(Z;/Z;) satisfies T; = x;, and

- every square root fl (\/557) satisfies T; = x;.

Linear algorithms are such that the identified operands Z, suffer from no previous round-
ing error. Constants and data of any implemented algorithm are such Z. According to their
numerical value, some computed quantities may also satisfy Ty = ). Even if the final result
Zn is not computed with a linear algorithm, some intermediate variables may be returned
by linear parts of the algorithm.

Some basic algorithms for scientific computing are linear algorithms. For example, we
mention the natural order summation algorithm of n real numbers, the inner product of two
vectors and therefore most of the BLAS routines, the polynomial evaluation using Horner’s
method and the substitution algorithm to solve triangular linear systems.

ExXAMPLE (continued). We compute the previous function f(z,y,z) with the following

linear algorithm that returns fa.
We have

~

f2($7y7z) _f(may)z) 254 _55+(56 _57+68-

RR n~4025



12 Philippe LANGLOIS

rL =, I2=Y, T3=2
T4 =21 X I1

Ty = T2 X T2

Tg = T4 — Ts

Ty = XT3 X I3

Iy = Tg — I7
f2(z,y,2) = 73

The global forward error of the linear algorithm ];\2 is a linear function of the elementary
rounding errors. This property holds for all linear algorithms.

Theorem 1 Let Zn be the computed result of f(X) by a linear algorithm on F for X =
(z1,...,2,) € F*. The global forward rounding error Tn — f(X) is a linear function of the
elementary rounding errors § = (6p41,...,0N).

proof 1 (Main steps) For each elementary operation and k = n+ 1,...,N, we prove by
induction that the global rounding error in Ty is a linear function of the elementary rounding
errors 6, (n+1<r <k).

A non-linear propagation of the elementary rounding error 6, may appear when T, is one
of the two operands of a multiplication, the divisor of a division or the operand of a square
root. For the multiplication and n+1<s<r <k,

~

Tk

Ty X Ts + O

= (@, +6,) X (x5 +85) + 0%

= xp + 0 + 0,25 + 5z, + 5,6,.
From the linear algorithm definition, we assume for example that 6, = 0. The non-linear
term 0,05 vanishes, and the global rounding error Ty — xy, is linear with respect to 05 and O.

The induction is initialized since the data X = (x1,... ,2,) € F*. The division and square
root cases are similar and presented in [11].

For a given computation, a linear algorithm provides a linear global forward error. Of
course, this global forward error is not necessary smaller than the error produced by another
non-linear algorithm.

ExAMPLE (continued). The two previous computations of fl and fg suffer from the same
forward error for (z,vy,z) = (22°,1,22%).

Now we discuss the correction of linear algorithms.

INRIA



A Revised Presentation of the CENA Method 13

3.4 The Computing Error E: and its Bound By, when Correcting
Linear Algorithms

The correction fl(f— A 1) is performed in floating point arithmetic and so introduces new
rounding errors. This computing error E¢ is defined by relation (9). The two following
corollaries consider this computing error when the results of a linear algorithm are cor-
rected. As linear algorithms satisfy Er, = 0, these results derive from relation (9).

Corollary 1 When f(X) is computed with a linear algorithm, the corrected result f(X)
only suffers from the computing error E¢, i.e.,

f(X) = f(X) - Ec.

Corollary 2 Let Bg, be a bound for Ec, that is, |Ec| < Bg,. The ezact result f(X) and
the corrected result f(X) of a linear algorithm are such that

f(X) € Ip, = [f(X) — Bre, f(X) + Br.].

The Bg, bound of the rounding errors introduced by the correction process provides a
confidence threshold for the corrected result f(X). Let us assume until next section that
Bg,, and hence the interval Zg,,, are computed. From Corollary 2, f(X) belongs to Zg,,
(but is unknown). Thus, the corrected value f(X) and the confidence threshold Bg, could
be used to control the accuracy of the original computed result Z. Comparing Ty = f(X ,0)
with the Zg, range may provide an estimate of the number of correct digits in the computed

result.

ExAMPLE (continued). We apply the correcting process to the previous linear algorithm
f2. The corrected result is

f2(225,1,225) = —1 = f(2%5,1,2%5).

We compute the bound Bg, with Algorithm 3.5 described in the next section. With IEEE-
754 single precision arithmetic (u = 2724 & 5.96 x 1078), we get

Bp, =7.152x 107",
From Corollary 2 and f(225,1,2%5) = —1.0, the exact result satisfies
f(2%,1,2%°) = —1.0+ 7.152 x 1077.
So we prove that the initial computed value f>(225,1,22%) = 0.0, has no significant digit.

In the following section, we derive an algorithm to compute the bound Bg, for the
computing error E¢c.

RR n~4025



14 Philippe LANGLOIS

3.5 Computing the Bound Bg,

We write the computing error Ec = E{, + e, where Ef, denotes the rounding errors in the
computation gf\ the correcting factor A L and e is the rounding error in the final subtraction
FUf(X,0) = Ap).

This last rounding error e satisfies relation (2) of the standard model of floating point
arithmetic, ¢.e.,

le] <ulf(X)]. (11)

The other component Ei, = Ap — Ay, comes from the floating point evaluation of
relation (6), that is, the computation of the partial derivatives 6)/‘\/6519, the elementary
errors dy and the inner product Ay (n+1 < k < N). Langlois and Nativel provide a
theoretical approximate bound for Ef, that derives from a priori inequalities [10]. However,
this bound suffers from the characteristic weakness of a priori results: the actual elementary
errors are not taken into account as all these errors are bounded by the worst one. The a
priori bound also increases with the number of intermediate variables which can be very
large in applications. So, the computation of this a priori bound for E/, may return large
bounds and suffer from overflow.

We propose here to compute a sharper bound for the computing error Ec_using Wilkin-
son’s running error analysis [21]. Algorithm 3.5 describes the computation of Ay. We derive
Algorithm 3.5 that performs the running error analysis of Algorithm 3.5. This running error
analysis automatically yields the partial bound By, from which it is immediate to compute
the expected bound Bg,,.

The computation of the correcting factor Ay = fI (Zszn +1 %(X ,0) - 0) is described

by Algorithm 3.5 where uy = ((')f/(')ék)(X, d) and vy =6 (k=n+1,...,N). The func-
tions A and B are introduced to take into account the rounding errors due to the previous
computations of the partial derivatives 0f/0d;, and the elementary errors dy.

S,=0
for k=n+1to N do
Uk =A(uk)
Vk ZB(’l)k)
Pk = Uk X Vk
Sk = Sk_1+ Py
end for
A =S8N

Let us assume that global rounding error bounds on Uy = fI (uz), and Vi, = fI (vy), are
computable and are such that

ﬁk—ukzuk with  |px| <uar  (ur,ar € R), (12)

INRIA



A Revised Presentation of the CENA Method 15

and

~

Vi —vp = v, with |I/k| < ufg (I/k,ﬂk € ]R). (13)

Such bounds aj and i are proposed in Sections 5 and 4.

Applying the floating point arithmetic model (2) and (3) to P, and S; computed by
Algorithm 3.5 yield
UpVi
<
1+ 7Tk’ |7Tk| s u,

P =

and
(1+Uk)§k=§k—1+ﬁk‘7k_77kﬁk, lok| < u.
Relations (12) and (13) give
ﬁka = Upvk + Nk‘/}k + Vkﬁk — UkVk.-
With the error e, = §k — S}, in relation (3.5) and as Sy = Si_1 + ugvy, we have
ey =ep_1 — 7Fk13k - ngk + l‘kf}k + Vkﬁk — PkVk-

So, a bound that only depends on computable quantities is

lex| < lex—1] + u (| Pe| + S| + x| Vie| + Br|Us| + uanfs).

We write the bound |e, | = eg) + e,(f), where eg) and ef) respectively represent the first and

second-order terms in u of |e,|. Since e, = 0, following Algorithm 3.5 is the transformation
of Algorithm 3.5 to compute both the correcting factor Az, and a running error bound Bp;,
for Ef,.

Knowing the corrected result f(X) in relation (11), a bound Bpg, for the computing
error Ec = Ef + e introduced by the correcting process is

Bp, = u[(ely + (X)) +ueyy)]. (14)

Hence, the immediate modification of Algorithm 3.5, replacing its last instruction by rela-
tion (14), provides the computation of the correcting term Aj, and the associated running
error bound Bg,,.

In practice, a first order running error bound is computed neglecting second-order terms
e,(:) (k=n+1,...,N). Numerical experiments confirm that running error bounds are more
accurate than a priori bounds. Algorithm 3.5 provides about 100 times sharper bounds
than the previous a priori result from [10]. This bound improves the previously pointed out
assessment of the computed result accuracy that Corollary 2 provides. However, pessimistic
bounds and overflow risks are not definitely avoided as a running error bound is also a
summation of absolute values which necessarily increases as the computation proceeds.
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S,=0, e =0, ?=0
fork=n+1to N do

Ur = A(ug)

Vi = B(vy)

Pk = Uk X Vk
Sk =Sk-1+ P

ef) = ey + [Pl + Skl + g x Vi + B x Uk
61(92) = 622_)1 + ag X B
g\nd for
AL = SN

3.6 Correcting Intermediate Results

~

Correcting the computed final result f(X) is neither always possible nor always efficient.
Computing the (absolute) correction f(X) = f l(f(X )—3 1) does not guarantee the (relative)
accuracy of the corrected f(X). This accuracy is limited by the initial accuracy of the
computed result f(X ) and the precision u. The final subtraction fl(f(X ) — AL) may suffer
from severe cancellation and magnifies previous errors in f(X ) and Ar.

We illustrate this limitation even in the favorable case of a linear algorithm and neglecting
the E{, part of the computing error. In this case the exact correction Ay, = f — f, generally
yields the optimal correcting factor A, = fI(AyL) in F, i.e., Ay, minimizes [F(X) — f(X)].
A catastrophic cancellation appears when fl(f(X ) — A 1) is computed with precision u and

~

u|f(X)| > |f(X)| > 0. Then Ay = f(X), and f(X) = 0. When f(X) # 0, we have

~ -

[F(X)] > |f(X)]| > |f(X)| = 0. Thus the corrected result is more accurate than the initially
computed result, however its accuracy may be arbitrarily bad.

EXAMPLE (continued). Let us consider the IEEE-754 single precision evaluation of
g(2%9,2%° 1), with g(x,y,2) = 22, but computed as

9(z,y,2) =22 —y? — 2%+ + 22

Evaluating g from the left to the right insures E;, = 0. We have ¢(2°°,22° 1) = 1 and
9(2%9,225 1) = 250, In finite precision u = 2724, the global error A = 2%0 — 1 yields the
inaccurate correcting factor A, = 25¢ . With such a Ay, the corrected result would be
9(259,2251) = 0, that is not an accurate correction of the exact value 1.

~

A natural way to avoid this limitation is to reduce the global error in f(X) before it
becomes too important to be corrected with the final subtraction fI(f(X) — Ar). This may
be achieved by correcting some well-chosen intermediate results in the computation of f({X).
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Intermediate results of a linear algorithm are also computed with a linear algorithm. Hence,
it is legitimate to apply the correcting process to such intermediate results.

EXAMPLE (continued). The previous function g satisfies g(z,y,2) = fo(z,y,z) + 4% +
22, with function f, defined in Section 3.3. As f,(250,225 250) = 250 correcting the
intermediate computation of f, in function g,,

g2($ay7z) = f2($ay7$) + y2 + 227
yields the corrected result
92(250,225 1) =1 = ¢(2°°,2%°,1).

In this example, no other correction than this intermediate correction is necessary to
avoid the previous inaccuracy of the computed result. The final accuracy of this computa-
tion relies on the accuracy of this intermediate computation. We name such an intermediate
variable a sensitive intermediate variable. Of course, to identify sensitive intermediate vari-
ables is generally a difficult task.

Correcting sensitive intermediate results extends the applicability and the efficiency of the
CENA method. An interesting application of such intermediate correction arises when the
stability of the algorithm depends on the accuracy of intermediate results computed with
linear algorithms. For example, we improve the stability of the Newton’s iteration when
computing a polynomial multiple root. The Newton’s iteration is not a linear algorithm
but involves two polynomial evaluations that may be computed with a linear algorithm, the
Horner’s scheme. Hence the intermediate evaluations of the polynomial and its derivative
are corrected with the CENA method that improves the accuracy of the approximate root
and the stability of the iteration. This example of intermediate correction is presented in [3].

In next Sections 4 and 5, we complete the presentation of the CENA method with more
technical aspects of the computation of the correcting term Ap, .
4 Computing the Elementary Rounding Errors

We extend the notation §; introduced in relation (4) to include the operation and the
operands concerned by the elementary rounding error. For o € {+,—,x,/,v/ }, let Z;, T;
and Ty, be in F and such that Z, = flI(Z; o Z;). The absolute elementary rounding error in
the computation of Zj, is

k[0, zi, 5] = fl(Ts 0 Tj) — (i 0 Tj) = Ok,

where Z; # 0 when o = /, and 7; = 0, Z; > 0 when o = /. The elementary rounding error
Ok[o, x;, x;] satisfies the two following properties.
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Proposition 1 For o € {4+, —, x}, the elementary rounding error éi[o, z;,x;] belongs to F,
and is computable using the operations defined on F.

As the elementary rounding error &i[o,z;,z;] ¢ F when o € {/,v/ }, we introduce
the approximate elementary error dx[o, x;,2;] and an approximation bound S, to derive a
similar property.

Proposition 2 For o € {/,+/ }, an approzimate elementary error 6/;9[0,$i,$j] €T, and
an approrimation bound By € F such that

Orlo, zs, 5] — Ok[o, x4, x;]| < u P,

are computable using the operations defined on F.

The operations o € {+,—, x} satisfy Property 2 with 8y = 0. So, we can compute the
elementary rounding errors dy, and the bound §y, for the rounding errors in the computation
of 6x. We need this bound S in relation (13) to implement the running error analysis of
Section 3.5.

Remark 1 (About the proof of Properties 1 and 2). Table 1 summarizes the computing
relations for §;, the bounds 8 and the overhead introduced by the computation of dy,
assuming a binary arithmetic with the “round to the nearest” rounding mode. No hat
notation is used in this table as operands and operations are obviously computed quantities.
Elementary rounding errors were largely studied in the 1970s. Except for the square root
operator, the relations for computing J;, are quoted from references [5], [9], [15]. The integer
p1 is such that p; = p/2 for an even number of digits p of the floating point mantissa, and
p1 = (p—1)/2 otherwise.

The numerator of 6x[/,z;, ;] belongs to F [16]. Hence, the error bound g for this
operation only takes into account the rounding error of the last division by z; in the compu-
tation of 0[/, z;, z;]. For the square root, we neglect the second-order terms in u and derive
the bound By for &[v/, z;, z,] after some straightforward manipulations (see [10] for details).

In practice, the computation of the elementary errors partly contributes to the time
overhead introduced by the CENA method. For each elementary operation o, let t5, o] be
the time to compute the elementary rounding error di[o], and ¢, be the time to compute
the operation o. As the latter depends on the computer, we assume that the floating point
operations satisfy the following (realistic) relative performances : t+ =ty =t,t, = 10t and
t, = 20t [18]. Hence, the ratios of time t;,[o]/t, presented in Table 1 measure the time
overheads due to the computation of each elementary rounding error.
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Table 1: Elementary rounding errors relations, bounds and overheads.

t5, [0
o | dkfo,y,2] for mp =y oz B S

+ | (mr —y) Fz where |y| > |2| 0 2

op—(y"x2")=[(y" x 2) + (" x 2Y)] - (y" x2"),
X with 2V = [z — (z x M)] + (z x M), 0 16

sl =z—2Y (x=y,2), and M = 2P +1.
/| @k x 2) —y =[x, zx, 2]} /2 okl/ 2] | 2.9
V| ek x zk) —y + 0%, zk, 2]} /(2 X 28) o[V ,ul | 3

5 Computing the Partial Derivatives

The other part of the correcting factor computation relies on algorithmic differentiation.
We limit this section to the main aspects of algorithmic differentiation in reverse mode
(Section 5.1) and derive an algorithm to compute the associated running error bound (Sec-
tion 5.2). Practical aspects are briefly described in last Section 5.3. Complementary material
concerning algorithmic differentiation is detailed in the recent reference [6].

5.1 Algorithmic Differentiation in Reverse Mode

The partial derivatives 6f/6 O, in the correcting factor A} are computed with algorithmic
differentiation. The algorithmic differentiation of f is a direct application of the differenti-
ation chain rule

of 0%;
0Ty, Z Al:[ OT; ( - )
Cel'r arc(z;, z;) € C
This computation relies on a graph representation of algorithm f The graph vertices are
the initial and intermediate variables Zy of f (1 < k < N). The graph arc between Z; and
z;, arc(Z;,;), is weighted by 07;/07; for i < j. This elementary partial derivative 0Z;/0Z;
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is computed given that Z; = fl(Z; o Z;) (i, < j). For a given intermediate variable Zy, T
is the set of paths C from Zj to the result Ty = f(X ) (n+1< k< N). Let us introduce
a Vertices_ From function that returns the (at most two) vertices connected by an arc to a
given vertex. Vertices_From(Z}) returns z; and Z; when z) = fl(Z; o T;).

As T = oy, + O,

0Ty,

— =1 1<k<N

3, (n+1<k<N),
and as zy € Ffor 1 <k <n,

0Ty,

— =0 (1<Ek<n).

6% (l<ks<n

So the expected partial derivatives with respect to the elementary rounding errors are com-
putable using

%:Z Al:[ ‘32 (n+1<k<N). (15)
Cel'v arc(z;,z;) € C

The reverse mode of algorithmic differentiation enables us to compute relation (15). The
reverse mode includes two stages. The graph construction is first performed, for example as
algorithm f is processed, from the bottom to the top, that is, from Z1,...,Z, to Zn. Then,
the summation in relation (15) is taken from the top to the bottom of the graph, that is,
from Zny to T withn+1<k < N.

Assuming the graph has been constructed, the computation of the derivatives using al-
gorithmic differentiation in reverse mode is described by Algorithm 5.1.

Require: 0z/0z;, i € Vertices From(zy) for k=n+1,N.

for k=1to N —1do

D.Z'k =0
end for
_DJL'N =1
for k = N down ton+1 do

for i € Vertices_From(zy) do

Dz; = Dz; + Dxy, x (0 /0x;)

end for

end for

9f |06y, = Dz
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5.2 Bounding the Rounding Errors in Algorithmic Differentiation

Using running error analysis, we bound the rounding errors introduced by the computation
of the derivatives 8f /9y, and hence derive the bound ay, defined by relation (12) for n+1 <
kE<N.

The bound analysis is similar to the analysis conducted for Ec in Section 3.5. The
rounding errors in the summation and the product of Algorithm 5.1 are taken into account
using the relations (2) and (3) of the standard model of floating point arithmetic. The
computation of 8%y /0%F; may suffer from rounding error when Zy = Z;/Z; or Ty = /Zi, as
(—1/7?) and 1/(2Z1) are computed. These rounding errors are taken into account within
the global error of the computation of (15), introducing a scalar Cy; and a bound ~x; such
that

0T},
Cri = —
ki 633, ’
and .
Cri — % < uyg.
Zi

In binary arithmetic with “round to the nearest” rounding mode, we have

2.02|Cri| when % = T, /%,
Yei = § |Chil when Z = V7; (16)
0 otherwise.

The first result derives from a classic a priori rounding error analysis of the computation of
(—1/22) (for example, applying Lemma 3.4 of [7] as 2u < 1). The second result is similar
for 1/(2%)) and uses the fact that the basis b = 2. The same kind of bounds can be derived
according to other specific floating point arithmetic properties. Running error analysis yields
here equivalent bounds with more operations to compute.

To simplify the algorithm that yields the running error bound associated with the com-
putation of the derivatives, the second-order terms in u are hereafter neglected. Taking
them into account leads to an algorithm similar to Algorithm 3.5. Thus, Algorithm 5.2
computes both the derivatives 9f /04 and the running error bound a4, associated to the
rounding errors introduced by this computation.

5.3 Discussion

The computation of the derivatives is the main contribution to the time overhead introduced
by the CENA method we began to discuss at the end of Section 4.

The main theoretical results about time and space complexity of algorithmic differenti-
ation are from [2]. For the reverse mode, the relative time overhead is bounded by m times

~

a constant when f(X) € R™. For straightforward implementation, Iri derives the constant
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Require: 0z/0x;, i € Vertices From(zy) for k=n+ 1, N.
fork=1to N —-1do

D.’L‘k =0
€ = 0

end for

D.’L’N =1

for k=1to N do
A = 0

end for

for k = N down ton +1 do
for i € Vertices From(zy) do
Cri = Oz, [Ox;
Dzx; = Dx; + Dxy x Ch;
e =¢€; + |D£L‘k X Ckil + |D£L'z| +ep X |Ckz| + Yik X |D:L'k|
end for
end for
(9f/(9(5k = D.Z'k

ar =1u X e

4 in [8]. The relative space overhead in reverse mode is bounded by a constant times the
sum of fcomputation space and time units.

The practical overheads of existing algorithmic differentiation tools are not necessarily
of the same order. The graph construction mainly consists of memory management that is
very sensitive to the size of f, implementation choices and machine memory characteristics.
Overloading operators provide a direct implementation of algorithmic differentiation and
elementary error computations. We use such facilities in Fortran 90 and Ada. In our experi-
ence, a constant of an order of 20 is a more reasonable practical bound for the relative time
overhead of the algorithmic differentiation part of the correcting process. It is interesting to
note than Linnainmaa’s pioneering work reports that the linearization error increased the
execution time by a factor of a few tens [13].

6 The Algorithm of the CENA Method

In this section, we summarize the previous results and give a description of the three main
stages of the CENA method.

1. Before computing f: Choose the data X = (z1,...,2,) € F” and the result variable
zn (in the scalar case) that defines Ty = f(X) for f satisfying Definition 1.

2. During the computation of fA: For each elementary computation Z, = fl (Z; 0 Z;),

e Compute Ty;
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e Compute the elementary error di[o,z;, ;] according to the relations shown in
Table 1;

e Compute the associated rounding error bound i according to the relations shown
in Table 1;

e Compute the elementary partial derivatives 0%y /0%; and 0%\ /0Z;, given that
Ty = fl(Ti 0 T;);

e Compute the associated rounding error bound ~y;; and 7;; according to rela-
tion (16);

e Update the computational graph for fsuch that function Vertices From(Zy,) re-
turns Z; and Z; ;

e Update the computational graph for f storing the values of di[o,x;,z;], Bk,
83/@/657\1, 653\]9/6:’17\], Yki and ij.

-~

3. After Ty = f(X) is computed :

Compute the correcting factor N according to relation (6);

Compute the corrected result f(X) according to relation (8);

Compute the error bound a4, for the computation of the derivatives according to
Algorithm 5.2;

Compute the confidence threshold Bg, according to relation (14) and Algo-
rithm 3.5;

(optional) Assess the accuracy of the original computed result Zy according to
Corollary 2.

7 Conclusion

The CENA method is a forward and deterministic method, useful to highlight the effect
of rounding errors in numerical algorithms. Finite precision computation provides results
that suffer from every elementary rounding error generated by the floating point arithmetic
operations. For linear algorithms, the global forward error is a linear function of these
elementary rounding errors. The CENA method computes the global forward error and pro-
vides a corrected result, together with a bound of the residual error of the corrected value.

We apply the CENA method to correct final results or sensitive intermediate variables
computed with linear algorithms. Correcting sensitive intermediate variables extends the
applicability of the method and enhances the stability of some numerical algorithms [3].

In most cases, the correcting process improves the accuracy of the computed result. The
general efficiency of the CENA method is close to double the precision of the computation.
The correction relies on floating point computations that also suffer from rounding errors.
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Hence cases for which the correcting process does not improve the initial accuracy may be
designed. Conversely, we have presented examples where the corrected result is significantly
more accurate than the result computed with extended precision.

The confidence threshold associated to the corrected result sometimes enables us to check
the initial accuracy of the computed result. The reliability of the method depends on the
linearity property of the algorithm. Applying the CENA method to a non linear algorithm
may improve the accuracy of the result but forbid to analyze the confidence threshold Bg,
associated to the corrected result.

Numerical applications frequently use elementary functions such as trigonometric func-
tions, exponential functions, ... Further development of the CENA method should efficiently
manage the computation of accurate approximations of the rounding error of elementary
functions. In practice, the performance of the implementation will be improved taking into
account the newest improvements in algorithmic differentiation software. Future work will
also compare corrected algorithms and algorithms computed with extended precision library
such as MPFUN [1].

Finally, it is interesting to point out recent results similar in concept to the linear correc-
tion principle of the CENA method but applied to another kind of error, the discretization
errors in approximating partial differential equations [17]. Pierce and Giles are concerned
with the effect of these discretization errors to outputs that are integral functionals expected
with a very accurate prediction, e.g., lift and drag in aeronautical applications of compu-
tational fluid dynamics. They compute a correcting factor that is an inner product of local
residual errors with an approximate solution of the adjoint equations, and an a posteriori
error bound of the remaining error term. They present numerical experiments showing that
the corrected solution has twice the order of accuracy of the initially computed approximate
solution.
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Appendix
We describe the two triangular systems Uyz = b and L,z = b, introduced in Section 2.

These systems are designed to generate a large forward error when the solution is computed
by the substitution algorithm. These systems satisfy the following characteristics.
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Relations depending on the order n and the integer parameter a define the matrices,

the right-hand side members and the corresponding solutions.

e The solution z of the triangular linear system for dimension n also yields the solutions
of corresponding systems of dimension m < n, extracting m ad hoc entries from z.

floating point numbers.

Matrices are very ill conditioned even for small dimension n.

Matrices and right-hand side members entries are exact IEEE-754 single precision

7.1 The Triangular Linear System U,z =0

All entries of this upper triangular linear system U,z
follows.

b are integer values defined as

Matrix U,:
Ua(iyi) =1, i=1,...,m;
Ua(zan) =17 i:n—l,[—Q],l;
Ua(za]) ( 1)i+j+1‘2a, i:’I’L—Q,[—2],1; .7—7:"'1; -5 N
Ua(za]):( 1)i+j7 i_’I’L—S,[—2],1, J=i+1,...,n-1;
Ua(za]):07 i > .
Right-hand side b:
b():]- 7’_”)[_2]a1;
b():2 i:n—l,[—2],1
Solution z:
|z(i)=1, i=1,...,n.

The componentwise condition number for U, of order n verifies

cond(U,

o) = 11U IUal lloo = O(n2%).

We choose a such that the entries +2% are exact in binary floating point arithmetic, i.e.,
2 suffers from no overflow nor underflow. Catastrophic cancellations in the back substitu-
tion appear respectively for IEEE-754 single and double precision when a > 24 and a > 53.

In these cases, the computed solution Z satisfies Z(7) = 0 for i = 1,.

,n—2.

Example of Section 2.1 is the system U,x = b, for « = 55 and n = 6, i.e.,

1 -1 1 -1 1 1
0 1 255 _255 255 _255
0 0 1 -1 1 1
0 0 0 1 255 255
0 0 0 0 1 1
0 0 0 0 0 1
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Matlab returns the corresponding componentwise condition number cond(U,) =~ 3.60 x
107 > (ugouble) ~!, where ugouple & 1.11 x 1071 is the IEEE-754 double precision.

7.2 The Triangular Linear System L,z = b,

The lower triangular linear system L,z = b, satisfies the following relations.

Matrix L,:

Lo(1,1) = 100;
Lo(ii)=1, i=2...,m
La(ia.’) = (_1)Z+Jaa i= 2a yny )= ]-a b — 1;
La(iJJ):OJ 2<]
Right-hand side b,
ba(l) = 1;
ba = _0{3_()1 (_2)172a 1= 2; 1
Solution z
(1) = 0.01;
Z’(l) = _ﬁ(_2)i72a = 2; y T

We choose « such that the entries of L, and b, are exact floating point numbers. In
binary arithmetic, the values 24, 224, 1024, ... are acceptable choices for o with a simple
decimal notation.

On the contrary, the first entries in the solution are not finite binary floating point num-
bers. So, any binary computed solution suffers from this unavoidable rounding error in the
first entries. As the componentwise condition number of matrices L, grows at exponential
rate, these initial rounding errors propagate exponentially.

Examples in Section 2.2 rely on the following system L,z = b, with a = 224 and n = 10,

I 100 0 e« 07T 0.017 C 1]
. —0.01 ~2.25
—24 1 0.02 4.5
224 —224 1 . .
—224 9224 . 1 - : .=
294 oL el el e 1 0 1.28 288
| —224 224 224 -224 1 || —256 | | —576 |

With Matlab, we verify that cond(L,) ~ 2.76 x 102! > (ugouble) *.
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