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Abstract: In this article, we identify a subclass of Timed Automata (Alur and Dill [1]),
called Timed State Machines as weakly equivalent w.r.t. strongly timed behavior to a
canonical class of Time Petri Nets (TPNs) in the sense of Merlin and Farber [17]; more
precisely, the weak equivalence holds for bounded non-Zeno TPN with self-concurrency 1,
denoted N1TPN. TSMs, and in particular message synchronized products, called TIOSMs,
are mainly used for test generation; on the other hand, there is a rich literature on TPNs
in verification. Hence our motivation to combine the strengths of both models. We present
here an explicit construction for two - way translation between 1-TPNs and TSMs; in both
directions, the power of clock timing is exploited to obtain concise and analyzable models.
The TSM model obtained from the translation has a state set the size of the reachability
graph; it thus improves on the class graph obtained by the enumerative method [3], [2]. The
existence of the translation procedure, which has also been implemented in a tool prototype,
XTIOSM, makes the model equivalence effective.
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fication
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Sur I’équivalence entre les Timed State Machines and les
Réseaux de Pétri temporels

Résumé : Dans cet article, nous identifions une sous-classe nommeée Timed State Machines
des automates temporisés de Alur et Dill [1] comme faiblement equivalente (par rapport au
comportement fortement temporisé) & une classe canonique de Réseaux de Pétri temporels
proposés Merlin et Farber [17]; plus précisement, cette faible équivalence est établie avec
les RAP temporels bornés, non-Zeno et a auto-concurrence 1, notés N1TPN. Les TSM, et
notamment leus produits synchronisés & messages qu’on nomme TIOSM, sont surtout utilisés
pour générer des tests. De ’autre part, il existe une littérature trés riche sur l'utilisation
des RAP temporels en vérification. D’ot1 notre motivation de combiner la puissance des deux
modéles.

Nous montrons ici une construction explicite qui permet de traduire les NITPN en TSM
et vice versa; dans les deux sens, on s’appuye sur la puissance de la temporisation par horloges
pour obtenir des modéles concis et analysables. Le graphe d’états du TSM obtenu par la
traduction et de la taille du graphe d’atteignabilité; il est donc plus efficace que le graphe de
classes obtenu par la méthode énumérative [3], [2]. L’existence du processus de traduction,
implanté au sein d’un prototype d’outil, X TIOSM, rend I’équivalence des modéles effective.

Mots-clés : Automates temporisés, Réseaux de Pétri temporels, sytémes temps réel, gé-
nération de tests, vérification



On equivalence between Timed State Machines and Time Petri Nets 3

1 Introduction

While there exist, for Petri Nets without timing, powerful partial order techniques using net
unfoldings (cf. [8], [16], [7]) for formal verification, similar approaches have only a limited
impact in the domain of Time Petri Nets (TPN) introduced by Merlin and Farber [17]; cf.,
however, Lilius [9]). The analysis of such systems therefore generally relies on (some version
of) the access graph and amounts thus to an analysis of timed automata in the sense of
Alur and Dill [1]. This fact, together with the interest in using analysis tools designed for
one model in the context of the other, motivated us to investigate the equivalence of both
model classes and to look for an automatic translation in both ways. The second and third
sections present the two formalisms. In preparing for the translation procedure, we have a
closer look at timing constraints and timed semantics: we identify the suitable subclasses of
timed automata and time PN, as well as the proper notion of timed behavior to allow the
comparison. The notion of observational equivalence is introduced in the forth section; the
translation procedure respecting observational equivalence is given in Sections 5 and 6.

2 Timed Automata and Timed State Machines

2.1 Clock Constraints

Let T C R be a time domain'; set T4 := TN [0,+o00). For a set C of clock variables, ¢ a
variable with values in C' and z in? T, define the sets ®(C) and ¥(C) of clock constraints
v as (we omit parentheses): ):

for ®(C): v :=
for ¥(C): v =

z<cele < x|y Ay
z<cle € z|mAYe.

® was defined in [1]. Note that ¥(C) C ®(C), with proper inclusion: neither open inter-
vals nor disjunctions are contained in ¥(C). We have the following equivalent representation
of ¥(C) and &(C): Let

= {[a,b], [a,0): a,be Ty, a< b}

T
T = {[a,b), (a,b], (a,b), (a,00): a,b€T, a < b}
Then, with ¢ as above and I; taking values in 7 and I, in T:

for ®(C):y = ceh |mAY2 |V
for U(C):v = cel| 1 AYe.

LAlur and Dill [1] have T =@ for timed sequences and T = IR for clock constraints
2In our models, no clock will ever read a negative time, so all negative time values can be discarded
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4 Stefan Haar, Laurent Kaiser, Frangoise Simonot-Lion, and Joel Toussaint

2.2 Definition of TAs and TSMs
With the above, we define, following Alur and Dill’s [1] definition of timed transition tables:
Definition 1 A Timed Automaton (TA) is a tuple M = (S, sg,C, &), where

1. S #0 is a finite set of states,

2. sg € S the initial state,

3. C # 0 a finite set of clocks, all initially set at 0,

4. € a set of actions having the form e = (st(e), D(e), Z(e), tg(e)), where:

(a) st(e) € S is the source state of e,
(b) D(e) a finite subset of ®(C),
(c) Z(e) C C the set of clocks to be reset at 0 at the end of e, and
(d) tg(e) the target state of e.

An action e may be executed in state st(e) at time ¢ iff, at time ¢, all constraints in D(e) are
satisfied. Note that the clocks need not show the global time (resets !). Besides that, any
clock ¢ may — say, at time ¢— pass the right hand limit b of, e.g., some c[a, b] in D(e) without
forcing the execution of e at ¢; at ¢, e may just as well simply loose enabling without any
action (weak timing). This contrasts with the firing obligation — strong timing — in TPNs.
We will introduce a more restrictive notion of run for timed automata, called strong run,
which discards sequences blocked by idling and permits the comparison with TPNs. Also,
our construction below leaves the choice to model even the weakly timed TSM behavior by
strongly timed 1-TPNs.

Definition 2 (Timed State Machine) Let M be a timed automaton. If, for everye € £,
D(e) = {¢e} with ¢. € U, then M is called a Timed State Machine (TSM).

Note that there exist TAs that are not a TSM and cannot be modeled by finite TSMs; Figure
5 shows an example.

2.3 Semantics of Timed Systems

Let ¥ be an alphabet with special symbol A € ¥; we will use A as a label for transitions
without state changes. We denote the set of non-empty finite words over an alphabet as 7,
and ¥* := £+t U{0}, where 0 stands for the empty word; the set of infinite words is £°°, and
¢ :=Y®UX* Let §:X¥ — (X —{A})“ be the extension of the A-deleting homomorphism
on ¥*, i.e. the unique mapping such that for all w; € *, wy € £¥ and a € ¥ — {A},

0 (w1 dwsz) = 6 (w1) 0 (w2) and 8 (wiaws) = 6 (wy) ab (ws).

For a word w, denote its length as |w|. For ¢ € ¥¥, write o(k |) for the prefix o1 ...0y of
o and o(k 1) for the postfix given by o = o(k |)o(k 1).

INRIA



On equivalence between Timed State Machines and Time Petri Nets 5

Definition 3 (equivalent to Alur and Dill [1]) If 7 € T satisfies
1. Monotonicity: For alli > 1, 1,41 > 75, and
2. Progress®: If |7| = oo, then 7, =3 o0,

T is a timed sequence. A timed word over an alphabet ¥ is a pair t = (0,7) with o € X¥
and T a time sequence. Sets of timed words over ¥ are called timed languages over X.

The execution sequences for TA are two-dimensional since the system may advance in the
logical domain (by actions) or the time domain (by time steps).

Definition 4 Let M = (S, s0,C, &) be a TA. A timed state of M is a pair € = (s,v) such
that s € S is a state and v € T+‘C‘ is a vector of clock positions.

Thus strong enabling does not allow a transition to become disabled without the system
changing its logical state. This is a stronger requirement than Alur and Dill’s consecution
for timed sequences, see below. Since time PNs have strong timing, we can only hope for
equivalence if we discard non-strongly timed behavior; besides that, we believe that there is
a large class of applications where idling as above can be considered as faulty or incorrectly
modeled behavior.

Definition 5 If t = (0,7) is a timed word with o € ¥, a run of M over t is a sequence
r=riry... withr; = (gi,ﬁi),
o1,7(01) 02,72 03,73
r: (8071/0) — (S]_,V]_) — (3231/2) 7 e,
where 3 = s9s1... 18 a sequence of states, and U = vgvy ... a sequence of clock vectors
satisfying:

1. Initialization: sg € So, and vo(z) =0 for all z € C;

2. Consecution: for alli > 1, £ contains some e = (st(e), m,D(e), Z(e), tg(e)), where
(Vi—1(z) + 7, — Ti—1)zec satisfies D(e), and

(5 = 0 1z € Z(e)
vi(e) { vi—1(z) + 7(a;) — (ai—1) : = & Z(e)

Denote the timed language of M as L(M) and the set of runs for M as tuns(M).

These definitions effectively exclude Zeno behavior, i.e. such that no progress is made
in spite of an infinite number of time steps with positive duration. But with Alur and Dill’s
definition, the TA is still allowed to stay in some state s and to let time pass beyond the
deadlines of transitions leading out of s; so the system would “abuse” of its weak timing
to behave differently from a strongly timed one without any difference in the “reasonable”
behavior. To allow for meaningful comparisons, we introduce:

3The definition of Alur and Dill [1], “For all u € T there exists some ¢ > 1 such that 7(a;) > u”, covers
only the case of infinite sequences; the definition is modified to apply to both finite and infinite words.

RR n° 4049
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Definition 6 Let r with r; = (s;,v;) be a run over t = (o,7) of M = (S,s0,C,E). The
skeleton p(r) of r is the stuttering free version of s. r is a strong run if either of the
following holds:

1. 16(0)| = 00 (& (p(r)| = 0), or

2. 10(0)| =: n € N, and with ry, = (sg,Tx) the state reached by the last non-\ transition
of t, i, satisfies: for any e such that st(e) = sy, and any ¢ € D(e),

(Mlint(g:) — v (cloct (6:))]) N[0,00) = 0, (1)
where the ¢; are the elementary clauses whose conjunction is ¢.

The set of strong runs is denoted stuns, and the language of action sequences corresponding
to strong runs is SL.

Condition (1) states that at the time instant at which r reaches for the last time its final
state sg (sx may have been visited before), all clock constraints for any action leading out
of sy have already expired. Since no clock is reset while the system sits in a state, no
future instant will enable any action, so M is forced to stay in si. It is clear that without
requiring (1), runs are permitted to simply let all deadlines pass and idle unnecessarily*. So
equivalence w.r.t. strong runs is finer that run equivalence, and appropriate for comparisons
with strongly timed systems; the same holds for weak equivalence, i.e. up to deleting or
inserting A steps.

2.4 TIOSMs: Message synchronization and Tests

A TIOSM is an extension of TSM that permits message synchronization with other TIOSM:
(compare timed cooperating automata [15]).

Let M; = (S;,88,Ci, &), i = 1,...,n, be TSMs such that ¢ # j implies S; N S; = 0,
CinC; =0, and &NE; = 0. Let £ be a finite set of messages, and m; : £ — {pu}U({!,?} x £)
mappings fori = 1,... ,n. Here, m;(e) = p means that e executes an internal action without
communication; !a stands for the sending message a € £ when e occurs, and ?b for receiving
message b € £. The action rules are then complemented by the condition that an action
e € & with m; =7a can occur only if

1. M; is in state st(e),
2. ¢(e) is satisfied, and

3. simultaneously, some e; € £; with ¢ # j and m; =!a occurs,

4the pleonasm is intended.

INRIA



On equivalence between Timed State Machines and Time Petri Nets 7

plus the inverse restriction for m; =la; in particular, actions synchronizing by messages
are controlled by more temporal constraints than internal actions since all constraints of
their communication partner action have to be fulfilled as well. This synchronization pol-
icy reflects point to point-synchronization; other policies translate into different rules and,
consequently, into a different simulation by Petri Nets as below.

Our interest in TIOSMs here is motivated by their application to testing of real-time
applications, used in Kaiser et al. [13], [12] and Koné and Castanet [14]. There are two
major branches of applications:

e First, a given specification Spec is modeled as a TIOSM; one associates a test purpose,
i.e. a second TIOSM T'p that represents the property ¢ to be tested, together with a
non-empty set Accept(Tp) C S(T'p) of accepting states. In the synchronous product
TIOSM of Spec and T'p, one then attempts to calculate on-the-fly a success path 7 (i.e.
leading into Accept(Tp)) verifying ¢. If no such = is found, the property is disproved;
a success path m, viewed as a TIOSM itself, yields a tester for ¢. The testers thus
obtained are then to be implemented in the application, e.g., an elevator control.

e Multi-component systems can be modeled by TIOSMs components which are then
synchronized by means of message exchange; compare the cooperation of timed Au-
tomata in [15]. Together with the construction of weakly equivalent TPN described
below, this yields a structured modular Time Petri Net modeling technique.

The mutual synchronization of two machines in testing motivates our choice of message
synchronization technique.

3 Time Petri Nets, 1-TPNs and N1TPNs

Our interest in TPNs is motivated by the strong results achieved using this formalism in ver-
ification, in particular the enumerative method of Berthomieu and Diaz [2] and the analysis
algorithm presented in [18].

Definition 7 A Petri Net (PN) N is a tuple (P, Q, Pre, Post, My), where P = P(N) is
a finite set of places, Q = Q(N) is a finite set of transitions, and Pre: P x Q — IN and
Post : @ x P — IN are input/output arc functions, respectively; a marking of N is a
function M : P x Q — IN, and My is a distinguished marking called the initial marking
of N'. A transition q is marking-enabled in M, denoted M -, iff Pre(p,q) < M for all
p € P; the firing of ¢ then transforms M into M', denoted M 45 M', where

M' = [M —Xpe-qPre(p,q)] + Zpeqe Post(q,p). (2)
Set a(M):={q€ Q: M -L}.

In Merlin and Farber [17]’s model, Petri Net transitions are associated with a time
interval that describes the period in which an enabled transition may fire. A bullet ® before

RR n° 4049



8 Stefan Haar, Laurent Kaiser, Frangoise Simonot-Lion, and Joel Toussaint

or after an element denotes its in- or output domain, respectively:

VpeP: ‘*p:={qe€ Q: Post(q,p) >0}, p*:={q€ Q: Pre(p,q) >0}
Vg€ Q: *q:={p€eP: Pre(p,q) >0}, ¢ :={p€P: Post(q,p) >0}

Definition 8 A Time Petri Net (TPN) consists of a PN N and mappings eft: Q@ — T4
and lft : @ — (T4 U {oo}) that assign to each transition its earliest and latest firing
times; we require eft(q) < 1ft(q) for all g € Q. A state of N is a pair s = (M,t) with M
a marking and t € T4 a time instant. Let ¢ become marking-enabled at time 79. Then q is
enabled in state s = (M,7), 7 > 10, iff

1. (1 —10) € [eft(q),lft(q)] (time enabled), and

2. q was never marking-disabled between 1o and T.
Write M L5 iff q is enabled in s = (M,7),and M 2L MM LS and M -5 MY
The following will allow semantic comparison of TPN and TA..

Definition 9 Let 0 = q1q2 ... € QY. o is a firing sequence of N iff there exist markings
M,, n € N, of N such that M My By M, ... If T is a timed sequence that satisfies

M) M; Z% M, ..., we call (0,7) a timed firing sequence. of N. The set of timed
firing sequences for N is L(N).

Associating a clock ¢(q) to each transition g, we can define timed states, runs and strong
runs as above also for TPN; some subtleties with this will be discussed below.

As stated in the introduction, we will focus on 1-TPN,
that is, TPNs with self-concurrency degree 1. By this we
mean that any given transition ¢ in any reachable state can-
not start more than one firing at a time, and, with one firing
under way, can not start another before finishing the first.
In principle, the equivalences shown below carry over to the
bounded case; the problem is that multiple firings of tran-
sitions give rise to a variety of distinct firing semantics, for
which the adaptation of the proofs necessitate cumbersome [a; b]
and lengthy case distinctions; see [5] for a discussion of mul-
tiple firing semantics in TPN. If the case of multiple enabling
never occurs, we call A" a 1-TPN since its maximal degree
of self-concurrency is 1. In particular, 1-bounded TPNs are
1-TPNs, but this dynamical restriction is not necessary; self-concurrency degree 1 can be
structurally enforced by adding a loop with one place p, at each g and one token on each p,
in the initial marking. In fact, consider Figure 1: at some time between 7 € [a,b], ¢ fires;
since this firing removes the token from p for one logical instant — ¢’s firing not consuming
any time, it puts a new token onto p at the same physical instant —, the clock for ¢’s next
firing is reset at 0, and the next firing will be between 7 + a and 7 + b, and so forth.

Moreover, we will have to require non-Zeno-Ness for TPNs as we did for TA; call a
non-Zeno 1-TPN an N1TPN.

Figure 1: Enforcing self-
concurrency degree 1

INRIA



On equivalence between Timed State Machines and Time Petri Nets 9

4 Observational equivalence of TSM and N1TPNs

In this section, we introduce a notion of observational equivalence for timed systems; this
prepares the explicit translations

e for a given timed state machine, into an observationally equivalent 1-TPN with empty
transitions, and

¢ for a given N1ITPN N, into an observationally equivalent TSM which is of the size of
N’s access graph,

which will be presented in the next two sections.

Let a net or TA be given, and let t' = (¢!,7"),t* = (¢%,7%) € T% be two timed words
and r! = (s!,01), 72 = (s%,1?) runs over t and t?, respectively. We say that r! is coarser
than 72, denoted r' < 72, iff (i) p(r!) = p(r?), and (ii) 7} < 72 for all n € IN.

So a coarser run “lumps together” some consecutive time steps that do not change the
logical state of the system. Note that this definition allows 7! to be strictly coarser than 2
in infinitely many segments of IN simultaneously, so that the two sequences are “infinitely
far apart”. By contrast, non-Zeno-Ness ensures that there is no infinite stretch of integers

[k,...) for which 77 =72 for all n. Therefore,
=, = (KU=xTH* (3)

defines an equivalence relation on the sets tuns and stuns, which we call observational
equivalence.

5 From TSM to TPNs

This is the more complicated of the two translations between T(IO)SMs and TPNs. We
have to pay special attention to the use and reset of clocks, in particular the interaction
of several clock constraints of a TSM, and possible communications between two TIOSM
components.

5.1 The Backbone Net Ny

Let M = (S, s0,C, &) be a TSM. In the first round of the construction, we ignore all clock
constraints; these will be added later on.

1. For every state s € S, create a place p(s); Ps := {p(s): s € S}.

2. For every action e € £ from state s to s’, create a net transition ¢ = g(e). Set
Qe := {q(e) : e € &} and I(g(e)) := e (all transitions below will be labeled A),
eft(q) = 0 and Ift(q) = oo; the clock constraints from B will be modeled by adding
subnets, see below. Further, we add arcs from p(s) to ¢ and from g to p(s'), with
Pre(p(s),q) = Post(q,p(s')) = 1. So the skeleton of our net is an S-net

NM = (P57Q57FM)'

RR n° 4049



10 Stefan Haar, Laurent Kaiser, Frangoise Simonot-Lion, and Joel Toussaint

3. Mo(p) is set to 1 for p = p(sg) and to 0 otherwise.

! e Alcz € [u;u + v])
E ‘

_______________________________________________________________________

E 7" (e, 1) Y [a;a] p(sk)

v p(s:) .
| p2(e, c1) a(e)_y[0i00) |
| . b aR |
; Joe o) |
\ 0;0 |
L (e, ) (e 1) v !

pa(e,c1)

Figure 2: Clock constraints implemented by net modules.

5.2 Translating Clock constraints

We now have to include into the TPN model clock constraints of the form A ¢, where each
¢ is an elementary clause of the form ¢ € [a,b] or ¢ € [a,0). For each such elementary ¢, a
subnet Ny representing and ensuring ¢ will be included into N. These modules, displayed in
Figure 2, consist of four places and three transitions each; for each such module transition
q, p(q) = A. If [ft = 0o, the modules simplify: In Figure 2, the parts in dashed boxes in
each module work exclusively to ensure a finite latest firing time a + b; so, for a right-infinite
interval (left-infinite once can be ignored since system runs start at time 0) [a, 00), it suffices
to chop away the dashed box of the corresponding module. Note that the modules will have
to be complemented to account for clock resets, see below.

Assume first that I = [a,b], i.e. b = 1ft(q) < oco. Place p; is initially marked (since h
is at 0); p2 and ps both receive a token at the physical instant when the constraint is first
satisfied; so ¢; can fire as soon as a token arrives at p(s;). Then, at time b, ps is marked,
and p, immediately loses its token; ¢; is now blocked with respect to the clock constraint
¢ € [a,b]. If Ift(q) = oo, remove the transitions q]z and qj3. as well as the places p3 and p4

INRIA



On equivalence between Timed State Machines and Time Petri Nets 11

(that is, the parts in small dashed boxes in Figure 2); the reasoning is analogous to the
above.

Note that the modules in this construction are linked in such a way that no transition
from Qg is forced to fire while ¢, is satisfied; thus the weak timing of TSM is modeled
within a strong timing model, that of TPN. Since it can be desirable for test purposes to
enforce strong timing, it should be noted that adding priorities is sufficient for this: after
slight modifications of the module interplay, give highest priority in any structural conflict
to the transition(s) from Qg; then firing real transitions is prioritized over idling beyond the
latest deadline.

5.3 Clock resets

The resetting of clocks makes it necessary to change the preliminary net structure. Note
that, in a TIOSM, clocks are reset after the transition g; that requests the reset, but before
reaching the target state of g. We therefore introduce, for a reset of clock ¢, a place preses(€)
after ¢(g;), along with a new transition g,ese(g;) between p(s;) and preg—reset(gi, c)-

Further, we complement the clock constraint modules from above as follows (see Figure
3):

e one place pf, . i reset (@i €) for each module m that depends on clock ¢; we set
Post(q;, P yri—reset(€)) = 1, no other arcs are needed;

e for each clock ¢ concerned, one place pend—reset (Gi, ¢) With Pre(Dend—reset (¢i,¢), q(q;) =
n., where n. is the number of modules created for clock c.

e in each module m that depends on clock ¢, three transitions ¢(q;, cam), ¢(q:, cb,,) and
q(qi, ccr) to implement the reset in the three different possible cases: request received
when constraint is

— not yet satisfied (p1 marked) = cap,
— satisfied (po and p3 marked) = cb,y, or
— no longer satisfied (ps marked) = ccp,.

If Ift(q) = oo, transition t..,, is not needed, and t.p,, has only one ingoing arc since
there is no ps; delete the parts in dashed boxes in Figure 2.

Note that no delay will be caused by the reset module; moreover, A is 1-safe and therefore
a 1-TPN by construction.

Figure 3 shows two clock constraints with one reset. Note that there are 3 - n(c) arcs
leaving each place pstart—reset(q;¢) and 3 - n(c) arcs entering each place pstart—reset(q,€):
clock ¢ has to be reset wherever it is present, i.e. in each module representing a c-constraint,
not necessarily concerning the same action.
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G ——reretto ™
reset(cy)

co € [u,u+v]

p(si)  g(ei) presci(ei,c1i)dresesleirc1)  alew) p(55) g (s;)
O— OOt —0O——0O
0100) K\ ~10; 0] [0; co) /l

Cﬁend—reset(ehcl)
A T S TN e !
ncl

_/q(e_ ca )\ [0;0] \[0;0] . v __${o0)s 30,0
O RS e o _

(ei,ch
[a, 0]
\ c

— $[0,0]$

$[v,v]$

Figure 3: Combining clock resets and constraint modules.

5.4 Equivalence of the Net Model

The comparison of M and N (M) has to take into account that only the transitions in Qg
correspond to actions in &; all others, belonging to clock constraint modules, are labeled A
and must not be regarded as changing the logical state of the net. So, we lump net markings
together into equivalence classes: For markings My, My of N set

My =pq My <= Ml(p):Mg(p)VpEPS.
Then =, is an equivalence relation. Moreover:

Lemma 1 For any v = (04, 7) € LIN) and run v € runs(N) over to:

INRIA
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1. If (My,v5) =5 (Miy1,vig1), then the following holds:
Mi=pm Miyn <= a ¢ Ps,
and both imply that vit1 = v;. In this case, with w0 := w(i |)ro((i+1) 1); then © = Ao

2. For any w € L(M) and a run t € tuns(M), there exist o € L(N) and v € L(Nr)
such that v =p W and T = (M (i), v;), where M;(p) = 0, p(s;)-

Note that =a4-equivalent markings correspond to the same state in M.
Now, let M and N(M) be in state £ = (s, v).
Theorem 1 For every r* = (o', 7!) € stuns(M) and r*> = (¢2,72) € stuns(N) there exist
rl = (@, 7') € stuns(N) and 7> = (52,7°) € stuns(M) such that
rt =7l and T =, r2.
Proof: r!' — #': Suppose M is in state £ = (s,v) and N (M) in a state (M, v) such that
M =5 0pps)- € =0 and & = (tg(e)), write &£ =5 €', Set

poss(€) = {e€ & : stle) =s,and v satisfies /\ o},
$€D(e)

and for t € [0, 7], set vy := v+ (¢t,...,t) and & = (s,v¢). The following facts are immediate
for the initial state an extend by induction over runs:

1. If for all t € [0, 7], poss(§) = poss(&:), then N can reach a state (M', ;) such that
M' =) M and firing only A-labeled transitions, i.e. a sequence o € Qy 1= Q — QF;
2. if ¢ 25 ¢ with ¢ = (s',v'), then N can reach a state (M’, ') such that M' =) Op,p(s")
and firing some o = 0%go? with o!,0? € Q} and g a transition labeled with e.
In fact, 1 follows by inspection of the clock modules, noting that no reset can occur during
the time interval considered as long as no e fires. For 2, note first that g(e) is enabled iff

e is. The resets triggered by e transforms v; into v'; the reset device in /(M) performs
the resets in zero physical time, whatever the current state of the clock modules.

Conversely, one obtains a valid run 72 from r? by grouping together equivalent markings
and A transitions as above in the inverse direction; again, the skeletons of both runs consist
solely of £ and Q¢ transitions, respectively. O

As a consequence, N inherits also non-Zeno-Ness from M; so N (M) is a N1TPN.
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5.5 Modeling Communication: Extension to TIOSMs

In order to extend the above construction to TIOSMs, we have to account for messages.
Suppose some message m is used by two components B; and Bs, such that ¢ € £(B)
awaits that message (denoted ?m). Then, ¢; can fire only jointly with a corresponding
transition go from By that sends m (denoted !m), and vice versa. Therefore, such pairs
of transitions will be represented by a single net transition, the fusion of the component
transitions, modeling the synchronization by m. For uniqueness, we thus need to ensure
that at most one action per component emits !m if m(q) =?m for any ¢ in any component.
This fusion construction corresponds to point-to-point-communication; for other types of
communication, the net translation has to, and can, be modified; we will not, however,
develop this point here.

6 From TPN’s to TSM’s

We now give a construction of an equivalent TSM, given a 1-TPN; the differences with
Berthomieu and Menasche’s [3], [2] enumerative approach should be noted.

Let N = (P, Q, Pre, Post, Mp) be a bounded TPN and G = (S, £) its reachability graph.
Here, the labeling function [ : £ — Q labels edges of M by the corresponding net transition.
M contains the reachable markings of N. Set S := {sy : M € M}, where M +— sy is
injective, s, := My and & := Q.

We associate injectively one clock ¢, to every transition g of N'; C(B) := {c, : ¢ € Q(N)}.
Thus, every occurrence e of g will be governed by the same clock ¢,. According to the TPN
semantics, the clock ¢, has to be reset at zero exactly at those physical instants 7 that ¢
becomes enabled and such that ¢ was disabled for at least one logical instant immediately
before or at 7; this cannot be decided locally with a clock c.. Thus, consider M 2 M.
Then, for sps L SM7,

Z(e) = {cz: IpeP:
[M(p) — Pre(p,q) < Pre(p,q)]
A [(M(p) — Pre(p,q)) + Post(q,p) > Pre(p,q)]};

that is, exactly the clocks corresponding to net transitions that are enabled after ¢ completes
its firing and were disabled after g started its firing have to be reset on completing ¢’s firing.
Note: This definition is part of those that have to be modified if the assumption of self-
concurrency degree 1 is dropped. In Figure 4, the construction is shown in the context of
the 1-safe TPN of the left hand side. Markings are given as multi-sets of places; since the
net is 1-safe, these multi-sets are just sets.

We can now derive the clock constraints from eft and [ft. For any M € M, q € a(M))
and e € f1(q), set

D(e) = < (e € left(l(e)), Lft(I(e))]) A A cg € [0,1ft(¢)]
¢ €(a(M)—{l(e)})

INRIA



On equivalence between Timed State Machines and Time Petri Nets 15

reset(c, qo)

Cqo € [a, D]
reset(cth > Cgo )

j ¢q, € e f] Cg € [c;d]
A ¢qy € [0;d] A cqu € [0 f]
ef reset(cqs)

Cqs € [gah]
/\C(h € [O;f]

C(I1 € [e; f]
A cqq € [0;R]

Figure 4: Construction of a TIOSM from a TPN

Thus, ¢q := [(e) itself yields an elementary clause on ¢, for every such e; the other clauses
come from the remaining edges leaving M and reflect the fact that no transition is allowed
to delay its firing beyond the latest firing time of a conflicting one. Note that one cannot
merge these constraints into a single one because of possible clock resets.

With M(N) the automaton thus obtained, we obtain inductively the following counter-
part of Theorem 1:

Theorem 2 For every r! = (o, 7!) € stuns((M(N)) and r? = (02,72) € stuns(N) there
ezist 7' = (G',7') € stuns(N) and 7° = (2,7°) € stuns((M(N)) such that

rt=\7 and 7 =\
Note again that this result can not be extended to runs of M under weak timing; the
assumption of strong timing is essential.

It should also be noted that this translation is different from, and more concise than, the
enumerative method [3], [2]. In that approach, one considers the graph of classes of states,
where the state classes are defined by (untimed) firing sequences leading to a state. Since
the same state may be reached by two or more different such sequences, the class graph thus
obtained is in general much larger than the reachability graph. By contrast, our method
presented here — which can be called the clock-oriented method — always yields exactly the
reachability graph as the underlying state graph of a timed automaton; this is achieved by
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making efficient use of the strength given by clocks and clock resets in timed automata.
Moreover, going from between the implicit clocks of (N1)TPNs to the ezplicit ones in TSMs,
one has an entirely natural correspondence, up to the fact that one has to impose strong
rather than weak timing on the automaton.

7 Conclusions

TSMs are models that should prove sufficiently

general for almost all applications; the extra

strength of TA being the possibility of open in- S
terval constraints, we doubt that physical systems c(0;1] 1
suitable for automatic verification or testing re- S

quire distinctions as in Figure 5; no physical pro- 0

cess could distinguish an isolated point in time
from its neighboring intervals. On the other hand, c[0;0] S
every TA can be seen as the limit of an appropri- 2

ately chosen family of TSM, so “proper” TAs can

E)‘e apprommated by TSM. The e?ff'e(.:tlve transla- Figure 5: A TA that is not a TSM
ion given here opens up the possibility to change

between TSM and TPN models and to use all the respective techniques and tools of either
domain.

Note that TAs such as the one in Figure 5 cannot be modeled by TPN; as the results
of Boyer and Diaz [4] show, TPNs are not powerful enough to bisimulate general TAs. For
time constraints on arcs rather than transitions, the situation is different, see [5] and [4].

The translation of from one model class into the other is natural (up to imposing strong
firing) and makes use of the specific power of clocks in either model. Note also that the
size of /(M) is linearly bounded in the product of |S| and the number of elementary clock
constrains in M.

Using TIOSMs, one has analysis tool support for modular modeling with Time Petri
Nets; the translation operations between T(IO)SM and TPN can be — and have been —
effectively implemented in the XTIOSM tool [10]; see also [11], [13]).
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