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Abstract: We study the reachability problem for cryptographic protocols represented as
processes relying on perfect cryptographic functions. We introduce a symbolic reduction
system that can handle hashing functions, symmetric keys, and public keys. Desirable
properties such as secrecy or authenticity are specified by inserting logical assertions in the
processes.

We show that the symbolic reduction system provides a flexible decision procedure for
finite processes and a reference for sound implementations. The symbolic reduction system
can be regarded as a variant of syntactic unification which is compatible with certain set-
membership constraints. For a significant fragment of our formalism, we argue that a dag
implementation of the symbolic reduction system leads to an algorithm running in NPTIME
thus matching the lower bound of the problem.

In the case of iterated or finite control processes, we show that the problem is undecidable
in general and in PTIME for a subclass of iterated processes that do not rely on pairing. Our
technique is based on rational transductions of regular languages and it applies to a class of
processes containing the ping-pong protocols presented in [DEK82].
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Sur la réduction symbolique de processus avec fonctions
cryptographiques

Résumé : Nous étudions le probléme d’accessibilité pour les protocoles cryptographiques
représentés comme des processus utilisant des fonctions cryptographiques parfaites. Nous
introduisons un systéme de réduction symbolique qui peut traiter les fonctions de hachage,
les clefs symétriques et les clefs publiques. Les propriétés voulues comme le secret et
I’authentification peuvent étre spécifiées en insérant des assertions logiques dans les pro-
cessus.

Nous montrons que le systéme de réduction symbolique fournit une procédure de décision
souple pour les processus finis et une spécification pour des implémentations correctes. Le
systéme de réduction symbolique peut étre considéré comme une variante de I'unification
syntaxique qui est compatible avec certaines contraintes ensemblistes. Pour un fragment si-
gnificatif de notre formalisme, nous présentons une implémentation du systéme de réduction
symbolique basée sur les graphes dirigés acycliques. Ceci donne un algorithme dont la com-
plexité est en temps polynomial non-déterministe, ce qui correspond & la borne inférieure
du probléme.

Dans le cas de processus itérés ou 4 contrdle fini, nous montrons que le probléme est
undecidable en général et qu’il est résoluble en temps polynomial déterministe pour une
sous-classe de processus itérés qui n’utilisent pas les couples. Notre technique est basée
sur les transductions rationnelles de langages rationnels et elle s’applique & une classe de
processus qui contient les protocoles ping-pong présentés dans [DEK82].

Mots-clés : protocoles cryptographiques, vérification, calcul symbolique.
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1 Introduction

Protocols based on cryptographic operations are used to protect the access to computer
systems and the transmission of data on networks. Other application domains such as
smart cards are emerging.

The experience has shown that the design of these protocols is error-prone. Intuitively,
the reason is that the protocols are asynchronous and communicate in the presence of an
adversary that can intercept, analyse, and modify the messages exchanged. Thus the execu-
tion of a protocol is highly non-deterministic and even for simple, finite protocols it requires
the analysis of a potentially infinite number of behaviours of the adversary.

Following a tradition that originates with the work of Dolev and Yao [DY83], we take
a formal approach that is we consider idealised/perfect versions of the cryptographic op-
erations (see [AROQ] for an interesting comparison with the complezity-based approaches)
and we focus in particular on fully automatic decision procedures which return ezact an-
swers with respect to the abstract model. This excludes methods such as theorem proving
[Bol96, Pau97|, model-checking based on finite models [Low96, CIM98, MMS97|, and ab-
stract interpretation [Mon99, Gou00]. Of course, there are good reasons to study these
methods but we will not comment on them here.

A variety of formalisms for the specification of cryptographic protocols have been pro-
posed based on, e.g., first-order logic [Wei99], linear logic [DLMS99], process calculi [Hui99],
and equational logic [JRV00]. Here we follow [AP99, Hui99, AL0O] and we model the pro-
tocol and the specification as a parallel process', decorated with logical assertions, and
interacting with an adversary. The verification problem then amounts to checking that no
invalid assertion is reachable. In previous work [ALO0O], we have proposed a symbolic reduc-
tion system that allows to decide the reachability problem for finite processes (i.e. processes
without iteration or recursion) relying on symmetric keys. In this paper, we further develop
our method in two main directions.

(1) We show that our symbolic reduction system can be generalised to handle hashing
functions, public keys, and certain logical assertions. The logical assertions we consider are
arbitrary boolean combinations of atomic predicates stating the equality of two messages or
the secrecy of a message. We claim that our method provides a flexible decision procedure
for finite processes and a good reference for optimised implementations that match the
complexity lower bound of the problem. We note that this result does not follow trivially
from those presented in [DLMS99] and [Wei99] where cryptographic protocols are described
as ‘Horn theories’. In particular:

(1) Not all processes considered in this paper can be readily compiled into Horn theories.
As pointed out in [DLMS99], at least the conditional presents some difficulty.

(ii) The translation to Horn theories does not seem to offer an interesting upper bound to
the reachability problem for finite processes.

1Henceforth, in the context of our model, we will speak of processes rather than of protocols.

INRIA



On the symbolic reduction of processes with cryptographic functions 5

(#44) The DEXPTIME decision procedure described in [DLMS99] (based on complexity results
for DATALOG) concerns protocols which run an arbitrary number of sessions, without nonce
creation, and with a bound on the size of the messages (this implies that only a finite number
of distinct messages can be generated). Our decision result is orthogonal in that we consider
a finite number of sessions but we put no bound on the size of the messages. The best lower
bound we can offer for this problem is NPTIME which is actually optimal for a non-trivial
class of processes (cf. section 8).

(2) In the case of iterated or finite control processes, we show that the problem is undecidable
in general and PTIME decidable for a subclass of iterated processes that do not rely on the
pairing constructor. This result is based on the classical theory of rational transduction of
regular languages. We will show that it applies to a class of processes strictly containing the
‘ping-pong’ protocols studied in [DEK82].

The paper is organised as follows. In section 2 we introduce our model and state the reach-
ability problem. In section 3 we show that the problem is NpP-hard for finite processes and
undecidable for iterated or finite control processes. In section 4, we prove some basic proper-
ties on the symbolic representation of configurations. In section 5, we apply these properties
to build a basic symbolic reduction system. This system is further extended in section 6 to
fully cover our process model, and in section 7 to handle a language of assertions with which
we annotate the processes. In section 7, we also present the specification of a cryptographic
protocol and comment on a prototype implementation of the symbolic reduction system. In
section 8, we show that (part of) our symbolic reduction system can be implemented to run
in NPTIME. Finally, in section 9 we exhibit a class of iterated processes without pairing for
which the reachability problem is decidable in PTIME.

Given the considerable length of this work, we will often hint to the main ideas and shift
the technical proofs to the appendix.

2 Model

We consider terms over an infinite signature: © = {C9},c, U {E% (_, )?}. Thus we
have an infinite set of constants and two binary constructors E for encoding and { , ) for
pairing. We use the following standard notation: z,y, ... for (term) variables; V for the set
of variables; Tx (V') for the collection of finite terms over YUV ¢, ¢/, .. . for terms in Tx(V); £
for vectors of terms; [t/x] for the substitution of ¢ for x. We denote with Var(t) the variables
occurring in the term ¢, and by extension, if T' is a set of terms then Var(T') = J,cp Var(t).

Names We distinguish between basic names (agent’s names, nonces, keys,...) and com-
posed messages. The set of names A is defined as {C9},c.,. We assume a (computable)
relation D C N x N with the interpretation:

(C,C") € D iff messages encrypted with C' can be decrypted with C’.

RR n° 4147



6 Roberto M. Amadio  Denis Lugiez  Vincent Vanackére

We define Inv(C) = {C' | (C,C") € D}. Further hypotheses, on the properties of D allow
to model hashing, symmetric, and public keys. In particular: (i) for a hashing key C,
Inv(C) = 0, (ii) for a symmetric key C, Inv(C) = {C}, and (iii) for a public key C' there is
another key C’ such that Inv(C) = {C'} and Inv(C") = {C}.

Messages The set of closed messages M is defined as the least set that contains A" and

such that:
teMandt' eN = E(,t)eM

t,t' e M = (Lt'YeM.
We also define the set of open messages My as the least set that contains YUV and such

that:
teE My andt' eN = E(,t') € My

t,t' e My = (t,t')e My .

We note that: (i) if E(t,t') is a subterm of a term in My then ¢’ € N, and that (ii) if
t € My and o is a substitution mapping variables to elements of My then o(t) € My.

The formal model of messages we study in this paper is fairly standard, cf., e.g., [AROO,
BDNP99, Low99]. We note that specific crypto-systems such as RSA may satisfy additional
algebraic properties. The axioms above are not meant to describe a specific crypto-system
instead they should be read as a specification to be implemented on top of some standard
crypto-system. We also remark that in our model keys can only be simple names and not
‘complex’ keys such as pairs or encrypted messages. Extending the symbolic reduction to a
model with complex keys appears to be a non-trivial task.

Synthesis and Analysis The functions S (synthesis) and A (analysis) are closure oper-
ators over the power set of terms Tx (V') defined as follows:

e S(T) is the least set that contains 7' and such that:

ti,t2 € S(T) = (t1,t2) € S(T)
t1 € S(T),t2 e TNN = E(t1,t2) € S(T) .

o A(T) is the least set that contains T' and such that:

<t1,t2) € A(T) = t; € A(T), 1= 1,2
E(t1,t2) € A(T), A(T)NInv(t2) #0 = t1 € A(T) .

We note the following properties.

Proposition 2.1 Suppose T C My . Then:

(1) S(T),A(T) C My. Moreover, if T C M then S(T), A(T) C M.
(2) S preserves set-theoretic containment and S(S(T))=S(T)D T

(3) A preserves set-theoretic containment and A(A(T)) = A(T)D T.
(4) A(S(T)) =S(T) U A(T).

(5) A(S(A(T))) = S(A(T)) = S(A(S(T))).

INRIA



On the symbolic reduction of processes with cryptographic functions 7

PRrROOF. We observe that the operators A and S admit the following iterative definitions:

AT)=U,co AT A(T)o=T
A(T)nt1 = A(T)n U {t1,t2 | (t1,t2) € A(T)n}
U{t | E(t,C) € A(T)n, Inv(C) N A(T)n £ 0}

S(1) =Up,eo ST S(T)o=T
S(T)ng1 = S(T)n U{{t1,t2) | t: € S(T)n,i = 1,2} U{E,C) |t € S(T)n,C €T}

From this remark the proof of (1-6) is rather direct and delayed to appendix A.1. ©

Processes Processes are defined as follows:

P:= 0|t.P|?2.P |z« dec(t,t').P |z «— prjl(t).P | z «— prjr(t).P |
asrt(p).P|P | P'|[t=t]P,P |itP

A process performs internal computation, interacts with the adversary via input and output,
and, from time to time, checks certain logical assertions ¢. The informal description of the
execution of a process is as follows: 0 is the process which is terminated; !¢.P evaluates ¢
and if ¢ is a message, sends it to the adversary and becomes P (otherwise it terminates);
?z.P receives a message t from the adversary and becomes [t/z]P; z < dec(¢,t').P (dec for
decryption) evaluates t,t and if ¢ is a message E(t"”,C) and t' € Inv(C) then it becomes
[t"/x]P (otherwise it terminates); similarly,  « prjl(¢).P (prjl for left projection) evaluates
t and if ¢ is a message (t',¢") then it becomes [t'/z]P ([t""/z]P) (otherwise it terminates); a
symmetric interpretation applies to the right projection prjr; asrt(y).P evaluates the boolean
predicate ¢ with respect to T and becomes P if ¢ holds (otherwise we terminate in the
erroneous configuration); P | P’ is the asynchronous parallel composition of P and P’;
[t = t'|P, P’ evaluates t and ¢’ and if both are messages then it becomes P if ¢t = t' and P’
if t £ t' (otherwise it terminates); it P is an unbounded iteration of P so that it P behaves
as P | it P. We denote with FV(P) the set of variables occurring free in P.

Definition 2.2 A well-formed configuration k is either a special erroneous configuration err
or a pair (P,T) where (i) P is a closed process and (ii) T is a non-empty finite subset of M
which represents the current knowledge of the adversary.

In figure 1, we define a reduction relation on well-formed configurations. In these rules, we
always reduce the leftmost process with the proviso that parallel composition is associative
and commutative. Moreover, we take the freedom of writing P as P | 0 whenever needed to
apply a rewriting rule and we omit the symmetric rule for the right projection.

We note that a thread is stuck whenever it tries (i) to evaluate a term which is not a
message, or (i) to decrypt with a wrong key, or (iii) to project a message which is not a
pair. Concerning the language of assertions ¢, for the time being, we just assume that the
condition =1 ¢ is decidable and that the formula false is an (invalid) assertion. We turn
next to the definition of the reachability problem.

RR n° 4147
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(! (&.P| P',T) — (P| P, TU{t}) ifte M
(?) (?z.P | P',T) — ([t/z]P | P',T) if t € S(A(T))
(d) (z «— dec(E(t,C),C").P | P',T) — ([t/z)P|P',T)if C' € Inv(C),t € M
(p) (z — prjl((t,t")).P | P',T) — ([¢/=]P | P',T) if t,t' € M
! P | P’ T if |=T (%)
() (asrt(p).P | P',T) - { it en
(m1) (t=tP,P:| P,T) — (P | P, T)ifte M
(m2) ([t = tI]P1,P2 | P’,T) — (P2 | P’,T) if t 76 t’,t,t’ eM
(it) (tP|P,T) — (P|itP| P,T)

Figure 1: Reduction on configurations

Definition 2.3 Let k be a configuration. We say that k can reach error if k — err.

Thus, the reachability problem is the problem of determining whether a configuration can
reach the erroneous one.

Remark 2.4 In [AL00], we also consider a name generator operator vx P replacing x with
a fresh name. This operator can be specified by adding o counter to a configuration. We
note that for finite processes the name generator can be statically eliminated, and that for
iterated/finite state processes the name generator adds another source of undecidability as
shown in [DLMS99].

3 Lower bounds

We show that reachability is NP-hard for finite processes (without iteration) and undecidable
for processes allowing iteration. While these results appear to be folklore, it is worth to spell
them out trying to rely on as little machinery as possible. In the following, we will just rely
on symmetric keys, input, output, decryption, projection, parallel composition, and the
assertion false.

First, we introduce a notation to filter inputs. Let t € My be a linear term (all variables
are distinct) generated by the grammar: t ::=y | E(¢,C) | {¢,t). We define case t = z in P
by induction on ¢ (z',z" are fresh variables):

casey=uzin P = [z/y]P
case E(t,C) =z in P =2« dec(z,C).caset =2 in P
case (', t"Y=zin P =2z’ «— prjl(z).2" — prjr(z).

case t' =2’ incase t" = 2" in P.

Finally, we abbreviate 7x = t.P =?x.case t = x in P.

INRIA



On the symbolic reduction of processes with cryptographic functions 9

3.1 nNpP-hardness for finite processes

We code satisfaction of a boolean formula in conjunctive normal form (CNF). Let ¢ be a for-
mula in CNF depending on the boolean variables x,. .., z, and composed of the disjunctions
V1, ..., Vm. We assume the following distinct constants: C, Cy, Cy, Vi,...,V,, D1,..., Dy,.
Initially, we set the knowledge of the adversary to:

= {E(E(Ca Co),C),E(E(C, 01)70)}

where we interpret E(C,Cy) as the boolean value 0 and E(C,C1) as the boolean value 1.
We define a process Py which is the parallel composition of the following processes:

1) ?z=E(yC)E(y,V).0,:=1,...,n (‘write once’ boolean value in V)
(2) ?z=FE(E(y,C1),V;5).!Dt.0, x; literal in ¢y (disjunction ) evaluates to 1)
(2" ?z= (E(y,C’o) V;).\D.0, =5 literal in v, (disjunction v, evaluates to 1)
(3) ?@=E(---E(y,Dm),.. Dl).asrt(false).O (all disjunctions evaluate to 1)

We use a double level of encryption to be able to test in (2) and (2') the contents of a
variable without relying on the conditional. The proof of the following proposition is rather
direct and delayed to appendix A.2.

Proposition 3.1 Let ¢ be a boolean formula in CNF. Then ¢ is satisfiable iff (Py, Ty) — err.

We point out that processes with several alternations of filtered inputs and outputs can
be compiled into the parallel composition of processes of the simpler shape above, i.e., a
filtered input followed by an output. For instance,

Px1 =t1.181.720 = t2.150.723 = t3.!33.0, Var(si) - Va’!‘(ti),i =1,2,3 becomes
?.’131 = tl.!sl.O |?.’E’ = (tl,t2>.!32.0 |?$” = <<t1,t2),t3).!$3.0

which is a transformation that can square the size of the program. It is interesting to
formulate the reachability problem for these simple processes as the refutation of a ‘logic
program’ (this idea is already found in [DLMS99, Wei99]). We introduce a monadic predicate
T with the interpretation:

T(t) iff tis known by the adversary.

Given a configuration k = (P, Ty) we define the ‘logic’ program Ly as follows:

S T(t) if t € T
T(t), T(t) D T((t,t'))  (synthesis pair)
T(t), T(t") D T(E(t,t)) (synthesis encryption)
T({t,t')) D T(t) (analysis pair left)
T({t,t')) DTt (analysis pair right)
T(E(t,t')), T({t) DT(t) (analysis encryption)
T(t) DTt if 7z =¢M'.0in P

(clauses executed at most once)

T(t) Ol if 7z = t.asrt(false).0 in P

RR n° 4147
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The logic program Ly, is actually a bit more liberal than our model as it allows to conclude
T(t) even when ¢t ¢ M. However, it is easy to get an exact correspondence by introducing a
second predicate M such that M (¢) iff t € M. Then we refine, e.g., the clause for synthesis
of encryption as follows:

T(t),T(t"), M(E(t,t)) > T(E(t,t")) .

We also note that the logic program obtained is not quite standard as the clauses corre-
sponding to the program can be executed at most once while the clauses corresponding to
the adversary (initial knowledge, synthesis, and analysis) can be executed arbitrary many
times. For this reason, the presentation as a logic program does not seem to offer an im-
mediate upper bound on the complexity of the reachability problem and this (suggestive)
point of view will not be further pursued in this paper.

3.2 Undecidability for iterated processes

We encode the halting problem for 2-counter machines into a reachability problem for iter-
ated processes (this has been suggested to us by H. Comon). We recall that a two-counter
non-deterministic machine is a tuple (@, Qr,qo,A) with @ a set of states, Qr C Q a set
of final states qo € Q the initial state and A C @ x {0,1}%2 x Q x {—1,0,1}? a transi-
tion relation. We assume that if (g, z1,%2,¢',91,92) € A then y; = —1 implies z; = 1,
for i = 1,2 (we can decrement a positive counter only). A configuration of the machine
is a triple (g,n1,n2) with ¢ € Q,n; € w (the n;’s are the counters). We have a reduction
(g,n1,n2) — (¢',n1 + 91,00 + y2) if (¢, 21,22,¢,91,92) €E Aand n; =0iff 2, =0 (1 = 1,2).
A configuration (g,n1,ns) is reachable if (go,0,0) = (¢,n1,n3). A configuration (g, n1,nz)
is final if ¢ € Q. For two-counter machines it is undecidable whether a final configuration
is reachable (see, e.g., [HUT9], page 172).

Next we describe an encoding of 2-counter machines into configurations. We assume
distinct constants C,Cy,C1, D and a distinct constant ¢ € N for every state ¢ € Q. We
associate a message to every natural number as follows:

0= E(C,Co) n+1= E(ﬂ701) .
We associate a message to every 2-counter machine’s configuration as follows:

(¢,m,n) = E((n,n/),q) .

We associate to every rule of the 2-counter machine an iterated process. For instance,
consider the rule r = (0,1,¢,¢',1,—1) which means that if the first counter is null, the
second one is not null, and the machine is in state g then the machine can go to state ¢, add
1 to the first counter, and subtract 1 to the second. This is encoded by the process (by the
way, here we could use tail recursive/finite control processes rather than iterated processes):

P, = it?z = E((E(C,Co), E(y', C1)),q)\E({(E(E(C, ), C1),4'),d)-0 -

INRIA



On the symbolic reduction of processes with cryptographic functions 11

For each final state ¢ € Q r, we introduce the process:

P, =7z = E((x,y), q)-asrt(false).0 .

The initial knowledge T of the adversary is the encoding of the initial configuration: T =
{(g0,0,0)}. Finally, we associate to a 2-counter machine M a process Py

PM EquQFPq | HTEAP’I‘

which eventually informs the adversary of (the translation of) every reachable configuration.
Given this encoding, we note the following proposition whose proof is given in appendix A.3.

Proposition 3.2 (1) (g,0,0) = (¢,n,n') iff for some P,T, (Py,Ty) = (P,T) and
(¢g,n,n') €T.

(2) A final configuration is reachable iff (Par,To) — err.

The encoding of 2-counter machines makes an essential use of pairing. Indeed we will
show in section 9 that without pairing the reachability problem for the simple iterated
processes considered above is decidable in polynomial time. Since the encoding of satisfaction
of CNF in section 3.1 does not rely on pairing, it turns out that in this particular case
reachability is easier to check for iterated than for finite processes.

4 Symbolic analysis

In this section, we study the effect of certain admissible substitutions on the synthesis
and analysis operators. Our analysis culminates in the decomposition theorem 4.10 that
makes it possible to compute on symbolic configurations, i.e., on configurations containing
free variables ranging over certain infinite sets of messages. Let us point out that the
generalisation from ‘symmetric keys’ to ‘public keys’ is not straightforward. In particular,
the notion of irreducible set presented in [ALOO] needs to be generalised to the notion of
(minimum) generator and the fact that we can actually compute this set and with this set
is not quite obvious as witnessed by proposition 4.6 and lemma 4.9.

Definition 4.1 Let T C My and K Cg, N.

(1) Suppose t € My. We say that t' is K-accessible in t iff either t = t' or t = (t1,t2)
and for some i € {1,2}, t' is K-accessible in t; or t = E(t1,C), Inv(C)NK # 0, and t' is
K -accessible in t;.

(2) We define Px(T), the K-accessible parts of T, as the set of terms that are K -accessible
inatermteT.

(3) We define Sk(T'), the K-synthesis of T, as the least set of terms that contains T U K
and is closed under pairing and encryption by a name in K.

(4) Finally, we define K(T) as the least set of names K such that C € Pg(T) implies
CeK.
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Example 4.2 Suppose T = {C1,(E(C2,C1), E(E(C3,C3),C2))} where all keys are sym-
metric. Then Py(T)NN = {C1} and Pio (T)NN = {C1,Co} = Pio,,0,3(T)NN. Hence,
K(T) ={Cy, Ca}-

Proposition 4.3 Suppose T C My . Then:

(1) K(T)=A(T)nN.

(2) A(T) = Py(r)(T).

(3) S(A(T)) = Sk(r)(Px()(T))-

PROOF. We observe that the set K(7") admits the following iterative definition:

K(T)=Upeo K(T)n K(T)o=FP(T)NN
K’(T)n+1 = K(T)n Uy (PK(T ( ) )

We also note that P (T') = |, acck (t) where acck (t) is a set of terms defined inductively
on the structure of ¢:

acck (C) =C

acck () =z

acci ({t1,t2)) = {{t1,t2)} U acck(t1) U acck(tz2)

acck (E(t,C)) ={E(t,C)}U acck(t) if Inv(C)NK # 0
acci (E(t,C)) ={E(t,C)} if mv(C)NK =9 .

Given this inductive characterisation the proof of (1-3) is rather direct and delayed to ap-
pendix A 4. o

Definition 4.4 Let T C My . We say that the set G is a generator for T if S(A(T)) =
S(G).

The proof of the following proposition relies on propositions 2.1 and 4.3. In particular,
for (4) we prove that t € S(A(T)) implies t € S(G N G') by induction on the structure of ¢
(see appendix A.5).

Proposition 4.5 Suppose T C My and G,G' are generators for T. Then:
(1) Pg(r)(T) is a generator for T.

(2) K(T)=GnN.

(3) Var(T) = Var(S(A(T)) = Var(S(G)) = Var(G).

(4) GN G is a generator for T.

From proposition 4.5(4), we know that there exists a minimum generator. The following
proposition gives a method to compute it.
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Proposition 4.6 (minimum generator) Suppose T Cg, My . Then the application of
the following rules always terminates and computes the smallest generator for T that we
denote with G,(T).

(a) {t}uT —-T ift € S(T)
(b) {{, K ruT —{t,t}UT
() {EGC)YUT —{t,E@,C)}UT fTNInv(C)#0 andt ¢ S(T).

PROOF HINT. Note that when we write {¢t} UT on the left hand side of a rule it is intended
that ¢t ¢ T. First we show by case analysis that if T — T5 then (i) S(A(T1)) = S(A(T3)) and
(ii) T4 C S(T3). The properties presented in proposition 2.1 are useful here. Termination is
easily established.

Suppose T = T" and T” is in normal form. To show that 7" is the smallest generator we
prove first by induction on n that A(T"), C S(T"). Then we observe:

S(A(T)) = S(A(T") by (i)
= S(A(S(T")) by proposition 2.1(5)
= S8(S(T")U A(T")) by proposition 2.1(4)
=5(5(1") by A(T") € S(T")
= S(T") by proposition 2.1(2) .

Suppose exists G C T” such that S(G) = S(T') = S(A(T)). We choose t € T'\G. Then
T =T"U{t},t € S(T") = S(G) and T' — T" by (a) which is a contradiction. Thus T" is
a minimal generator and from proposition 4.5(4) it follows that it is minimum. o

Example 4.7 If we take T = {E((C1,z),C2), E(Cy,Cs5),C3} with Inv(Cy) = {C3} and
Inv(C3) = {C>} then G, (T) = {E({C1,z),C>), E(Cy,C3),C1,Cs,x} which is strictly con-
tained in A(T).

Definition 4.8 (1) An environment E is a possibly empty list of the shape x1 : T1;...; Ty
T, whereTy C --- C T, Cp, My is a non decreasing sequence of finite sets of open messages

and Var(T;) C {x1,...,2Zi—1}.

(2) A substitution o is admissible for the environment 1 : Th;... ;2 : Ty if

o(xz;) € S(A(o(T3))) fori=1,...,n,
o(y) =y ifyé{x1,...,Tn}

Lemma 4.9 (symbolic representation) Let E =z : Th;...;2, : T, be an environment,
o be an admissible substitution, and G; be a generator for T;. Then:

(1) K(oT3) = K(To).
(2) S(A(eTy)) = o S(A(T3))-
(3) S(0Gi) = 08(Gs) = S(a(G\V)).
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PrOOF HINT. The full proof is given in appendix A.7.

(1) It is easy to establish K(T;) C K(oT;). To show the other inclusion, we prove
(1) Ce€accgry(oz;) = Ce K(T;) ifj<i.

by induction on the pair (4, 7) lexicographically ordered.

(2) Relying on proposition 4.3(3) we prove o S(A(T;)) C S(A(cT;)). To show the other
inclusion, we prove by induction on ¢ that

Py (1,)(0T;) C Sk(1:) (0 Pg(1:)(T3)) -

(3) To prove S(cG;) = 0S(G;) we recall proposition 4.5(2) and proceed by induction on
the structure of the term. To establish the equation S(cG;) = S(0(G;\V)), we prove by
induction on j (j < %) that ¢V; C S(0(G;\V)). From this we derive o(G;NV) C S(o(G;\V))
that implies the desired property. <

Theorem 4.10 (decomposition) Let E = z; : T1;...;2, : T, be an environment, o be
an admissible substitution, and G; be a generator for T;. Then:

(1) C e S(A(eTy)) iff C € K(Ty).

(2) (t,t') € S(A(eT)) iff t,t' € S(A(oTs)).

(3) E(t,C)e S(A(eTy)) if 3FJEW,C)eG; Et,C)=d(E({,C)) or
(C € K(T;) and t € S(A(0T3))).

PRrROOF. (1) We observe:

C e S(A(eTy)) ffCeAlcT)NN
iff C e I((O’Ti) iff C € K(Tl) .

(2) (t,t') € S(A(cTy)) = A(S(A(cTy))) 1mp11es t,t' € S(A(cT;)) by definition of analysis.
Vice versa, t,t' € S(A(cT;)) = S(S(A(aTy))) 1mp11es (t,t') € S(A(cT;)) by definition of
synthesis.

(3) («) We consider the two cases.
o If E(t',C) € G, then, by lemma 4.9(2-3):

gE(t',C) € 0G; C S(cG;) = 0S(G;) = 0 S(A(Ty)) = S(A(eTy)) .
e If C € K(T;) and t € S(A(¢T;)) then E(t,C) € S(S(A(cT;))) = S(A(cTy)).
(=) Suppose E(t,C) € S(A(c¢T;)) and (C ¢ K(T;) or t ¢ S(A(at;))). Then

S(A(eT;)) = 0S(A(T;)) = 0S(G;) by lemma 4.9(2)
= S(cG;) = S(a(Gi\V)) by lemma, 4.9(3)

We conclude that E(t,C) = oE(t',C) for some E(t',C) € G;. ©
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5 Basic symbolic reduction

In defining the symbolic reduction, our strategy is to maintain the constraints x; : T1;...; 2, :
T, in the form required to apply theorem 4.10. In this section, we will just consider simple
processes P satisfying the following conditions:

(1) All terms occurring in P belong to My (cf. section 2).

(2) P does not contain the operators of parallel composition, conditional, and iteration.
(3) The only assertions allowed are of the form asrt(false).

Note that these conditions are preserved by reduction. We will see in section 6 how to lift
restrictions (1-2) and in section 7 how to handle more general assertions.

Definition 5.1 A symbolic configuration is either err or a triple (P,T, E) where:

(1) P is a process and T is a non-empty finite set of terms in My such that for some set
of variables {z1,...,zn}, FV(P)U Var(T) C {x1,...,Zn}-

(2) E=x:Th;...;2, : T, is an environment (cf. definition 4.8) such that Ty # 0 if
E #0.

The basic rules for symbolic reduction are presented in figure 2 where the symmetric
rules for the right projection are omitted. We note that the rules (d3 ;) are not mutually
exclusive in the case where C € K(T) and Inv(C) N K(T) = (. This case, which does not
arise in the symmetric case, corresponds to a situation where the adversary knows C' but
not its inverses so that it can synthesise a message of the form E(¢,C) but it is unable to
decrypt such a message.

Let us examine the soundness and completeness of the symbolic reduction system.

Definition 5.2 Letc = (P, T, E) be a symbolic configuration and o be a ground substitution.
We write o = E iff o is compatible with the sequence Ty C --- C T, in E.

The following theorem 5.3 implies that a symbolic configuration (P, T, ) reduces to err
iff the configuration (P,T) does. Moreover, all symbolic reductions are terminating and
finitely branching. This entails a simple decision procedure for the reachability problem:
explore all symbolic reductions and check whether they lead to the configuration err.

Theorem 5.3 (1) Symbolic reduction always terminates.
(2) (P,T,E) S erriff 30 = E o(P,T) = err.

PROOF HINT. This result is generalised in theorem 6.13, to which we refer for a complete
proof.

(1) Symbolic reduction terminates because every rule decreases by one the number of
prefixes in the process P.
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)y (?=.P,T,E) - (P,T,E,z:T)

(*y .PT,E) - (PLTU{tLE)

(o1) (z — pril({t,#))-P,T, E) — ({t/2]P,T, E)

(pl3) (z « pril(z;).P,T,E) — [{z,2')/z;](P,T,E) z' fresh

(d}) (z — dec(E(t,C),C").P,T,E) — ([t/z]P,T,E) if C' € Inv(C)

(d3) (z «— dec(z;,C").P,T,E) — [E(z,C)/z;](P,T,E) if ¢ € K(T),
C' € Inv(C)

(@) (0 — dec(z:, )P, B) — [B(t,C)/z]([t/s1P, T, E) if B(t,C) € Gu(T:),
C' € Inv(C)

(a®)  (asrt(false).P,T,E) — err

[(z,2")/z;|E = z1: Ty xim1 s Ty Ty’ 2 T
zit1: [(z,2") /@i Tiv1s . 2n : [(2,2) 2] T

[E(z,C)/zi|E= z1:Th;...5zim1: Timgyz T
ZTit1: [E(z, C)/zi|Tit1;. . 520 ¢ [E(z,C)/z:]Tn

[Et,C)/zi|E= z1:Ty;...;zi-1: Ticg;
i1t [E(t, C)/zi|Tigrs .. 520 [E(t,C) /] Th

Figure 2: Basic symbolic reduction

(2) In both directions we proceed by induction on the length of the reduction to err. To
show completeness (implication <) we rely on the decomposition theorem 4.10. ¢

We consider an example of application of the basic symbolic reduction procedure.
Example 5.4 We assume symmetric keys. Consider the process:
Py =721 \E(z1,C1).220.03 — dec(za, C1).z4 — dec(zs, Co).asrt(false).0
where initially Ty = {Cy}. We show (Py,T1,0) = err. We have:

(Pla T, m)

— (!E(ml,Cl) . ,Tl,ml H T1) by (75)

(?z9....,Ta,z1 : T1) where To =Ty U{E(z1,C1)}, by (!*)

(23 «— dec(z2,C1) ..., T2, E2) where Ex = x1: Th; 22 : Ta, by (7°)
[E(ml, Cl)/mz]([$1/$3]$4 — deC(.’Eg, CO).asrt(false).O, T2, Ez), by (dg)
(24 — dec(z1, Co).asrt(false).0, Ta, z1 : Th), by substitution
(asrt(false).0,Ta,z4 : Th), by (d3)

err by (a°).

Lol

Following the substitutions backwards, we can express the set of successful ‘attacks’ of the
adversary as ©1 = E(x4,Cy),x2 = E(E(24,Cy),C1) where x4 € S({Co}).
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6 Extensions of basic symbolic reduction

In this section, we show how to lift the restrictions imposed in section 5 thus defining a
symbolic reduction for the full process model introduced in section 2.

6.1 Variables in key position

Let us denote with Varge,(t) the collection of variables = such that E(¢',z) is a subterm of
t and with M¢, the collection of terms in T (V') such that in every subterm E(t',t"), t" is
either a name or a variable.

Then consider a term ¢ € Tx(V'), an environment F constraining the variables in Var(t),
and an admissible substitution ¢ = E. We observe that ot € M iff t € MY, and o(x;) €
K(T;) whenever x; € Varpe,(t). We write 7 | (¢, E) if:

(1) 7=14d and t € My or
(2) t € MY, Vargey(t) = {z1,...,Zm}, m > 1, and 7(x;) € K(T}), if z; € Vargey(t) and
7(z;) = z;, otherwise.

We note that for all ¢, E there are only a finite number of substitutions 7 such that
Tl E).

With this notation, we can write the rules for output, decryption, projection,... by
combining reduction and instantiation of variables in key position. For instance, the rule

(!*) becomes:
() (%.P,T,E) — 7(P,TU{t},E) ifr | (t,E)

where, as expected, 7(P,T,E) = (7P,7T,7E) and the definition of [C'/z;]E amounts to
remove the constraint z; : T; and replace x; with C' in E (cf. bottom of figure 4).

6.2 Parallel composition and iteration

We can handle parallel composition and iteration along the lines of the non-symbolic re-
duction system in figure 1. Namely, we assume that parallel composition is associative and
commutative and that P = P | 0. Then, without loss of generality, we always reduce the
leftmost thread of a process and we suppose that there is at least another thread running in
parallel. Then, e.g., the rule for output is rewritten, once more, as follows:

() (t.P|P,T,E) — (P |P,TU{t},E) ifr | (t,E).

The rule for iteration can be written along the pattern of rule (it) in figure 1. However,
in view of the undecidability result in section 3.2 this is not very interesting. Summarising
our discussion, we present in figure 3 the symbolic reduction system not including the rules
for conditional and assertions. The system operates on quadruples (P, T, E,I) where I is a
finite set of inequalities whose introduction will be motivated in the following section 6.3.
We denote with u either a name or a variable occurring in the environment E.
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(*y (?z.P|P,T,E,I) — (P|P,T,E;z:T,1I)

() ((t.P|P,T,E,I) — 7(P|P,TU{t},E,I)
if 7| (¢, E)

(b) (2 = pril((t,¢)).P | P',T, E,1) — r(jt/a]P | P',T, E,I)
if r | ((t,¢), E)

(Pl;) (27 - prj|(.’£1)P | Pl,T,EaI) - [(x,x')/xt](P | P’aT’E’I)
z' fresh

d$) (z — dec(BE(t,u),u').P| P',T,E,I) — =([t/<]P|P',T,E,I)
if 7 | (BE(E(t,w),u'), E), 7(u') € Inv(7(w))

(d3) (z < dec(zi,u).P| P, T,E,I) — ([E(z,C)/zi]lo7)(P|P,T,E,I)
if 7| (E(u,u), E),C € K(vT;),u # z; and 7(u) € Inv(C)

(d3) (z < dec(zi,u).P| P\ T,E,I) — ([E(,C)/z:i]o7)([t/z)P| P, T,E,I)
if 7| (E(u,u), E), E(t,C) € Gu.(7T;),u # z; and 7(u) € Inv(C) .

Figure 3: Symbolic reduction (without conditional and assertions)

6.3 Conditional

The symbolic handling of the conditional is the most technical extension we consider. We
start by enriching a symbolic configuration with a fourth component I which is a finite set
of inequalities s # t where s,t € My. We write I | if for no ¢, ¢t #t € I and in this case we
say that I is consistent. Consider a configuration ¢ = (asrt(false).P | P',T, E,I). Then it is
correct to reduce ¢ to err iff I |. Indeed, in this case we can always build a substitution o
such that o |= E, I exploiting the fact that the variables range over infinite sets of messages
(see appendix A.8 for a proof).

Proposition 6.1 Let (P,T,E,I) be a symbolic configuration. If I | then 3o o = E,I.
Given the proposition 6.1 above, we can rewrite the rule (a%) in figure 2 as follows:
(a®) (asrt(false).P | P',T,E,I) — errif I |

In general, we note that it is useless to evaluate a configuration (P, T, E, I) such that I is
not consistent.

We can now present in figure 4 the rules to handle the conditional. Rules (m$) and
(m3) assign a name to each variable in key position (cf. section 6.1) and respectively handle
equality and inequality (they are the symbolic counterpart of (m;) and (ms)). The rule
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(m}) ([s=tlP,P,T,E,I) — (po7)(P,T,E,I)
if 7| ({s,t), E) and ([rs = 7t],7E, id) 5 0,E', p)

(m§) ([s:t]PhPZaT,EaI)_)T(PZaT’EaIU{37ét})
if 7] ((s,1), E)

(1) (I/() = f(7)Eq, E,p) — ([t = s|Bq, E,p) f constr.

(3) ([z: = xilEq, E,p) — (Eq, E,p)

(e3)  ([zi = z;]Eq, E,p) — (p'Eq,p'E,p'0p) if i <j,p' = [xi/z;]
(e1) (lz: =ClEq,E,p) — (p'Eq,p'E,p'0p) if C € K(T;),p' = [C/xi]

(2)  (lai = (t1,t2)]Bq, B, p) — ([2' = t1][a" = ta]p' Eq, p'E, ¢ 0 p)
if i ¢ Var((t1,t2)), p' = [(2',2") /]

(e8) ([xz: = E(t,C)]Eq,E,p) — ([z =t]p'Eq,p'E,p" 0 p)
if z; ¢ Var(t),C € K(Tz), p' = [E(z, O) /]

(e7)  (lxi = E(t,C)|Eq, E,p) — ([t =1]p"Eq,p'E, p' 0 p)
ifz; ¢ Var(t), E(t',C) € Gu(T3),p = [E(t',C)/i]

[i/2;]E = 21:Th;...;25-1: Tj-1;
zjt1: [wi/2i]Tiqa;. . an ¢ [2i/2]Tn

[C/lz;)E= z1:Th;...525-1: Tioq;
zig1 : [Clzi|Tigr;. .. 2n 2 [Clai|Tn .

Figure 4: Symbolic reduction for conditional
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(m3) relies on the rules (e§_;) to check the satisfiability of the equality (strictly speaking,
we should consider [s = t]P as a special syntax for a conditional without else branch).
The rules (ej_) operate on triples (Eq, E, p), where Eq is a possibly empty list of equations
among terms in My, E is an environment, and p keeps track of the substitutions performed.
Basically, the rules (ej_;) perform a variant of syntactic unification on the equations FEq
which is compatible with the set-membership constraints E. Rules (e_5) should be self-
explanatory and rules (ef_;) are a direct application of the decomposition theorem 4.10.

We denote with p(P, T, E, I) the configuration (pP, pT, pE, pI) where p is the composition
of ‘basic’ substitutions p; o --- o p,, and pE stands for pi(--- (pnE)---) (the application of
‘basic’ substitutions to an environment is defined at the bottom of figures 2 and 4).

Next, we adapt a method introduced in [ALOO], to show that the rules (ej_;) always
terminate and give a sound and complete method to check the satisfiability of a list of
equations subject to the set-membership constraints E.

Definition 6.2 Given a triple (Eq, E,p), we associate a rank rk(x) to every variable x
occurring in an environment E' such that (Eq, E, p) = (Eq', E', p') as follows: if the variable
is in E then its rank is its position in E, otherwise the variable inherits the rank of the
variable it replaces.

We note that the maximal rank of a variable occurring in a pair (Eq’, E') reachable from
(Eq, E) is bound by the size of the list E.

Assume every variable is assigned a rank ranging between 1 and n. Then we define the
rank of a term ¢ as 0 if the term is closed and i if ¢ is the maximal rank of a variable occurring
in t. We define the complexity of an equation [s = t] with respect to the maximal rank n as

w(ls =t]) = (rn, .., r1, maz(|s], [t])) 1)

where r; is the number of occurrences of variables of rank 7 in [s = ¢], and |s| is the number
of symbols in s. We define a well-founded partial ordering on triples by setting

([s=t]Eq,E,p) = ([s' =t'|Eq', E', p') iff p([s=1])> u(s' =1 (2)

where > denotes the lexicographic ordering. Remark that this ordering is not a lexicographic
extension of the ordering on equations to sequences of equations (which is not well-founded),
for instance pairs with an empty sequence of equations are incomparable with any other pair.

The domain of a substitution o is the set Dom(c) = {z | oz # z}. We say that a
substitution o is decreasing if Vo € Dom(o) rk(x) > rk(ox). For instance, the identity
substitution is decreasing since its domain is empty. We note the following properties of
decreasing substitutions.

Lemma 6.3 (1) The composition of decreasing substitutions is a decreasing substitution.
(2) If o is decreasing then either o[t = t'] = [t = t'] or u([t = t']) > plat = ']).

(3) The composition o o [t/x] of a decreasing substitution o and of the substitution [t/x] is
decreasing if for all y € Var(t), rk(y) # rk(z) and y € Dom(o).
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PRrROOF HINT. (1) Vy € Var(o1(x)), rk(x) > rk(y) and either o2(y) =y or Vz € Var(oa(y)
we have rk(xz) > rk(y) > rk(z) since o2 decreasing.

(2) For an equation [t = t'] either no variable is in Dom(c) or at least one is replaced by
occurrences of smaller variables, thus decreasing the complexity measure of the equation.

(3 ) The composition yields o(y) for y # x, and o(t) for z. Since each variable of ¢ is in
Dom(o) it is instantiated by o yielding variables of a smaller rank (hence smaller than the
rank of x since rk(y) ¥ rk(x)). ©.

The termination of rules (e;_7) in figure 4 relies on the following technical lemma proven
in section A.9 by induction on the order .

Lemma 6.4 (termination) Let p = ([s = t]Eq, E, p) be a triple which is reduced by rules

(€5 ). Then two cases can arise: either p — ([s' = t'|Eq', E', p') and no rule applies, or
we can reduce p to a configuration (Eq',E',p') = o(Eq, E, p), where o satisfies: (i) o is
decreasing, (i) if s =x and t ¢ V then x € Dom(o).

By iterating lemma 6.4, we can conclude that equations can be eliminated.
Proposition 6.5 The simplification of triples (Eq, E, p) always terminates.
Concerning soundness and completeness we note the following proposition.

Proposition 6.6 (1) If ([s =t],Eq,E,p) — ([s = t)p'Eq,p'E,p' o p) and o |= [s = t]p' Eq
and o = p'E thenoop E[s=t],Eq,E

(2) Ifo = [s=t],Eq, E then ([s=t],Eq,E, p) — ([s = t1p' Eq, p'E, p' o p) and there is a o’
such that o' |=[s =t]p'Eq,p'E and 0 = o' o p'.

PROOF HINT. (1) We proceed by case analysis on the rule applied. We consider a typical
case.
(ef) We know o = [x = t]p'Eq,p'E = [BE(z,C)/xzi], z; ¢ Var(t), and C € K(Ty).
Obviously ¢ o p' = Eq. Moreover, since o(z) = ot and z; ¢ Var(t) it follows that o o
[E(2,C) /2] E i = E(t, C).

It remains to prove that o o p' = E. Suppose E = 21 : Th;...52; : Tis. . 520 T We
distinguish three cases:
(j < i) Then o(p'(z;)) = o(z;), 0(p'Tj) = o(T;), and we know that o(z;) € S(A(cT}))
since o |= p'E.
(j =14) Then o(p'(x;)) = E(ot C) and o(p'T;) = o(T;). Then o(x) = ot € S(A(cT;)) since
o= p'E, and E(ot,C) € S(A(0T;)) since C € K(T3).
(j >1i) Then o(p'(z;)) = o(z;) and o(x;) € S(A(a(p'(T})))) since o |= p'E.
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(2) We consider the structure of s = t knowing that o = s = t. For all possible cases, we
verify that a rule applies (up to symmetry). The substitution ¢’ is defined as follows:

(e3) o' =id (e3) o' =id

(&) o =ole; /2] () o = ofzi/zd

(eg) o' =o[th/z',th/z" zi/zi] (e§) o' =olt' [z, zi/xi]

(e3) o' =o[zi/zi]) - o

From the proposition 6.6 above we derive the following properties.

Corollary 6.7 (1) If ([s =1t],E,id) = (0,E',p) and g = E' thengop = [s =], E.
(2) Ifo = [s =t],E then ([s = t], E,id) = (8, E',p') and there is a o' such that o' = E'
and o =o' op.

PrOOF HINT. For (1) iterate proposition 6.6(1) and for (2) iterate proposition 6.6(2). ©

6.4 Soundness and completeness

We have formulated the symbolic reduction rules so that they are in lockstep with the
reduction rules. This leads to a modular and simple approach to the proof of soundness and
completeness which is presented next.

Definition 6.8 Given a set of transition rules R and a configuration k, we define
Succ®(k) = {k' | k = k' and r € R} .

We define in a similar way a successor function for symbolic configurations:
SuccR ' (e)={c' | ¢S ¢ andr e R°} .

These functions are extended canonically on configuration sets.

Definition 6.9 Given a symbolic configuration ¢ = (P, T, E,I), the image of ¢, noted Im(c)
is the set {(cP,oT) | o = E,I}. Moreover, we define Im(err) = {err}. We extend Im on a
set of symbolic configurations C by Im(C) = |J.ce Im(c).
Definition 6.10 (symbolic equivalent) Given two transition sets R and R*® respectively
on configurations and symbolic configurations, we say that R° is a symbolic equivalent of
R if

Ve = (P,T,E,I) Im(Succ® (¢)) = Succ®(Im(c)) .

The following lemma presents the properties of symbolic equivalence with respect to
union and composition (the proof is immediate).
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Lemma 6.11 (1) If R1° is a symbolic equivalent of R1 and R2® is a symbolic equivalent
of Ro then R1°* URy® is a symbolic equivalent of R1 U Ra.

(2) If R° is a symbolic equivalent of R then for all n > 1 and every symbolic configuration
¢ we have :
Im((Succ®")™(¢)) = (Succ®)™(Im(c))

Then a rather long case analysis presented in appendix A.10 allows to derive the following
result.

Proposition 6.12 In the following cases, R° is a symbolic equivalent of R.

(1) R={7},R*={""} (2) R={1},R ={"}

(3) R={d},R*={dj,d3,d3} (4) R={pl},R* = {pli,pl>}
(5) R={m},R*={mi} (6) R={my},R* = {m3}
(7) R=A{a},R*={a"}.

From this, we derive the generalisation of theorem 5.3 on the soundness and completeness
of the symbolic reduction.

Theorem 6.13 (1) Symbolic reduction always terminates.
(2) (P,T,E,I) Serrifflo = E,I o(P,T) 5 err.

PRrOOF. (1) By proposition 6.5.

(2) We consider the full set of rules R = {?,!,d, pl, m1,mo,a1,a2} and R® = {?°,1%,d5,d5, ds, pli,
ply, m1°, my® a*}. We note that Im((P,T,0,0)) = {(P,T)} and Im(Succy ((P,T,0,0))) =
Succ"(Im((P,T,0,0))) = Succ™((P,T)) and therefore:

(P,T) Serr iff 3 err € Succ™((P,T))
iff  3n err € Im(Succ?((P,T,0,0)))
iff  3n err € Succ?((P,T,0,0))
iff (P,T,0,0) > err.o

7 Assertions

As shown in [AP99], the combination of the conditional and the assertion asrt(false) already
allows to express secrecy and authentication properties. Nevertheless expressing authen-
tication in this way is rather cumbersome. In order to obtain simpler specifications, we
introduce a predicate known(t) which is defined by

=7 known(t) iff t € S(A(T)) .

For instance, to verify an authentication property we proceed as follows: (i) when emitting
a message subject to authentication we store it, in a crypted form, in the knowledge of the
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adversary, and (ii) upon reception we authenticate a message by checking with the predicate
known that it was stored, and hence emitted, in the knowledge of the adversary.
In the following, the full assertion language we will consider is the following:

pu= true| false |t =t'| t #t' | known(t) | secret(t) | o1 A @2 | ¥1 V o
where:
Er true Ert=1t iff t=¢
Ert#t iff t#£¢ =1 known(t) iff t € S(A(T))
Er secret(t) iff t ¢ S(A(T)) Er o1 A g2 iff Er 1 and =7 @2

Er @1V iff =11 or Froes.

This is equivalent to saying that we consider arbitrary boolean combinations of atomic
formulas checking the equality of two messages t = t' and the secrecy of a message secret(t)
with respect to the current knowledge of the adversary.

7.1 Symbolic reduction of assertions

To check symbolically the validity of an assertion we proceed as follows. Without loss
of generality, we suppose that the formula ¢ is presented in conjunctive normal formal.
Then we take the negation of the assertion and check its satisfiability by reducing it to a
reachability problem for a program with a certain structure. To this end, it is convenient
to introduce a test [secret(X )]P whose reduction and symbolic reduction are defined below
(the test [secret(X)] is only used to compile the assertions and it is not part of the official
syntax of processes).

Definition 7.1 If X is a set of terms (X may be empty):

(sc) ([secret(X)]P| P',T)— (P | P',T)
ifvie X t¢ S(A(T))

(sc®) ([secret(X)|P | P',T,E,I)— (P | P',T,E,I)
if I ,Vte X t¢ S(Gu(T)U Var(E)) .

We note that rule (sc®) will always test the condition I |. We can express the relationship
between rules (sc®) and (sc) as follows (the proof is presented in appendix A.11).

Proposition 7.2 Let ¢ be a symbolic configuration. Then:
Succ!*He) =0 iff Succ™H (Im(c)) =0 .
This formula still holds for any set of symbolic configurations.

Next we define an auxiliary symbolic configuration corresponding to a formula ¢ with
no conjunction.
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Definition 7.3 Let (P,T,E,I) be a symbolic configuration and ¢ be a disjunction of tests
of the shape:

0= \/ secret(t;) V \/ (rj #7135V V (s = s}) V \/ known(t))

=1,....,m 7j=1,....,n k=1,...,p I=1,...,q

We define the symbolic configuration c(p)(r e,y as:

co)ren = Qo oy o =ti] - [2m =ty
[ry =71 [rn =75
[81 # 5'1]"'[8;; # S;]
[secret({t},...,t })]0,T,E,I) .

We point out that if ¢ does not contain any known(t;) predicate, c(¢)(r,g,r) must end
with a secret(f)) construct. With these notations, the length of ¢(p) is then defined by:
le(@)|=2m+n+o0+1.

The idea behind c(¢) (7, g, 1) is that this (symbolic) configuration will test the negation of
©. Namely, it will be able to reduce to a configuration (0,7", E', I') iff there exists o = E, I
such that the assertion asrt(oc¢) with the adversary knowledge o7 is false. We write o =1 ¢
as a shortcut for |=(,7) (o).

Proposition 7.4 Let ¢ be a disjunction of equality, inequality, secret, and known predicates
(as given in definition 7.8). Then :

(Vo EE,I obre) iff (Succ)“®l(Im(c())) =

PRrOOF HINT. We just have to write the constraints associated with a ground reduction of
an element of Im(c(¢)) and notice that there exists such a reduction iff there exists o = E, I
such that o fEr . ©

We can now derive a result that leads to a symbolic reduction rule for assertions.

Corollary 7.5 If ¢ is a disjunction of equality, inequality, secret, and known predicates,
then:

(Vo EE,I o Er ) iff AT, E,Iec(¢)r,p,n — (0,T,E,T).
PROOF. We note k = |c(p)| — 1.

(Vo= E,T aler) iff  (Succ)®* T (Im(e(p))) = by proposition 7.4
iff  Succ*}((Succ)® (Im(c go)))) =
iff Succ{sc}(lm(Succ c(p)))) = @ by lemma 6.11
it Succ!™ (Succ®(c())) = 0 by proposition 7.2
iff (Succs)k‘H(c( N=10.

We conclude by noticing that condition (Succ,)*t'(¢(p)) = 0 is equivalent to ¢(p) =
0,7, E'T'). o
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We now have all necessary tools to introduce a function eval(7 g 1) that, given the ad-
versary knowledge T and the constraints F, I, symbolically evaluates an assertion.

Definition 7.6 Let ¢ be an assertion. We denote by red(p) the formula ¢ in ‘reduced’
congunctive normal form so that red(¢) == true | false | o1 A ... A @, where @1,...,¢n
are disjunctions of equality, inequality, secret, and known predicates. We define the symbolic
evaluation of ¢ in (T, E,I) as follows:

false if red(p) =1 A... Aon and 3i c(pi)r,p.r) — (0, T, E', 1)
eval(©)(r,5,1) = or red(p) = false and I |
true  otherwise .

From corollary 7.5, it is easy to derive the following result.
Corollary 7.7 Let ¢ be an assertion. Then:
(Vo E E,I or¢) iff eval(p)(r,p,n = true

We can now present the new symbolic reduction rule for assertions.
Definition 7.8

R f err if eval(@)(r,p,1) = false
(@) (asrt(p).P | P, T, E, 1) — { (P|P,T,E,I) otherwise

This rule obviously preserves the termination property. It just remains to show soundness
and completeness for the full system including the new assertion rule.

Theorem 7.9 (soundness and completeness) Let (P,T,E,I) be a symbolic configura-
tion. Then:
(P,T,E,I) Serr iff 30 E,I o(P,T) S err.

Proor. It follows from definition of (a®) and corollary 7.5 that:
err € Succl®"F(¢) iff err € Succt® (Im(c))
err ¢ Succias}(c) implies Im(Succ;[as}(c)) = Succt® (Im(c)) .

We combine this fact with proposition 6.12 (symbolic equivalence for all rules but the pair
a,a®) to show by induction on n:

err ¢ U Succ’(Im(c)) implies Succ™(Im(c)) = Im(Succ™(c)) .

1=1

From this, we deduce:

err € U Succ’(Im(c)) iff err € U Im(Succi(c)) .
1=1 1=1

And this last property implies:
(P,T,E,I) Serr iff 30 =FE,I o(P,T) Serro
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7.2 A prototype implementation

The symbolic reduction system we have described forms the basis of a prototype verifier
developed in CAML by one of the authors [Van00]. The most important optimisation per-
formed by the verifier is the pruning of equivalent schedulings of parallel processes. Indeed,
it was already observed in [AP99, AL00] that all reductions but input are strongly confluent
up to equivalence and this remark can be lifted to some extent to symbolic reductions.

Our analyser also performs lazy instantiation of variables in key position. In practice, we
found that variables in key position are quite often instantiated automatically. Intuitively,
one can attribute this phenomenon to the fact that ‘good’ protocols do not encrypt messages
with a name chosen by the adversary.

Of course, the time required to do a full search is heavily dependant on the modelling of
the protocol. In first approximation, we can say that one-session runs of typical protocols
from the literature are usually performed in less than 0.1s. Figure 5 gives some figures for
a flawed variant of the Otway-Rees protocol presented in [BAN89] (the full specification
and the outcome of our analyser is given in appendix A.12). All measures were done on a
Pentium IT at 266MHz. The time for the 3 parallel sessions test can in fact be down-sized
to 48s if we write the 3 servers in sequence rather than in parallel, which does not affect the
reachability of an error.

7 initiators | # responders | # servers time
1 1 1 < 0.01s
1 1 2 0.02s
2 2 2 0.28s
3 3 3 280s

Figure 5: Times for the analysis of the Otway-Rees protocol

Obviously our tool suffers from the intrinsic complexity of the problem. Nevertheless our
implementation is performant enough to handle around 10 parallel processes each composed
of 2,3 alternations of input-output. This allows to analyse (at least) 2 parallel sessions of
most typical protocols.

To achieve the current performance, much care has been taken in the choice of the
algorithmic structures in order to maximise the speed and minimise the memory usage of
the tool. The current version has a speed-up with respect to our first 'naive’ prototype which
is greater than 500. An interesting feature is that in practice the memory usage is almost
constant and quite small (around 1 MByte), so finding an error in a protocol is mainly a
matter of time.

8 NP-completeness
In this section, we argue that a significant fragment of the symbolic reduction system can

be implemented to run in NPTIME thus matching the lower bound proved in section 3. This
result was conjectured in [ALV00]. Independently, Rusinowitch and Turuani [RT01] have
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obtained an NpP-completeness result for a related system (still unpublished). Their approach
is quite different from ours, in particular it does not rely on symbolic reduction. An advan-
tage of their approach is that it handles more general cases such as complex symmetric keys.
A disadvantage is that it relies more than ours on non-deterministic choice and therefore it
seems to lead to less efficient implementations.

If we restrict our attention to symmetric keys and the parallel composition of processes
of the shape: 7z = E(...E(y,C1),...,Cp).Q where @ can be !E(...E(y,D,),...,D,).0,
'E(...E(D,D,),...,Dp).0, or asrt(false).0 then a rather straightforward implementation
of symbolic reduction entails the following result.

Proposition 8.1 The reachability problem for processes of the shape above is NP-complete.

PROOF. We have shown in section 3.1 that the problem in Np-hard. Next we show that
the symbolic reduction system can be implemented to solve the problem in NPTIME. Let
K be the finite set of constants occurring in the initial configuration (P, Ty). We adopt the
following abbreviations:

Cp...Cry for E(...E(y,Cy),...,Cy)
Cp...C1C for E(...E(C,Cy),...,Cp)

and denote with «, 3 finite words over K.
Given a program P of the shape above, we guess in polynomial time an execution sched-
ule. We then obtain a sequential thread of the shape:

P =2 = onYr1Be (k) -« TTme1 = @me1Ym—1-18m=1(Ym=1).7Tm = QmYm.asrt(false).0 .

where k£ < m and initially k¥ = 0. The (y;) in the output !5;(y;) is optional.

Suppose (Py,Ty,?) = (Pg, Tk, Ex) and suppose the head of Py has the shape ?z; =
arYr-!Bryr (the case 7xp = aryr.!Bk is similar). We distinguish the following cases:
ar € K(Ty)* . This means that the prefix a, and y, can be synthesised by the adversary.
Two cases may arise:
Br € K(T)* . Then we reduce to (Pxy1,Tk, Er) since Bryr can be synthesised from T.
By =p0'Cp", 8" € K(T)*,C ¢ K(T}) . Then we reduce to (Pxy1,TkU{CB" yr},Ek, yr : Tk)-
ar =a'Ca”, o € K(Ty)*,C ¢ K(T),) . We select non-deterministically Ca''t € G, (T}) (if
no such term exists we are done). As above, two cases may arise:
Br € K(Ty)* . Then we reduce to (Pgt1, Tk U {t}, Ex).
By =p0'Cp", 8" € K(T)*,C ¢ K(T}) . Then we reduce to (Pit1,Tr U {CB"t}, Ei).
We note that the symbolic reduction maintains the invariant that the size of T} represented
as a directed acyclic graph (dag) is bound by the size of To U {B80(%0),- -, Bm-1¥Um—1)}

which is bound in turn by the size of the initial configuration. Since the computation of
K(Ty) and G,(Tx) can be implemented to run in deterministic polynomial time, we have
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shown that the reachability of the invalid assertion can be checked in NPTIME. ¢

In the following, we present in a semi-formal style a generalization of this result. We
consider again symmetric keys and programs of the shape:

101.72 = i1.102.72 = ia. .. lop. T2 = ip.asrt(false).0 (3)

As in section 3, the notation ?x = 4 stands for the input of a message which is filtered
against a pattern ¢. In what follows, ¢ does not need to be linear (non-linear patterns can be
compiled into our basic formalism using the conditional). We assume that variables bound
by the filters have been renamed so that:

Var(ix) N (Var(iy) U --- U Var(ig—1)) =0 .
The variables in the output messages satisfy the condition:
Var(ox) C Var(iy) U---U Var(ig_1) .

As in proposition 8.1, we can extend the decision procedure to the parallel composition
of programs of the shape (3) without affecting the complexity class. To do this, we guess
non-deterministically the interleaving of the output-input actions.

As pointed out in section 6, our symbolic reduction procedure is basically a variant of
syntactic unification which is compatible with certain set-membership constraints. Our data
structures and algorithms are directly inspired by those proposed for (polynomial time)
syntactic unification in [CB83] (see also [BN98|] for a more accessible reference). In this
approach, terms are represented as dags with shared variables, i.e. a variable occurring in
the terms is represented by exactly one node.

Data types We rely on three record data types.

term = record term_list = record term_list_tag = record
{isvar : bool, {tr : term, {tp : term,
is : term, next : term} pred : term,
stamp : nat, tag : nat}
fn . string,
arg : term_list,
cstr : term_list_tag}

To each node we associate a record of type term. The field isvar is a boolean specifying
whether the term is a variable. The field is is a pointer to another term. It is initialised
to nil and it allows to share terms during the unification procedure. The counter stamp is
utilised in the occur check (to avoid visiting a term several times) and it is initialised to 0.
The string fn represents a function symbol. In our case either a pair pair, or an encryption
function E(_,C), or a constant C. The pointer arg points to a list of terms of record type
term_list representing the arguments of the function. Here, tr is the pointer to the term
and next is the pointer to the next term in the list. Finally, the pointer cstr points to
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procedure C(t: term, T:term_list_tag)
var t1, t2, s: term; T’: term_list_tag;
(1) s:=Find(t);

(2) (let T’=Min(s.cstr,T) in

(3) if s.cstr/=T’ then

(4) s.cstr := T?;

(5) case s
(6) s.isvar : skip
(N s.fn=pair : tl:=s.arg.tr; t2:=s.arg.next.tr;

C(t1,T); C(t2,T)
(8) s.fn=E(_,C), K(C,T) : tl:=s.arg.tr; C(t1,T)
9 s.fn=E(_,C), not K(C,T)

(10) : let G=Gmu(C,T) in

(11) if G=nil then Stop

(12) else t1:=Guess(G);

(13) if U(tl,s.arg.tr) then skip
(14) else Stop

(15) s.fn=C, K(C,T) ¢ skip

(16) s.fn=C, not K(C,T) : Stop

Figure 6: Membership set-constraints propagation procedure

a list of terms which represents the knowledge of the adversary. In our case, the current
knowledge is given by the sets T; = {o01,...,0;}, ¢ = 1...,n which is a list of terms tagged
by a natural number. We assume that the first element tagged ¢ points to o; and the last
element tagged 1 points to 0. The field pred is employed to scan the list.

Initialisation and main program In a program of the shape (3), an erroneous configu-
ration is reachable if and only if the following set-membership constraints can be satisfied:

Initially, we build the dags corresponding to the terms 41,...,%,,01,...,0, and the lists
Ti,...,T,. We denote with v be number of vertices and e the number of edges of the

resulting dag. To check the satisfiability of the condition (4) the main program calls the
procedure C (described next) on each pair term-constraint:

C(i1,T1);...;C(in, Tn); true . (5)

Constraint-propagation We present the procedure C in figure 6. The basic idea is to
propagate the constraint T towards the leaves of the term t according to the decomposition
theorem 4.10. The procedure relies on a number of procedures that we describe in the
following.

Find The procedure Find (t) returns the last element of the chain pointed by t.is (possibly
t itself). This procedure is computed in O(v).
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function Find(t: term): term
if t.is = nil then t else Find(t.is)

Min(T,T') The procedure Min returns the most restrictive set-membership constraint be-
tween T and T’ where we take nil as the most liberal set-constraint. Since the rank of the
set-membership constraint is explicitly presented in the tag field, this procedure is computed
in O(1).

function Min(T,T’:term_list_tag): term_list_tag

case (T,T?)

(nil,_ ) : T?

(_,nil) : T

., : if T.tag < T’.tag then T else T’

K(C,T),Gmu(C,T) The function K(C,T) checks whether the constant C is in K(T') and the
function Gmu(C,T) computes the list of terms ¢ such E(t,C) € G,(T). Both functions can
be computed as follows. Let {C4,...,Cp} be the set of constants occurring in the program.
We allocate an array A with the following initialisation:

A = array [1..p] of {known:bool, point: term_list}

A[i] .known := false;
A[i].point := nil

We then visit the terms pointed by T. If we cross a term E(¢, C;) such that A[i] .known =
false, we insert ¢ in the corresponding list. When we cross a constant C_i we set A[i] . known
:= true and visit the terms in the corresponding list. This procedure can be computed in
O(e). When we are done, the list corresponding to C_i contains the result for the function
Gmu(C_i,T).

Guess(G) The function Guess(G) non-deterministically selects a term in the list G. This can
be done in O(v). Note that thanks to sharing we can conclude that the size of the minimum
generator set is linear in the size of the program.

Stop The function Stop halts the computation and returns false, having found that the
constraints are not satisfiable. This can be done in O(1).

U(t1,t2) At control point (13) we call the unification procedure U that tries to unify the
current term E(t,C) with an element E(s,C) in the minimum generator set. The procedure
is presented in appendix A.13. This is the unification procedure described in [BN98] with
the exception of procedure Union(t1,t2) which let the field t1.is point to t2. In our case,
this procedure must also propagate the set-membership constraint of t1 to the term t2: if
we identify the term t1 with the term t2 then t2 must satisfy the set-membership constraint
of t1 too.

Complexity We argue that the main program (5) runs in NPTIME. A flow analysis reveals
that:

e A call to C(t,T) either terminates or decreases the rank of the constraint in the field
cstr and makes either one or two calls to C or one call to U. Since we have n ranks
and v nodes, the situation where the rank is decreased may arise at most nv times.
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o A call to U(t1,t2) either terminates or calls Union on Find(t1), Find(t2) and
possibly their arguments. Union in turn makes Find (t1) unreachable and may call C.
The number of calls to Union is then in O(e).

9 Decidability of iteration without pairing

In this section we show that we can still decide the reachability problem for a certain class
of iterated processes without pairing. This class allows to encode the ping-pong protocols
studied by Dolev, Even, and Karp [DEK82]. They give an O(n?) algorithm (n being the
size of the protocol) that checks ‘correctness’ by computing the intersection of a context-free
language and a regular language. Our approach is quite different as it relies on recognisable
relations (or equivalently rational transductions). The algorithm we derive still runs in
PTIME and it allows to handle more general protocols (cf. section 9.3). Moreover, it opens
the way to more general results such as: (i) the decidability of any first-order formula
constructed on the reachability predicate, and (ii) the possibility of starting from an infinite
(regular) initial knowledge (this can be used for parametrised verification).

We consider first the case of symmetric keys and abbreviate a term E(...(E(¢, Cp),...),
C3),C1) with C1C5...Cpt. We will also denote with «, 3,... finite words over the set of
names N,

We consider processes that are the parallel composition of iterated threads, where a
thread is either a filtered input followed by an output or a filtered input followed by an
invalid assertion (cf. hypotheses of proposition 8.1):

P == P|P|itQ
Q = ?z=ay.!By.0 |7z = ay.asrt(false).0 .

Let us consider a configuration (P,Ty) where P is a process of the type specified above
and Ty Cg,, M is a set of messages not containing the pairing constructor. We denote with
K the set of names occurring in either P or Ty plus a fresh name F to signal an invalid
assertion.

We regard a process it 7x = ay.!8y.0 as a rewrite rule ay — By and a process 7x =
ay.asrt(false).0 as a rewrite rule ay — Fy. Let Rp be the set of rewrite rules associated to
the program P. The reduction of a configuration (P,T) can then be described as

(P, T)— (P,TU{pt}) if at € S(A(T)) and ay — Py € Rp (6)
and the reachability problem reduces to checking whether (P,Ty) = (P,T’) and Ft € T".

9.1 Simplification of derivations

We note that, in principle, the message at offered by the adversary in the reduction (6)
may contain in ¢ the pairing constructor. We show next that if pairing does not occur in
the initial knowledge Ty then we can restrict our attention to reductions where no pairing
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is used. The simple idea is to replace pairs synthesised by the adversary by some term t; in
the initial knowledge. To eliminate pairs, we define % for a term t € S(A(T)) as follows:

ifCenN

(t1,t2) = to where ¢y is some fixed term in Tj.

From a derivation (Py,Ty) = (P,,T,), we derive the sequence (Py,Ty) — (P,,T,) by
stating that if s is emitted (respectively received) in the original sequence then 3 is emitted
(respectively received) in the derived sequence. For general processes, the second derivation
is usually not a correct derivation. The next proposition states that this is not the case for
our restricted class and gives the result we are looking for. The related proof is given in
appendix A.14.

Proposition 9.1 Let (Py,Ty) = (P,,T,) then (Py,To) = (Pn,Ty) is a correct derivation,
moreover (Py,To) = (P, Ty) — err iff (Py,To) = (P,, T,) — err .

9.2 A polynomial time algorithm for deciding reachability

Given the previous result, we assume in the following that the operation of synthesis does
not introduce pairs. Then it is possible to understand the reduction of configurations via
the notion of prefiz word rewriting which is defined next. Let R be a finite set of rewrite
rules of the form ay — [y where a,3 € K*. The prefix rewrite relation induced by R is
the least relation — on K* such that ay — 3y whenever v € Kt and ay — By € R. The
reflexive transitive closure of the relation is denoted by ~. The requirement ~ not empty
is not standard but we can go back to usual word prefix rewriting by replacing each rule
ay +— By by the | K| rules aCy — [Cy for all C € K. This new system generates the same
relation and the transformation is linear in |K|. This allows to use the classical result on
regular languages and prefix rewrite systems that we state now.

Given a language L and a finite set R of rewrite rules defining a prefix rewrite relation
—, the set of successors of L is defined as:

Postiy(L) ={6 | Iy € L v+ 6} .

The relation ~ is a recognisable relation as shown by [Buc64, Cau92]. In particular, we will
rely on the following fact.

Fact 9.2 If L is a regular language, then Postp(L) is a regular language. Given an automa-
ton A accepting L, we can compute in time O(|A||R|?) an automaton accepting Postp(L)
(|R| is the size of R, |.A| is the size of A).

Consider a set T' Cg, K. Then the operations of analysis and synthesis performed by
the adversary can be represented by the rules:

Cyr—y if C€K(T) (analysis)
y—Cy if C € K(T) (synthesis).
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Initially, we adjoin these rules to Rp for all the constants C' € K(T,). However during the
reduction the sets T and K (T') may evolve forcing the introduction of new rules. We may
compute this information iteratively by defining a sequence (K, R,,) as follows:

Ko = K(To) Ry =RpU{Cyr~ 7,7~ Cv|C € Ko}
Kny1 = Posty (To))NK Rpy1 =R, U{Cy—,7—=Cy|C€Kny1}.

Since K, C K,4+1 and K is finite the iteration converges to a pair (K,, R,) such that
K, = Kp41,R, = R,41 and we define the closure of R to be CI(R) = R,. Computing
CI(R) requires at most | K| steps. Each step involves computing an automaton recognising
Posty, (To) which is done in O(|Ty|(|K| + |Rp|)?) and testing if C' € Posty (Ty) for all C’s
which is also done in O(|Ty|(|K| + |R|)?). By construction, we have that the image of T
by CI(R) is stable under synthesis and analysis S(A(Postcyg)(To))) = Postcyg)(To). The
closure operator Cl depends on Ty and we assume in the remaining of this section that this
initial knowledge Ty is some fixed set (hence we write Cl instead of Clr).

Theorem 9.3 Under the hypotheses above, (P,Ty) = err iff Ft € Posteygy(To) for some
t, and this can be decided in time polynomial in the size of the processes and the initial
knowledge.

PROOF. We remark that the hypothesis that the initial knowledge is a finite set of messages
is not required and that the result holds for any initial set which is a (possibly infinite)
regular set.

(i) S(A(Tn)) C Postiygy(To). The proof is by induction on the number 7 of reduction

steps. The case n = 0 is obvious. Let us assume that (P,Ty) = (P, Tn) — (Pag1, Tnt1)
with S(A(T»)) C Posteyry(To). The only case to consider is Tny1 = T, U {t} where
t = By such that ay € S(A(T»)). By induction hypothesis ay € S(A(T%)) C Post ey ry(To),
therefore 3y € Posty g)(To) since ay — By € R. The closure of Post(g)(To) by synthesis
and analysis yields the result.

(i4) Postyry(To) € S(A(T,)). We consider the sequence Postp, (Tp) occurring in the
computation of CI(R) and we show that for all s € Posty (Tp), there is some sequence
(Py,Ty) = (P,,T,) with s € S(A(T,)). To a rewrite sequence 8o — ... > 8, = s,
so € Ty, we associate the pair (n,m) where m is the length of the sequence and n is such
that s € Postp (Tp) and s ¢ Postp, (To) with I < n. This measure defines a well-founded
ordering and the proof is by induction on this ordering.

Base case. This means that s € T and the property holds.

Induction step. sy — ... — Sy,_1 — S, = S. The last rule is some ay — [y with
8m_1=as and s = 88’ or Cy — y with s,,,_1 = Cs’ and s = s’ or y — Cy with s = C's,,,_1.
In these latter cases, we have that C is smaller than s in our ordering, therefore there is
some (Py,Ty) = (P,,T,) with C € S(A(T,)). Moreover there is some (Py,To) — (P, T)
such that s,—1 € S(A(Tk))-
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Since we consider iterated processes, we also have a reduction
(P07T0) = (PP | Py, T, U Tk) with C, s, € S(A(Tp UTlc)) .

Therefore either s € S(A(T, UT})) if s is obtained from s,,_1 by arule Cy — y or y — Cy,
or there is a reduction by a process ?s = ay.!3y.0 which yields T, UT, U {s}. ©

Remark 9.4 Actually a stronger result holds since we have shown that the relation v is
a rational relation: the first-order logic based upon atoms s v t with the usual boolean
connectives and quantification on configurations (i.e. words) is decidable.

9.3 Extensions and ping-pong protocols

An interesting extension concerns public keys which can be handled as follows: to a process
it?e = ay.z < dec(y,C).!32.0

we associate the rules aC’y — By for all C’ such that C' € Inv(C") and we proceed as before.
Slight variations on the process grammar -usually needed in the real encoding of processes-
can be handled in the same way.

As a second extension, we consider the use of an arbitrary number of alternations of
filtered inputs and outputs (without shared variables between two input-output steps).
The idea of the construction remains the same, but it is a little bit more complex. The
processes that we consider consist of an iteration of a parallel composition of elemen-
tary processes. Each elementary process can be represented as a sequence of rewrite rules
oY1 — Biyi,---, 0Yp — Bpyp- It is not possible to take R as the set of all these rewrite
rules, since there is an ordering on these rules depending on the structure of the process.
For instance, consider the process:

it (?.Tl = Clyl.!Cle.?.’I)g = Coyg'clyg())

and Tp = {Cy}. The set of rules is {C1y1 — Cay1,Coyz — Ciry2} which implies that, e.g.,
C1Cy, C2Cy can be known by the adversary. This does not respect the intended behaviour
of the process that actually cannot perform any action.

The decision algorithm consists of two rules R, R which transform a pair (rewrite rules,
process expression) into a simpler pair using the closure operation defined in the previous
section 9.2. Given some -fixed- initial knowledge Ty, CI(R) denotes the closure of the set of
rewrite rules R related to Tp.

(R1) (R,P) — (CI(R), P)
if R # CI(R)
(R2) (R,it(?zr =ay.!By.P) | P') — (RU{ayw~ By},itP | P')
if Postp(To)N{ay|vye Kt} #0

Proposition 9.5 The rewrite system Ri, Ra is terminating and confluent.
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Termination is straightforward, and the fact that CI(RU {a — 8}) = CI(CI(R) U {a —
B}) yields local confluence, hence confluence. Assuming the same coding as for simpler
processes, we can state the following proposition.

Proposition 9.6 (P,Ty) = err iff Ft € Post oy gy (To) which can be decided in time poly-
nomial in the size of the processes and the initial knowledge.

This proposition can be used to check the correctness of ping-pong protocols which
describe the exchange of messages between two participants. At each step each participant
applies a sequence of decryptions and encryptions to the last message received and sends it
back to the other participant.

One of the simplest examples of such protocols can be described as follows: We have a
finite set of participants I, J, .. ..

If participant S wants to make sure a secret information SEC is received exclu-
sively by participant R, it sends to the latter the secret message SEC encrypted
with the public key of R. The receiver R decrypts the message, encrypts it with
the public key of S and sends it back to S.

In presence of a dishonest participant A, this protocol is insecure. For instance, A can
intercept the message from S, send it to R as if he was the original sender, let R decrypt
the message and send it back to A encrypted with the public key of A. Here is a model that
will detect this type of attack.

o To each channel between a participant I and J, we associate a symmetric key Cr ; which
belongs to the initial knowledge (hence any message can be intercepted). For a participant
I, we denote with C£*® its public key and with C£™ its secret key.

e Assume SEC is some name used nowhere else. The (iterated) protocol describing the
communication between a sender S and a receiver R is the (possibly iterated) parallel com-
position of the processes

7z = start.\Cs gCR* SEC 7y.z + dec(y, CE™).[¢ = SEC]. ...

for S and ,

2.z = Cs,pa'].y « dec(z’, CF™).1CR,sCE*y.0 |

7z = Cp ra'.y «— dec(z’',CE™).I1CR,ACH0y.0 .
for R. To specify that the name SEC must stay secret we add the following observer which
runs in parallel with the other processes.

?x = SEC .asrt(false).0 .

e The initial knowledge includes the name start, the symmetric keys C7, s representing the
public channels,.the public key C IP ub of each participant, and the private key of a dishonest
participant C {7,
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Tterated versions of this type of protocols can be handled in our approach by introducing
suitable (prefix) rewrite rules. The flexibility of our model allows to encode protocols which
are not ping-pong protocols, for instance some participant may interact with several partic-
ipants in the same round.
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A Appendix

A.1 Proof of proposition 2.1

(1) We prove by induction on n that A(T)n,S(T), C My if T C My. The same method
applies to M.

(2 —3) It is immediate to check that S, A preserve set-theoretic containment and that
S(T) 2T and A(T) 2 T. It follows that S(S(T)) 2 S(T) and A(A(T)) 2 A(T). Then we
prove
S(S(T))n € S(T) and A(A(T)). C A(T)

by induction on n.
(4) By (2-3), A(S(T)) 2 S(T) and A(S(T)) 2 A(T). Then it is enough to prove by
induction on n that

A(S(T))n CS(T)UA(T) .
We consider a typical case. Suppose t € A(S(T))nt1 because E(t,C) € A(S(T)). and
Inv(C) N A(S(T))n # 0. By inductive hypothesis, E(t,C) € S(T) U A(T) and Inv(C) N
(S(TYUA(T)) = Inv(C) N A(T) # 0. Two cases may arise:
E(t,C) € A(T). Then we conclude that ¢t € A(T).
E(t,C) € S(T)\A(T). Then it must be that t,C € S(T).
(5) For the leftmost equality we note:

A(S(A(T))) = S(A(T)) U A(A(T)) = S(A(T)) U A(T) = S(A(T)) -

)
For the rightmost equality, we have S(A(T)) C S(A(S(T))) since T C S(T). On the other
hand:
S(A(S(T))) = 5(S(T)U A(T)) C S(S(A(T))) = S(A(T)) .
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A.2 Proof of proposition 3.1

Let p: {z1,...,2,} — {0,1} denote a boolean assignment and let [¢]p denote the boolean
evaluation of the formula ¢ in the assignment p. If ¢ =)y - ... - 1,, is in CNF then

[elp=1 iff Vke {1,...,m}3z;, p(z;) =1 and (x;, literal in ;) or
p(x;,) = 0 and (T, literal in 1) .

In the following, we say that a process in (1), (2), (2'), (3) is run if the input message satisfies
the filter condition and the continuation (output or assertion) is executed.

(=) Suppose [¢]p = 1 we build a reduction to err. In (1) for ¢ = 1,...,n we run the
process 7z = E(y,C).!E(y,V;).0 with input E(E(C, Cy(s,)),C). Then the knowledge of the
adversary becomes:

Tn =ToU{E(E(C,Cp(z)), Vi) |i=1,...n} .

For k =1,...,m we know that [¢x]p = 1 and by the decomposition above we can find z;,
such that either z;, is a literal in ¢ or T;, is a literal in 9%. In the first case, we run the
corresponding process ?z = E(E(y,C1),V;,).!D;.0 in (2). In the second case, we run the
corresponding process in (2’'). At the end of this phase, the knowledge of the adversary is
given by:

T2:T1U{Dk | k:l,m} .

Then the adversary builds a message E(--- E(t,Dy,),- -+, D;) for some t, which is provided
as input to the process (3), finally reaching an invalid assertion.

(<) Given a reduction to err of minimal length we build a satisfying assignment. The
reduction must end with a run of the process (3) which is the only one that can lead to
err. For this to happen, the adversary must be able to synthesise a message of the form
E(---E(t,Dy,),---,D;) for some t. Given Ty and the shape of the messages output by
the processes in (1),(2),(2') it must be the case that for every k € {1,...,m} and for
some i € {1,...,n} either the process 7z = E(E(y,C1),V;,).!D;.0 in (2) or the process
?r = E(E(y,Cy), Vi, )-!Dy.0 in (2') is run.
Then we define:

1 if 72 = E(E(y,C1),V;).!D.0 is run for some k
plz;))=<¢ 0 if 2z = E(E(y,Cy), V;).!D}.0 is run for some k
otherwise

where _ can be chosen to be either 0 or 1.

We note that the assignment p is well defined because the runs of the processes 7z =
E(E(y,C41),V;).!D.0 and 72 = E(E(y,C1),V;).!Dy .0 are mutually exclusive. Indeed, at
most one message of the shape E(E(t,C}),V;), b € {0,1}, can be synthesised by the adver-
sary following the run of the corresponding process in (1). We also remark that p satisfies
¢ since for every 1, at least one literal evaluates to 1. ©
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A.3 Proof of proposition 3.2

There is no one to one correspondence between reductions on processes and reductions on
the 2-counter machine. Actually, the processes can do much more reductions, many of them
being redundant or useless. This slightly complicates the proof. We prove statement (1),
since statement (2) is a direct consequence.

(=) We show that (go,0,0) = (g,n,n') (a sequence of computations of the 2-counter
machine) implies that there is a reduction (Py,To) — (P,T) with (¢,n,n') € T. The proof
is by induction on the length of the derivation. The base case is obvious. Now let (go,0,0) =
(g,n,n') — (¢,m,m') with r the last rule applied. By induction hypothesis there is a
derivation (P, Ty) = (P,T) with (¢,n,n') € T (and P = Py | ...), therefore the process
P can perform the reduction (P,T) = (P',T U {(¢,m,m')}) since Pyy = ...| P, |

(<) The proof is by induction on p taken as the length of the derivation (Pys,Ty) = (P,T).
The base case is obvious. Let (Py,Ty) — (Pp,T,) with (g,n,n’) € T,. Without loss of
generality, we can assume (q,n,n’') ¢ T; for | < p. We remark that for all k, k', (¢,k, k') €
S(A(T)) implies that (¢,k,k') € T. We assume that ¢ is not a final state (the proof is
similar for final states). Since (g,n,n’') € T}, there is some process P, which we represent,
in an informal notation, as it 7z = E((s, s'),¢').!E({t,t'), q) such that (¢,n,n’) is an instance
of E((t,t'),q). Let (g, m,m’) be the corresponding instance of E((s, s'), ¢ ¢'). The derivation

(Pur,To) = (P,,T,) must have the form:

(Pu,To) = (P, T U{(¢,m,m')})
= (2z=E((s,5),¢)B((t,t'),q) | P | LT;U{(¢,m,m)U...)
- (A¢yn,n) | P. | P,T,U{(g;m,m)}U...)
- (P, TIU{(q’mm)}U{(Qa"“)}U ) -

By induction hypothesis, there is a derivation (¢,0,0) = (¢', m, m') of the 2-counter machine.
Therefore, by definition of P, there is a derivation:

(¢,0,0) = (¢',m,m’) = (g,n,n') . o

A.4 Proof of proposition 4.3

First we note that:
(A) KCA(T)NN = Px(T)CA(T).

To prove (A) we show by induction on the structure of ¢, that if ¢t € T then acck (t) C A(T).
(1) To prove K(T) C A(T) NN, we show by induction on n that:

K(T), CAT)NN .

INRIA



On the symbolic reduction of processes with cryptographic functions 41

We consider a typical case. Suppose K(T), C A(T) N N. By definition, K(T)p41 =
PK(T)n (T) ﬂN By (A), PK(T)n (T) - A(T) Hence K(T)n+1 - A(T) ﬂN We conclude
observing:

K(@T) = J K@ CAD)NN .

new

To prove A(T)NN C K(T'), we show first by induction on n that:
(B)  A(T)n C Pg(r(T) .

We consider a typical case. Suppose E(t,C) € A(T), C Pk r)(T) and Inv(C)NA(T), # 0,
so that t € A(T)n41. Then Inv(C) N Pg(r)(T) # @ which implies Inv(C) N K(T) # 0,
since Py (r)(T) NN = K(T) by definition of K(T). Therefore t € Pg(1)(T). We conclude
observing:

AT) NN = JAT)n N N) C Piry(T) NN = K(T) .

new
(2) By (B) we have:
A(T) = | A(T), € Pgry(T) |

new

To show the other inclusion, from K(T) = A(T) N A and (A) it follows:
Pr(ry(T) € A(T) .
(3) We have:

S(A(T)) = S(Pgr)(T)) (by (2))
= Sk () (Px(r)(T)) (by Px(r)(T)NN = K(T))
A.5 Proof of proposition 4.5
(1) By proposition 4.3(2), A(T) = Pk ()(T). Hence S(A(T)) = S(Px(r)(T)).
(2) To prove GNN C K(T) we observe:
CeGNN =CeSG)=5ATD)

= C e A(T) by definition of S,
=CeK(T) since K(T') = A(T) NN by 4.3(1) .

In the other direction, we note:

CeK(T) =CeAT by 4.3(1)
= C e S(A(T)) as S(A(T)) D A(T)
= C € S(G) by hypothesis
=Ce@G by definition of S .

(3) We observe that Var(T) = Var(A(T)) and Var(S(T)) = Var(T).
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(4) Obviously S(GNG') C S(G) = S(A(T)). To prove the other inclusion, we show that
t € S(A(T)) implies t € S(G N G') by induction on the structure of ¢.

t=C. If C € S(A(T)) then C € S(G) and C € S(G') which by definition of S implies
CeGand Ce@. ThusCeGNGE CS(GNG).

t = x. The argument for constants applies also to variables.

t= ( 1,t2). By proposition 2.1(4), we know that t1,t, € S(A(T')). By inductive hypothesis,
t; € S(GNG") for 1 = 1,2, and by definition of S, {(t1,t2) € S(G N G").

t = E(t1,C). Four cases can arise.

t1 € S(A(T)),C € A(T). Then t,,C € S(G N G') by inductive hypothesis and E(t,C) €
S(G N G') by definition of S.

t1 ¢ S(A(T)),C € A(T). Thent; ¢ S(G)US(G"). Therefore E(t;,C) € GNG' C S(GNG").
t1 € S(A(T)),C ¢ A(T). Then C ¢ GUG' and therefore E(t;,C) e GNG C S(GNG').
t1 & S(A(T)),C ¢ A(T). Then E(t;,C) € GNG' C S(GNG). o

A.6 Proof of proposition 4.6

When we write {t} UT on the left hand side of a rule it is intended that ¢t ¢ T'. First we
show by case analysis that if Ty — T then (i) S(A(T1)) = S(A(T2)) and (i) T3 C S(T3).
The properties presented in proposition 2.1 are useful here.

Termination. We define a function h measuring the height of a set of terms.

MT) = Sierh(t) hC) =h(z) =1
h({t,t2)) = 1+ h(ty) + h(t2) R(E(t,C) =1+ h(t)

If T is a set of terms, we denote with Sub(T") be the collection of its subterms. We show that
every reduction sequence starting from a given set Tp terminates. To this end, we define:

s(T) = #(Sub(To)\S(T))
wT) = (s(T), MT))

We claim that if T — T” then u(T) > p(T") with respect to the lexicographic order. We
proceed by case analysis:

(a) s(TU{t}) =s(T) because t € S(T) and h(T U {t}) > r(T).

() s(T'U{{t1,t2)}) > s(T'U {t1,t2}) because (t1,t2) € S(T U {t1,t2}) and h(T U (t1,t2)) >
h(T U {t1,t2}).

(¢) s(TU{E(t,C)}) > s(T U {t, B(t, C)}) because t € Sub(Ty\S(T' U {E(t,C)}).

Smallest generator. Suppose T — T” and T" is in normal form. We take the following steps.

A(T") C S(T"). We prove by induction on n that A(T"), C S(T").
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e Obviously, A(T")o =T' C S(T").

e Suppose (t1,t2) € A(T"), C S(T"). Then (t1,t2) ¢ T, for otherwise rule (b) would apply.
Therefore t1,ty € S(T").

e Suppose E(t,C) € A(T"), € S(T') and Inv(C)N A(T"),, # 0. Then Inv(C)NS(T') # 0
implies Inv(C)NT' # (. Two cases may arise: either C € T and t € S(T") or E(t,C) € T".
In the first case we are done, in the second it must be that ¢ € S(T") for otherwise rule (c)
would apply.

T’ is a generator.

S(A(T) = S(A(T") by (i)
= S(A(S(T")) by proposition 2.1(5)
= S8(S(T")U A(T")) by proposition 2.1(4)
= 5(5(T")) by A(T") € S(T")
=S5(T") by proposition 2.1(2) .

T’ is minimal. Suppose exists G C T’ such that S(G) = S(IT') = S(A(T)). We choose
t € T\G. Then T = T" U {¢t}, t € S(T") = S(G) and T' — T" by (a) which is a
contradiction.

T’ is minimum. By proposition 4.5(4) if there is another generator G for T then 7' N G is
also a generator but since 7" is minimal it must be that 7' C G. ©

A.7 Proof of lemma 4.9

(1) First we observe that for any set of messages T and ground substitution o:
(A) Pr(T)NN C Pg(ecT)NN .
Then we prove by induction on n that:
K(T), C K(eT) .

It follows that
K(T) = | K(T). CK(oT)) .

n€Ew

To show the other inclusion, we prove
(1) Ce€accgry(oz;) = Ce K(T;) ifj<i.

by induction on the pair (4, 7) lexicographically ordered.
(1 =1) The condition j < 7 is not realized.
(¢ > 1) Suppose C € acck(r;)(oz;). Since o is admissible we know that oz; € S(A(0T})).
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We show that K(oT;) = K(T}). Since K(T;) C K (0T}), by definition of K, it is enough
to prove:
PK(T].)(O'TJ') NN = K’(TJ) .

Suppose C' € Pk (r;)(¢T;) NN and C ¢ K(T;) (otherwise we are done). Then
Fk < j xx € Pg(r;)(Tk) and C € acck(r;)(oxk)

and by inductive hypothesis on (j, k) it follows C € K(T};) C K(T3).
Therefore, by proposition 4.3(3),

oz; € S(A(0T})) = Sk(;) (Pr(;)(0T})) -
If C € K(T;) C K(T;) we are done. Otherwise:
Jk <j ar € Pg(r,)(Tj) and C € acck(r)(oxr) -
Then, by inductive hypothesis on (3, k), C € K(T3).
(2) By (1) and proposition 4.3(3)

S(A(eTy)) = SK(Ti)(PK(Ti)(UTi)) and
oS(AT) = oSk (Pr(m)(Ti) = Sr(m)(0Pr(T)(T3)) -
We note that if t € 0Py r;)(T;) then 3t € Pg(p,)(T;) t = ot’. We conclude that ot' €
PK(T,-)(O'Ti) and O'S(A(Tz)) - S(A(O'TZ))
To show the other inclusion, we prove by induction on ¢ that

Pre(1,)(0Ti) C Sk () (0 Pr(r,)(Th)) -
This holds obviously for ¢ = 1 since 77 contains no variables. So suppose ¢ > 1 and
t € P(r,)(0T;). Two cases can arise:
dt' e PK(T,)(TZ) t=ot'. Thent=ot' € UPK(T,)(Tz)
Jx; € Pg(r,)(Ti) t € Pg(r,)(0x;). Since o is admissible:
o(z;) € S(A(aTy)) = Sk(ry)(Pr(t;)(0T}))

= Sk(1;)(0(Pk(;)(T;))) by inductive hypothesis
g SK(E)(U(PK(E)(TZ>)> since Tj g Ti . O
(3) To prove S(cG;) = 0S(G;) we recall proposition 4.5(2) and proceed by induction on
the structure of the term. To establish the equation S(¢G;) = S(a(G;\V)), it suffices to
prove o(G; NV) C S(a(G; \V)).
To this end, we define V; = {z1,...,2;-1} and for X C My we set

v;(X)={te X | Var(t) CV;} .

INRIA



On the symbolic reduction of processes with cryptographic functions 45

For j < i we have G; C S(A(T})) C S(A(Ty)) = S(G;), and thus G; = v;(G;) C v;(S(Gy)).
We prove by 1nduct10n on j, j <1, that:

oV; C S(a(Gi\V)) .

e The base case (j = 1) is obvious since V; = 0.

e For the inductive step, assume the property holds for V;. We show oz; C S(o(G; \ V)):
(

o(v;(G;))) since S commutes with ¢ and v,
(
(

By inductive hypothesis oV; C S(a(G; \ V)), thus S(o(G; \ V) U aV;) = S(o(G; \ V)).
Therefore we have established the property for V;1. We end the proof by noticing o(G; N
V) Co(Vi). ¢

A.8 Proof of proposition 6.1

Consider the following simplification rules on sets of inequalities:

(i) {f@®#gBIul — I iff#g
(2) {f(3)#f@IUT — {sAtIUT ifs; %1,
(i) {x#Atjulrl — T if x € Var(t) and t £ x

Since each rule decreases the number of symbols in I, it is clear that reduction always
terminates. Moreover, if I — I’ then (i) if I | then I' | and (ii) 1f o = I' then o = 1. Now
given T such that I | compute a I’ in normal form such that I = I’. We show that we can
build ¢ such that o | E,I' and therefore by (ii) o = E,I. If I' = ) then we are done. So
suppose I’ is not empty. Then it can be written as

/\ /\ x; # ti; where x; & Var(t; ;) .

i=1,...,n j=1,....m;

We define the height h(t) of a term ¢ as h(C) = h(z) = 1 and h(f(t1,...,tn)) = 1 +
max{h(t;) | i =1,...,n}. We note that if o is a substitution then

h(ot) < maz(h(t), max{h(t) — 1+ h(ox) | x € Var(t)}) .
We define:
ho = min{h(t) |t € T3}

H,, =maz{h(t;;)]|1<i<n,1<j<m}
H = maz(H,y, hg) .
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We claim that we build a substitution ¢ such that:
h(cz;) = (1 + 1)H and ox; € S(A(cTy))
To see this, choose to € T} such that h(tg) = ho and then use pairing to build a term ¢ of
height (i + 1)H. By definition of synthesis, this term is in S(71) C S(A(cT3)).
Thus o |= F and it remains to show that o |= I. We distinguish two cases:
5 # tij, Var(ti,j) C{z1,...,25—1}. Then:

h(ox;) = (i + 1)H > mazj=1,....i-1(Hm,Hmn — 1+ (j + 1)H) > h(ots;)
T; £ ts,5, d5>1 T; € Var(ti,j). Then:
h(ot; ;) > h(oz;) = (j + 1)H > (i + 1)H = h(oz;) . ©

A.9 Proof of lemma 6.4

Let n be the size of E. All the variables we consider will have a rank bound by n. We
proceed by induction on the order > defined with respect to the maximal rank n.
(e1) ([f(3) = (D) Eq, E.p) = ([s1 = ta]...[sm = tm]Eq, E, p).

By definition, we have u([s = t]) > u([s; = ¢;]) for i« = 1,...,m. Then either the
reduction terminates or there exists a substitution o satisfying (i)(ii) such that ([s; =
t1] ... [8m = tm]Eq, E, p) — 01([s2 = t2] .- . [Sm = tm]Eq, E, p).

Since o7 is decreasing u([s = t]) > u(o1[s; = t;]) fori = 2, ..., m. Therefore there is some
decreasing substitution oo such that oy ([sz = ta]...[sm = tm|Eq, E,p) = (09 0 01)([s3 =
t3]...[sm = tm|Eq, E, p). Iterating the process, we obtain a substitution o = ¢, 0--- 00y
and lemma 6.3(1) proves that o is decreasing.

(e2—4) ([z:i =t|Eq, E,p) ’5* 6(Eq, E, p) where o is a decreasing substitution by construc-
tion. Moreover if ¢t ¢ Var then x; € Dom(o).

(e5) ([#: = (t1,t2)]Eq, B, p) = ([¢' = t1][2" = t2]p' Eq, ' E, p' 0 p), where p' = [(a',2") /x1].

By definition, we have (a) p([z; = (t1,2)]) > p([z’ = t1]).
(b) p(lz: = (t1,t2)]) > p(lz” = ta2]).
By (a), the induction hypothesis applies. Then either the reduction terminates or there
exists a substitution oy satisfying: (i) o7 is decreasing, (ii) ' € Dom(o;). By induction
hypothesis, we have the following reduction:

([z: = (t1, t2)|Eq, E, p) = ([o12" = o1ta]o1[(2', 2"} /2i] Eq, 01 [(2', 2") /x| E, 01 0 p) .

Since o7 is decreasing, by lemma 6.3(2) either p([z"” = t2]) > p([o12” = o1t2]) or o1([z" =
tz]) = [2"” = t2]. By (b), the induction hypothesis applies. Then either the reduction
terminates or there exists some substitution oo satisfying (i) and (ii). We distinguish two
cases depending on whether o12” = 2" or not.
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e o112"” = z"”. The induction hypothesis yields: o2 is decreasing and z” € Dom(o2).
(i) Let 0 = 02 001 0 [{2',2")/z;]. If &' € Dom(o1),2" € Dom(o2), rk(z') = rk(z") =
rk(z;), and o; decreasing for ¢ = 1,2, then (o2 0 01)(2') #Z 2’ and (02 0 1 )(2") # 2.
Then 2’ € Dom(os01),x" € Dom(oy 0 01) and, by lemma 6.3(3) o is decreasing.
(ii) By definition, z; € Dom(c).

e 012" # 2" Let 0 = ga01[(2', 2") /x;].
(i) We have z’, 2" € Dom(o1), and o1 decreasing implies that rk(z') > rk(o12’') and
rk(z") > rk(o12”). Therefore rk(z') > rk(oz012") and rk(z”) > rk(oq0o12") which
proves that ' #Z oq012’ and 2" # o9012”. Then z',2"” € Dom(oa01) and lemma
6.3(3) proves that o is decreasing.

(ii) By definition z; € Dom(o).

In each case, we get a substitution ¢ satisfying the requirements of the lemma.

(es) ([z: = E(t,C)|Eq, E,p) = ([z =t]0'Eq,p'E, p o p),
with z fresh, p' = [E(z,C)/x;], rk(z) = rk(x;).

By definition, p([z; = E(t,C)]) > u([x = t]) since |E(t,C)| > |t|. The induction
hypothesis applies: either the reduction terminates or there exists a substitution oy satisfying
(i) and (ii). Let o0 = 01 o [E(2,C)/x;].

(i) We observe that x € Dom(oy), o1 is decreasing, and rk(z) = rk(x;). Then o is
decreasing by lemma 6.3(3).

(ii) By definition, z; € Dom(o).

Therefore ([z; = E(t,C)]|Eq, E,p) = o(Eq, E, p) and o satisfies the requirements of the
lemma.

(er) ([ = B(t,C)|Eq, B, p) > ([t = 1]
[E(tl7 C)/xl](E47 E, p)
with rk(z;) > rk(t").
By definition p([z; = E(t,C)]) > p([t' = t]) since rk(z;) > rk(¢'). The induction
hypothesis applies and either the reduction terminates or there is some oy satisfying (i), (ii).
(i) Let 0 = 01 o [E(¢',C)/z;]. By lemma 6.3(1), o is decreasing. (ii) We observe that
x; € Dom(o).
Therefore ([z; = E(t,C)|Eq, E, p) = o(Eq, E,p) and o satisfies the requirement of the
lemma. ¢

A.10 Proof of proposition 6.12

We recall that we denote with k, k', ... configurations and with ¢, ¢, ... symbolic configura-
tions. In this section the notation o[t/x] denotes the substitution ¢’ such that o'(y) = o(y)
if y # x and ¢'(x) = t. For the sake of simplicity, we will not show the processes in parallel
composition of the leftmost thread when writing a symbolic configuration. In all the cases
(1-7) we prove the following two properties:
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(A) Ife¢™ ¢ and k' € Im(c') then 3k € Im(c)(k = &').
(B) If k € Im(c) and k X k' then 3 (c B¢ and k' € Im(c")).
Property (A) implies

Im(Succ® (¢)) C Succ®(Im(c)))
whereas property (B) implies

Succ®(Im(c)) € Im(Succ® (c)) .

Moreover, to handle easily instantiations of variables in key position, we define a subset of
all symbolic configuration S° as follows.

Definition A.1 We denote by S the set of all symbolic configurations and by S° the subset
of S such that ¢ € S® iff the process part of c is of the shape (we omit the case for

i)
x.P
| %.Pandte My
|z« pril({¢,t')).P and (t,t') € My
| x«—dec(t,C).P andt € My
| [s=1t]P, P2 and s,t € My .

Then we will make use of the following lemma.

Lemma A.2 (1) If (A) holds for any c € S° then (A) holds for any c € S.
(2) If (B) holds for any c € S° then (B) holds for any c € S.

PROOF. In the following, 7 denotes the substitution of variables in key positions that is used
in symbolic rules !*, plj, df, d3, d§, m$§, and m§. We outline the proof in the cases ({!*} and
{!}) (the other cases are similar).

(1) ceSandc 5 dandk € Im(c") with the substitution of variables in key position
7, then we must have ¢ = (1t.P,T, E,I) and 7 | (¢, E). We notice that 7¢ Liastee SO,
we can conclude that 3k € Im(7¢)(k EN k'). But then, k € Im(7c) C Im(c); hence (A) holds
for c.

(2) If k S K andk € Im(c), then it must be that ¢ = (t.P,T,E,I). We notice that
there exists 7 | (¢, E) such that k € Im(7c) and thus, as 7¢ € S°, we can conclude that

3/ (re L eand b € Im(c")) But then, we just have to remark that ¢ 5 c’; hence (B) holds
forc. ©

By lemma A.2, when proving (A) and (B) we just have to to consider the case where

c € 8. This will make the following proof much simpler. In the following we consider the
three most interesting cases: input, decryption, and positive conditional.
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Input

(1-A) Ifc 5eand k' € Im(c') then it must be that:

C
b
k!

We define t = o'(z) and o = o’[z/z] (we note that [t/z] o 0 = ¢'). With these definitions,
it follows from ¢’ |= (E;2 : T'), I (and the hypothesis ¢ Var(T, E, I)) that:

ocEE,I
{ te S(A(eT))

(?z.P,T,E, 1)
(P,T,(E;z:T),I)
(¢'P,d'T), o' =(E;2:T),I

So if we define k = (?z.0P,0T), we have:

k € Im(c)
k = ([t/z]oP,oT) = (¢'P,o'T) = k'

(1-B) If k€ Im(c) and k % K then it must be that:

c
k
kl
We define ¢’ = [t/z] oo and ¢/ = (P, T,(E;z : T),I). Asc = ', it remains to show that

k' € Im(c"), which follows from k' = (¢'P,0T) = (¢'P,d'T) (¢'T = 0T as x & Var(T)) and
o E=(E;z:T),1I

(?2.P,T,E,I)
(?xz.0P,0T), 0 EE,I
([t/z]oP,oT), t € S(A(cT))

Decryption

(3 — A) This case will make use of the following lemma, whose proof is left to the reader.

Lemma A.3 Suppose x ¢ Var(E,I), z; : T; € E and either (i) p = [E(z,C)/z;] and
C € K(T;) or (i) p = [E(t,C)/xz;], E(t,C) € Gu(T;). Then:

(cEpEpIl=00pFE,I).

e Itcd ¢ and ¥ € Im(c') then it must be that:
c (z « dec(E(t,C),C").P,T,E,I) and C' € Inv(C)
d (t/=]P, T, E,I)
K (olt/z]P,oT), c EE,I
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So if we define k = (z < dec(E(ot,C),C").cP,oT), we have:

{ k € Im(c)
k% (jot/z]oP,oT) = k' as [ot/z] oo =0 o [t/a]

e el andt e Im(c') then it must be that:

C
e
k'

We define ¢ as follows:

(z « dec(x;,C").P,T,E,I), C € K(T;), C' € Inv(C)
[E(z,C)/z;)(P,T,E,I)
(o' o [E(z,C)/2])(P,T), o' |= [Ex,C)/xi]E, [E(x, C)[x:]1

(
o(z:) = (0'1‘,0)
o(z) =
We note that [o'z/z] oo = o o [E(x,C)/z;]. With these definitions, it follows from ¢’ &=
[E(z,C) /x| E, [E(z, C’)/xl]I and C € K(T;) that o = E, I (justified by lemma A.3(1)).
So if we define k = (x « dec(ox;,C").0P,0T) = (x — dec(E(c'z,C),C").cP,oT), we
have:

{ o(z;) =o'(z;) if z; & {z, 2}

k € Im(c)
{ [N ([o'x/x]oP,oT) ([o'z/x]) 0 0)(P,T) by x & Var(T)
k" by [o'z/x] 00 =0’ o [E(x,C)/x;]

o IfcB ¢ and ¥ e Im(c’) then it must be that:

C
c
k!

We define o as follows:

(x « dec(z;,C").P,T,E,I), C' € Inv(C)
(E(t, C)/=:|([t/=]P, T, E, I), E(t,C) € Gu(T;)
(0" o [E(z,C)/2:])([t/2]P,T), o' = [E(t, C) [z E, [E(t, C) [zl .

o(z;) =0'(z;) if x; & {z,z;}
o(x;) = (a t,C)
o(x) =
We note that [o0't/z] o 0 = o' o [E(t,C)/x;]. With these definitions, it follows from o’ |=
t

[E(t,C)/xi]E, [E(t, C)/xz]I and E(t,C) €
So if we define k = (z « dec(oz;,C’
have:

G, (T;) that 0 = E, I (justified by lemma A.3(2 ))
o

)- ,aT):(x<—dec( (¢'t,C),C").cP,0T), w

k € Im(c)
{ k% ([o't/z]oP,oT) ([o't/z] o 0)(P,T) by x & Var(T)
k' by [0't/x] oo =o' o [E(t,C)/xi] .

INRIA



On the symbolic reduction of processes with cryptographic functions 51

(3—B) If k € Im(c) and k <, k' then there are only two cases (recall that we only consider
configurations ¢ in S%):

¢ = (x+<dec(E(t,C"),C).P,T,E,I), C" € Inv(C)
() k = (x« dec(E(at,C"),C).0P,oT), 0 EE,I

k' = ([ot/x]oP,oT) .

¢ = (x+«dec(z;,C").P,T,E,I), C' € Inv(C)
(i) k = (z+« dec(ox;,C").oP,oT), o EE,I

¥ = ([t'/z]loP,oT),00; = E{',C) .

In the first case, it is easy to show that ¢ & ¢ with ¢ = ([t/z)P, T, E,I) and we have
k' € Im(c"). In the second case, as E(t',C) = ox; € S(A(¢7T3)), the decomposition theorem
4.10 states that there are only two possibilities.

o Ift € S(A(oT:)) and C € K(T;) then rule d will apply and ¢ 2 ¢ where ¢ =
[E(z,C)/z;)(P,T,E,I). We define ¢/ = o[x;/x;,t'/z] and note that ¢’ o [E(z,C)/z;] =
[t'/z] o 0. Then it is easy to show:

o' =[E(z,C)/z;)E, [E(z,C)/x;]I, and

o' ([E(z,C)/z)(P,T)) =It'/x]oa(P,T)
= ](c[lt'/ac]aR oT) by & Var(T)
i.e. k' € Im(c).

s

e Else we must have E(t',C) = o(E(t,C)) and E(t,C) € G,(T;), which implies ¢ act
¢ where ¢ = [E(t,C)/z;]([t/z]P,T,E,I). We define ¢’ = o[z;/z;] and note that o' o
[E(t,C)/z;] = 0. Then it is easy to show:

o' = [E(t,C)/z)E, [E(t,C) /x|, and

o' ([E(t,C)/xi]([t/=]P,T)) = o([t/x]P,T)
- gc[lat/:c]aP, oT)

i.e. k' € Im(c).
Positive conditional
(5—A) Ifc ™ ¢ and K € Im(c') then it must be that:

C
b
k!

([S = t]P]_7P2,T7E,I)
p(PlaTaEaI)a ([S:t]aEaid)i}(maElap)
(U'Op)(Pl,T), g |: ElapI .
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We define k = (00 p)([s = t]P1, P2, T). By corollary 6.7(1) we know that (cop) = s=t,E,
and since o = pI we have, (0 o p) |= I. Therefore:

k € Im(c)
Yy

(5—B) If k € Im(c) and k =3 k' then it must be that:

{c
k
kl

By corollary 6.7(2) we know that ([s = t], F,id) = (0, E’,p') and there is a ¢’ such that

o' E E' ando = o' op'. We define ¢’ = p'(P,T,E,I), and we have ¢ ™ ¢ and K =
a'(p'P1,p'T) € Im(c') (the property o’ |= p'I follows directly from ¢’ o p' =1). ©

([3 = t]P17P27T7E7I)
([cs = atloP1,0P,0T), 0 = E,I and 0s = ot
(0’P1,0’T) .

A.11 Proof of proposition 7.2

The proof relies on the following lemma.

Lemma A4 Let E =2 : Th;...52, : T, be an environment, T O T,,, G be a generator
for T,V ={z1,...,2n_1}, and t € My such that Var(t) C V. Then:

t¢ S(GUV)=3I1]| andVo | E,I ot & S(cG)

PRrROOF. By structural induction on t:

e Ift=Cand C ¢ S(GUV) then C ¢ K(T) which implies C ¢ K(¢T) = S(cG) N N.

o If t =z, then we have t € S(GUV) and thus the implication holds trivially.

o Ift = (t1,t2), t € S(GUYV) then Fi € {1,2} | t; & S(GUV). We apply the induction

hypothesis to t; to deduce that Vo = E, I ot; ¢ S(cG) and notice that ot; & S(cG) implies
ot = {(ot1,0t2) & S(0G) (remember that S(cG) = S(A(cT))).

o Ift = E(t',C), we consider the (possibly empty) set:
X = {t,‘ | E(t“0> € G} .
We suppose t ¢ S(GUV). In particular Vt; € X t; # t', so we can define a set of inequalities

Ix ={t; #t' | t; € X}. Note that Ix |. There are two cases:

(1) ¢ € S(GUV). Then we must have C ¢ S(GU V) and thus C ¢ G. In that case,
if o | E,Ix then ot = E(ot',C) € S(¢G) would imply (by theorem 4.10) ot' = ot; with
t; € X, which is impossible because ¢ |= Ix.

(2) t' ¢ S(GUV). The induction hypothesis gives us a finite and consistent set of inequal-
ities I. We denote I' = T U Ix. Now if we take o = E, I', the condition ot € S(¢G) would
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imply (by theorem 4.10) that either C' € K(T;) and ot’' € S(¢G), or ot' = ot; with t; € X.
The former cannot hold because o |= I and the latter because 0 = Ix. <

From this we can deduce the following lemma.

Lemma A.5 Let (P,T,E,I) be a symbolic configuration, G be a generator for T, V =
Var(E), and {t1,...,t,} C My. Then:

(Vo E E,Ioty € S(A(¢T))V---Voat, € S(A(eT))) iff Jit, e S(GUV) .
PROOF. («) Immediate. (=) We show:
(MVie{l,....n}t; ¢ S(GUV))=> 3o EE,IVi€{1,...,n} ot; € S(c@G) .
For each t; it follows from lemma A .4 that:
t; ¢ S(GUV) =3I |Vo E E, I, at; & S(cG) .

If we define I' =T U (Ui:l,...,n Il), proposition 6.1 gives us a o such that o = E,I and
Vi ot; & S(cG). ©

Now proposition 7.2 follows directly from lemma A.5, using the fact that rule (sc®) will
always test the condition I |.

A.12 Example: a variant of the Otway-Rees protocol

A flawed variant of the Otway-Rees protocol [BANS89| as taken by our tool is presented in
figure 7. In this particular example, the assertion we want to check is that if principal A uses
the key kab to encrypt a message after his run of the protocol, the content of the message
will remain unknown to an intruder. The syntax used is close to that of our formal model,
with some additional syntaxic sugar:

e All variable names begin with a lowercase character whereas constant names begin
with an uppercase character.

e Projection is written as <x1,x2> <- t. Moreover, we allow the syntax
<na2,kab> <- decrypt(e,Ka)

to decrypt e with K, and project the result in one step. The same convention holds in
the case of read <m,e>, which alleviates the need to introduce temporary variables.

e The map construction k <- map(A->Ka,B->Kb,C->Kc) x is equivalent to:

if x=A then k <- Ka
else if x=B then k <- Kb
else if x=C then k <- Kc
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Principals:

A: fresh na
write <na,A,B,E(<na,A,B>,Ka)>
read <m,e> ; [m=nal] ; <na2,kab> <- decrypt(e,Ka) ; [na2=na]
write E(HIDDEN,kab)
assert(secret (HIDDEN) )
nil

B: read <na,a,b,e> ; [b=B]
fresh nb
write <na,a,b,e,nb,E(<na,a,b>,Kb)>
read <na2,el,e2> ; [na2=na] ; <nb2,kab> <- decrypt(e2,Kb) ; [nb2=nb]
write <na,el>
nil

S: read <na,a,b,el,nb,e2>
k1<-map(A->Ka,B->Kb,C->Kc) a
k2<-map (A->Ka,B->Kb,C->Kc) b
<nal,al,bl> <- decrypt(el,kl) ; [<nal,al,bil>=<na,a,b>]
<na2,a2,b2> <- decrypt(e2,k2) ; [<na2,a2,b2>=<na,a,b>]
fresh kab
write <na,E(<na,kab>,k1),E(<nb,kab>,k2)>
nil

Environment:

A; B; C; Kc

Figure 7: Specification of a flawed Otway-Rees protocol
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Principals:
Ai assert(secret (HIDDEN)) ;
nil
S nil
Ar : read <na2,el,e2> ;
[na2=na] ;
<nb2,kab> <- decrypt(e2,Ka) ;
[nb2=N16] ;
write <na,el> ;
nil

Current environment:
HIDDEN N24 N16 N1 Kc C B A
Crypt(<N1,N24>,Ka) Crypt(<na,C,A>,Ka) Crypt(<N1i,A,B>,Ka)

Variables:
na : rk(0) N1 Kc CB A
Crypt(<N1,A,B>,Ka)

Protocol history:
Ai sends <N1,A,B,Crypt(<N1,A,B>,Ka)>

Ar gets <na,C,A,e>
Ar sends <na,C,A,e,N16,Crypt(<na,C,A>,Ka)>

S gets <na,C,A,Crypt(<na,C,A>,Kc),N1,Crypt(<na,C,A>,Ka)>
S sends <na,Crypt(<na,N24>,Kc),Crypt(<N1,N24>,Ka)>

Ai gets <N1,Crypt(<N1,N24>,Ka)>
Ai sends Crypt(HIDDEN,N24)

Figure 8: An error as reported by the Symbolic Protocol Analyser

Figure 8 exhibits an error as reported by our analyser when running several instances of
roles A, B and S in parallel. In the case considered A; and A, denote A playing the role of
initiator and responder, respectively. Nonces generated during the protocol run are denoted
by N1,N2...

A.13 Unification procedure

The unification procedure U relies on the the procedure Occ(v,t) checking whether the
variable v occurs in the term t. It also relies on a global variable time of type nat which is
initialised to 0. When Occ is called, it increases the counter time and then calls the auxiliary
procedure Occ_aux. Whenever a node is visited the procedure Occ_aux sets the stamp field
to the current time. This avoids performing the occur check several times on the same node
and entails a complexity O(e) for the occur check.

function U(sl, s2: term): bool
var tl, t2: term;
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let t1=Find(s1), t2=Find(s2) in
case

t1=t2 : true

tl.isvar,t2.isvar : Union(tl,t2); true

tl.isvar : if Occ(t1,t2) then false else Union(tl,t2); true
t2.isvar : if Occ(t2,tl1) then false else Union(t2,tl1); true
else : if t1.fn \= t2.fn then false

else Union(t1,t2); U_list(tl.arg, t2.arg)

function U_list(tl, t2: term_list): bool

case

t1=t2=nil : true

__ : if U(tl.tr,t2.tr) then U_list(tl.next,t2.next) else false
procedure Union(tl, t2: term)

var T: term_list_tag;

tl.is := t2

T:=Min(tl.cstr,t2.cstr)

if T\=t2.cstr then C(t2,T)

function Occ(v,t: term): bool
time:=time+1;
Occ_aux(v,t)

function Occ_aux(v,t: term): bool
case

t.isvar ¢ (v=t)
t.stamp=time : false
else : t.stamp:=time; Occ_list(v,t.arg)

function Occ_list(v:term,s:term_list): bool
case
s.tr=nil : false
Occ(Find(s.tr)) : true
else : Occ_list(v,s.next)

A.14 Proof of proposition 9.1

We must prove that from a derivation we can construct another derivation not including
pairs. Two technical results must be set first.

Proposition A.6 Let Ty C K+, and let (Py,Ty) — (P,,T,) be some reduction. Let t €
Ty \Th-1, then for all s = (s1,s2) subterm of t, we have s1,s2 € S(A(Tp)) for some p < n.

PROOF. Base case. The property holds for Top C K.

Induction step. Let Tpy1 = T, U{By} with ay € S(A(T},)), therefore t = By. Let s = (s1, $2)
be a subterm of By hence of y. Therefore s is a subterm of ay and two cases may occur:

(1) sis a subterm of some term in G,(T,,) and by induction hypothesis s € S(A(T})) for
p < n (by construction a term in G,(T5) is a subterm of some element of T,).
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(2) s € S(A(T,)) therefore s1, s € S(A(T,)) and the property holds since n <n+1. ¢

The next step is to show that we can restrict ourselves to derivations where emitted
messages do not contain pairing (assuming that the initial knowledge Ty does not contain
pairings). First, we show that pairs do not matter for computing minimal generators. We
remark that we can safely add the rule T'U {(¢1,t2)} — T if {t1,t2) € S(A(T)) to the set of
rules used in the computation of a minimal generator.

Proposition A.7 Let T 2 To be a finite set of terms such that if (t1,t2) is a subterm of
t € T then (t1,t2) € S(A(T \ {t})) (elimination property). Then G.(T)= G.(T).

ProOF. From a sequence My =T,..., M, = G,(T') we derive a sequence Ny = T,...,N, =
G (T) such that N; = M; for all i.

Base case. m = 0 the property holds by construction.

Inductive case.
(1) M, =MU{{t1,t2)} = M,41 = M since (t1,t2) € S(A(M,))

N, = Mu {(tl,t2>} =MU {to} — Npy1 =M = M, 41 since Ny = T DTy
(2) M,=MU{Ct} - MU{t}if C € M (hence C € M)
N,=MU{Ct} - Ny,y1 =MU{t}sinceC=CeM
(3) M,=MU{C}— Mpy1=MifCeM
N,=MU{C} — Npy1 =M sinceC=CeM
Moreover if no rule applies to M, then no rule applies to M,. This proves the claim
Go(T) = Gu(T). o

To get the proof of proposition 9.1, we remark that T}, satisfies the elimination property
by proposition A.6 (the result remains true for public keys). This implies that the derivation

(Py,Ty) = (P,,T,) is correct. By construction, it reaches err iff the initial derivation reaches
err.
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