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Abstract:

Writing code that talks to hardware is a crucial part of any embedded project. Both
productivity and quality are needed, but some flaws in the traditional development process
make these requirements difficult to meet.

We have recently introduced a new approach of dealing with hardware, based on the
Devil language. Devil allows to write a high-level, formal definition of the programming
interface of a peripheral circuit. A compiler automatically checks the consistency of a Devil
specification, from which it generates the low-level, hardware-operating code.

In our original framework, the generated code is dependent of the host architecture (CPU,
buses, and bridges). Consequently, any variation in the hardware environment requires a
specific tuning of the compiler. Considering the variability of embedded architectures, this
is a serious drawback. In addition, this prevents from mixing different buses in the same
circuit interface.

In this paper, we remove those limitations by improving our framework in two ways. (i)
We propose a better isolation between the Devil compiler and the host architecture. (ii)
We introduce Trident, a language extension aimed at mapping one or several buses to each
peripheral circuit.
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Gestion du matériel dans les logiciels embarqués :
une infrastructure reciblable basée sur le langage Devil

Résumé : Lors de la conception d’un systéme embarqué, écrire le code qui communique
avec le matériel est une phase cruciale. La productivité et la qualité sont deux nécessités,
mais le processus de développement traditionnel présente des points faibles qui rendent ces
contraintes difficiles & satisfaire.

Récemment, nous avons introduit une nouvelle approche pour la gestion du matériel,
basée sur le langage Devil. Ce langage permet d’écrire une définition formelle et de haut
niveau de l'interface de programmation d’un circuit périphérique. Un compilateur vérifie
automatiquement la cohérence d’une spécification Devil, puis 'utilise pour générer le code
de bas niveau nécessaire au pilotage du circuit.

Dans notre premiére version d’une infrastructure pour Devil, le code généré est dépendant
de l’architecture hote (processeur et bus). Par conséquent, toute variation de ’environnement,
matériel oblige & modifier le compilateur. C’est un gros inconvénient, si ’on considére la
variabilité des architectures embarquées. De plus, cela empéche d’utiliser plusieurs bus dans
une méme interface de circuit.

Dans cet article, nous pallions & ces limitations en apportant deux améliorations essen-
tielles & notre infrastructure. (i) Nous proposons une meilleure isolation entre le compilateur
Devil et achitecture hote. (ii) Nous introduisons Trident, une extension du langage ayant
pour but d’associer un ou plusieurs bus & chaque circuit.

Mots-clé : systémes embarqués, pilotes de périphériques, langages dédiés
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1 Introduction

Nowadays, most electronic appliances hitting the market, whether portable or not, are smart
devices fitted with at least one CPU (microprocessor, microcontroller, or DSP) surrounded
by peripheral circuits (controllers and memories). Executed by the CPU, the embedded
software (or firmware) communicates with the peripheral circuits to control the behavior of
the appliance.

Development issues

Depending on the complexity of the embedded software, the portion of code devoted to
hardware communication may vary, but it is always a tricky part of the development:

e Contrary to the workstation world, which counts a few, mostly steady architectures,
the embedded world is populated with a multitude of different CPUs, communication
buses, and peripheral circuits. This variety leads to a very low rate of code reuse, all
the more as embedded technologies are evolving at a frantic pace.

e Given this fast evolution, a short time-to-market is essential. Delaying a product
because of firmware development could be disastrous. Consequently, once the hardware
design has been settled, little time can be devoted to the development of hardware-
dependent code. This can conflict with crucial quality requirements, such as reliability
and robustness.

e At the lowest level, operating the hardware implies reading (writing) unstructured
binary data from (to) the peripheral circuits. High-level information needs to be
extracted (inserted) from (into) this raw data. Whether C or assembly is used, this
leads to a chunk of low-level bitwise operations (masking and shifting) that are fairly
unreadable, making such code error-prone to write and difficult to debug and maintain.

e The documentation of peripheral circuits takes the form of printable datasheets. Writ-
ten in a natural language, these datasheets are often imprecise, and they may be
plagued by omissions and typo errors. Incidentally, each vendor has its own vocab-
ulary and style. Hence, interpreting the documentation is far from obvious, and the
gathered information often needs to be verified experimentally.

Devil approach

Lately, we have introduced an easier and safer way of writing hardware-operating code,
based on the Devil language [5, 6]. Devil is an IDL (Interface Definition Language) that
allows to formally specify the programming interface of a peripheral circuit. A compiler
automatically checks the consistency of a Devil specification, from which it generates all the
needed low-level code, in the form of an efficient library. Embedded software is then written
using the generated library. The API of the library is a functional interface of the target
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4 Fabrice Mérillon Gilles Muller

circuit, not its low-level communication interface. Using Devil improves the development
process in several ways:

e Devil specifications can be checked for consistency by the Devil compiler. This helps
the hardware expert in writing a correct specification. This also gives a degree of
confidence to the programmer who wants to reuse an existing specification.

e A Devil specification clearly documents a circuit interface, and can be considered as
a knowledge repository. Once it is written, the programmer no longer has to deal
with the inaccuracy of vendor’s documentation. Ideally, Devil specifications should be
either provided by chip vendors or available as public libraries.

e Thanks to the generated library, the programmer does not have to write the low-level
code by hand. This significantly improves productivity, since it avoids a tedious and
error-prone task. Moreover, Devil specifications are independent of the host CPU.
They can be reused to generate code for any architecture, provided that a suitable
version of the Devil compiler is available.

e Usage of the generated library can be checked for correctness, thanks to parameter
types. Checking can occur at compile time and/or at run time. As shown by our re-
cent experimental evaluation [7], this allows the early detection of many programming
errors.

Devil has been proved to be expressive enough to specify a wide range of PC components,
including controllers for interrupts, DMA, Ethernet, graphics, sound, ATA /IDE disks, and
mice. Additionally, we have shown that using Devil does not induce any significant perfor-
mance overhead [5].

Targetting Embedded Systems

When we started working on Devil, our initial goal was to ease the development of PC
device drivers. In that respect, our original framework has been designed with workstations
in mind. For example, we assumed a standard parallel bus between the CPU and the
peripheral circuit.

As Devil proved very successful as specifying PC components, we soon realized that
embedded systems would be an ideal target. The range of peripheral circuits found in
embedded systems is wider than that of desktop computers, which translates into a greater
need of device drivers. Thanks to the variability of embedded hardware, there are clear
benefits of using Devil for the development of embedded software. However, such variability
could also be an obstacle.

Since Devil specifications capture only the communication details that are intrinsic to
peripheral circuits, they are independent from a particular host architecture (CPU and
bus). However, the compiler must generate the architecture-specific assembly instructions
that implement bus accesses. Consequently, targetting a different architecture requires a
different compiler. This may be good enough for desktop computing, which counts very few
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distinct architectures, but embedded applications may require the compiler to be easier to
retarget.

Given its slight bias towards workstations, our original framework might not be general
enough to cope easily with embedded hardware. Evaluating the extent of the problem and
providing some solutions is the goal of this paper.

Contributions

In this paper, we show that the Devil language, besides being useful for PC device drivers,
can be also extremely valuable for embedded software. To this end, we acknowledge the
limitations of our original framework, and we present a way of extending it into a more
general solution.

Our contributions can be summarized as follows:

o We analyze the existing Devil framework, and identify some aspects that do not suit
the needs of embedded systems.

e We propose to better isolate the Devil compiler from the host architecture (CPU
and bus), making it easier to retarget. To this end, we encapsulate the architecture-
dependent code into Bus Abstraction Modules.

o We introduce Trident, an extension of Devil aimed at mapping a bus architecture to
each peripheral circuit.

The rest of this paper is organized as follows. Section 2 briefly presents the Devil language.
Section 3 discusses the problems that can be faced when using Devil for embedded systems.
Section 4 and 5 show how these problems can be solved. Section 6 describes related work.
Section 7 concludes the paper.

2 Devil in a Nutshell

Devil is an IDL aimed at specifying the programming interface of a device controller. From
a Devil specification, a compiler generates a library containing all the low-level code that is
required to operate the device. The generated library is then used to write the higher-level
code of the device driver.

To design Devil, we have studied a wide spectrum of PC components: controllers for
Ethernet, display, sound, disk, interrupts, DMA and mouse. This study was supported by
driver source code (mainly from Linux), books about driver development [2, 8], device doc-
umentation available on the web, and discussions with device driver experts (for Windows,
Linux and embedded operating systems).
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6 Fabrice Mérillon Gilles Muller

device saal064 (base : portbase) 1
{
ports base @ {0..4} : bit[8]; 3
register control_reg = base @ 0, mask 0....... ’ @ bit[8]; 5
variable display_mode = control_reg[0] : { STATIC <=> ’0’, DYNAMIC <=> ’1° }; 7
structure dynamic_control = { 9
variable digitl_digit3_enabled = control_reg[l] : bool; 10
variable digit2_digit4_enabled = control_reg[2] : bool; 11
};
variable all_leds_on = control_reg[3] : bool; 14
structure output_current = { 16
variable add_3mA = control_reg[4] : bool; 17
variable add_6mA = control_reg[5] : bool; 18
variable add_12mA = control_reg[6] : bool; 19
};
register digitl_reg = base @ 1 : bit[8]; variable digitl = digitl_reg : int(8); 22
register digit2_reg = base @ 2 : bit[8]; variable digit2 = digit2_reg : int(8); 23
register digit3_reg = base @ 3 : bit[8]; variable digit3 = digit3_reg : int(8); 24
register digit4_reg = base @ 4 : bit[8]; variable digit4 = digit4_reg : int(8); 25
}

Figure 1: Specification of Philips’ SAA1064 (4-digit LED Display Controller)

Language Features

Concretely, the programming interface of a peripheral circuit can be described by three main
abstractions: ports, registers, and device variables. The entry point of a Devil specification is
the declaration of the device, parameterized by one or more port bases, from which ports are
derived. Ports, which abstract physical addresses, allow registers to be declared. Registers
define the granularity of interactions with the device. Finally, device variables are defined
from registers, forming the functional interface of the device. Thus, a Devil specification is
structured into three layers: one layer per main abstraction. We now present each layer,
taking the example of the Devil specification of Philips’ SAA1064, a controller for LED
displays (see Figure 1).

Ports A port abstracts a physical address, that is a communication point between the
peripheral circuit and the CPU. A device often features several ports whose addresses are
derived from one or more base addresses. In Devil, a base address is always a parameter of
the specification, and gets the type portbase. The port constructor, denoted by @, takes as
arguments a portbase and a constant offset (e.g., base @ 0 as illustrated by line 5 of the
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SAA1064 specification). To enable verification, the range of valid offsets must be specified
using the ports keyword, as illustrated by line 3 of the SAA1064 specification.

Registers Registers define the granularity of interaction with a device. Thus, the size of
each register (number of bits) must be explicitly specified. Registers are typically defined
using two ports: a read port and a write port. Only one port needs to be provided when
reading and writing share the same port, or when the register is read-only or write-only.

A register declaration may be associated with a mask that specifies bit constraints. An
element of this mask can be either: ‘.’ to denote a used bit, ‘0’ or ‘1’ to denote an unused
bit that is undefined when read but has a fixed value (0 or 1) when written, or ‘*’ to denote a
unused bit that is always undefined. As an example, consider the declaration of the register
control_reg at line 5 of the SAA1064 specification. The mask indicates that bit 7 (the
leftmost bit) is not used but must be written as 0.

Device variables In order to minimize the number of I/O operations required for com-
municating with a device, hardware designers often group several independent values into
a single register. Accessing these values requires bitwise operations (masking and shifting),
whose code is error-prone to write in a general programming language such as C. Devil
abstracts values as device variables, which are defined as a sequence of register bits. Device
variables are strongly typed in order to detect potential misuses of the device. Possible types
are booleans, enumerated types, signed or unsigned integers of various sizes, and ranges or
sets of integers. At line 14 of the SAA1064 specification, bit 3 of the control_reg becomes
a boolean variable.

And more... Many features of Devil are not detailed here. These features include in-
dexed registers, enumerated types, register concatenation, structures, arrays, and behavioral
attributes. The language is described into more details in our previous papers [5, 6], as well
as in the reference manual [9].

3 Applying Devil
to Embedded Systems

Although the benefits of using Devil for embedded software seem obvious, doing it in practice
may reveal some limitations of our original framework. Since Devil was originally designed
to ease the development of PC device drivers, its ability to address the peculiarities of
embedded hardware has yet to be shown. This section digs into on this question.

Variability of Embedded Hardware

Although some embedded systems have a hardware architecture similar to that of any desk-
top computer, constraints of cost and size often lead to less conventional designs. In addition,
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8 Fabrice Mérillon Gilles Muller

being freed from software compatibility issues (firmware is tailored to specific hardware) al-
lows a faster evolution than in desktop computers. Ultimately, system designers have a wide
range of hardware solutions to choose from. We now enumerate in what aspects embedded
architectures can depart the most from desktop architectures, as far as Devil is concerned.

Buses Both desktop and embedded systems make use of parallel buses. They can vary in
width, being multiplexed or not, etc. One difference however, is that embedded buses are
much more likely to change from one system to another. Such variety can have consequences
on the hardware-operating code, like several sizes for port addresses. Indeed, properly typing
such addresses would require to generate a different code for each size.

Besides, a notable peculiarity of embedded systems is their wide use of serial buses, such
as Philips’ ubiquitous I2C standard. Workstations have started to follow this trend, with
the famous USB (Universal Serial Bus), the awaited Serial-ATA (for internal hard drives),
and various derivatives of I2C such as the SMBus (for motherboard sensors) and the DDC
(Display Data Channel, for monitor configuration) [13, 10, 11, 1]. With I2C, selecting a
port requires two address values (a chip ID and a register index), instead of one for parallel
buses. Once again, handling such a peculiarity requires specific code.

CPUs Basically, an embedded CPU is either a microprocessor, a DSP (Digital Signal
Processor), or a microcontroller. Besides their signal processing orientation, DSPs are actu-
ally microprocessors [4]. Typically, a microprocessor is fitted with a parallel bus interface,
which rely on a simple, hardware-implemented bus protocol. Very different in that respect,
a microcontroller is fitted with a more versatile interface, made of general-purpose I/O pins.
Software can control each of these pins individually, set it for input (output), and read (write)
its logical state. This allows bus protocols to be implemented in software. Consequently,
microcontrollers can emulate various bus interfaces, whether parallel or serial.

In addition, each family of CPU has its own instruction set. As long as software is
written in C this is not a problem: source code is portable and the variability is hidden.
However, hardware-operating code needs to make direct accesses to I/O buses. Since that
kind of operation is not abstracted by the C language, the only way of accessing buses is
to use assembly. In other words, hardware-operating code always contain a part of CPU-
dependent code. Such part is typically limited to a few dedicated read/write instructions
(such as IN/OUT for x86 microprocessors, or BTFSC/BCF for PIC microcontrollers). This
is much more an issue in embedded systems, which count more intruction sets than desktop
computers.

Limited Retargetability

A conclusion of the previous subsection could be that retargetability is a key feature when
generating code for embedded sytems. In our existing Devil framework, the CPU-dependent
code (I/O instructions) is supplied by Linux, in the form of small macros containing assembly
code. Thus, replacing this set of macros could be sufficient for retargetting the Devil compiler
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int read (char *device, char *portbase, int offset, int size);
void write(char *device, char *portbase, int offset, int size, int data);

void block_read (char *device, char *portbase, int offset, int size, int iterations, void *data);
void block_write(char *device, char *portbase, int offset, int size, int iterations, void *data);

void range_read (char *device, char *portbase, int offset, int size, int iterations, void *data);
void range_write(char *device, char *portbase, int offset, int size, int iterations, void *data);

Figure 2: Common API for Bus Abstraction Modules

to a different CPU. In the case of a microcontroller handling the bus protocol in software,
those macros could contain all the protocol implementation.

However, this way of retargetting Devil would require the bus architecture not to change.
This may be the case for x86-based of Alpha-based workstations, but not for embedded
systems. Indeed, as soon as the bus changes, the size and format of port addresses change
too. To handle this, various small details must be modified in the Devil compiler, which is
akward. Moreover, this does not solve the problem of having several bus interfaces in the
same chip. National Semiconductors’ LM78 is an example: it features both an ISA and an
I2C interface. Because one Devil compiler cannot handle both bus types, the only solution
is to split LM78’s programming interface into two distinct Devil specifications.

Finally, when applying Devil to embedded systems, the main challenge is to deal with
the variety of bus architectures. In the following two sections, we show how to improve the
retargetability of Devil.

4 Bus Abstraction Modules

In the previous section, we saw that accessing buses requires a few assembly macros contain-
ing CPU-specific I/O instructions. In a sense, such macros constitute a library, that abstracts
the bus/CPU combination and provides communication services to the higher-level C code.
To generalize this idea, such a set of macros will now be called a Bus Abstraction Module
(BAM).

Single BAM, single API. In modern workstations, whatever the CPU, bus architectures
are typically based on PCI. This uniformity allows all BAMs to share the same API. Thanks
to this API, the hardware-operating code can be source-portable accross CPUs. In Linux
and Windows, the BAM is part of a more general Hardware Abstraction Layer (HAL), that
abstracts most of the CPU-dependent parts of the OS kernel. The C code generated by our
existing Devil compiler makes use of the Linux HAL. The APIT consists of the so-called “I/O
calls”: inb, outb, inw, outw, etc.
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10 Fabrice Mérillon Gilles Muller

Implementation of the I2C BAM

Clock/Calendar Driver I2C Protocol Implementation
Functional Interface Functional Interface
Generated Code Generated Code
Raw Data /O Raw Datal/O
12C BAM PCI BAM
12C Bus PCI Bus
I2C Clock/Calendar 12C Master on PCI

Figure 3: Using Devil to implement BAMs

Multiple BAMs, multiple APIs. In embedded systems, the variety of bus achitectures
prevents from using the same API for every BAM. For example, a serial I2C bus does not use
the same address format than a PCI bus. In our original framework, targetting a different
BAM means generating a different code. This requires the compiler to be modified, which
is rather awkward. Moreover, this prevents from targetting two different BAMs in the same
circuit interface.

Multiple BAMs, single API. A solution for removing these limitations would be to use
a single API for all BAMs. As said above, differences in the address format prevent from
doing so. A solution would be to use portbase names instead of addresses, and to associate
portbases with addresses in a separate configuration file.

As each BAM provides the same services, that is reading (writing) raw data from (to)
the bus, the main primitives of the generic API should be read and write. However, these
primitives should support single accesses, block accesses (several consecutive accesses with
the same address), as well as range accesses (several consecutive accesses with an auto-
incremented address). In addition, all primitives should provide a parameter for selecting
the bus (i.e., the underlying BAM). The name of the portbase is sufficient, provided that the
mapping between portbases and BAMs is specified somewhere else. Once again, the solution
of a separate configuration file seems adequate. The function prototypes of a suitable API
are presented on figure 2.

Stackable BAMs. An advantage of having the BAMs separated from the compiler, is
that they become stand-alone components. Thus, it becomes easier for the programmer to
write its own BAMs. Another benefit is the possible stacking of BAMs. Indeed, nothing
prevents from using a BAM to write another (see figure 3). This extends the naive model

INRIA



Dealing with Hardware in Embedded Software: A Retargetable Framework. . . 11

of one, monolythic physical link into the more realistic model of a physical link made of
several buses. For instance, when the CPU talks to an ATA/IDE disk, data goes through
the CPU local bus, the PCI bridge, the PCI bus, the ATA interface, and the ATA bus. This
is transparent, and entirely handled by the hardware, so the normal PCI BAM does the job.
However, in the case of an I2C device attached to a PC through a PCI adapter, a special
I2C BAM needs to be written, using Devil to specify the I2C master (the bridging circuit)
present in the PCI card. This is the example shown on figure 3.

5 Trident

Thanks to the BAMs, Devil can target several buses with the same compiler.
In this section, we present Trident, an extension to the Devil language aimed at providing
each portbase with a BAM and a bus address.

Port Base Instanciation

In Devil, a port is always given a relative address, that is a qualifying number that identifies
the port relatively to a given portbase. This can be compared to a file name, that identifies
the file relatively to a given directory. The absolute address of the portbase (comparable
to the absolute path of a directory) is not part of the circuit interface. The address format
depends of the bus architecture of the host system, and the value of the portbase might
not be known before run-time. Consequently, the Devil language allows only the declaration
of portbases. They are not provided with any definition or value. In that respect, a Devil
specification is like a template that needs to be instanciated. This is not surprising, since
a Devil specification is not supposed to assume a particular use for the chip it specifies.
Once a circuit is used in a particular application, its hardware environment is known and
the portbases can be instanciated.

Instanciating portbases means providing them with a bus and an address. A set of
Trident declarations is a kind of configuration file which provides such information.

Trident Syntax

Let us start with an example. Figure 1 shows the Devil specification of a LED display
controller, which is fitted with an I?C interface. Such a peculiarity becomes obvious when
looking at the following Trident fragment:
portbase base = i2¢_7 {
chip_id = dynamic : {113, 115, 117, 119};
reg_index = 0 : {0..4};
}
The first line is the most important: it binds the portbase named base to the BAM
named i2c_7 (12C bus with chip IDs limited to 7 bits). The BAM identifier will be used by

the compiler to guess in what source files the BAM is implemented. Lines 2 and 3 define
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12 Fabrice Mérillon Gilles Muller

the address of the portbase. As already said, this is a two-part address. Here is the general
syntax for each part:

<identifier> = <value> : <type>;

In the chip_id definition, the dynamic keyword means that the exact value will only be
selected at run-time. As for the type, it specifies the four possible IDs of that particular
chip. The reg_index definition is now easy to understand: it takes the value 0 and must
stay in the range 0 to 4 (5 registers). This is consistent with line 1 of the Devil specification.

We can now have a look at the Trident declaration of the I?°C BAM:
bus i2¢_7 {
address : {
chip_id : int(7);
reg_index : int(8);
};
data : { bit[8]; };
};
The second line, with the address keyword, specifies the format of an I2C address. Inside
the curly brackets, we find the usual two parts, with their types. The data keyword specifies

all possible data sizes of the bus (only 8 bits in this example).

Development Process

Figure 4 give some details on how Trident contributes to the development process:
e Trident declarations, kept in a text file, are provided the Trident compiler.

e The Devil compiler, once the Devil specification is parsed, produces a text file contain-
ing typing information about portbases and ports. This file is provided to the Trident
compiler.

e The Trident compiler parses the Trident declarations, and checks that the portbase
declaration is consistent with the bus declaration and with the information provided
by the Devil compiler.

e Bus abstraction Modules that are used in the Trident declarations are provided to the
Trident compiler.

e The Devil compiler generates code, using a generic, architecture-independant APT (see
figure 2) wherever a bus access is needed.

e The Trident compiler browses the generated code, and replaces each generic call by
an instanciated version of the bus access code found in BAMs. The second parameter
of each generic call, portbase, refers to a portbase declaration where the Trident
compiler can find the name of the adequate BAM. This preprocessing of the generated
code is the main task of the Trident compiler.

INRIA
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| Devil Specif. | | High-level Code |

Functional Interface

Y
| Devil Compiler —»{ Generated Code |

CPU 1/0O Instructions

Development Process

without Trident | Peripheral Circuit |

| DeviISpecif. | Trident’s Contribution

Y
| Devil Compiler |—> Generated Code

Generic Bus Interface

| Port Inf‘c')rmation |

v
| Trident Compiler |«— Bus Abs. Modules

L

| Trident Decl. |

Generated Code
B.A.M. Code

CPU 1/0O Instructions

Figure 4: Trident in the Development Process

e The code generated by the Devil compiler now targets the bus architecture specified

in Trident declarations.

6 Related Works

The initial idea of Devil comes from earlier work at the Compose Group. Thibault & al [12]
designed a language, called GAL, aimed at specifying X11 drivers (for graphics adapters).
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14 Fabrice Mérillon Gilles Muller

Although successful as a proof of concept, GAL covered a very restricted domain.

In previous studies, we described the Devil approach in details [5, 6]. Additionally, we
showed that using Devil to develop device drivers did not induce any significant perfor-
mance overhead [5]. More recently, we conducted a thorough experimental evaluation of
Devil benefits over the traditional development process, in terms of productivity and code
robustness. [7]

Languages for specifying digital circuits and systems have existed for many years. The
VHDL standard [3], widely used in this domain, is one of the most expressive. It addresses
several aspects of chip design such as documentation, simulation and synthesis. VHDL
provides both high-level and low-level abstractions: arrays and loops are supported, as
well as bit-vector literals and bit extraction. However, all VHDL abstractions focus on the
inner workings of circuits, not their high-level programming interface. As a consequence,
chip interfaces are not explicitly denoted, and VHDL compilers perform limited consistency
checks. Interestingly, VHDL allows attaching arbitrary strings to variables. Using them to
add interface-specific information is possible, but would require a normalized syntax and
compiler support, which in some way amounts to embedding Devil concepts into VHDL.

7 Conclusion

Devil is a language aimed at specifying the programming interface of device controllers.
From the Devil specification of a controller, a compiler automatically generates a library
that contains all the low-level code needed to operate the controller. The generated library
can then be used to write higher-level software, such as a PC device driver or the firmware
of an embedded system.

In this paper, we have shown that Devil could ease the development of embedded soft-
ware. To this end, we spotted the weaknesses of our original framework, and provided some
solutions.

As a matter of fact, the improvements described in this paper are not only useful for
embedded systems. They could also help writing some PC device drivers that were out
of reach with the original framework. For example, most recent PCs have several captors
(temperature, fan speed, etc.) connected to the motherboard chipset through the SMBus [11]
(a simplified version of I2C). Because these captors are not directly connected to the CPU,
supporting them would have required a dedicated version of the Devil compiler. The ability
to stack BAMs, like on figure 3, provides an elegant mean of supporting the SMBus.

Although Trident declarations are made necessary by the addition of BAMs in the Devil
framework, they are also very valuable as a documentation source. The communication
path between the peripheral circuits and the CPU was only partially specified by the Devil
language. Trident fills the gap, providing useful information on how a device is “glued” into
the host architecture.
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Availability

The Devil compiler and some related material are available at the following web page:
http://compose.labri.fr/prototypes/devil.
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