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Sur I’équivalence de deux systémes d’équations de récurrence affines

Résumé : Le sujet de cet article est le probléme de la comparaison de deux systémes d’équations de récurrence
affines (SARE). Résoudre ce probléme permettrait d’améliorer les techniques de reconnaissance d’algorithmes,
qui sont un outil important pour ’analyse de programmes, ’optimisation et la parallélisation automatique.
Nous prouvons d’abord que le probléme est en général indécidable. La preuve utilise la transformation d’une
instance du 10éme probléme de Hilbert en une question d’équivalence de deux SAREs. Nous montrons ensuite
qu'il est cependant possible de construire un semi-algorithme, qui utilise essentiellement le calcul de la fermeture
transitive de relations affines. Ceci est également un probléme indécidable, pour lequel de nombreuses solutions
partielles sont connues. Nous présentons un prototype de comparateur, décrivons ses limitations, et indiquons
quelques voies de recherches futures.

Mots-clés : Systéme d’équations de récurrence affines, équivalence de programmes, analyse de programmes,
optimisation de programmes
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1 Introduction

1.1 Motivation

Algorithm recognition is an old problem in computer science. Basically, one would like to submit a piece of
code to an analyzer, and get answers like “Lines 10 to 23 are an implementation of Gaussian elimination”. Such
a facility would enable many important techniques:

e Program Comprehension and Reverse Engineering.

e Program verification: if we know that the program specification asks for Gaussian elimination and the
analyzer does not find it, we may suspect an error.

e Program optimization: if we have the necessary items in our library, we may replace lines 10 to 23 above
by a hand optimized version, or by a sparse version, or a parallel version. If we are bold enough, we may
even replace the relevant part of the code by a completely different implementation, as for instance an
iterative solver.

¢ Hardware-Software Codesign: if we recognize in the source program a piece of code for which we have a
hardware implementation (e.g. as a coprocessor or an Intellectual Property) we can remove the code and
replace it by an activation of the hardware.

Simple cases of algorithm recognition have already been solved, mostly using pattern matching as the basic
technique. An example is reduction recognition, which is included in many parallelizing compilers. A reduction
is the application of an associative commutative operator to a data set. It can be detected by normalizing
the input program, then matching it with a set of patterns which should include the most common associative
operators (addition, multiplication, and, or, max, min ...). See [RF00] and its references. This approach has
been recently extended to more complicated patterns by several researchers (see the recent book by Metzger
[MWO00] and its references).

In this paper, we wish to explore another approach. We are given a library of algorithms. Let us try to devise
a method for testing whether part of the source program is equivalent to one of the algorithms in the library.
Such a method could be associated to a heuristic system for extracting candidates for recognition from the given
program. The stumbling block is that in the general case, the equivalence of two programs is undecidable. Our
aim is therefore to find sub-cases where the equivalence problem is solvable, and to insure that such cases cover
as much ground as possible.

The first step is to normalize the given program as much as possible. One candidate for such a normalization
is conversion to a System of Affine Recurrence Equations (SARE). It has been shown that static control programs
[Fea91] can be automatically converted to SAREs, and such a conversion already was the first step in Redon’s
method. The next step is to design an equivalence test for SAREs. This is the main theme of this paper.

1.2 Theoretical Background

The basic reference on SAREs is [DRV00]. For background information on term systems, the reader may consult
[BN9S].

1.2.1 Algebras and Term Systems

A term system is defined by a set S of symbols, the sorts, and a set of operators. Each operator has a signature,
which is an expression of the form Sy x ... x S, — Sp, where the §; are sorts. m is the arity of the operator.
Operators of arity 0 are called constants. We are also given an unbounded supply of variables in each sort.

A term is recursively defined as follows:

1. A variable z of sort S is a term of sort S.
2. A constant of signature — S is a term of sort S.

3. If t1,... ,t, are terms of sort Si,...,S5, and if w is an operator of signature S; x ... x §,, — Sy, then
w(t1,.-- ,tp) is a term of sort Sp.
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4 Denis Barthou , Paul Feautrier , Xavier Redon

Case 2 is the special case n = 0 of 3 and is included for better understanding. A term without variable is
ground. In case 3, w is the head of w(ty,... ,t,), and ¢1,... ,t, are its immediate sub-terms. The sub-terms of
a term are the term itself and the sub-terms of its immediate sub-terms. A term can be considered as a tree,
hence we can import such notions as the height or size of a term.

A gystem of terms being given, a conforming algebra (or a concretization of the term system) is defined by:

e For each sort S, a set Ug, the carrier of §.

e For each operator w of signature S; x...x S, — S, a function f, from the Cartesian product Ug, x...Ug,
to Ug,-

It is well known that the term system itself can be considered as an algebra conforming to its own signatures.
This algebra is known as the Herbrand universe or the initial algebra of the term system.
In any algebra, we have the basic property:

a1 =ay,...an =a, = f(a,... ,a,) = f(ay,... ,a,). (1)
In the Herbrand universe, we have the converse:

W(tt, ..y tn) =W (t,...,th) = w=,n=n

This last property may or may not be verified in a concretization of the term system.

1.2.2 Basic Concepts

Let us suppose now that we are given an algebra conforming to a fixed system of sorts and signatures. A System
of Affine Recurrence Equations (SARE) is a set of equations of the form:

Each so-called variable, X, is a function from domains Dx to elements of one of the carriers of the underlying
algebra. In the above formula, Dy, C Dx and uy(Dy) C Dy. Domains are assumed to be unions of bounded
Z-polyhedra. Hence, variables can be considered as generalized arrays. Domains can be finite sets, in which case
most questions about SAREs become trivial, or parametrically bounded (the domains are finite but their sizes
depend on unbounded parameters), or infinite. In this paper, we will suppose that all domains are parametrically
bounded.

uyy (a dependence function) is assumed to be affine. @4 is a term in the underlying algebra of the same
sort as X. Our notation supposes that each variable has at most one occurrence in the right hand side (rhs) of
each equation. This restriction is not important and can be lifted by more involved notations. A SARE must
have the single assignment property: if equations k and ! have the same variable on their left hand side (lhs)
then Dy, N D; = (. The domain of a variable X is the union of all Dj, such that equation k has X as its lhs. An
input variable is a variable which never occurs on the lhs of an equation. Similarly, an output variable never
occurs on the rhs of an equation.

A SARE is uniform (and is called a SURE) iff:

e All D; have the same dimension.

e All dependence functions are translations:
uyg(i) =i — dyy,
where dyy, is a constant integral vector.

A SARE does not describe a computation by itself. Each equation represents a constraint that must be
satisfied by the results of any evaluation of the SARE. One possibility is to devise an evaluation on demand
scheme. Consider equation (3). Suppose we need to know the value of X[i],i € Dx. Let us build a problem
tree. The root is X[i]. Let k be such that ¢ € Dy. By the unique assignment property, there is exactly one
such k. We add the rhs variables of equation k, Y[uy(?)],... as sons of node X[i]. Since i and the dependence
functions are given, uy (i) can be effectively computed. We go on in this way until either:

INRIA
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e a node of the tree is an input variable, whose value is known by definition.
e or, the rhs of a node is a constant.

e or, the current node is already present elsewhere in the tree. In this case, there is a dependence cycle in
the computation and we decide it fails.

If the construction of the problem tree terminates successfully, then we can back up the values from the leaves,
compute the ®;, functions and find a value for the root. This method has several drawbacks: it generates a lot
of overhead, and we are never sure whether a calculation will terminate or not.

Another solution is to build a schedule, i.e. a function giving the date 8(X,) at which each variable X []
must be evaluated. A schedule must satisfy the following causality constraint:

Vi€ Dy : 0(X,1) > 0(Y,uyr(i)) +1

for all dependences in the SARE. If a schedule is known, we can use it for computing X[i] by the following
algorithm:

1. Set t =0.
2. While ¢t < §(X, i) do:

e Compute all Y[j] such that 8(Y,j) = ¢t. By the causality constraint, all necessary values are known
or have been computed in a preceding step.

e Increase t by one.

If the domains are bounded, a schedule exists if and only if the given SARE has no dependence cycle. It
follows that finding a schedule is equivalent to proving the termination of any demand driven execution of a
SARE. The surprising fact is that the scheduling problem for parametrically bounded SAREs is undecidable
[SQ93]. However, the scheduling problem for SURES is decidable [DRV00] and the existence of affine schedules
for SAREs is decidable [Fea92a, Fea92b].

1.2.3 Equivalence of two SAREs

The equivalence problem is the following. Suppose we are given two SAREs with their input and output
variables. Suppose furthermore that we are given a bijection between the inputs variables of the two SAREs,
and also a bijection between the output variables. These pairings must have the property that corresponding
variables have the same sort and domain. In what follows, two corresponding input or output variables are
usually denoted by the same letter, one of them being accented.

The two SAREs are equivalent with respect to a pair of output variables, iff, when started with equal values
of the input variables, a demand driven computation stops with equal values of the output variables. Since it is
clear that there is a deep relation between equivalence and termination, we will restrict the equivalence problem
to the case of two SAREs whose termination is guaranteed (i.e. for which we know a schedule).

The equivalence of two SAREs clearly depends on the underlying algebra.

Consider a system with one sort, S and two operators, w with signature S x § — S and the constant « of
sort S. Let IN be the set of integers, A be an alphabet with at least two letters, a be one of these letters,
and . be concatenation. Then both (IN,+,1) and (A*,.,a) are algebras conforming to the above system.
However, the two SAREs:

O =w(l,a), O =w(a,l)
are equivalent in the first algebra but not in the second one.

It is clear, however, that equivalence in the Herbrand universe implies equivalence in all conforming algebras.
From experience in similar situations (compare for instance term unification with associative-commutative uni-
fication), it is likely that deciding equivalence in an arbitrary algebra is more complex than deciding equivalence
in the Herbrand universe. Hence, in this paper, we will consider the Herbrand case only. The general case is
left for future work.

The balance of this paper is as follows. In Sect. 2 we prove that the equivalence of terminating SAREs
is undecidable. In Sect. 3 we define and prove a semi-algorithm which may prove or disprove the equivalence
of two SARESs, or fails. In Sect. 4 we show that this semi-algorithm is in fact complete for many important
sub-cases of the equivalence problem. In Sect. 5 we report on a pilot implementation of the semi-algorithm.
We then conclude, point to some simple extensions of the basic algorithm and discuss future work.
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6 Denis Barthou , Paul Feautrier , Xavier Redon

2 Undecidability in the Affine Framework

Saouter et. al. [SQ93] have shown that determining computability of a SARE is undecidable. We assume here
that the SAREs we compare are computable since they have a schedule. We adapt this proof to the problem of
showing that the equivalence of two SAREs is undecidable.

2.1 Principle

We show that the tenth problem of Hilbert can be reduced to the equivalence of two SAREs. This problem is
to decide whether a Diophantine equation has an integer positive root or not. Given a Diophantine equation,
we build two SAREs and show that deciding their equivalence is equivalent to decide the existence of an integer
positive root for the Diophantine equation.

We first give an intuition of the way we connect the tenth problem of Hilbert with the equivalence of SAREs.
Any polynomial P(Xj,...,X,) can be written as the sum of its positive and negative terms:

P(X1,...,Xp) =D ap X7 X2k = b XL X
k h

where ag, by, air, Bir > 0. We denote Py (X1,...,Xy) = >, ap X7 ... X3* the positive part and P_(X,... ,X,) =

>on kalﬁ“e ... XPnk its negative one. On the one hand, finding an integer positive root for P(Xy,...,X,) =0
boils down to find a value of X3,...,X,, such that P; and P_ are equal. An equivalent problem is to decide
whether for any positive value z1,... ,z,, Py (z1,... ,o,) is different from P_(z1,... ,z,). On the other hand,

two SAREs are equivalent if and only if for any value of their parameters, their outputs have the same values
when their inputs are equal. We link both problems by building two SAREs S and S’ which are equivalent if
and only if for any positive value of the parameters x1,... ,Zn, Py(21,... ,2,) # P_(21,... ,2,): both SAREs
have only one output O. In S, O depends unconditionally of an input I3, and in S’, O depends on I, if only
if Py(z1,...,2,) = P_(x1,...,Tn), otherwise on I;. To make this relation appear through the dependences
of S', we consider two sets of respectively Py (z1,...,2,) and P_(z1,... ,,) integer points. The dependences
iterate alternatively through both sets and when all the integer points have been iterated, then O depends on
I, otherwise it depends on I;.

2.2 Example
Let us consider the following example. Let P be the polynomial:
P(X1) =5X; — X}

Then P, (X;) = 5X; and P_(X;) = X?. Let z; be a possible value for X;. We build a SARE with a dependence
between O and I if and only if 571 = 22. The sets considered are [1,5] x [1, 1] and [1,x1] x [1,21]. The variable
X iterates through the first set, and Y through the second.

0O = XG,z1,21,21)
ifii>1 then  Y(i1—1,in,i3,i4)
. _ else ifip >1 then Y (5,i2 —1,43,44)
X(ir,0,5,10) = else ifis=1Ai43 = 1then I,
else I;

ifi3 >1 then X(il,iQ,i3—1,i4)

Y(i1,02,i3,14) = else if iy > 1then X (41,49, 21,94 — 1)
else I;

We define gx(il,iz,i3,7:4) =5—1 + 5(.’131 — 7:2) and gY(i1,7:2,i3,7:4) =1 — i3+ :L'1(.’L'1 — 1:4). gx(il,iz,i3,7:4)
counts the number of dependence edges from X (5,1, 2z1,21) to X (41,42,43,%4) in the first set. In particular,
9x (5,21, 21,21) = 0 and gx(1,1,1,1) = 5z; — 1. gx is incremented by one for each direct dependence between
X and Y. Similarly, gy (5,z1,21,21) = 0 and gy(1,1,1,1) = 2? — 1 and gy is incremented by one for each
direct dependence between Y and X. Hence if O depends on I, X (5,21, 21, 1) depends on X(1,1,1,1) then
gx(1,1,1,1) - gy(1,1,1,1) = gx (5, 21, 71,71) — 9v (5, Z1, T1,71) i-e. 51 = x2. Moreover, if O does not depend
on I, it can easily be shown that gx(1,1,1,1) — gy(1,1,1,1) # 0, meaning that 5z; # x?. Proving that this
SARE is equivalent to the SARE O = I is therefore equivalent to prove that O does not depend on I, in the
first SARE, i.e. 5z, # 27 for all values of z;. In the general case, there are as many sets to iterate through as
monomials in P, and P_.

INRIA
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2.3 General case

Given a polynomial P and a value for its unknowns, its value can be written:

P m;

q ni
> T =2 ITws

where all v;; and w;; are positive integer values. The products H;"’ v;; represent the different monomials of Py
where v;; is either the positive coefficient of the monomial or the value of one of the unknowns. For the sake
of clarity, we use vectors of coordinates (v;;); (resp. (w;;);), denoted by v; (resp. w;). Moreover, 1' denotes a
vector where all coordinates are equal to 1 but the first which is 0, dec(z,v) denotes the predecessor of vector
z in the enumeration of the integer vectors in the lexicographic interval from 1 to v. More formally,

dec(ﬂf,’l}) = (’Ul,.. . ,/l)(j,]_),.f(]j - ].,.'L'(j+1),.. . ,Z'm)

where j = min{k|zy # 1}.
The first SARE is given by:

o=1
The second SARE is defined by:
O = X(i,--,Vp,W1,...,Wq)
(if (21,...,2,) # (1',...,1") then
Y(mlr" ,.73,'_1,1};,.'171'4_1,... 7?/(1)
with ¢ = min{k|z, # 1'},
Xz, %p,Y1,---,Yq) = 4 if z; = 1then z} = (0,1,...,1)

else z} = dec(z;,v;)
else if (y1,...,yp) =(1,...,1) then I,
else I;

if (y1,...,9p) #(1',...,1") then
X('Z'la"' ayiflayéay’i-f—l;"' qu)
with ¢ = min{k|yy # 1'},

Y@, 2,01000) = if y; = 1then y; = (0,1,...,1)
else y; = dec(y;, w;)
else I;

Let gx; be the functions defined by:
m; [j—1
gxi(zi) = (H Uik) (vij — wij)
j=1 \k=1

and let
p
9x (@1, 2p) = Y gxil@:)
i

Likewise, let gy; be:

gvi(yi) = Z (H wz’k) (w5 — Yiz)
J=1 \k=1

and
q
gY(yl; .. qu) = Zng(yl)
i
Intuitively, gx (resp. gy) counts the number of dependences that have been followed from the output.
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8 Denis Barthou , Paul Feautrier , Xavier Redon

Note that gx (vi, ... ,vp) = 0 and gx(1',... ,1") = 30, TI7Z, vij;- Indeed,

gXi(ll) Vi1 + 21: (H vzk) Vij —

m; J m; j—1
= D JIva=2 TIva
j=1k=1 J=2 k=1
ms
i=1
. . _ ! n — q n;
Likewise, gy (w1, ... ,wg) =0 and gy (1',...,1") =32, [[;Z, wij-.

Lemma 1 If X(z1,... ,%p,Y1,--- ,Yq) depends on X(x3,...,7,,y1,---,Y,) then

9x(x1,--- %) = gy (Y1, ,yg) = gx (2 .-, 2p) — gy (Y1, -+, ¥y)

Proof If X(z1,... ,2p,¥1,--- ,¥) depends directly on Y'(},... ,z,, 41, ,¥;), then (y1,... ,y,) =
(Y1 --,¥y)- Therefore,

gy (Y15 ¥g) = gy (Y1, -+ » Yq)

(x1,...,2p) can be written (1',...,1',2;,... ,2p). There are two cases, depending on the value of
ZT;:
o z;=(1,...,1,%j,... , Tim,) then by definition (z},... ,2,) = (1',... , 1", 2}, Tiy1,... ,2p) with
xi = (Vit,- -+ »Vi(j—1),Tij — L, Ti(j41)s--+ ,Tim;). Therefore, gxi(x}) = gxw(zs) for all k # i
and
j—1 m;
ng H Vik 'Uz] Zij + ]- Z (H vzh) Vi — wik)
k=1 k=j+1 =

9xk(z;i) = i (H Uzh) vir, — 1 +2 (H vzh) Vik — Tik)

Hence:
gx(x1,... ,xp) +1=gx(27,...,2,)
e z; =(1,...,1) then by definition, =z} = (0,1,...,1). Hence
gx(x1,... ,xp) + 1 =gx(7,...,2,)
We conclude that
9x (@1, ,2p) =gy (Y15, Yg) + 1= gx (27 ..., 2) — gy (Y1s--- ,Yg)
Similarly, if Y(21,...,%p,91,--- ,¥,) depends directly on X (z7,...,25,,¥1,---,¥g), then
gx (1, %) =gy (Y1, ,Yg) = 1+ gx (@) - ,2,) — gy (Y1, -+, 0y)
Both equalities imply the result by recurrence on the length of the dependence chain.

This entails the following result:

Lemma 2 O depends on Iy if and only if

P m;

q n;
> v =2 Iws=0
i g i g

INRIA
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Proof The “only if” part: suppose that O depends on I. This implies X (v1, ... ,vp, w1,-.. ,Wq)
depends on X (1',...,1'). According to the previous lemma, this entails

gx(v1,--.,vp) — gy (wi,... ,wy) =gx(1"...,1") —gy(1',...,1)
Thus:

P m;

qa n
2 IMvi =2 IJwiy =0

The “if” part: assume that O does not depend on Iy. According to the definition of the SARE, O
depends on I;. There are two cases:

e If O depends on X (z1,. .. ,y,) which in turn depends directly on I, then X (v1,... ,vp,w1,... ,wq)
depends on X (z1,...,yq). As (z1,...,zp) = (1,...,1") and (y1,...,yp) # (1,...,1') then

gX(Ula"' 5Up)_gy(w17"' awq):gX(]'la"' 511)_gY(y1a"' ;yq)

Moreover, gy (y1, - - - ,Yq) < 2.4 [1}" wij, thus:

P m;

q ng
0>ZH’UH —ZHwU

o If O depends on Y(z1,...,y,) which in turn depends directly on I; then (y1,...,y) =
(1',...,1"). Moreover, X(vi,...,vp,wi,...,w,) depends on some X(z},...,%p,y1,---,Yq)
which depends on this Y(z1,...,y,). Since

gX(Ula"' 5Up)_gy(w17"' awq) :gX(mlla 5$P)_gy(y17"' ayq)

We hayve:
q ny
0=gx(z ... ,x;)—ZHwU
i

with gx (27 ... ,z;,) < 37 [17" vij. Therefore,

P m;

q n;
0<ZH’UH —ZHwU

In both cases, this proves that when O does not depend on I, then the polynomial is not equal to
0.

Theorem 3 The problem of the equivalence of two SAREs is undecidable.

Proof Given a Diophantine equation, we can build two SAREs which are equivalent, according to
the previous lemma, if and only if the equation has no integer root. This proves that the tenth
problem of Hilbert can be reduced to the problem of equivalence of SAREs.

3 A Semi-algorithm for Testing the Equivalence of Two SAREs

From the above result, we know that any algorithm for testing the equivalence of two SAREs is bound to be
incomplete. It may give a positive or negative answer, or fail without reaching a decision. Such a semi-algorithm
may nevertheless be useful, provided the third case does not occur too often. We are going now to design such a
semi-algorithm. To each pair of SAREs we will associate a memory state automaton (MSA) in such a way that
the equivalence of our SAREs can be expressed as problems of reachability in the corresponding MSA. MSA
were introduced by Boigelot and Wolper in [BW94]. Basically, they are finite state automata, where each state
is augmented by an integral vector. Now, reachability in an MSA is undecidable, as it should. However, several
authors have found special cases in which reachability can be solved, and this gives as many cases in which
equivalence can be decided. In fact, we will show that a crucial component of the accessibility computation is
the transitive closure operation for affine relations. This operation is not effective, but there are many cases in
which it can be computed, and even software packages implementing the operation [KMP*96].
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10 Denis Barthou , Paul Feautrier , Xavier Redon

3.1 Memory State Automata

The state of an MSA has two parts: an element of a finite set and a vector of integers. The vector associated
to state p is noted v, and the full state is (p,vp). The dimension of v, is determined by p and is noted n,.

A transition in an MSA has three elements: a start state, p, an arrival state ¢, and a firing relation F,, in
IN"» x IN™. A transition from (p,v,) to {g,v,) can occurs only if (v,,v,) € F,,. There is an edge from p to ¢
in an MSA iff F,; # 0.

Let {po, vp,) be the initial state of the automaton. A state (p,v,) is accessible iff there exists a finite sequence
of transitions from the initial state to (p,vp):

Apt, - Pry Vpyseee s Up, 1P = Dy 4)

(vpi_1 ) vpi) € Fp_ipi-

The accessible set of p, noted Ap, is the set of vectors v, such that (p,vp) is accessible from the initial state.

Computing the Accessibility Relation One method for computing the accessibility relation consists in
first characterizing all possible paths in the MSA, then computing the relation associated to each path and
“summing” the results. This can be done by associating a letter from a new alphabet to each edge of the
MSA. This results in a finite state automaton on the given alphabet. Familiar algorithms [ABB97| allow one
to associate to each state a regular expression representing all paths from the initial state to the current state.
This expression is built from the letters of the new alphabet by concatenation, alternation and Kleene star.

To obtain the accessibility relation from such a regular expression, replace each letter by the corresponding
firing relation, concatenation by relation composition, alternation by union and Kleene star by transitive closure.
The accessible set is obtained by composing the result with the accessible set of the initial state.

Theorem 4 The result of the above construction is the accessibility relation of the given MSA.

Proof Let A be the alphabet used to label edges of the equivalence MSA. Let ¢ be the application
of A into the set of firing relations. It is clear that the set of relations is a monoid, and that ¢ can be
extended into a homomorphism from A* to the monoid of relations with the added properties that:

¢(a | b) = ¢(a) U d(b),a,b € A%,

¢(a*) = ¢(a)*,a € A*.

In this last equation, the first * represents the Kleene star in A*, and the second one represents
transitive closure of a relation.

Let r be the regular expression representing all paths from the initial state to some state p. Let us
first consider a path in the MSA from the initial state to p (in the sense of (4)). Let Fi,... ,F,
be the firing relations encountered in this path. Let ug (resp. u,) be the initial (resp. final) state
vector. By definition of a path, we have:

(ug,un) € Fro...0F,.
Let w be the word of A* associated to Fi,... , F},. By construction, w is in r. It follows that
p(w) C §(r).

The proof is by induction on the structure of r. The property is trivial if r is the zero
length word e or one of the letters of A.

o If r = s.t, then w can be split: w = wy.wy in such a way that wy € s and ws € t. By
the induction hypothesis,

p(w1) € ¢(s), p(w2) € (),

hence:

P(w) = ¢(w1).d(wz) C ¢(s)-d(t) = P(s.t) = ¢(r).
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e If r = s | t, then w belongs either to s or to ¢. If for instance w € s,
P(w) C ¢(s) C p(s) U d(t) = (s | 1)
o If r = s*, then w € s* for some a > 0. By the first case,
p(w) C ¢(s)* C ()" = ¢(s").

Conversely, suppose that (ug,u,) € ¢(r). By a process of decomposition similar to the one we
used in the preceding proof, one can find a sequence of vectors ug,...u, and a sequence of letters

ai,...,0, such that a; ...an, € r and (u;—1,u;) € ¢(a;). We thus have found a path in the MSA.
Furthermore, a; ...a, € r implies that the last state of this path is p and hence that u,, € A(p),
QED.

3.2 Construction of the Equivalence MSA
3.2.1 An Intuitive Explanation

Let us be given two SAREs whose equivalence is to be investigated, which will be called here the left SARE and
the right SARE. Variables and subscripts in the right SARE will be distinguished by accents. Furthermore, for
ease of explanation, let us suppose, without loss of generality, that subscripts in different equations are different.

The equivalence MSA has as state labels equations of the form:

e(i) = €'(i"),
where e(i) (resp €'(i')) is a sub-expression from the left (resp. right) SARE and ¢ and i’ are distinct iteration
vectors. (i,i') is the state vector. Hence, the firing relation to state ¢ with state vector (j,j') is written
Fyq(i,7', 4, 4)-

From one point of view, labels are just marks which are used for distinguishing states from each other. On
the other hand, they are equations, which may be true or false when actual values a,a’'are substituted for 4
and i'. The result of such a substitution is written e(a) = €'(a’). Our aim is to build the MSA in such a way
that the label of a state becomes true for all vectors of its accessible set. Conversely, if a label is obviously
false, its accessible set must be empty. Another special case is that of a label of the form I(i) = I'(i') where I
and I’ are input variables. We assume here that input variables have arbitrary values, and that the underlying
algebra has enough elements to give distinct values for distinct input positions. It follows that if I and I' are
non corresponding inputs, then I(7) = I'(i') is one of those obviously false labels, and its accessibility set must
be empty. If I and I’ correspond, then the label is true for state vectors {a,a’) iff @ = a’. Equivalently, one may
say that the accessibility set of this state must be included in the main diagonal, {{(i,4')|i = i'}.

The initial state is O[i] = O'[i'] where O and O’ are corresponding outputs whose equivalence we want to
prove. Its relation is 4 = 4'. With this choice, when the state vector of the initial state is in its accessible set,
then the label of the state is true. We would like this property to be true for all states. We will build the
transitions in such a way that if gy is a state and if ¢1,... , ¢, are its successors, and if vy is in A(gp), and
there are transitions from (qo,vo) to (g;,v;), then the label of ¢q is true for vy iff the labels of ¢; are true for v;,
1=1,...,n.

In summary, we can decide whether the given SARESs are equivalent provided we can construct and test the
accessible sets of their equivalence automaton.

Remark Here and everywhere in this section, an equation is true when its lhs and rhs become the same term
when variables are replaced by the values computed from the given recurrence equations. More pedantically,
we may say that “true” means “provable in the equational theory generated by the given recurrence equations”.

3.2.2 States

The sub-expressions of a SARE are its left hand sides and all sub-terms of its right hand side. It is clear that
a SARE has only a finite number of sub-expressions. The states of the equivalence automaton for two SAREs
are labeled by pairs of sub-terms of the same sort: it follows that there are only a finite number of states.

Each sub-term of a SARE has a subscript vector, which is in fact the subscript vector of the left hand side
of the equation it comes from. The vector of a state is obtained by concatenating the vectors of the left and
right sub-term.

Names of state vector components are not relevant and can be changed at will provided the change is
consistent: names which were distinct before must stay distinct after the change.
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3.2.3 Transitions

It remains to explain how to construct the transitions of the equivalence MSA. There are four main cases and
a “catch all” case. In the following, w(...) represents any term which is not a variable, X[u(i)] represents a
non-local access to a variable (the function w is not the identity), and X [¢] represents a local access.

Simplification From a state with label:

w(t1(i),- .-, tn(i)) = w(ty (i), ..., £, (i)

there is a transition to each state t;(j) = t}.(j'),k = 1,n. The firing relation is i = j,i' = j' for all
transitions.

Generalization If the lhs of a state is X [u(?)], it can be replaced in its successors by X[j], provided the firing relation
includes the predicate 5 = u(¢). There is a similar rule for the rhs.

Computation If the lhs of a state is X[i] where X is not an input variable, one may construct n left successors, where
n is the number of clauses in the definition of X. Successor k has lhs ®(j) and its firing rule includes
{i € Ay,j =i}. There is a similar rule for the rhs.

e Rules “Generalization” and “Computation” allow one to build a set of successors for the lhs and a set
of successors for the rhs. The actual successors are all labels which can be obtained by combining an
expression from the left set and an expression for the right set, with associated firing rules.

o All states which cannot be expanded by one of the above rules are terminal states. There are three kinds
of failures:

—w(...)=w'(...) where w # w'.
— Ili] =w(...) and &'(...) = I'[i] where I and I' are input variables.

— I[i] = I'[i"], where I and I' are non corresponding input variables.
and two kinds of successes:

— I[i] = I'[i"], where I and I' are corresponding input variables.

— w() = w() where w is a constant.

The reader may want to check that the above rules cover all cases, and that there is never any ambiguity in
the choice of the applicable rule.

3.3 An Example
Let us consider the two SAREs:

Ol =I1i], 0 < i <, (5)
and
O = X'[i',n], 1<i <n,
.Xl[i,,jl] — Il[il], 1 S il S n,j, — 07

X' —1],1<d <n,1<j" <n. (6)
The reader familiar with systolic array design may have recognized a much simplified version of a transformation

known as pipelining or uniformization, whose aim is to simplify the interconnection pattern of the array.
The equivalence MSA is represented by the following drawing,.
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E

0
o(i) = 0'(i")

Ro
21
1(3) = x'(i',n)
Ry

x2
1(6) = x'(#',4")
Rs
Ry \
Be
23
1) = x'@", ' - 1)

The automaton is constructed on demand from the initial state O[i] = O'[i'], expressing the fact that the
two SAREs have the same output. For instance, edge RO is an application of “Computation” both on the left
and right of the initial state. Edges R1 and R6 are generalizations. State x3 is a success state, and there are
no failure states. Edge names also stand for the corresponding firing relation. For instance, R6 is:

R¢ = a =14/, J1=J1
J2 2 J2—Jp=1

The access path from the initial state 20 to the unique success state 3 is R0.R1.(R5.R6)*.R2. When actual
relations are substituted for letters, the result is:

J1 =171
=1,
i z"l] ji1<n
T = . - 51, .
> [Jl] [J{ ji>1

it <n
i >1

3.4 The Equivalence Test and its Proof

Lemma 5 Let p : e(i) = €'(i') be a non terminal state and let q : f(§) = f'(j') be one of its successors. Let

(a,a’) be a vector in A(p) and suppose a transition can occur from p with state vector {(a,a’) to q with state
vector (b,b'). If e(a) = €'(a’), then f(b) = f'(V').

Proof by cases.

o If the transition is of type “Simplification”, for some k, f(j) = tx(j), f'(4) = t}.(4'),a = b,a’ =V’
and the result follows by equation (2).

e If the lhs of p’s label is of the form X[u(i)], then e(i) = X[u(i)], f(j) = X[j],j = u(i) which
implies b = u(a). The proof is similar for the rhs.

o if the left part of p’s label is of the form X[i], there is only one k such that a € A;. When then
have e(a) = X[a] = ®(a) = f(b).

o If the transition is a combination of rules “Generalization” and rule “Computation”, since in all
cases we have e(a) = f(b) and e(a’) = f(b'), from e(a) = €'(a’) we deduce f(b) = f'(V').

e There is nothing to prove for terminal nodes.

Lemma 6 Let 6 (resp. 0') be the schedule of the left (resp. right) SARE. The length of a path in the MSA

starting from the initial state O[i] = O'[i'] with state vector (a,b) is bounded by K6(0,a) + K'6'(0', a) where
K and K' are fized integers which depends only on the left and right SARFEs respectively.
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Proof Let us consider an arbitrary path according to the definition in (4). A left move is a move
which changes the lhs of the label. It is easy to see that each application of rule “Computation” on
the left corresponds to a step in a demand driven calculation of O[a]. Hence there can be no more
than 0(0,a) such steps. Between two consecutive applications of “Computation”, there can be a
number of applications of “Simplification” and one application of “Generalisation”. Each application
of “Simplication” reduces the height of the lhs by one. Since the lhs is a sub-term of the left SARE,
the number of consecutive applications of “Simplification” is bounded by H, the height of the highest
term in the left SARE. The number of left moves is thus bounded by K6(0,a) with K = H + 2.
A similar bound holds for the number of right moves, and the result follows from the observation
that a path is the union of its left and right moves (notice that a move can be both a left and right
move).

Theorem 7 Two SAREs are equivalent for outputs O and O' iff the equivalence MSA with initial state Ofi] =
O[i'] has the following properties:

e all failure states are unaccessible.

o the accessibility relation of each success state is included in the identity relation.

Proof

Only if part Suppose there is a path from the initial state to some terminal state. If the last
state is a failure state, then the label of the last state is false when its variables are substituted by
the coordinates of the last state vector. If the last state is a success but the state vector is (a,a’)
with a # o/, then the label is also false since I[a] = I'[a'] = I[a'] would imply a spurious relation
between input values.

Consider now the penultimate state in the path. Its label cannot be true, since this would contradict
lemma, 5. We can back up along the path until we reach the initial state, whose label is false, QED.

If part Let us construct a tree with nodes labeled by a state of the equivalence MSA and a state
vector (a,b). Nodes can be marked or unmarked. Initially there is one node, O[i] = O'[i'], (a, a)
which is unmarked.

Select an unmarked node, p, {(a,b) and mark it. If p is terminal, do nothing. If p is not terminal,
add its successors in the MSA as successors in the tree, with state vectors computed according to
the firing rules. In the case of rule “Computation” a state vector can be constructed for at most one
successor.

The construction of the tree stops when all nodes are marked. The branching factor of the tree
(when applying rule “Simplification”) is bounded by the maximum arity in the underlying algebra,
and its height is bounded by Lemma 6. Hence the tree is finite and its construction terminates.

By hypothesis, all leaves are either of the form w() = w(), or of the form I(i) = I'(i'), (a, a), where I
and I' are corresponding inputs. Hence, the label of the leaves are true. Let p, (a, b) be the deepest
node whose label is false. All its sons have true labels. But this is impossible since:

e In case of “Simplification” the truth of the node label follows from (1).

¢ In case of “Generalization” and “Computation” when applied on the left, the value of the lhs
does not change from father to son.

e In case of a combined application of the above rules, neither the lhs nor the rhs change value,
and truth of the son label implies truth of the father label.

In all cases, the hypothesis that there is a node whose label is false entails a contradiction. Hence,
all labels are true, including the label of the root, QED.

In the case of our example, we have no failure state, and the accessible set of the one success state is actually
included in the main diagonal.

It may seem at first glance that construction of the equivalence MSA and then application of Theorem 4
may give us an algorithm for solving the equivalence problem. This is not so, because the construction of
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the transitive closure of a relation is not an effective process. While we may always write up a formula for
the transitive closure, checking whether the corresponding relation is empty or not may entails an unbounded
number of tests. Limiting ourselves to affine firing rules is not enough, since the transitive closure of an affine
relation may not be affine [KPRS96]. Methods for computing the transitive closure do exists, but they are of an
opportunistic nature. One is given a set of rewrite rules that one applies until a solution is found or progress is
no longer possible. The interplay of these rules is so complex that it has not yet been possible to find restrictions
that would guarantee success. The next section is devoted to a review of these methods.

4 Solvable cases of the Equivalence Problem

In the previous section, we have presented a procedure to prove the equivalence of two SAREs. We recall the
main steps here:

1 Build the equivalence MSA associated to the SAREs, following the rules of section 3.2.3. This construction
is polynomial in size and time with respect to the size of the SAREs.

2 Decide whether the SARESs are equivalent by testing the reachability of final states, according to Theorem
7.

As shown in section 3.1, reachability relations are rational expressions of firing relations. However, testing the
conditions of Theorem 7 is undecidable, since the problem of the equivalence of two SAREs is undecidable (as
described in Sect. 2).

In the following, we present algorithms deciding on the reachability of final states under some restrictions.
Many other methods and computational tricks can be added to this list. However, outside of their scope of
application, these algorithms must give approximate and conservative answers. It is safe to assume that the
SAREs are not equivalent when reachability cannot be computed. Moreover, when the exact computation of a
reachability relation fails, conservative results are obtained by taking a superset of the relation: the real relation
R can be approximated by any relation R’ such that R C R'. Indeed, if R' is empty then R is empty too, and
if R’ is included in the diagonal, so is R.

Our algorithm define a relation between SAREs: two SAREs are provably equivalent if our algorithm answers
yes when asked to compare them. It would be nice if this relation were an equivalence. It is clear that provable
equivalence is symmetric since the constructions rules and accessibility tests are symmetric between left and
right. We will show in the next section that a slight optimization of the algorithm makes it reflexive. Transitivity
is a more difficult problem and will not be discussed in this paper.

4.1 Comparing rational expressions

By assigning letters to firing relations (e for the identity relation), the reachability relation of a state can be
expressed as a rational expression of firing relations. More precisely, firing relations consist in a firing relation
for the left SARE and one for the right, independent of each other. Therefore a letter can be assigned to the left
relation and one to the right. Reachability relations are then rational expressions over an alphabet of couple
of letters. For each state, we call left reachability relation the rational expression obtained by replacing each
couple by its first letter. Likewise, we have a right reachability relation.

The following results can be used so as to decide the preconditions of theorem 7 without having to compute
the actual relations.

Lemma 8 If the left and right reachability expressions for a leaf describe the same language, then its reachability
relation s included in the diagonal.

Lemma 9 If every word of the language described by the reachability relation of a state is a couple (waw;, wbw,.)
and a and b are disjoint relations, then this state is unreachable.

The proof of these lemmas is straightforward. Using these results, the second step of the algorithm becomes:
e For each success state, check that the left and right reachability relations denote the same language.

e For each failure state, check that every word of the reachability relation is a couple (waw;, wbw,) where a
and b are disjoint firing relations. Firing relations are disjoint by definition when they come from different
clauses of the same variable definition. As a matter of fact, this rule can simplify the automaton if it is

RR n° 4285



16 Denis Barthou , Paul Feautrier , Xavier Redon

applied during its construction: if the left and right reachability relations of a state are ea and eb with
e the same expression and a and b disjoint, then this state is unreachable. There is no need to build its
successors.

o If the above tests fail, compute the actual reachability relations and test them against the preconditions
in theorem 7.

The following SAREs can be proved equivalent by using this method. Likewise, SAREs rewritten with inter-
mediate variables, without changing the domains of the clauses, can be proved equivalent to the original one
thanks to rational expressions.

Example: The two SAREs are:

X(@) = Iie A, X(@{) = I,ie A,
= H(X(f(9)),1 € Az = (Y (f(3))),i € A2
0G) = X@),1<i<n |Y(@() = I,ie A
= ¢(X(f(9)),i € A2
0G) = X(@),1<i<n

(b

(e

@7
X(i—-1)=Y@G -1)

b

€

(d,d)

(bp

(ele

213
X(i—1)=Xx@G" —1)

)
3
F(X(E - 1) =¢(Y(E - 1)
)

)
x9
B(X(i — 1)) = ¢(X (i’ —1))
)

(b,¢)

24
(X —1) =1

where a stands for {(7,7)|1 < ¢ < n}, bfor {(¢,4)|¢ € Az}, cfor {(4,7)|¢ € A1} and d for {(4, f(¢))}. Moreover,
according to the definition of the SAREs, we know that b Nc¢ = (). Next, we compute reachability relations
for final states as rational expressions of firing relations;

o] () G ) () =) (2) (i) (2)
) () Coane) (5) = (2) G ) ()
] () G ) (£) ] =2 (2) (o) ()

Failure states x4, £5, 210 and z11 fulfill conditions of lemma 9, they are unreachable. Moreover, success states
6, 12 fulfill conditions of lemma 8, their reachability relation is included in the diagonal. the conclusion is

that the two SAREs are equivalent.
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We give thereafter a sufficient condition for the approximate relation between SAREs to be reflexive. This
condition is that the algorithm must be at least as precise as the method described above.

Theorem 10 An algorithm for testing the equivalence of two SAREs implements a reflexive relation if it checks
the properties of lemmas 8 and 9.

Proof Suppose that the properties of the two lemmas are verified. We have to show the two
conditions of theorem 7.

All failure states are unaccessible Given a failure state p, let w; and w, be the words repre-
senting respectively the left and right reachability relations.

Let w be the longest common prefix of w; and w, for which the label of the corresponding state
is an equation between the same terms. This prefix exists since for the initial state (prefix €), the
equation O(i) = O'(4") checks the condition. Let ¢ be the state reached with w. Notice that g # p
since the label of p is not an identity. Let a (resp. b) be the letter for the left (resp. right) firing
relation between p and its successor r. Since the left and right part of the label of p are equal and
come from the same SARE, if a # b then a Nb = . Indeed, a and b correspond to two different
clauses of the same term. Likewise, if the left part of the label of r is different from the right part,
then it implies that a # b. Thus, in all cases, every word representing the reachability relation on
the path from the initial state to p can be written (waw', wbw') where a and b represent disjoint
relations. According to lemma 9, p is unreachable.

The accessibility relation for each success state is included in the identity relation Let
p be a success state. Let w; and w, be words representing respectively the left and right reachability
relation on the path from the initial state to p. If w; = w,, then Lemma 8 brings the conclusion.
Otherwise, w; # w,. According to the previous paragraph, this implies that p is unreachable. In all
cases, the property is shown.

4.2 Computing reachability relations

We describe in this part how to compute reachability relations and when it is possible to do it. We assume in
the following that the result of this computation uses only Presburger logic.

Transitive closures only appear when there are cycles in the equivalence MSA. The difficulty of the compu-
tation of reachability relations depends therefore on the structure of the equivalence MSA. We examine three
cases: there is no cycle in the MSA, there are only simple cycles, and the general case (any kind of cycles).

4.2.1 No cycle
According to the construction step of the equivalence MSA, a general expression for a firing relation is:
{(i,4,5,3(4,5") = (Ai + a, A" + o), Bi < b, B'i' <V} (7)

where A, A', B, B' are matrices and a,a’, b, b’ are constant parametric vectors. This form is closed under a finite
number of compositions. More generally, a finite number of unions and compositions of firing relations is a set
of the form:

LG, 5,303, 5") = (Awi + ax, Ayi + a},), Byi < by, Byi' < bj.} ®)
k

which is a finite union of polyhedra.
In an MSA without cycles, reachability relations are expressed as a union and composition of firing relations.
Therefore, the equivalence of SAREs is decidable when their MSA do not have cycles.

4.2.2 Simple cycles

A simple cycle is a path beginning and ending with the same node, visiting only once the other nodes of the path.
Consider a simple cycle py, ... ,pn,p1 in an equivalence MSA. The cycle relation R obtained by composition of
the firing relations of this cycle has the form of a polyhedron given in Expression (7). The following lemma has
been proved by Boigelot ([Boi98], theorem 8.53, p.236) and gives a sufficient condition for the computation of
R*:
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Lemma 11 Let R be a relation defined by Expression (7). If there exists p such that AP and A’ are diagonal-
izable and have their eigenvalues in {0,1} then R* is computable in Presburger logic.

Besides, Boigelot provides an algorithm to check the condition on the matrices and gives the expression of R*.
This expression corresponds to Expression (8).

In an MSA with only simple cycles, it can easily be shown that reachability relations are expressed as a
union and composition of firing relations and of transitive closure of cycle relations. Therefore, the equivalence
of SAREsS is decidable when their MSA has only simple cycles verifying the conditions of Lemma 11.

4.2.3 Complex cycles

In the general case, transitive closures appearing in reachability expressions may be applied to any kind of
rational expression. We briefly review two kinds of approach to handle this:

Dynamic for each step of the computation, a list of recipes and computational tricks is used in order to
compute a part of the final expression. The conditions for which the computation is exact are not decided
beforehand. This approach is very flexible and is proposed by Pugh et al. [KPRS96, Won95|. Moreover,
when an approximation is needed, Pugh introduces “unknown” variables corresponding to the non-linear
parts of the relations. This leads to supersets of the exact relation and is therefore very useful in the
computation of reachability relations.

Static conditions that must be satisfied in order to obtain exact results can be tested before the computation of
the relations. This approach has been explored by Boigelot in [Boi98|. Basically, these conditions reflect
the cases where a rational expression is equivalent to another one where transitive closure only applies to
sets like (7), fulfilling conditions of lemma 11. For instance, in a strongly connected component of the
MSA, if

e there is a node belonging to all cycles of the component
e all simple cycles of the SCC verify conditions of lemma 11

o the different transformations of these cycles commute between each other

then the transitive closure of the transformation of the SCC can be computed. Indeed, the computation
boils down to the computation of transitive closure of simple cycles relations thanks to commutativity.

Many other methods could be applied to this problem and extensions are left to future work. We present more
technical details on the methods we used in the description of our prototype.

5 Prototype

We have built a prototype SARE comparator, SAReQ, in order to validate the above theoretical results and
to be able to handle significant examples. We believe the prototype to be reasonably bug free. However, the
performances are still less than optimal and limit its use to small to medium kernels. Beside, the tool is not
completely in agreement with some of our most recent results. For instance, some of the shortcuts from section
4.1 are not yet implemented. Conversely, some limited semantical extensions have been included, see later.

5.1 Tools

It would had been impossible to build this prototype without some already existing high-level libraries. Manip-
ulation of SARESs involve a number of operations on polyhedral domains, and the computation of the relations
for leaf nodes of the equivalence MSA leads to operations such as composition, union and transitive closure on
relations. Two well known libraries are able to deal with those operations: the PolyLib [Wil93, CLW97] for the
polyhedral domains and the Omega Library [Pug91, KMP*96] for Presburger relations. These are C or C++
libraries, and hence are not suitable for rapid prototyping. Our implementation language is Caml. We have
used the SPPoC library [BRO1] as an interface to Omega and the PolyLib, and the camlp4 preprocessor [dR]
as a builder for the internal representations of SAREs.
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5.2 Description of the Prototype

The SAReQ prototype is itself an Objective Caml program of about 2300 lines which is compiled and linked
with SPPoC. The Objective Caml program has no true user interface; one has to initialize Objective Caml
structures representing SAREs, call the comparison function and decipher the textual result. The SAREs are
parsed using the camlp4 preprocessor; the syntax used is patterned after the language Alpha. We give below
the text of the two SAREs of section 3.3 as expected by SAReQ:

pipe’ [n]
inputs = { } ;
outputs = { } ;
declare I[i’];
X°[i°,j°] = { { 1<=i’<=n, j’=0
I[i’] ;
{ 1<=i’<=n, 1<=j’<=n } :
XL, j’-1]

pipe [n] {
inputs = { } ;
outputs = { } ;
declare I[il;
0[i] = { { 1<=i<=n } :

I[i] } s

0°[i’] = { {1 <=i’<=n } :
X’[i’,n] }

}

}

The result of the execution of the comparison function is a clear text stating if the SAREs are equivalent
or not but the more interesting output may be the log structure which give details such as the equivalence
MSA, relations of leaf nodes and so on. To make the program more friendly a WEB interface is available at the
URL http:/sareq.eudil.fr. This interface allows the loading of SARE examples and presents the results in
a readable way. The equivalence MSA are drawn with the free package graphviz (http://www.research.att.
com/sw/tools/graphviz/).

5.3 Details of the Implementation

The SAReQ prototype is an implementation of our algorithms but some modifications or improvements have
been made in order to give more pertinent results. Moreover, the first versions of SAReQ were so slow that
some optimization were needed.

5.3.1 Input SAREs Characterization

The prototype can analyze classical SAREs, that is a set of equations defined on polyhedral domains. In the
definition of an equation several clauses can be used provided that the clause domains are a polyhedral partition
of the equation domain. We could have used the modular version of the Alpha language [dD97] but we have
chosen to use a simplified syntax (for example we do not type variables). To make a comparison take the
example of the pipe’ SARE given above in our notation and look at the Alpha way of coding it:

system pipe’ :{n | n>=0}
(I : {i’ | 1<=i’<=n} of real)
returns (0’ : {i’ | 1<=i’<=n} of real);

var
X’ ¢ {i’,j’ | 1<=i’<=n; 1<=j’<=n} of real;
let
X’[i’,j’] =
case
{| 1<=i’<=n,j’=0} : I[i’];
{l 1<=i’<=n,1<=j’<=n} : X’[i’,j’-1];
esac;
0°[i°] = X°’[i’,n];
tel;

SAReQ is able to handle SAREs with multiple outputs. The correspondence between inputs is given either by
their order in an input statement or by their order of occurrence in the SARE text. An equivalence MSA is
built for each output couple. In fact it is possible to optimize this construction by node sharing, but building
distinct graphs makes for more precise comparison results: SAReQ states which outputs are equivalent. Even
more information is given: when two corresponding outputs are not equivalent their score is displayed. The
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score is the fraction of leaf nodes which do not point out difference between outputs on the total number of leaf
nodes. To illustrate this notion of score let us present the two SAREs below:

outs [n] { outs’ [n] {
inputs = { } ; inputs = { } ;
outputs = { 01, 02 } ; outputs = { 01>, 02’ } ;
declare I1[i] ; declare I1[i] ;
declare I2[i] ; declare I2[i] ;
01[i] = { { 1<=i<=n } : 01°[i] = { { 1<=i<=n } :
I1[i] + 1 } I2[i] + 1 } ;
02[i] = { { 1<=i<=n } : 02°[i] = { { 1<=i<=n } :
01[i] + ( I2[i] + 1) } ( I1[i] + 1 ) + 01°[i] }
} }

The result of our prototype is:

The SAREs are not equivalent:
Outputs 01[ i ] and 01°[ i ] are not equal (score 1/2)
Outputs 02[ i ] and 02°[ i ] are equal

The score for outputs 01 and 02 is % because, in the addition defining 02 and 02’, the order of operands has

been changed and our present system knows nothing about commutativity.

5.3.2 Node Expressions Comparison

Another improvement of SAReQ upon the plain algorithm discussed in section 3 is that constant expressions
in leaf nodes are not merely tested as character strings. Here a constant is an expression which do not include
a reference to an variable. Such expressions are compared using SPPoC symbolic functions which give exact
results for polynomial expressions and try to do something with others expressions. Note that an expression e
can include equation subscripts ¢ which lead to introduce dummy input array A initialized such that Vi, A[i] =
e(7). Even better if the expression e is affine with respect to the equation subscripts and SARE parameters,
the expression may be considered as the reference to an array Z initialized with the sequence of integers:
e(i) = Z[e(4)).

To get a feeling of the power of these normalizarion techniques, just take a look to the following SAREs
which SAReQ find to be equivalent:

constant [n] { constant’ [n] {
inputs = { } ; inputs = { } ;
outputs = { t, u, b, z } ; outputs = { s, v, b, z> } ;
t = nt2 ; s = 1+n+l ;
uli] = { { 1<=i<=n } : v[i] = { { 1<=i<=n } :
i+l } -1+i+2 }
al[i]l = { { 1<=i<=n } : al[i]l = { { 1<=i<=n } :
i} ; n-i+1 } ;
bli] = { { 1<=i<=n } : bli] = { { 1<=i<=n } :
alil } ; aln-i+1] } ;
z[i,j] = { { 1<=i<=n, 1<=j<=n } : z’[i%,j°] = { { 1<=i’<=n, 1<=j’4<=n } :
f(i,g(3)) } £(i%,g(3°)) }
} }

5.3.3 Computation of Leaf Relations

The first step of our algorithm is to build the equivalence graphs and the second step consists in computing
the relations which link output variables with input variables. In other words we have to compute relations
associated with each equivalence MSA leaves by composing relations labeling the graph edges. When a loop
occurs in a graph the computation of a transitive closure must be attempted. The sequencing of compositions,
unions and transitive closures is given by the resolution of a system of equations whose left hand side are the
nodes names z; and the right hand side are unions of composition of names of incoming edges relations R; with
their source nodes names. For instance the system associated with the equivalence graph of SAREs pipe and
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pipe’ is (a dot . represents relation composition and a + represents union of relations):

( g = €
Irs = .'U4.R4
Ty = .'U3.R3
{ 3 = xz9.Ry
o = .’13'1.R1 + Z’G.Rﬁ
g = .’L’2.R5
8 ry = Ro

Two problems arise with the resolution of this kind of system: it takes time and the size of the solutions may be
important and so it may be expensive to compute the Presburger relations. Since finding the minimal solution
of such systems is a NP-hard problem we can only come out with an heuristic. The one we use consists of
applying, in parallel, all possible variable substitutions on each equation (except, of course, if the variable in
the left hand side occurs in the right hand side). We stop as soon as the rhs of an equation has no reference
to another equation (but may reference itself); this equation is called “suitable”. Arden lemma is applied on
all self-referencing equations, breaking the self-reference and introducing a transitive closure operator (unary
operator *). The suitable equation with smallest RHS is selected and replace its original version in the initial
system. The process is repeated until all equations are solved. To sum up, we use a Gaussian elimination
algorithm with exhaustive testing of all possible pivots. Obviously this method can lead to an exponential
explosion, so the number of explorations is limited by a constant. We can only expected a compact solution for
small systems.

The heuristic described above is used to optimize solution size. For improving the performance, the classical
“divide and conquer” method is used. It consists in splitting the system in sub-systems according its the
decomposition in strongly connected components. Gaussian elimination can be applied to each sub-system,
considering the variables not defined in a sub-system as constants. Another benefit of this method is that
sub-expressions of the solution tends to be factored into sub-systems and do not need to be computed several
times. In the example above the only sub-system with more than one equation is:

To = x1.R1+ x6.Rg
Teg = Z’Q.R5

By substitution and application of Arden lemma the following solution is found:

o = :El.Rl.(Rg..RG)*
Tg = $2.R5

The relation for leaf node x5 can then be computed, using the Omega Library part of SPPoC, by mere re-
placement of relation names R; and node names z; by their values and application of union, composition and
transitive closure operators. The whole process is to be done according to the quotient order induced on the
SCCs by the dependence graph.

6 Conclusions and Future Work

6.1 An Assessment

We believe that our SARE comparator has about the same analytic power as most automatic parallelization
tools. It can handle only affine array subscript and affine loop bounds. It is difficult to decide, from the extent
literature, if other algorithm recognizers suffer from the same restriction or not. When these restrictions are
not met, both type of tools resort to conservative approximations, with the consequence that a parallelizer may
find no parallelism, and that our tool may find no equivalence.

In cases where transitive closures cannot be computed, we may still find a solution, either by overestimating
the relation or by solving the problem at the level of symbolic relations, as in section 4.1. The situation is
simpler in the case of parallelization, since we usually can compute a schedule in situations where the transitive
closure is not computable. In fact, Bill Pugh has coined the term “affine closure” for this kind of situation.

Another way of assessing our work is to consider the following scenario. Assume that we have been trans-
forming a program by hand, and that we want to check the results of our handiwork. We can submit the source
program and its transformed version to our tool and check equivalence. We have no formal results on this yet.
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However, our experiments show that many familiar transformation can be verified in this way. Let us note
first that our system is symmetrical. Hence, if we can verify a transformation, we can also verify its inverse.
For instance, since we can verify transformations that insert temporary variables, we can also verify its inverse,
forward substitution.

Anything that has to do with memory management, like scalar and array expansion, or with loop distri-
bution, is directly handled by conversion to SAREs. Our comparator handle naturally all kinds of renaming —
provided the inputs and outputs are clearly identified —, and all variants of temporary variables introduction
and elimination, like redundant expression elimination or hoisting. Dead code elimination is dealt with directly
since we build the equivalence MSA on demand. Lastly, all transformations which have to do with iteration
space modifications, (loop reversal, loop interchange, loop skewing, scheduling, index set splitting), are within
the scope of our comparator.

Non affine transformations, like strip mining or loop coalescing, are not allowed in the present version.
Furthermore, since we have not been able to prove transitivity of provable equivalence, our method may fail if
one of the SAREs is the result of a sequence of transformations applied to the other SARE.

6.2 Future Work
6.2.1 Introducing Semantics

We believe that the most important problem with the present tool is the fact that it cannot use semantical
information on the underlying algebra. Compilers have a limited amount of semantical knowledge, and can use,
for instance, associativity, commutativity and distributivity of common operators for optimizing arithmetics
expressions. Parallelizers have almost no semantical knowledge, except that some of them are able to detect
reductions (by pattern matching) and replace them by calls to optimized parallel routines. We would like to
specify a semantics either by a set of axioms or by giving a normalization procedure for expressions, and to have
the rules of construction of the MSA modified accordingly. We may for instance require that normalization be
applied to both sides of the label before applying “Simplification” (see Sect. 3.2.3). The handling of “constants”
in Sect. 5.3.2 is a particular case of this extension. However, we conjecture that it is not sufficient to handle
the most general case.

6.2.2 Building a Complete Environment

The present tool is just a building block in a complete program comparator. In the first place, we have to connect
it to an array dataflow analyzer ([Fea91], [Loo97]). Secondly, we must build a library of reference algorithms,
and this will depends on the application domain. Lastly, many source programs are built by composition from
several reference algorithms. Our tool can only be applied if we have delineated the several components, and
if we have identified inputs and outputs. At the time of writing, we believe that this can only be handled by
heuristics, but this can only be verified by experiments.
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