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Abstract: As programmers look forward to designing high performance applications with object-oriented
models, compilers must support higher-level analyses and optimizations. Pointer analysis for container-
centric applications is one of these: it exploits abstract semantics of container structures (e.g., lists, trees,
associative maps) provided by standard libraries and toolkits. Extending shape analysis work by Sagiv, Reps
and Wilhelm, we capture aliasing properties through dedicated points-to graphs. Formalization in abstract
interpretation allowed us to prove the abstraction’s and transfer functions’ safety. We ran the analysis on
small examples. It achieved precise memory disambiguations useful to parallelization and optimization.
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Analyse de pointeurs intraprocédurale pour les applications
manipulant des conteneurs

Résumé : Les programmeurs s’intéressent de plus en plus aux modéles orientés-objets pour la conception
d’applications & hautes performances ; les compilateurs doivent ainsi réaliser des analyses et des optimisa-
tions de plus haut niveau. Une de ces analyses s’intéresse aux pointeurs dans les applications manipulant
des conteneurs : elle exploite la sémantique abstraite des structures de conteneurs (listes, arbres, tables as-
sociatives...) proposées par des bibliothéques et des boites & outils standard. En étendant ’analyse de forme
(shape analysis) de Sagiv, Reps et Wilhelm, nous décrivons les relations d’alias a ’aide de graphes points-to
spécifiques. Une preuve de correction des abstractions et des fonctions de transfert a été réalisée dans le
formalisme de linterprétation abstraite. L’analyse a été expérimentée sur de courts exemples. Elle permet de
séparer précisément les références mémoire, mettant ainsi en évidence une parallélisation et des optimisations
intéressantes.

Mots-clés : graphe points-to, type abstrait de conteneur, interprétation abstraite, analyse d’alias et de
forme
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1 Introduction

Object-oriented design plays an increasing role in performance-critical codes. The shift toward higher level
design models enables software reuse, generic programming, and aids the construction of large software
systems. When dealing with general-purpose programs, arrays should share their preeminence with more
general container components, such as lists, hash-tables, sets, and so on. These general-purpose containers
are often provided by standard libraries, such as C++ Standard Template Library (STL) and Java Standard
Development Kit (SDK).

This work aims at the automatic retrieval of pointer properties in the context of container classes. Besides
classical points-to relations, we are especially interested in the connection between containers and their ele-
ments. Several intuitions were borrowed from [23]: pointer analysis should not limit itself to pointer-chasing,
i.e., recursive dereferences of the form p = p.next (in Java syntax). Indeed, object-oriented design tends
to hide such technicalities behind containers and iterators that traverse them. Although implementations
of container classes could be very complex, especially with hand optimizations and generic codings, they
often exhibit clean semantics through their programming interfaces. Thus, for a better analyzability of
object-oriented codes, the key is to exploit semantics of critical classes in compilers.

The paper presents a points-to analysis for container traversals. The presentation uses Java syntax and
semantics (Java references are indeed “well-behaved” pointers), but the general framework is not limited to
Java.! Studying real-world kernels, we show that our technique achieves a very high precision as soon as
container traversals expose enough regularity. For some of the kernels, the same precision cannot be achieved
by classical techniques applied to an equivalent pointer-chasing implementation. The result of the analysis
can be interpreted as shape [11, 19], alias [3, 8] or connectivity [10]. These properties can further improve
analyses such as dependence tests and various optimizations.

We also address cost issues of such a high-precision analysis. In fact, when efficiency matters, one may still
be very precise about container operations while applying inexpensive rules on other pointer assignments.
This is a clear benefit of using standard containers as opposed to hand-written pointer-chasing implemen-
tations: heuristics can be made conscious of the level of precision required, without additional “hints” from
the programmer or the “blind” degradation of k-limiting.

Section 2 presents the motivation for this work and introduces the main concepts. Section 4 describes
the points-to graph and how to abstract the connection between a container and its elements. The points-to
algorithm is given in Section 5. More general alias and shape analysis applications are presented in Section 7.
Section 6 applies our technique to illustrative examples. Section 8 discusses possible improvements. We then
compare our approach with others in Section 9. Section 10 concludes and sketches future work. All technical
proofs have been moved to Section B in the appendix.

2 Overview of the Method

The analysis targets containers that can be traversed as linear lists, e.g., lists and vectors. We only studied
a small set of basic container operations: first() and last () generates a new iterator attached to the con-
tainer; advance () and retreat () move an iterator; get (), put (), insert () and delete() update/accesses
a container through an iterator. The syntax of these operations is borrowed from the Java Generic Library
(JGL).2 The semantics is slightly simplified, e.g., no implicit iterator move in container accesses.

Let’s consider the example in Figure 1 and suppose that 1ist refers to a non-circular list. We would like
to infer whether a and b are aliased at point 6. This would depend on two conditions: whether iterator i
indicates distinct positions at points 2 and 4; and, whether distinct objects are attached to distinct positions
inside 1ist. The first condition can be decided by tracking “moves” of an iterator. The second condition is
related to the “shape” of a container. A container is a comb when distinct elements are attached at distinct
positions. Combness is the container counterpart of classical shape attributes, e.g., listness or treeness.
Figure 1 gives both examples of 1list pointing to a comb or not comb container: a and b are unaliased in
the first graph, and aliased in the second one. Moreover, after executing i.put (o), one would like to replace

! Extension to C/C++ should be possible using well-known techniques [16, 21, 2].
2 A project from ObjectSpace, see http://www.objectspace. com.
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Figure 1: Motivating example

the element referenced by i with the object referenced by o. This implies killing the connection between
list and the object referenced by b.

In this paper, combness is used as an intermediate property for capturing points-to, aliasing and connec-
tivity relations. Nevertheless, it might also be applied directly to parallelization (combined with dependence
analysis) [23] and data structure layout optimizations, such as object inlining [9] (combness is silimar to so
called, one-to-one fields) and “flattening” of Java arrays [22].

Overall, the analysis is based on a graph representation that abstract the points-to relation between
pointers. Our technique is strongly influenced by Sagiv, Reps and Wilhelm’s shape analysis for destructive
updating [18]. In addition, container-specific information is encoded into the graph, such as iterator attach-
ment, combness and container positions. Focusing on precision, the analysis is flow-sensitive and handles
destructive updates of the form v.f = null (for general pointers) or i.delete() (for containers). We also
introduce a new scheme to abstract element retrieval through get (). It is a generalization of Sagiv, Reps
and Wilhelm’s materialization [18].

3 The Direction Abstraction

The points-to analysis needs to model precisely the connection between containers and the objects they
store. This section introduces the direction abstraction to capture properties of such connections.

3.1 Connections and Directions

Our points-to graphs uses special container edges to model the link between containers and the objects
attached. We call the concrete state abstracted by such container edge a connection. In particular, objects
abstracted by the source/target nodes of the edge are called the source containers/target objects of the
connection. A connection has two important properties, the domain and the injectivity,

e The domain of a connection describes at which positions the target objects of the connection are
attached at its source containers.

e The injectivity of a connection tells whether each target object of the connection is attached at a single
position of the source containers.

We use directions to describe the domain and injectivity of a connection. In the points-to graph, this is
reflected as labeling container edges by directions. First, let us define primitive directions, examples are given
in Figure 2.

o; describes any injective connection whose domain is the single position of (indicated by) i;
<; describes any injective connection whose domain precedes the position of i;
>>; describes any injective connection whose domain follows the position of i;

& describes any connection whose domain is empty;

RR n° 4289
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1ist” i list i list i
(i) o (i) < (iii) >

Figure 2: Connections described by primitive directions

* describes any injective connection.

To abstract more properties of connections, we define direction expressions. A direction expression can be
a primitive direction, or it can be built from the four operators specified below. In the following, we say a
connection satisfies a direction if it can be described by the direction. Examples of direction expressions are
given in Figure 3.

e ¢ - ¢’ describes any connection that satisfies both e and ¢’. Operator - is called the meet operator.
When clear of the context, - is left out.

e ene’ describes any connection that can be split into two connections, such that one satisfies e and the
other satisfies ¢/. Operator + is called the binary mix operator.

e ene’ describes any connection that can be split into two connections with disjoint target objects such
that one satisfies e and the other satisfies ¢/. Operator 11 is called the join operator.

e ¢" describes any connection whose domain satisfies e. Operator + is called the unary mix operator.

I
list” i j list i j list i j
[T 1 ﬁ T 1
list” j i list j i list j i
(i) < - >y (i) <3 11> (iv) <y 41>
list i
(i) <f

Figure 3: Examples of Direction Expressions

Finally, let Expr be the set of all direction expressions. We define an equivalence relation = on Expr:
e = €' if and only if the same set of connections satisfy e and ¢’. An equivalence class for = is called a
direction. The set of all directions, Dir, is thus the quotient of Expr by =, i.e., Expr/ =.

According to the above definitions, injectivity of connections can be inductively deduced from direction
expressions. More precisely, a direction is a comb if it describes injective connections only. Combness of a
direction d, written Comb(d), can be computed inductively from Table 1 (proof in Section B.1).

Comb(d - d’) = Comb(d) v Comb(d’) | Comb(d 1 d’") = Comb(d) A Comb(d') |
—Comb(dnd’"), (generalcase)
—Comb(d"), (generalcase)

Table 1: Combness of direction expressions
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Combness of directions improve the precision of the points-to analysis: from the injectivity of connections,
one may deduce the shape of a container. On the other hand, we also need to tell whether an object is attached
at a particular container position. Obtaining the latter information involves comparing the domains of two
connections. Therefore, we define the following relations on directions:

o Disjointness tells whether two directions describe connections with disjoint domains;
o Coincidence tells whether two directions describe connections whose domains are singletons holding the

same position.

Table 2 defines predicates Coincide and Disjoint which test these relations. Notice Disjoint is not the com-
plement of Coincide. For instance, given d = (0;<;) #ox and d’ = o 11 (0x>>;), neither Coincide(d, d") nor
Disjoint(d, d") hold.

Coincide(¢4,¢4) Disjoint(<;, ¢4), Disjoint(o;, >3 ), Disjoint(<;, ;)
Coincide(d, d; - d2) = Coincide(d, d;) V Coincide(d, d3) | Disjoint(d, d; - d2) = Disjoint(d, d;) V Disjoint(d, d2)
Coincide(d, d; n d2) = Coincide(d, d1) A Coincide(d, d2) | Disjoint(d, d1 11 d2) = Disjoint(d, d1) A Disjoint(d, ds)
Coincide(d, dy + d2) = Coincide(d, d1) A Coincide(d, dz2) | Disjoint(d, dy # d2) = Disjoint(d, d1) A Disjoint(d, d2)
Coincide(d, dy) = Coincide(d, d2) Disjoint(d, d3) = Disjoint(d, d2)

Table 2: Coincidence and disjointness of directions

3.2 Abstract Interpretation for Directions

We use abstract interpretation [5] to enable systematic proofs about directions. lter is a finite set of iterator
variables. Formally, a connection is a pair of mappings (u,v), where p : N — N maps container positions to
the objects attached at the positions, and v : Iter — N maps iterator variables to the positions they indicate.
Let Conn be the set of all connections.

e First, we define function v : Expr — 2¢°™ for direction expressions, as given in Table 3. Directions are
equivalence classes of Expr for the following relation:

Ve,e' € Expr:e=¢ &L v(e) = ().

From this relation, we can define the concretizaton function ~ : Dir — 2¢°™. Then, the link with the
intuitive definition of directions is the following: a connection, c, satisfies a direction, d, if and only if
¢ Cv(d).

o We then define a partial ordering C over Dir:

dcd &L ~(d) cy(d).

One may easily check the following orderings on directions:
d'"Cd-d = d"CdnNd' Cd dind Cd' = dCd"'nd Cd".

As a result, Dir can be structured as a complete lattice ordered by . The join and meet operators of
the lattice are 11 and -, respectively. We prove the completeness of the lattice in Section B.4.

e Finally, the abstraction function o : 2°°"™ — Dir is built from ~. Given C' C Conn, « is defined as,

a(C) = mEin{d € Dir: C C~(d)}.

The minimum exists because the lattice of Dir is complete. Indeed, an equivalent definition for a(C)
is the (infinite) meet of all directions that C satisfies.

RR n° 4289



1) = {(wv)] |nJectlve(u)}
(@) = {(uv)|Domain(u) =2}
v(01) = {(u,v) | Domain(k) = {v(i)}}
y(<i) = {(wv)|(Vpe Domaln(,u) p <v(i)) A Injective(n)}
(i) = {(wv) ]| (Vp € Domain(p) : p > v(i)) A Injective(u) }
v(e-€) = v(e)ny(e)
vlene) = {(mv) | e, per : (pe,v) € v(e) A (per,v) € v(€') A Range(pe) N Range(per) = @
A (¥p € Domain(p) = pu(p) = pie(p) V 1(p) = e (p)) }
vene) = {(wv)| H,U,E,/Le/ : (pe,v) € y(€) A (per,v) € 7(€)
A (¥p € Domain(p) = ju(p) = pie(p) V 1(p) = e (p)) }
v(e) = {(v)|3pe: (e, v) € y(e) A Domain(u) = Domaln(ue)}

Table 3: Concretization functions for direction expressions

To ensure o and v preserve the relative precision over sets of connections and directions. We prove that
« and y are monotonic over [:

VC CConn:C CC' = a(C) C a(C) Vd € Dir:dCd = ~(d) C~(d) (1)

In addition, the following equation says that -y is a safe approximation and that -y is the inverse image of «,
ensuring that no information is lost during concretization:

VC C Conn : C' C v(a(C)) Vd € Dir : d = a(vy(d)) (2)

Proof of (2) can be found in Section B.5. The following result summarizes these properties in the unified
model of Cousot and Cousot [5] for program analysis.

Theorem 1 Abstraction and concretization functions o and -y define a Galois connection from the lattice
of sets of connections to the lattice of directions.

We use this result in the appendix to prove properties of the direction abstraction (e.g., algebraic prop-
erties of operators), and to prove the analysis safety (i.e., it computes a correct approximation for each
container layout).

4 Points-to Graphs
4.1 The Node Naming Scheme

In points-to graphs, heap objects are represented by heap nodes named as nll: X, the reference set, holds
variables that are simultaneously pointing to the objects at this moment; and H, the history set, records all
variables that ever pointed to the objects at some past execution. Among heap nodes, we further distinguish
between object nodes and summary nodes: an object node abstracts a single object and has a non-empty
reference set; a summary node abstracts a pool of objects and has an empty reference set. Object and
summary nodes are distinguished by predicates Obj and Sum, respectively. Intuitively, object nodes keep
precise information about single objects, thus, enable “killing” on assignments to object fields. Summary
nodes, on the other hand, provide a mechanism to group objects together, which is necessary to make the
graph finite. Additional remarks about this naming scheme are,

e The node naming scheme using reference sets was first introduced by [18]. This is used to determine
the compatibility of heap nodes: two nodes are compatible if they may simultaneously abstract (non-
empty sets of) heap object. Since any variable may not simultaneously point to multiple heap objects,
nodes n¥ and n¥, with different but overlapping reference sets (i.e., X # X' A X N X' # @) can not

3To simplify the formalism, heap objects and container positions are labeled by integers.
3
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Figure 4: Container edges and direction labels Figure 5: Multiple edges

simultaneously abstract heap objects. In other words, they are not compatible. In a similar way, ni
and ng(I: with X = X’ # @ and H # H' are not compatible either. Node compatibility can improve
the analysis’ precision because edges that connect incompatible nodes are spurious and can be removed
from the graph. We introduce predicate Compat to compute such infromation:

Compat(nff nf)) & (X=X'AH=H)vXnX =2.

e History sets make our node naming scheme different from the original one proposed in [19] and further
extentions proposed in [18, 20, 4]. Indeed, history sets are used to create more object/summary nodes,
preserving useful context information. This is similar to other heuristics [18, 20, 4], which resorts to
allocation sites or data types to achieve the same goal.

e The points-to graph describes a partition of memory. In fact, for any given runtime program point, a
heap object can only be abstracted by one heap node in the graph. However, the node naming scheme
is store-less, meaning that nodes in a points-to graph do not describe a fized partition of memory /store.
In other words, whether an object is abstracted by a node or another depends on the program point.
This store-less approach is critical for the precise handling of random container updates.

4.2 Definition of Points-to Graphs
We define a points-to graph G = (V, N, R, E, C) as follows.

e V is the set of program variables.
e N is the set of heap nodes.

e RCV x{oe N |Objlo)} is the set of variable edges. It holds directed edges of the form v — o,
indicating that variable v must point to the single object abstracted by object node o.

e F C N xFldx N is the set of field edges. It holds labeled directed edges of the form, o 5o , indicating
that field £ of an object abstracted by o may point to an object abstracted by o'.

e C' C N x Dir x N is the set of container edges. It holds labeled directed edges of the form, [ N 0,
indicating that every connection between a container abstracted by [ and an object abstracted by o
satisfies d.

Note that, edges in R and F represent physical pointers, whereas C' only abstracts logical connections be-
tween containers and their elements. Figure 4 and 5 give examples of container layouts and the corresponding
container edges.*

To re-address the node compatibility and the partition property, Figure 6 gives two examples where x
and y may point to the same location or not. The two heap layouts satisfy the partition property: either
node nyy abstracts an object simultaneously referenced by x and y or nodes ny” and nj abstract distinct
objects.

To ensure the graph is finite, two important steps are applied after each points-to graph update:

e A garbage-collection scheme removes any node (along with its adjacent edges) when it is not reachable
from any variable node. Container edges labeled @ are removed as well.

4A container node can have multiple outgoing edges (targeting distinct nodes). Notice an object abstracted by n% is not
required to be an element of the container.
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4 . ) 3 <— n; 1 —nJ

5 ¥ = mew Object 0; >

i j

Vx
€
N

Figure 6: Node compatibility

¢ To ensure that a finite set of iterator variables generate a finite number of directions, labels are simplified
according to equivalence of direction expressions. The formal rules are given in the Appendix. A
special case is that directions of the form ene are replaced by e”. This step can be seen as a “widening”
transformation, which conservatively drops injective properties when they are unlikely to bring any
precision improvement. Local safety proofs in Section B.6.

5 Points-to Analysis

The points-to analysis to be presented is intra-procedural except for the dedicated interpretation of container-
related methods.

5.1 An Intuitive Flavor of the Analysis

Let us first illustrate the points-to analysis in the following example that reverses a list. We would like to
infer that the reverse() method preserves combness.

static void reverse (Container c, Container d) {

1 )
9 Iterator i = c.last ();
3 Iterator j = d.first ();
4 while (!i.atBegin ()) {
5 Object o = i.get ();
6 j.put (o);
7 j.advance Q) ;
N i.retreat ();
9 }

}

Figure 7 describes the first two iterations of the while loop. For each run-time program point, it gives a
concrete heap layout in parallel with the points-to graph corresponding to the layout. Initially, we assume
that c and 4 point to distinct containers, that c is a comb, and that d is empty. In the beginning, the graph
holds three nodes: object nodes n¢ and nd which abstract container objects referenced by c and d, and a
summary node, n5, which abstracts elements of n¢. The container edge between n¢ and nj is labeled *,
describing an injective connection.

Point 4;. The while loop is entered for the first time. Iterator i (resp j) is attached to the container
referenced by ¢ (resp. d). These container nodes are renamed to ng’; and nd’J to reflect the attachments
of the iterators.

Point 51, 0 = i.get(). The object attached at the position of i is now assigned to variable o. Since
iterator i is associated with ng’;, this object must be abstracted by ng (elements of ng ) Then, the
object is “materialized” [18] from summary node nJ into a new object node. This new object node,
now pointed to by o, is named ng. The connection from nzi to ng is captured by ©;.

Point 6;, j.put(o). Since iterator j is assocaited with container node nd '3» ng is connected to ngj by a
container edge labeled ©;.

INRIA



point 1

point 41

point 51

point 61

point 42

point 5o

point 62

Figure 7: Points-to analysis for reverse

Point 4. Iterator i (resp. j) is moved backward (resp. forward) before entering the next iteration. Accord-
ingly, the direction labels are updated: o; is replaced by >3, ¢; is replaced by <.

Point 52, 0 = i.get (). First, we “kill” the outgoing edges of o, i.e., removing the edge from o to ng. This
also involves removing o from the reference set of nJ. As a result, nS becomes a summary node n.
We call such a process node summarization. Then, the object attached at the position of i needs to be
extracted from the elements of nzi Note that, both n, and ng are attached at ng’;. However, since
the edge targetting ng, is labeled as I>;, which is disjoint with ¢;, the object can not be abstracted by
n%. Therefore, we only materizalize from nJ. Again, the new object node is named n¢.
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J

Point 62, j.put(o). the same as Point 6;. Note that, the outgoing edges of nj:j and nZi are labeled by

injective directions, meaning that both containers are comb.

Further iterations follow a similar pattern. A fixed point is actually reached at the third iteration.
To conclude this example, we would like to emphasize three key properties of the analysis that make us
successfully detect the preservation of combness.

e Node materialization helps to restore precise points-to information when an object abstracted by a
summary node is assigned to a variable (e.g., 0 = i.get()).

e Because of history sets, after the “kill” of variable o, n{—which abstracts the “tail” elements of nzji—is
summarized into ng, avoiding spurious confusion with “head” elements abstracted by ng.

e Comparing ¢; and >>; through Disjoint(¢;, >>;) avoids materialization from ng.

5.2 Strong Nullification of Variables

A strong nullification, for a points-to graph, means the “kill” (i.e., removal) of points-to edges. More specifi-
cally, a strong nullification of variables/fields/containers correspond to the removal of variable/field /container
edges, respectively. The ability to “kill” is key to the high precision of this analysis. We define an auxiliary
“kill” function to implement the strong nullification of variables. The “kill” functions for fields or container
positions are implemented directly into transfer functions.

Given a points-to graph, G = (V, N, R, E, C), KillVariable,(G) implements the strong nullification of v,
i.e., v = null. The function first removes all outgoing edges of v. Then, v is removed from the reference
set of each node, i.e., nff is renamed to ng\ (v}- If node ng\ (v already exists in the graph, edges of the two
nodes need to be merged to ensure at most one edge between any two nodes in the graph.

e When both have an incoming container edge from the same container node, merging of the two edges
shall preserve combness. We define operator U" to implement such a merge:

dnd’

cuc ey u e\ U {0t oboecnoddec).

e When both merging nodes have an outgoing container edge to the same node, combness is not preserved
because a single element may be attached in multiple containers. Operator U" implements this merge:

cu e ® e\ U E\O) U {o¥h o oL ecnodd e

In the points-to analysis, KillVariable is the only way to generate a summary node. KillVariable,(G) is
defined below.? Examples are given in Figure 8.

KillVariable,(V, N, R, E,C) = (V,N', R, E', C")
(N/,R/,E/,O/) — (N7 R7 E’ C)
nfl EN/\VEX:N’<—N’\{ng}u{nﬁ\{v}};ﬁ”<—R’\{V—>n§}
OingEE/\VEX:E/HE/\{OLHE}U{OL’R%\{V}}
n)h(’LOEE/\VEX:EU—E’\{ngLo}U{nﬁ\{v}Lo}
oingeC/\vEX:C'HC’\{oing}U”{oing\{v}}
nfl LoeCAvEXA Compat(ng,ng\{v}) 1O C'\ {nfl <, o} U {ng\{v} <, o}
nl LoeCrveXA —Compat(ni, n¥, (y) : €' — C"\ {n¥ < opur {(n¥\ < o}

5For this function and graph transformers to come, rules of the form C : A use a side-effect notation where C is a “for-all”
condition which “triggers” action A. Rules apply in-order but conditions are exclusive when present.
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Figure 8: Strong nullifications of variables Figure 9: Materialization

5.3 Node Materialization

For best precision, an object abstracted by a summary node needs to be “materialized” to an object node
when it is assigned to a variable [18]. Figure 9 gives an example of such a process. As a result, in a points-to
graph, variables can not directly point to summary nodes. We define an auxiliary function to implement
such a graph transformation: Materialize, ,, = (G) “extracts” an object node from a summary node nl and

connects it with variable v. Basically, the function duplicates nZ (including its adjacent edges) with a name

Y and adds v — i1 to the graph.

We also materialize nodes through container edges. When materializing an object node for i.get(),
one needs a new container edge to record the fact that the materialized node is attached at ¢;. We thus
generalize the concept of materialization to “transfer” an object from an object or summary node to an object

node. Materializev’ng (@) duplicates nfl (including its adjacent edges) with a name ngbg}}’ and links v to

the duplicated node.® Materialize is formally defined below.

Materialize, ,,i: (V, N, R, E,C) = (V,NU {ngﬁg}}'}, RU{v— ngﬁgi} U{w — ngﬁg}}' |w— nfl € R},
EU{OLniEg{ |oin§€E}U{n§Eg% Lo|nil 5oe EY,

C’U{oingigi|oi>n§’60}u{n§tjg%io|n§i060}).

5.4 Transfer Functions
In the following, X [b/a] denotes the substitution of a with b in each element of set X.

5.4.1 The Classical Part

This part discusses transfer functions for pointer assignments that are not specific to containers. We use an
auxiliary function Link, = (G) to connect a variable v to an object node nfl (X # @) and then to rename

nfl to ngi?‘g Link assumes that a strong nullification of variable v is applied before, therefore ngﬂgi does

not name-conflict with any other node. Here is the formal definition of Link:

. HU{v HU{v HU{v HU{v
Link, o (V, N, R, E,C) = (V, N[ny o} /nfl], RU{v — ny ot} B ol /ntl], Cinfole) /nll)).

Transfer functions are specified in Figure 10.

v = w, v = null, and v = new. It involves a strong nullification of v, followed by linking v to an object
node.

v.f = w. It implements a strong nullification of object field v.f: it removes every outgoing field-edge of
object nodes pointed by v that are labeled by £. As opposed to KillVariable, this involves no renaming,
thus no merging of nodes is needed.

6Safety of materialization from an object node (when X is not empty) is similar to safety of joining points-to graphs at
HU{v}

XU{v} Ay not simultaneously abstract

control-flow merges in Sagiv, Reps and Wilhelm technique [18]. Indeed, nodes n§ and n
a concrete object since they are not compatible.
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null G — KillVariable, (G)

new Object() | G « KillVariable,(G)
N—NuU{nl};R— RU{v—nl}
V= G — KillVariable, (G)

w—nf € R: G« Link, ,u1(G)

<
1]

<
1]

v=uw.f G «— KillVariable,(G)
w—o0E€ R/\oing € EAObj(nfl): G« Link, .z (G)
w—o0€ERANOS nl e B:G«— Materialize, ,,1 (G)

v.f =w v—0ERAN0oS0 €E:E—E\{o>0d}

v—o0€RAw— 0 €RACompat(0,0') : E«— EU{0o > 0}

Figure 10: Transfer functions of non-container specific assignments

1.first() | G < KillVariable; (G)

1.1last() C «— C[*/Oi,*/ﬁi,*/bi]
1—nf € R: G« Link; ,u(G)
i.advance() C — C[«; /o4, */t>1
i.retreat() C — C[>i/01,%/<4

Figure 11: Transfer functions of iterator operations

v = w.f. It starts with a strong nullification of v. Then, if w.f points to an object node, v is directly linked
to that object node. On the other hand, if w.f points to a summary node, an object node is first
materialized, then it is linked to v.

5.4.2 Iterator Operations
We only consider iterator variables that are unaliased. This simplifying assumption has two consequences:
¢ Calling a method on an iterator variable will not affect iterator objects referenced by other variables.

e The attachment of an iterator to a container node can be represented as a wvariable edge with the
iterator variable appearing in the reference and history sets of the container node. Such variable edges
capture must-attachment properties,” which is key to the strong nullification of container fields.

Figure 11 gives transfer functions for iterator operations that involve no container update/access. The
explanation is given below:

i=l.first() and i=1.last(). It involves a strong nullification of iterator i and linking i to container I.
In addition, since i is re-attached, previous direction labels involving i become obsolete, thus, replaced
by *.2

i.advance(). Since i moves forward, previous direction labels involving i are updated: ©; is replaced by
<; and >3 by *.

i.retreat (). Since i moves backward, the previous direction labels involving i are updated: ©; is replaced
by >; and <; by .

7Only may-point-to properties would be available if the attachment was indirect, i.e., if we connected an iterator object node
to the container.

8As a consequence, a direction label of a container edge may only involve iterators currently attached to the container.
Moreover, any outgoing container edge from summary container node has direction label * or *".
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5.4.3 Container Operations

This section discusses iterator operations that update or access container elements. Different semantics have
been proposed for such operators. We choose one that is both realistic and easy to adapt to a particular
library: none of the iterator operations implicitly move iterators. Specifically, i.delete() removes the
object at the position of i leaving i “between” two legal positions;” i.insert(v) adds an object after the
position of i; i.put(v) and i.get () occur at the position of i.

i.delete() i—»lER/\lioeC:CW—C’\{l }U{ld(qw }

i.insert(v) |i —l€ RAv — o€ R A Compat(l,0): C — CU"{I =

i.put(v) i—>l€R/\v—>o€RAlio'EC’/\o7€o C’<—C’\{l—>o’}u{l e o'}
i—>l€R/\v—>o€R/\—|(lio€C)/\Compat(l,o):C<—CU{l&>0}
i—l€ERAV—0ERNISoeCA(0sed):C—C\{l%o}u{lLso
i l€RAV—0eRAN SoeChoied:C—C\{ILotufl X4 oy

v = i.get() | G < KillVariable, (G)

i—leRALSnE €C AObjn) A Coincide(os,d) : G« Link, ,u(G)
i—leRAL-LnE eC A-(Obj(nk) A Coincide(os,d)) A —Disjoint(os, d) A Comb(d) :

. . i HUv} ord | HU(v)
G — Materialize, .z (G); C « C\ {l = nXU}v}} Ul == nx e )

i—leRALLnE eC A—(Obj(n) A Coincide(os,d)) A —Disjoint(os, d) A =Comb(d) :
G «+ Materialize, = (G)

Figure 12: Transfer functions of container operations

Transfer functions are given in Figure 12. Some examples are shown in Figure 13.

i.delete(). This is the container counterpart of v.f = null. The transfer function involves a strong
nullification at the position of i. In other words, it removes any connection (container edge) whose
domain can be described by ¢;. Having the property,

o1 (i) = (o5 - <) (o - >1) =0

this step is implemented by a substitution of any label d by d - (<i; 1 1>;)". The actual edge removal,
however, occurs at the garbage collection step when the direction label of an edge is equivalent to @.

i.insert(v). An object is attached immediately follows the position of i. The transfer function adds a
container edge labeled by ;. Operator U" is required, in this case, because the new container edge
may conflict with an existing one.

i.put(v). This operation combines the effect of a deletion and an insertion. Let [ denote any container
node pointed by i and let o denotes any node pointed by v. The transfer function starts with a strong
nullification at the position of i: all edges targetting object nodes which are not pointed by v are
updated the same way as i.delete().

Then, we use the notation ¢; € d to indicate that o; appears in every expression of d.'° We use an
important property of the analysis.

Lemma 1 Let d be a direction such that ¢; € d, i.e., ©; appears in every expression of d. For any
configuration of iterator positions, d describes a connection whose domain is the current position of .

In formal terms, for any mapping v, there is a mapping p; such that p; , € v(d) and Domain(u;) = {}.

9This is similar to the semantics of remove() in Java SDK
10This is equivalent to checking for o; in a flattened form expression of d, after exclusive primitive directions have been
removed.
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Figure 13: Container updates

There are three exclusive cases.

1. If there is no container edge targetting o from [, the transfer function simply adds I = o to the
graph.

2. When there exists an edge [ 2, 0 such that ©; € d, the merged edge is labeled d« (d - ¢;). Indeed,
Lemma 1 enforces that a connection cannot satisfy ¢; without satisfying d as well. Therefore, the
new connection from the position of i to the object abstracted by o is already described by d.

3. When there exists an edge [ 2, o such that o; & d, 1 % 0 is simply merged with the edge, and
label d is substituted by d+¢;. Notice direction d+¢; would be over-conservative when ¢; € d: it
looses the information that the new connection satisfies both ¢; and d.

v = i.get(). This is the container counterpart of v = w.f. The transfer function starts with a strong
nullification of variable v, followed by three exclusive cases.

1. If a node is linked to the container at the current position of i (i.e., Coincide(d, 1)), the node is
linked to v. See examples in Figure 14.a and 15.a.

2. If a node is connected to the container through a comb direction that may describe connections
satisfying o; (i.e.,~Disjoint(d, ¢;)), we materialize a new object node and link v to it. Compared
to v = w.f, this materialization is not limited to summary nodes. Figure 14.c gives an example
of materialization from object nodes. In addition, the container edge from the container to the
materialized node is labeled o; - d.!' See examples in Figure 14.b and 14.c.

3. This is similar to the previous case except that the container direction is not a comb. Materializing
through a non-comb edge may create a node abstracting an object attached at several container
positions: this forbids adding ¢; to the direction label. See examples in Figure 15.b and 15.c.

Note that, there must exist at least one container edge whose positions include ¢;. This means that
when none of the above rules apply, a programming error is detected (getting an element from an
unattached iterator).

5.5 Merging Edges
Eventually, we structure points-to graphs as a join semi-lattice to enable iterative data-flow analysis:

(V,N,R,E,C)U(V',N'",R,E',C") 2ef (VUV/NUN'RUR',EUE' ,CU"C").
Preserving uniqueness of nodes and edges requires merging two edges with the same start and target nodes.
This does not preserve combness in general. However, the following result shows that combness is preserved
at control-flow merges during iterative analysis.

1171t records that the connection between the container object and the new object node satisfies both d and ¢;. This is the
key to proving Lemma 1.
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Figure 15: Retrieval through an iterator, non comb case

Theorem 2 When traversing a merge point in the control-flow graph, it is safe to use operator U on points-to
graphs associated with incoming control-flow edges.

Proof is given in Section B.7.

5.6 Correctness Issues

We already proved safe handling of directions and correctness of operator L, i.e., most of the novel features
introduced in this analysis. Convergence of the iterative analysis is a consequence of points-to graphs bounded
size (nodes, edges and directions) and monotonicity of transfer functions. From Theorem 1 and from local
safety of each transfer function, we may apply the main result of abstract interpretation (Theorem T2 of [5]
page 252) to prove global safety of our pointer analysis. However, because the current abstract interpretation
does not consider points-to graph themselves, this correctness proof only deals with properties of individual
container edges. Considering [ L oina points-to graph G at program point p, and calling C the set of

all possible connections at point p between containers abstracted by [ and objects abstracted by o, one has
a(C) CE G.12

12Get, C can be defined as the join of concrete connections between ! and o over all control-flow paths leading to p [15], a.k.a.
the collecting semantics at p.
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Completing the analysis’s proof is left for future work. Establishing the partition property (two nodes
may not abstract the same object for a given execution) will probably be a fine point of the proof: the
main idea is that new nodes are only created when (1) an object allocation occurs, yielding a distinct heap
location, (2) an object node is materialized from a summary node, which implicitly states that some concrete
object is “transferred” from the summary node to the object node, and (3) an object node is materialized
from another object node (through method get()) and both are incompatible (they cannot abstract a heap
object at the same time). Sagiv and al. studied a similar issue in [18] and we expect the backbone of their
proof to be applicable to our case.

6 Illustrative Examples

Points-to analysis is now applied to small kernels of practical interest: list copy-reversal, element swapping,
iterated swapping and nested traversals—a template for many (sparse) linear algebra kernels [4].

6.1 List Copying and Reversal

We apply the iterative algorithm to the list reversal function presented in Section 5.1. It confirms the analysis
ability to discriminate current and previous positions of an iterator, using directions.

static void reverse (Container c, Container d) {

1 .
9 Iterator i = c.last ();
3 Iterator j = d.first ();
4 while (!i.atBegin ()) {
5 Object o = i.get ()
6 j.put (0);
7 j.advance Q) ;
8 i.retreat ();
9 }

}

Initially, we assume that variables ¢ and d are unaliased, that c is a comb—hence the comb edge with
unknown direction () to summary node n5—and d is empty. The points-to analysis for reverse is sketched
in Figure 16. The new container edge created at the first iteration of point 5 is labeled with ¢;, because
materialization has been applied through a comb edge (see the transfer function for get (). At the second
iteration of point 5, o does not refer an element of d because we could check that Disjoint(¢;,>;) and we
did not materialize from n%. The fixed point is reached after three iterations, and point 9 yields the final
points-to graph: it shows that combness of ¢ and d is preserved.

Now, if we supposed instead that d was connected to c at the beginning, the result would be quite
different. Calling reverse on such a configuration would not preserve combness in general, and the points-
to analysis detects it, as shown in Figure 17. Combness of d is definitively lost at point 6 because ng is
reachable from two distinct positions in d. Notice that a technique which does not allow comparison of
container positions would fail to detect combness preservation: it would mix objects extracted from one
container with objects stored into the other and the result would be similar to Figure 17.

Eventually, if we supposed that ¢ was not a comb container at the beginning, the analysis would safely
discover that d is not a comb either in the end. As shown in Figure 18, element retrieval still leads to
materialization of an object node, but the new container edge is labeled with . Then, we lose disjointness
of positions accross iterations: the next element retrieval yields materializations from both n and ng. This
ends up with a container edge labeled ¢; # <5, i.e., one element possibly being attached at several positions
in container d.

6.2 Swapping Elements

Analysis is applied to a swap function; it shows the node naming scheme in action with non-primitive
directions.
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static void swap (Iterator i, Iterator j) {
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Figure 19: Points-to analysis for swap

We suppose that i and j are iterators attached to the same comb container,'®> but positions of i and j
are arbitrary. Analysis for swap is sketched in Figure 19. Point 3 demonstrate materialization from both
summary and object nodes. Combness of nig is lost at point 4 because ¢; and ¢; cannot be compared, but is
restored at point 5 thanks to the contextual knowledge captured by directions. Similarly to the destructively
reversed list in [18], this example exploits flow-sensitivity and context-aware naming of object nodes.

6.3 In-Place Container Rotation or Reversal

Adding a loop around the previous “swap core” makes things trickier: besides evolution of iterators, an
additional difficulty consists in keeping precise knowledge of possible container layouts while using summary
nodes. In-place container rotation and reversal are examples of such iterated swapping schemes. They
demonstrate three key analysis capabilities:

1. to handle several nodes with distinct history sets (but identical reference sets);
2. to avoid confusions between these nodes thanks to the direction abstraction;
3. and to allow iterative loss and restoration of combness.

Studying the container reversal example, which is very similar to container rotation, we automatically detect
combness preservation. We are not aware of any existing technique that achieves such precision on equivalent
pointer-chasing container implementations.

static void reverseInPlace (Container c) {

; Iterator i = c.first ();
3 Iterator j = c.last ();
4 while (i.isBefore (j)) {
5 Object a = i.get ()}

6 Object b = j.get ()

7 i.put (b);

8 j.put (a);

9 i.advance ();

10 j.retreat ();

11 ¥

(o)

We suppose that c is a comb container. Points-to analysis for reverseInPlace is sketched in Figure 20
(variable c is not represented). Combness of nig is lost and restored at each iteration, but eventually
preserved.

Notice that history sets are critical for the successful analysis of this example. Using the plain node
naming scheme proposed in [18], or using extensions like allocation sites and type properties, we would have
to merge nodes 12 and nP at the second iteration of point 5, as well as n%° and n% at the second iteration of

13Combness is actually the only required information: the case where iterators may possibly be attached to different containers
can be handled with two aditional object nodes n; and ni
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Figure 20: Points-to analysis for reverseInPlace

point 6. This would result in merging edges labeled with >; and <;>>;, yielding <;1>;111>5 = <1;. Therefore,
j.get () would conservatively materialize a node nZ:E from both n2 and n, with an edge labeled (o5 11 <13)o;

instead of ¢;05. This weakens the killing at the second iteration of point 7, and combness is eventually lost
at point 8.

6.4 Nested Traversals

Multiple traversals of containers of containers seem to be a very common template for many (sparse) linear
algebra kernels. We show that the analysis keeps a reasonable precision when dealing with summarized
container nodes. Here is an example with two nested loops traversing a list of lists.

static void nestedTraversals (Iterator i) {
while ('i.atEnd ()) {
List 1 = i.get Q;
Iterator j = l.first (Q;
while (!j.atEnd ()) {
Object o = j.get ();
j.put (o);

S U W N~
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j.advance ();
}
i.advance ();
}
}

— = © 00 =

0
1

To decide whether combness is preserved, we assume iterator i traverses a comb list of lists abstracted
by object n} and the two attached summary nodes n}; (abstraction for the second level lists) and ng. Full
combness of the structure is ensured by combness of edges between n} and n}, and between n}, and ng. The
points-to analysis’s main steps for nestedTraversals are sketched in Figure 21.
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Figure 21: Points-to analysis for nestedTraversals (main steps)

7 Aliasing and Combness

Most questions related with static properties of pointers may be solved using points-to graphs.
We overload notation — to denote the points-to relation itself (as opposed to points-to graph edges):

Yo,0' € N : o—>0’<d:e£>(EIfEFId:oLo’EE)\/(HdEDir:oﬁo’eC)

VveV,oe N: voolhy LoeR
The transitive closure of the points-to relation is denoted by —*:

def

Yo, e N: o—T o & Elol,. 0, EN:0—0, N0y —03A---Nop —0

WweV,oe N: v—T 0<:)301,...0k€N:v—>01/\01 — 09 AN+ Nog — o.

The following equation decides whether two variables are may-aliases (i.e., possible aliases); it is defined over
VxV:

MayAlias(v, w) &L (v=w)V(IoeN:v—o0Aw—o0).

INRIA



In some cases, reference sets in object nodes may help computing must-aliases, since a variable v ought to
refer some object abstracted by a node nif as soon as v € X:

MustAlias(v, w) PN (¥ eN:{v,w}Cc X V{v,w}nX=0).

Reachability is the reflexive and transitive closure of the points-to relation, it is defined over (V U N) x N:

Reach(o, 0') X =0 Vot
Connectivity is defined over (V U N) x (V U N). We take care of not considering paths which traverse

incompatible nodes:

def
Connect(o1,0}) <= 01 = 0
V (Jog,... 0,04, ... 0}y EN:0p =0k NOg — 02 N+ NOg_1 — 0 N0y — 0y A+ N0} — Ok

ANVISi<k1<i<K: Compat(oi,og,))).

Combness of individual connections is directly captured within points-to edges, but deciding combness of a
full container is more technical (see Figure 1 for a simple example) and several competing definitions exist.
A container object (resp. summary) node [ abstracts a comb container (resp. containers) if two distinct nodes
attached to ! may not be connected, if each node attached to [ is pointed by a comb edge, and if all outgoing
edges of nodes reachable from [ are also comb:

FullComb(l) €% (30,0’ € N, d € Dir : Reach(l,0) A 0 <% o/ € C' A ~Comb(d))

A —(Jo,0' € N,d,d € Dir: 1% 0eC Nl %L o' €C A Connect(o, o) A —Coincide(d, ')).

This definition of combness is very strong, because it relies on predicate Connect. A weaker definition is also
useful, it is called shallow combness and considers first level pointers only:

ShallowComb(l) <% —(30 € N,d € Dir: 1 % 0 € C A ~Comb(d)).
Combness and/or shallow combness are critical for many optimizations and (dependence) analyses. Some
applications have been discussed in another paper [22] and many other are left for future work.

8 Putting the Analysis to Work

Many important issues have not been covered by the previous formalization and algorithm.

8.1 Cost Improvements

A naming scheme based on sets may induce an exponential number of nodes, but this happens only when
many reference assignments are guarded with conditional expressions [18], and when many different iterator
variables are attached to the same container. Edges labels can also hold an exponential number of primitive
directions, especially when “flattening” directions. Still, it seems that container traversals associated with
common algorithms exhibit much regularity, and we believe the size of direction expressions is less likely to
grow large than the number of graph nodes.

Nevertheless, some approximations may be necessary to reduce the analysis worst case complexity: bound-
ing the number of nodes via k-limiting on variable sets [18] is one of these. One may also consider approximate
simplification rules for directions, either based on k-limiting or specific properties of direction operators. Such
heuristics are easy to implement and to prove.

Dealing with standard containers provides a novel and more evolved way to deal with complexity issues.
Roughly speaking, we propose a programmer-driven heuristic to switch between Chase-Wegman-Zadeck’s
efficiency [1]—fast but lacking precision on destructive updates—and Sagiv-Reps-Wilhelm’s expensive ma-
terialization capabilities—with potentially exponential complexity. Growing variable sets on variable assign-
ments is indeed critical for destructive updating of recursive structures: it enables killing on assignments of
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the form v.f = w and on delete() or put() calls. But assuming that typed containers are used, one may
choose to precisely kill container edges only. Then, variables would be added to reference and history sets for
the get () method only. This heuristic dramatically reduces points-to graph growth while preserving a good
precision. Compared to traditional cost-reduction heuristics which consider all pointers equally important,
higher-level objects guide the compiler into more customizable behavior. Our technique unveils practical
benefits of high-level (object-oriented) descriptions for static analysis and optimization.

8.2 Precision Improvements

One important feature of [18] has been left out of this presentation because it was of little use in the context
of typed container structures, assuming that recursive pointer dereference will be much less frequent. The
sharing property captures whether an object abstracted by a summary node may be targeted by two separate
pointers or not. It is critical for precise materialization from summary nodes with “looping edges” and for
shape classification (e.g., acyclic lists, trees, acyclic graphs, cyclic lists, and cyclic graphs). Sagiv and al.
define a node predicate named is_ shared to capture sharing properties [18]: if is_shared(n) = false then
a single concrete object abstracted by n at a given run-time instance may only be pointed through one
incoming points-to edge. Predicate is_shared has also been extended to avoid confusing multiple fields [4].
Improving our analysis along these lines raises no fundamental problem but makes transformers difficult to
understand and does not seem necessary for programs with explicit containers.

Finally, since we used no allocation point in the node naming scheme, an intermediate representation in
Static Single Assignment (SSA) [6] would be preferred for the best precision.

9 Related Work

There are several methods addressing the shape and/or alias analysis problems. Some of them are based on
program annotations, as in Hendren, Hummel and Nicolau [12]. Other methods approximate access paths
induced by pointers to capture may-alias pairs, like Landi, Ryder and Zhang [16] or Deutsch [8]; Hendren
and Nicolau use path matrices [13] to classify data structure shapes.

Analyses closer to our work use points-to graphs to capture more general kinds of data structure prop-
erties. Some of these are store-based—they use allocation sites to name graph—including Chase, Wegman
and Zadeck [1] or Jones and Muchnick [14]. The latter uses multiple graphs per program point to cover
all possible pointer configurations. Other schemes use k-limiting to bound the number of nodes, including
Larus and Hilfinger [17], but usually suffer from exponential growth of the graph size.

Our work is based on Sagiv, Reps and Wilhelm store-less shape graphs and variable set node naming
[18]. It still has a worst case exponential number of nodes but this only happens in tricky conditional pointer
assignments. This naming covers multiple pointer configurations in a single graph and capture must-points-to
properties for stack variables, critical for precise handling of destructive updating. We extended the naming
with history sets to improve separation of incompatible pointer configurations in summary nodes. Sagiv,
Reps and Wilhelm also introduced the node materialization scheme to “extract” objects from summary nodes.
We generalized it to materialization from object nodes (for get () operations) allowing simultaneous coverage
of multiple container configurations. We showed in Section 8.1 that dealing with explicit container types
allowed further reduction of analysis complexity, compared to equivalent pointer-chasing implementations.

Corbera, Asenjo and Zapata [4] proposed additional improvements to shape graphs for the purpose of
dependence analysis. Sagiv, Reps and Wilhelm even proposed a general parametric shape analysis framework
[20] to enable systematic and safe extensions with so-called instrumentation predicates. But some of our
extensions cannot be expressed using instrumentation predicates, e.g., materialization at get (). Most of
these improvements are compatible and independent from our node naming and container-specific features;
they could be useful for further precision and/or cost improvements.

Finally, our experiments established that converting container code to pointer-chasing syntax may dra-
matically decrease precision; extensions proposed in [18, 4, 20] are of little help, especially in the case of
multiple simultaneous container traversals. Other precise techniques like Deutsch’s symbolic access paths
[8] (based on Parikh mappings and regular expression decompositions) would also fail for lack of absolute
naming of iterator positions.
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10 Conclusion and Future Work

As programmers look forward to apply object-oriented design models in high-performance applications,
compilers have to rely on higher level analyses and optimizations. Pointer analysis for container-centric
applications is one of these, and we showed the benefit of using standard libraries and toolkits when exploiting
abstract semantics of container and iterator methods. As a tradeoff between efficiency and precision, we
proposed natural extensions to previous successful works, introducing combness and dedicated points-to
graphs with iterator information.

Theoretical and experimental results confirm the design choices and applicability of our technique. Much
work is left for further studies, including complete characterization and proof in abstract interpretation,
context-sensitive and modular interprocedural extensions, and evolution of the prototype into a larger com-
piler infrastructure for real-sized experiments.

It would also be profitable to consider iterator interactions in a more evolved framework: current analysis
is rather conservative in the case of iterator cloning. Comparing container positions could involve expressive
abstractions such as Presburger arithmetics, especially for arrays [22]. Such approaches seem promising ways
to further improve precision; the drawbacks being complexity and serious difficulties to handle structural
updates like dynamic insertions and deletions.
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Appendix
A Working With Directions

One may easily check the following orderings on direction expressions.
d'"Cdnd Cdud GCdCTd T

In addition, d C * if and only if v(d) holds only injective mappings.
Here are the most important simplifications on direction expressions, according to equivalence relation
= (proofs of non-trivial results are provided in Section B.2).
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e For a given iterator i, primitive direction ¢; only abstracts mappings whose domain is a singleton.
This constraint induces strong simplifying properties:

of CiHO] = 05 110; = O (3)

vd,d' € Dir: z d) # (<>i d) = (<>i ~d)n(og-d). (4)

e Primitive directions of an iterator i partition the set of comb connections: they are ezclusive with
respect to operator - and composing them with 1 yields all comb connections (or all connections when
applying unary operator ).

0j <y = 03 = 030Dy = 00D = <oy =y =< = =0

<Qinognt; = % (Qinoinpy)" = "

As aresult, d- (<3 11>;)" abstract every connection in v(d) whose domain does not contain the current

position of i:
Y(d- (Qun>1)") ={(,v) € v(d) [ v(1) ¢ Domain(u)}.

e Direction @ is the zero of - and the neutral element of 1 and #: a1 = an@ = a and a-@ = &. Conversely,
direction *" is the neutral element of - and the zero of 1 and #: a- " =a and a1 *" = an " = "

e Unary operator # is idempotent;:
Vd € Dir: (d")" = d".
It is not the case of binary operator .

e Remember - and 11 are the meet and join operators in Dir. Therefore, considering b C a, a - b = b and
a b = a. In particular, - and 1 are idempotent.

e A weaker property holds for binary operator «. It states that unary operator « is equivalent to iterated
application of its binary counterpart.

Vd € Dir : UdeH"-Hd = d" (5)

n>1 n

o QOccurrences of 11 can be replaced by «# under unary operator :

Va,b € Dir: (anb)" = (anb)". (6)

¢ Combness propagates through operator -
Va,b,c € Dir: Comb(a) = a-(brc) = a-(buc). (7

As a result, d is a comb direction if and only if it can be expressed without operator # (neither binary
nor unary versions). An inductive application of (7) gives a linear-time algorithm to check any direction
expression for combness.

The four operators on directions have distributive and partial distributive properties (proofs in Sec-

tion B.3).
a-(buec)=(a-b)n(a-c) an(b-c)=(anb) (anc)
a-(bne)=(a-b)n(a-c) an(b-c)=(anb) (anc)
an(brc)C (anb)wn(anc) an(binc)=(anb)n(anc)
(a-b)"=a"-b" (anb)" =a"nb"

Distributivity properties of - and n (resp. #) are similar to those for logical operators: the lattice of
directions is actually distributive. Moreover, (6) states that (a 1 b)" can be simplified into (a « b)". For
implementation and theoretical purposes, this may lead to the definition of normal forms for directions. We
will only use the weaker “flattening” result, however.
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Theorem 3 Any direction d can be written as an equivalent expression where - only operates on primitive
directions ¢1, <i, I>1, and their unary « counterparts <% and > (for all iterators i), where n operates on
such --factors, and where 1 operates on such n-terms.

Let us end this section with distributivity properties for o and . By definition, y is distributive over
the meet operator of each lattice. Monotonicity only yields a partial result for «a:

Vd,d' € Dir : y(d - d') = 7(d) N y(d')
YC,C" C Conn : a(C N C") T a(C) - a(C).

Conversely, « is distributive over the join operator of each lattice (this is proven in Section B.5). Monotonicity
only yields a partial result for ~:

vC,C" C Conn: a(CUC) =a(C)na(C)
Vd,d' € Dir: y(dud') 2 y(d) U~(d)

B Abstract Interpretation Proofs

Two simple properties of + are used in the proofs.

Lemma 2 In the definitions of v(ene’) and y(ene’), one may choose p. and pl, with disjoint domains
without lack of generality.

Lemma 3 If (u,v) belongs to y(e) and pu/p is the restriction of p to a set P of positions (possibly empty),
then (1, p,v) also belongs to ~(e).

B.1 Combness and Comparison

We first review combness properties. All primitive directions abstract only connections (u,v) where p is
injective; y(d - d') holds only injective mappings p if and only if v(d) and/or v(d’) do. The disjoint range
condition in ~y(d 1 d’) ensures that it holds injective mappings p when both ~v(d) and ~(d’') do, and the
condition is also necessary.

Abstract interpretation allows us to give a direct definition of Coincide and Disjoint. It is easy to check
that the following equations are equivalent to the inductive definition in Section 3.1.

Coincide(d,d’) <= V(u,v) € y(d),(1',v) € v(d') : Domain(x) C Domain(y') V Domain(u') C Domain(u)
Disjoint(d,d') <= Y(u,v) € y(d), (i, v) € ¥(d") : Domain(x) N Domain(y') = &.

Then, it is easy to see that Coincide(d, d’) is equivalent to d 1 d’ C o; for some iterator i, and Disjoint(d, d’)
is equivalent to d - d' = @

Remember that coincident directions abstract connections whose domain is either empty or a singleton.
This is implied by Lemma 3: 1 and p/ with empty or singleton domains are the only kind of mapping which
satisfy the definition of Coincide.

B.2 Simplifications

e Equivalence of * and <1; 1105 11 >;.

Y(<snosn>g) = {(p,v) € Conn | Hul,ug,ug : Injective(p1) A Injective(us)

A (¥p € Domain(p) : u(p) € {pu1(p), u2(p), 3(p)})
A (Vp € Domain(u1) : p < v(i))

A Domain(ug) = {v(i)}

A (Vp € Domain(pus) : p > v(i))

A Range(u1) N Range(us) =

A Range(u2) N Range(us) = @

A Range(y11) N Range(us) = @'}
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Thus, the three mappings p1, p2, 13 are required to have disjoint domains, to be injective, and to have
disjoint ranges. This is equivalent to p being injective itself:

Y(<snosn>g) = {(p,v) € Conn : Injective(y) }.

e Iterated application of operator #. Let (u,v) € y(d").
i’ : Domain(p') = Domain(p) A (u',v) € v(d).
Therefore, applying Lemma 3,

Vp € Domain(u), Ipip = p1(p) = pp(p) A (pip, v) € (d).

Calling n the cardinal of Domain(pu),
() 1<k<n (Vp € Domain(p),31 <k <n:pu(p) = ,uk(p)) A (Vl <k<n:(u,v)€ v(d)),

hence (u,v) € 7(Un21 dadw--- Hd). The reciprocal is straightforward.

n

B.3 Distributivity and Partial Distributivity
Let a, b and ¢ be any directions. We first prove that a - (bxc) = (a-b)#(a-c).

(n,v) €v(a-(bne)) <= 3y, pie: (Vp € Domain(u) : u(p) € {ps(p), p1e(p)})
A (rv) € y(a) A (py,v) € 7(b) A (e, v) € ¥(c)
< (3, pte : (¥p € Domain(u) : u(p) € {ps(p), p1e(p)})
A (p,v) € (@) Ny (b) A (ptesv) € y(a) Ny(c)
= (mv)eqv((a-b)x(a-c)).
We prove that a+ (b-c) = (anb) - (anc). Let (p,v) € y(an (b-c)). There are mappings p1, and ppe such
that
(Vp € Domain(u) : u(p) € {a(p); poe(P)) A (ttasv) € (@) A (s € 7(b) N (€)).

Mappings p, and pp,. satisfy both conditions of anb and anc, thus (u,v) € v((axd) - (anc)). Conversely, if
(1, v) € v((anb) - (anc)), there are mappings fap, fac, Hb, and g such that

(Vp € Domain(u) : u(p) € {pan(p), o)} A 1(p) € {ac(p); pe(p)})
A (pa,v) € v(a) A (g, v) € v(a") A (uy € (b)) A (ke € 7(e)).

We can build 4, such that pq(p) = pab(p) when pu(p) = pap(p) and pa(p) = fac(p) when p(p) = pac(p), and
we then replace both ., and p4. in the previous result:

(Vp € Domain(u) : u(p) € {pa(p), us(p)} A 11(p) € {pa(p), pe(p)})
A (pa,v) € v(a) A (uy € ¥(b)) A (e € 7(c)).

Now, when pu(p) differs from p,(p), it has to be equal to both u;(p) and p.(p). We may thus build a mapping
Upe such that

(Vp € Domain(u) : u(p) € {pta(p), toe(P)}) A (ta,v) € (@) A (upe € ¥(b) N7(c)),
hence (u,v) € y(an (b-c)).

Proofs for mutual distributivity between - and 11 are likewise: the dijoint ranges condition does not
interfere with the former reasoning.
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We prove that a i (brc) C (anb)n(anc). Let (u,v) € y(an (brc)). There are mappings p, and pp, and
e such that

(Vp € Domain(u) : pu(p) € {1a(p); 16 (P); 11e(P)}) A (Hayv) € Y(a) A (pa,v) € Y(B) A (paes v) € ()
A Range(pq) N (Range(uy) U Range(p.)) = 2.

Since Range(u,) N (Range(uy) U Range(i.)) = (Range(ua) N Range(uy)) U (Range(u,) N Range(u.)), it shows
that (i, v) € y((and)n(anc)).

We eventually prove that a+ (bic) = (anb)(anc). Let (u,v) € y(anb)n(anc)). There are mappings
Habs Macs o and e such that

(Vp € Domain(u) : 1(p) € {1tab(p); ttac(p), o (), 1e(P)}) A (Hab, v) € Y(a) A (ftac, V) € y(a)
A (i, v) € ¥(D) A (pe, v) € y(c) A (Range(uap) U Range(up)) N (Range(piac) U Range(uc)) = @.

We can build 4, such that pq(p) = pes(p) when pu(p) = prab(p) and o (p) = frac(p) when u(p) = pac(p), and
we then replace both u., and p,. in the previous result:

(Vp € Domain() : u(p) € {pta(p), (D), t1e(P)}) A (parv) € Y(a) A (p,v) € (b) A (pre; v) € ¥(c)
A (Range(pq) U Range(p)) N (Range(iq) U Range(u.)) = 2.

It shows that (u,v) € y(a+ (buc)). Conversely, let (u,v) € v(an (bic)). There are mappings 1, and pp and
e such that

(Vp € Domain(u) : u(p) € {pta(p); (D), 1e(P)}) A (ptas v) € Y(a) A (pa, v) € ¥(b) A (pre; v) € ¥(c)
A Range(u,) N Range(u.) = 2.

Let pigp (resp. fiqc) be the restriction of g to positions p where p,(p) ¢ Range(p.) (resp. pq(p) ¢ Range(us)).
Since Range(up) N Range(u.) = (Range(uaqy) U Range(up)) N (Range(qc) U Range(e)), (i, v) € v(an (biic)).

B.4 Lattice Completeness

First of all, we prove completeness for the meet operator. Let e be a flat expression associated with some
direction d (see Theorem 3). If the unary mix operator is not used in e, any descending chain starting from
e is finite: it traverses sub-expressions (without unary mix operators) only. Now, consider an expression e
with unary mix operators. If there is an infinite descending chain starting form e, (5) combined with the
previous result enforces that there is an expression €’ in that chain with less occurrences of the unary mix
operator. An induction on the number of occurrences of the unary mix operator yields a contradication.
This proves that every descending chain is finite. Therefore, Dir is a complete meet semi-lattice.

Eventully, Theorem 2.16 in [7] shows that Dir is a complete lattice, because it also has a top element ().

B.5 Galois Connection

Let us prove (2). Consider a set C € Conn, and call d = a(C). For all ¢ € C, definition of « enforces that
a(c) C d, and then ¢ € y(d) by monotonicity of ~.

Conversely, considering a direction d, there is a direction d’ such that a(y(d)) =C d. Monotonicity
of v yields y(a(v(d))) € ~(d). But considering C' = ~(d) in the result of the previous paragraph yields
~v(d) C y(a(y(d))). Therefore v(d) = v(a(vy(d))). Injectivity of v terminates the proof.

Eventually, let us prove that « is distributive over the join operator of each lattice. Consider two sets
of connections C' and C’. Monotonicity ensures that o(C' U C")) C «(C) na(C’). Conversely, let (u,v) €
¥(a(C) na(C”)), and consider u1, uo such that Vp € Domain(u) : u(p) € {u1(p), p2(p)}, (11,v) € v(a(C)),
(u2,v) € v(a(C")), and Range(u1) N Range(ps) = @. Using monotonicity again, both (u1,v) and (us,v)
belong to y(a(C U C")). Moreover, 11 and us can be choosen with disjoint domains (from Lemma 2). Since
w1 and ug also have disjoint ranges, a simple inductive reasoning on direction expressions shows that (u, /)
also belongs to v(a(C U C")). Therefore, v(a(C) n1a(C")) C v(a(C U C")), which concludes the proof.
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B.6 Local Safety

We prove that transfer functions of iterator and container related operations are safe with respect to container
connections. This proof relies on the hypothesis that other parts of the analysis—not related to container
edges—are correct.

Let (u,v) be a connection between a container abstracted by a node ! and objects abstracted by a node

o. Consider a container edge ! < 6 in a points-to graph G, such that (u,v) € v(d). When Domain(y) = @,
there might be no such edge, but we do as if there was one labeled with d = &. Consider an operation whose
concrete and abstract transfer functions are 7 and 7%, respectively. We show that a(7(u,v)) C 7¢(a(p, v))
for methods first(), last(), advance(), retreat(), delete(), insert(), put (), and get ().

i=1.first() (i=1.last()). We first consider a container 1 which is not abstracted by node ! (the source

.

.

v

.delete(). From the concrete semantics of delete(), 7(u,v)

of the container edge). Concrete transfer function 7 is defined as 7(u,v) = (u,v’) where /(i) is
undefined and v/(j) = v/(j) for all j # i. Moreover, 7* replaces primitive directions of i with *, hence
a(p,v') E 7H(a( ') = r(alp, v)).

If 1 is abstracted by node I, 7(u,v) = (u,v"’) where /(i) = 0 (instead of being undefined) and
V'(j) = v(j) for all j # i. Because the former definition of v/ is the restriction of v’/ to a smaller set
of iterators, one has a(u, ") C a(u,v') C 78 (a(u, v)).

.advance() (retreat()). Concrete semantics of advance() states that 7(u,v) = (u,v’) where /(1)

v(i)+1and v/ (j) = v(j) for all j # i. Therefore (p, V') € y(a(u, v)[<i /o1, */t>1]), hence a(T(p, v)) ;
™ (a(p, v)).

= (¢/,v) where p/'(v(1) is undefined and
1 (p) = p(p) for all p # v(i). As aresult, (1, v) € y(<f n>1), hence a(r(u,v)) C alp,v) - (<fn>]) =
a(p,v)).

.insert(v). We suppose that variable v references the n-th object created during program execution.

From the concrete semantics of insert (), 7(u,v) = (¢, v) where p/(v(i+1) =n, u'(p) = p(p) for all
p <v(i), and p/(p+ 1) = p(p) for all p > v(i). Of course, (u,v) belongs to y(a(p, v) n>;1) as well as

(1", v) where 1 is the restriction of i’ to {v(1)+1}. Therefore, a(7(u,v)) C a(p, v)u>T = 78 (ap, v)).

.put (v). Consider the first rule in the transfer function, where the container edge points to a node o’ which

does not abstract the object referenced by v. Then, the concrete semantics of put() coincides with
this of delete().

The next two rules are very similar to the insert() method. We suppose again that variable v
references the n-th object created during program execution: 7(u,v) = (', v) where p/(v(i) = n and
1 (p) = p(p) for all p # v(i). Then, (i, v) belongs to y(a(u,v)no;) as well as (u”’, v), where p” is the
restriction of y’ to {v(i)}. Notice a(u,v) = @ in the second rule and «(p,v) = d in the third one.
Thus, in both cases, a(u, v) no; = 78 (a(, v)).

Remains the fourth rule, where o, the edge’s target, abstracts the object referenced by v, and where
o; € d (i.e., o; appears in every expression of d). The transfer function is 7#(d) = d (d - o;). Once
again, 7(u,v) = (1, v) where p/(v(i)) = n is the creation number associated with the single object
abstracted by object node o, and u/(p) = u(p) for all p # v(i). From Lemma 1 (proven at the end of
this section), there is a connection (u;, ) € v(d) associated with a real execution of the program which
satisfies Domain(u;) = {v(i)}. Of course, p; can be choosen such that p; (v(i)) = n. This shows that
1/ is partitionned into a mapping u;, and a mapping u”, defined as the restriction of u to positions
p # v(i). These two mappings have disjoint domains but their ranges may actually intersect. If they
do not intersect, it means that p” has empty domain, because there is only one object abstracted by the
target node; hence /' = p” and (¢/,v) € v(d). On the contrary, (u”,v) € v(d) and (usi,v) € v(d - 04),
thus (1, v) € y(d+ (d - o). Finally, a(7(u,v)) = a(p',v) T du(d- o) = 74(d).

i.get (). The first rule (after strong nullification) does not interfere with container edges.

Consider the edge created after materialization in the second and third rules. These rules only differ
in the replacement of d by d - ¢; when d is a comb direction. The materialized container edge targets
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an object node o = ngagi, and we call n the single object abstracted by o. From the concrete

semantics of get(), 7(u,v) = (u/,v) where p' is the restriction of p to {p : u(p) = p(v(i))}. Of
course, having 7¢(d) = d in the non-comb case is safe, because Domain(;’) C Domain(y) and thus
a(y',v) C a(p, v). On the other hand, suppose that d is a comb direction. This ensures injectivity of
u, hence u(p) = v(i) = p = v(i). Therefore, the domain of u’ is the singleton {v(i)}. Finally, we
have (1/,v) € y(d) and (i, v) € y(o1), hence a(7(i,v)) T a(i, v) - o; = 7% (a(p, v)).

This section ends with the proof of Lemma 1. We follow the inductive definition of direction expressions,
using operators -, 11 and .

First of all, any connection (p,v) such that Domain(u) = {v(i)} is abstracted by ©; 1 d and ©; # d.
Moreover, (u,v) € v(d) = (u,v) € v(d"). Eventually, consider a direction of the form ¢; - d. As noticed
in Section 5.4.3, only two rules—in the transfer functions for get() and put ()—build directions of the
form o; - d. Other graph transformations, including join at control-flow merge points, do not build such
directions. Consider a container edge labeled ¢; - d at a program point p following a call to get () or put ().
Let (4/,v) € v(o1 - d) be a connection associated with a real execution of the program, i.e., in the collecting
semantics at p. From the construction of y’ in the previous safety proofs, v(i) belongs to Domain(u').
Lemma 3 terminates the proof.

B.7 Merging Edges

We now prove Theorem 2. Let G = (V,N,R,E,C) and G' = (V/,R',N',E’,C") be two points-to graphs
associated with adjacent incoming control-flow edges. Supposing that G and G’ are conservative approxima-
tions of points-to relations, it must be proven that G’ = (V/, R", N”,E" ,C") = GUG’ is still a conservative
approximation for all paths leading to the merge point through the chosen incoming control-flow edges.

The case of variables, objects and their connections is straightforward, since V' =V UV’, N” = NUN’,
R’'"=RUR and " = FUFE'.

Let us prove that C”" = C'U" C’ is a conservative approximation of container connections after the merge
point. Considering in turn conditionals and loops, we show that ¢’ = | dud, o abstracts every connection

previously abstracted by either e =1 % o€ Core =1 % 0€ C'.

e Exclusion rules on conditionals (with or without else case, and arbitrary switch constructs) only
allows a single execution path to be valid for a given instance of the merge point during execution.
Choosing d 1 d’ is thus safe.

e Loops induce two merge points: we consider a given run-time instance of either the exit point or the
iteration point. Let (u,v) € vy(d) and (¢, v) € v(d') be two configurations abstracted by e and ¢’, for
this precise run-time instance. Monotonicity properties of the iterative analysis enforce that u C u’ or
i1 C p, i-e., the domain of one mapping includes the other and both mappings coincide on the smaller
domain. As a result, joining p and p’ into a new mapping p” yields either p// = por p”” = /. The
mapping p” from the configuration (1", 1") € vy(e”) at the same run-time instance is thus partitioned
into p/ \ p and p \ ' with disjoint ranges (one of them is empty). Hence (u”,v") € v(dud').

This concludes the proof, conditionals and loops being the only cases of merge points (no gotos).
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