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Abstract: In order to execute high performance applications on a cluster, it is highly
desirable to provide distributed services that globally manage physical resources distributed
over the cluster nodes. However, as a distributed service may use resources located on differ-
ent nodes, it becomes sensitive to changes in the cluster configuration due to node addition,
reboot or failure. In this paper, we propose a generic service performing dynamic resource
management in a cluster in order to provide distributed services with high availability and
scalability. This service has been implemented in Gobelins cluster operating system. The
dynamic resource management service we propose makes node addition and reboot nearly
transparent to all distributed services of Gobelins and, as a consequence, fully transparent
to applications. In the event of a node failure, applications using resources located on the
failed node need to be restarted from a previously saved checkpoint but the availability of
the cluster operating system is guaranteed, provided that its distributed services implement
reconfiguration features.

Key-words:  Cluster, distributed system, resource management, high-availability, fault-
tolerance.
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Gestion dynamique de ressource dans un cluster pour le
passage a ’échelle et la haute disponibilité

Résumé : Dans le but d’exécuter des applications & hautes performances sur une grappe
de calculateurs, il est fortement souhaité de disposer d’un ensemble de services distribués
capable de gérer les ressources physiques distribuées a travers les différents nceuds de la
grappe. Cependant, un service distribué peut exploiter des ressources physiquement situées
sur des noeuds distincts. Ce service est donc dépendant des changements de configuration de
la grappe de calculateurs suite & un ajout, retrait ou défaillance d’un noeud. Dans cet article,
nous proposons un service générique offrant une gestion dynamique des ressources d’une
grappe dans le but d’offrir des services répartis hautement disponible et passant facilement
a l’échelle. Ce service est réalisé dans le systéme d’exploitation pour grappe Gobelins. La
gestion dynamique des ressources que nous proposons rend l’ajout ou le retrait de noeud
pratiquement transparent & tous les services distribués de Gobelins et par conséquent &
toutes les applications. Dans le cas de la défaillance d’un nceud, les applications exploitant
des ressources présentes sur le nceud défaillant doivent étre redémarrer depuis un point
de reprise précédemment effectué, mais la haute-disponibilité du systéme est garanti, en
supposant que les services distribués fournissent les outils de reconfiguration necessaires.

Mots-clé : Grappe de calculateurs, systéme distribué, gestion de ressource, haute-
disponibilité, tolérance aux fautes
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1 Introduction

To efficiently execute high performance applications, cluster operating systems must offer
some global resource management services as for example a remote paging system[8], a
system of cooperative file caches[11] or a global scheduler[1]. As another example, a cluster
OS may offer a Distributed Shared Memory[7, 5] service to support applications based on the
shared memory paradigm. A cluster OS can be defined as a set of distributed services. Due
to its distributed nature, the high-availability of such an operating system is not guaranteed
when a node fails. Moreover, a node addition or shutdown should be done without stopping
the cluster and its running applications.

In this paper, we propose a dynamic resource management service whose main goal is to
hide any kind of change (node addition, eviction or failure) in the cluster configuration to
the OS distributed services and to the applications.

This work takes place in the framework of the design and implementation of Gobelins
cluster OS. Gobelins is a single system image OS which aims at offering the vision of an
SMP machine to programmers. Gobelins implements a set of distributed services for the
global management of memory, processor and disk resources. Our generic dynamic resource
management service has been experimented with the global memory management service (a
Distributed Shared Memory)[10] of Gobelins for node addition and eviction.

The remainder of this paper is organized as follows. In the next section we introduce
the model of the distributed services considered in this paper and present our assumptions.
In Section 3 we describe the proposed dynamic resource management service and show how
it fits in Gobelins OS architecture. Section 4 provides some details related to the service
implementation and presents experimental results. Section 5 presents related works and we
conclude in Section 6.

2 Model of System and Assumptions

We consider in this paper a cluster OS as a set of distributed services. Each service provides
global management for one kind of physical resource. For example, a cluster OS may offer
a DSM service, providing a form of global memory management[9] or a Parallel File System
[4] which provides global disk management.

2.1 Model of a Distributed Service

In this section, we propose a general model of a distributed service, part of a cluster operating
system. Gobelins OS distributed services conform to this model. We take the example of a
distributed shared memory to illustrate this model.

The cluster is composed of a set of N nodes numbered from 0 to NV —1. Let us consider a
service S, in charge of the management of a set of physical resources of type R to implement
an operating system abstraction A. For example, a DSM system manages a set of page
frames in physical memory to implement the virtual page abstraction.

RR n°4347



4 Pascal Gallard, Christine Morin, Renaud Lottioux

Each node i of the cluster may have local instances of the physical resource. Instances of
resource R on node ¢ are managed by a local server L; which is also in charge of processing
requests sent by remote nodes and related to the local resources. In the DSM example, a
page server is a local server. It responds to page invalidation or page requests.

In a distributed system, global information is associated with each instance of an ab-
straction. This information may contain the identity of nodes that are concerned by the
implementation of the abstraction on top of the physical resources. Global information
is kept in a directory indexed with the abstraction instance number. Directory informa-
tion changes over time as responsibility of nodes regarding the management of a particular
abstraction changes. There are several ways to manage the directory of a given service:

1. In a centralized approach, a node i is in charge of maintaining the whole directory; a
drawback of this approach is that node ¢ may become a bottleneck as it is contacted
each time a node needs to access global information.

2. In an approach based on redundancy, the directory is replicated on all nodes. The
drawback of this approach is that updating global information is very expensive as all
copies of the directory need to be kept consistent.

3. In a distributed approach, each node is in charge of maintaining a subset of the direc-
tory.

The node in charge of a particular directory entry is generally statically defined. This
approach does not suffer from the drawbacks of the two previous approaches. In our model,
we consider a distributed approach. Each node hosts a manager which is a process in charge
of managing directory information.

For example, in a DSM system, the owner of a page is the node that has a copy of
the page in a local page frame and is the last one to have written the page. A directory
maintains for each virtual page the identity of its current owner as the owner of a given page
may change over time. Manager of virtual page j can be defined statically as being node
j mod N.

Node 1

Pages Pages
Manager Server
Client k

h——
®

Node3 |

MF;?; g;g\: A

Figure 1: Ezample of a distributed service

INRIA



Dynamic Resource Management in a Cluster for Scalability and High-Availability 5

In a cluster formed by three nodes (see Figure 1), let us assume that a client process,
running on Node 1, makes a read request on a missing page p. In order to obtain a copy
of p, Node 1 must locate the manager of p and send it the read request. Node 2 which is p
manager forwards the request to Node 3 that stores the requested page. The local server of
Node 3 completes the request and sends the page to Node 1.

2.2 Assumptions

We call configuration the set of active nodes in the cluster. A node is considered to be active
if it has not been detected failed by other active nodes and is not currently being added to
or evicted from the cluster. The system is said to be in stable state when no configuration
change is being processed. For the sake of clarity, we assume that only one modification in
the cluster configuration (a node addition, eviction or failure) may occur at any time. In this
context, we assume that a configuration change only happens when the system is in stable
state. Thus a node failure cannot happen when the cluster OS is processing a node addition
or eviction. We assume that the network is never partitioned, as a network partition would
lead to the failure of several nodes at the same time.

We assume that the communication system guarantees that there is no message lost or
duplicated messages and that messages are delivered in the order they are sent. Moreover,
we assume that messages are not altered during transmission.

2.3 Impact of a Cluster Configuration Change on a Distributed
Service

Let us now describe what the impact of a node addition, eviction or failure is on a distributed
service.

2.3.1 Node addition

All the cluster nodes must be informed that a new node is added in order to be able to
communicate with it. On the other side, the new node must learn the current configuration
of cluster. A new node provides additional physical resources in the cluster. Therefore, a
new local server must be created on the added node. This node may also participate to
the global management of the service. In this case a new manager needs to be created.
Managers executing on other nodes must be informed of the addition of a new node in order
to send it part of the directory. When the node addition processing is completed, all active
nodes of the cluster must have the same view of the cluster configuration.

2.3.2 Node eviction

When a node is shut down, there is less physical resources in the cluster. The corresponding
local server is stopped. In this context, the cluster OS must stop the usage of these resources
and nodes must stop to send messages to the evicted local server. Moreover, part of the
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6 Pascal Gallard, Christine Morin, Renaud Lottioux

directory may be stored in the node shutting down. So these directory entries must be
migrated onto one or several other nodes. In order to balance the load of managing directory
entries on all managers, it may be useful to compute a new directory distribution function.
The clients requests need to be transmitted to the right manager despite the migration of
some directory entries. As the set of physical resources implementing a virtual resource may
change when a node eviction happens, some directory entries must be updated to reflect
the new way a virtual resource is implemented. Finally, if processes are executing on the
stopping node, they must be migrated onto other active nodes. As for a node addition, the
node leaving the cluster must inform other nodes in order that all remaining active nodes
have the same view of the new cluster configuration.

2.3.3 Node Failure

A main difference between a node failure and the two previous situations is that a failing
node cannot notify other nodes of its failure. So it is necessary that all active cluster nodes
detect a node failure before any recovery action. When a node failure occurs, the cluster
loses the local resources of the failed node, a manager and the directory entries it was
managing. The directory information on some nodes may not be valid anymore, and has to
be reconstructed during recovery. Processes executing on the failed node are lost and should
be restarted from a checkpoint after recovery, if any exists. Moreover, some messages sent
to the failed node cannot reach their destination.

3 Dynamic Resource Management

In this section, we present a generic dynamic resource management service that makes
changes in the cluster configuration nearly transparent to the OS distributed services.

Node addition and shutdown are made completely transparent to the applications as-
suming that a process migration mechanism is provided. A node failure is also transparent
for checkpointed applications.

3.1 Design of a Dynamic Resource Management Service

Our goal is to design a layer in the cluster OS, that we call adaptation layer, which is in
charge of managing configuration changes in the cluster and to trigger reconfiguration of
distributed services when needed (for example, after detection of a node failure). In the
proposed architecture, the OS distributed services rely on the adaptation layer which is
based on the cluster communication system (Figure 2). The adaptation layer is designed to
make reconfiguration changes transparent to any kind of distributed service.

The way distributed services are programmed is unchanged. A generic interface has been
defined between distributed services and the adaptation layer. In addition we want to have
a generic protocol to handle any kind of configuration change in a cluster. We do not want
to design as many different mechanisms as particular changes in the cluster configuration.

INRIA



Dynamic Resource Management in a Cluster for Scalability and High-Availability 7

The adaptation layer is in charge of the following tasks:

1. implementing a protocol for a node to inform other nodes that it is added or shut
down,

detecting node failures,
providing a consistent view of the cluster configuration,

coordinating the protocol to deal with a cluster configuration change,

otk N

computing a distribution function that keeps the directory entries management bal-
anced between managers,

6. locating the manager of a particular entry of the directory (with a locator),

7. dealing with migration of directory entries when a configuration change happens.

‘ Distributed
Service 2

Distributed
Distributed Service 1
Services

Network of
Nodes

Communication Communication

‘ Physical Network ‘

Node 0 Node 1
Figure 2: Dynamic architecture model

The adaptation layer must be as independent as possible from a specific service. However,
directory entries management is obviously performed by the related distributed service. We
need to have some generic operations like acknowledgement, and specific operations for each
service. Moreover, when a change occurs in the configuration all services need to perform
some reconfiguration. In this way, for each service similar operations is needed at the same
time.

A distributed service can use the adaptation layer after a registering step. The specific
functions are declared during this registering.

This is the main reason why we split the adaptation layer into two parts. First, a global
mechanism defines some generic operations inside the adaptation layer. Specific service tasks
is provided by a plug-ins system.

One important task to be performed when a configuration change occurred is the migra-
tion of directory entries. In the adaptation layer the directory entries migration is performed
in four parts (Figure 3) during an adaptation period. Each step may call a specific service
function (provided by the plug-ins system).
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In

Migration | Adaptation
) Rx

Before In .
Adaptation Adafln_iallon :
X

Ack -
After
Adaptation

Figure 3: Adaptation model

3.1.1 Before migration

The adaptation layer prepares the migration of directory information. This stage happens
before updating the locator.

3.1.2 Sending out

The locator is assumed updated. For each services, the directory entries that must change
manager are migrated to the corresponding nodes. A general acknowledgement sent to all
nodes notices the end of this emission step.

3.1.3 Receiver

This step is the counterpart of the previous one. Directory entries are received by nodes
and prepared to be merged with the set (that may be empty on an added node) of local
directory entries of the receiving node. Acknowledgements are checked.

3.1.4 After migration

When all the acknowledgements are received, each node builds its local part of the directory
by merging its remaining entries and the received entries. At the end of this step, the
directory entries migration stage of this node is ended.

3.2 Interface: the Example of the Global Memory Management
System

For the sake of clarity, we choose to describe the specific functions that a service has to
provide on the example of a DSM service.

In the considered service, a directory entry corresponds to a virtual page. Let us take
the sample of a cluster with three nodes. We assume that a copy of Page 42 is located on
Node 3 in a page frame, and its directory information is managed by Node 2.

Let us consider a page fault (read request) on Page 42 on Node 1. Node 1 (as client)
calls: adaptation_send(PageReadRq, 42). In this context, the client makes a request on
a resource and it does not try to know where the request goes.

INRIA
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On another side, the specific registered functions allow to handle the page information
and perform the necessary work as described above.

3.3 Adaptation Layer

At any time (adaptation period or stable state) several parts of the adaptation layer take
parts in the proper operation of the cluster. These different parts are described in the
remainder of this section.

3.3.1 Supervisor

A supervisor process is executed on each node. It is responsible of the addition or the
shutdown of the node on which it executes. This is the supervisor that prepares its own
node and notices the cluster.

The set of supervisors in the cluster cooperate in order to maintain a consistent view of
the cluster configuration. In this way, a node supervisor participates to the failure detection
protocol. When a node failure happens (or is suspected) a consensus protocol, which is out
of the scope of this paper, is executed.

The supervisor (see Figure 4) starts with the setting and the addition of its node in
the cluster (stage 1, 2, 3). The stable state (4) corresponds to a node outside an addition,
eviction or failure stage. In a second time, the supervisor takes part of the addition of a
new node (stage 5) and the eviction or failure detection (stage 6). The supervisor is the link
between the node and the global state of the cluster, defined by the consensus protocol.

Tx Hi
Tx Welcome Physical Add
i ®
&

Tx Heh
XAR© Rx Heho Logical Add
No response
No Failure
Tx Welcome bsHeno
Add/Del
Q Consensus (Abs)
Rx Hello Failure

Figure 4: Supervisor state

When a configuration change happens in the cluster (Figure 5), the supervisor makes an
update of its communication layer (state 2) and, if needed, on the physical communication
system. The next step (state 3) is the logical update, where the supervisor triggers direc-
tory entries migration. After migration, the supervisor executes a consensus protocol and
retrieves a stable state.
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Physical setting ~ Logical setting (migration)
(—=(a)—=(3)

Consensus

Figure 5: Cluster state

3.3.2 Locator

The aim of the locator is to keep track of the node that is the manager of each directory
entry. It must be quick to retrieve a directory entry.

A first approach is to assign directory entry managers to nodes with a distribution func-
tion like modulo. Locating a particular directory entry manager is very simple and fast.
However when a configuration change happens, the migration stage may affect all the nodes
in the cluster and directory entries may be exchanged between two nodes that were already
active before the configuration change[6]. When the cluster has got a large number of nodes,
the directory entries migration step may become inefficient. That approach is not scalable.

In order to address scalability issue, we choose to split up the whole set of nodes, in
several subsets with a limited size called cells. A tree of cells organizes the cells themselves.
Each cell may contain other cells or nodes. The aim of a cell is to be a load-balancing
unit: a bunch of directory entries is affected to a cell and when the composition of a cell is
changed, the bunch of entries is re-distributed among the members of the cell. In this way,
the distribution of directory entries affects only a few nodes in the cluster.

Figure 6: Tree cell sample

In Figure 6, we have the example of a 2 level tree which corresponds to a cluster of 12
nodes. Each cell manages 16 directory entries. By assumption, Cell A manages 64 entries
on 4 cells. There are 3 or 4 nodes affected to each of these cells.

The same tree is used to distribute directory entries of all services existing in the cluster.
In order to maximize the use of the different cells, the size of a service can be declared at its

INRIA



Dynamic Resource Management in a Cluster for Scalability and High-Availability 11

initialization and a particular service may be affected to a sub-tree instead of being affected
to the whole tree. With this mechanism several small (in term of number of directory
entries) services can be deployed on different nodes. Finally, the use of an array to store the
deployment in a cell, makes the localization of the manager in a cell of a directory entry,
constant in time.

The most interesting feature is that when a configuration change happens in the cluster,
only one cell is affected by the operation. That way, the number of directory entries that
migrate is limited. Moreover, in case of an addition, the most appropriate cell can be chosen
in order to have the best load-balancing policy.

3.3.3 Manager

As explained previously, there is a manager on each node and it acts like a directory for a
subset of the resources. When a resource instance changes or is migrated, the associated di-
rectory entry must be updated by the corresponding manager in the appropriate distributed
service.

4 TImplementation in Gobelins and Evaluation

The dynamic resource management service described in the previous sections has been im-
plemented in Gobelins cluster OS and has been experimented with Gobelins global memory
management service which is an example of distributed service.

4.1 Implementation

In the remainder of this section, we present the adaptation layer functions for the different
cases of cluster configuration changes. We distinguish two kinds of events: foreseeable
ones, namely node addition or eviction, and node failures. Protocols implemented in the
adaptation layer are described from two points of view: that of the node added to or evicted
from the cluster, which we call requesting node, and that of any other active node in the
cluster, which we call an observing node.

4.1.1 Foreseeable events

In the event of a node addition or eviction, directory entries need to be migrated, in order
to balance the number of directory entries managed by each node. When a configuration
change is announced in the cluster, several communications may occur between nodes. The
destinations of some of these communications may have changed due to the eviction of the
destination node or the new directory entries distribution. These ongoing communications
are delayed and not aborted. In this way, running applications do not notice the configura-
tion change.

RR n - 4347



12 Pascal Gallard, Christine Morin, Renaud Lottioux

Requesting node In the foreseeable case, the node notifies every active node in the
cluster about its situation. In all cases, it is able to prepare itself and starts the directory
entries migration process. This migration is performed respectively during the initialization
or finalization step of the requesting node. An added node only receives data from other
node, while an evicted node only transmits data to other nodes.

Observing node The situation for an observing node is quite similar. When a notification
of configuration is received, the directory entries migration phase is started. This migration
happens in the stable state of the node.

Migration step Migration details are represented in Figure 7. In the stable state, a node
may receive (states 1, 2, 3) some directory entries from other nodes. This is the case of a
node receiving directory entries while it has not yet received notification of the beginning
of the configuration step. When a node receives the configuration change notification (state
4), it may receive other directory entries but also starts to transmit its own directory entries
(states 5, 6). At that time the adaptation layer makes transmissions, in a sequential way, for
all registered services with the provided functions. Destination is one or several other nodes
depending on the new directory entries distribution. At the end of the sending out step, the
adaptation layer sends to all nodes (including itself) an acknowledgement. The next step is
to wait for directory entries (step 7) until all the Ack have been received. After receiving all
acknowledgements, a node can finish the integration of the new data and recover its stable
state.

From the point of view of the cluster, the configuration change ends when all the nodes
finish their own part of migration protocol.

Rx Ack

Rx Size
TxData | | Tx Size
10 Rx Size

Tm R Size

Rx Dala; Rx Size
Rx Size

Rx Ack Rx Ack

Figure 7: Node modification state
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4.1.2 Node failure

Similarly to an eviction, a node failure may happen while several communications are oc-
curing between active nodes and the failed node. In order for the failure to remain hidden
from the applications, the communication may be interrupted and the corresponding request
must be transmitted to the directory entry manager host.

In the cluster, each node stores some data (for instance page copies) and directory
information. In a first step, we only focus on the recovery of directory information, recovering
data is to be handled by each particular service.

There are mainly two ways to recover directory information: using redundant directory
information or rebuilding directory information at recovery. Managing redundant directory
entries implies overheads during normal functioning. With the rebuilding method an over-
head is incurred only when there is a change in the cluster configuration. In fact, changes
in the cluster configuration are generally far less frequent than updates of directory infor-

mation.
FAILURE
® : ®
Stable Scan Rx
Before After
Tx

Figure 8: Node failure state

When all supervisors of active nodes agree on a failure, each node must scan its local
directory information. This operation is performed by a “scan” function registered by each
distributed service and automatically called by the adaptation layer. When orphan data
(for example a memory page previously managed by the failed node) is found on a node,
this node temporarily takes the management of this data and rebuilds the corresponding
directory entry. The next operations (see Figure 8) are the same as for a foreseeable change:
the tree is updated and migration of directory information then takes place.

4.2 Evaluation of the dynamic resource management service in Go-
belins

The cluster used for experimentation is made up of four Pentium III (500MHz, 512KB L2
cache) nodes with 512MB of memory. The nodes communicate with a Gigabit network.
The Gobelins system used is an enhanced 2.2.13 Linux kernel. We consider here two of the
Gobelins modules, the high performance communication system, and the global memory
management system. The adaptation layer is experimented in a modified version of Gobelins
that includes an additional module implementing the adaptation layer.

We used the Modified Gram-Schmidt (MGS) algorithm as a test parallel application. The
MGS algorithm produces from a set of vectors an orthonormal basis of the space generated
by these vectors. The algorithm consists of an external loop running through columns
producing a normalized vector and an inner loop performing for each normalized vector a
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14 Pascal Gallard, Christine Morin, Renaud Lottioux

scalar product with all remaining ones. Time is measured on the external loop of the MGS
program. Each test is repeated 10 times. We suppress the different error checking in the
communication layer.

4.2.1 Execution measurement

In the first version of Gobelins, the directory entry managers were located by a static function
based on modulo. During a normal execution, this function is called many times, for example
to locate a page memory manager. So the efficiency of this locate function impacts on the
global efficiency of Gobelins operating system. We made several sets of experiments with
different matrix sizes (64, 128, 256, 512, 1024 and 2048) on different clusters (2, 3 and 4
nodes). For comparison, two versions of Gobelins were used: one based on modulo (STAT),
one based on the adaptation layer (DYN). The overhead (in Figure 9) is calculated between

these two measurements: overhead = ( 5};{; —1) % 100.

2,00%

1,75%

1,50%

1,25%

1,00%

0,75%
[ 2Nodes
[l 3Nodes
0,25% ] 4Nodes

0,50%

Overhead

0,00%

-0,25%

-0,50%

-0,75%
64 128 256 512 1024 2048

Matrix size

Figure 9: Static / Dynamic overhead

In all cases, the overhead is less than 2%. In four cases (64-3N, 64-4N, 256-2N and
512-4N), the dynamic version is more efficient than the static version. As we indicate
previously, the static version uses a distribution based on modulo. On another side, the
dynamic version uses its own distribution that is different from modulo. In the particular
case of Gram-Schmidt, the new distribution decreases the number of page requests across
the network. Cluster with two nodes and four nodes are similar cases because in these
configurations every node has exactly the same number of entries to manage. The worst
case is a cluster with three nodes. In this case, the load of a virtual fourth node is spread
on the three nodes. This repartition leads to a non-uniform load between the nodes.

Another important factor when we evaluate the adaptation layer is the time of a node
addition. A node arriving in a running cluster has to perform mainly three steps:

e physical addition in the cluster (PHYS),
e node configuration (SETTING),
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e logical addition in the cluster (LOG).

Start init (START) and end init (END) represent two additional minor steps before and
after these three main steps. The measurement protocol is the following. We start a cluster
with two nodes and we run Gram-Schmidt program (1024x1024). During the execution, we
first add a third node then a fourth node. For each step and for each node, we keep the
best time measured. Results of the measurement are exposed in the Figure 10. In all cases,
all steps but logical addition stay nearly constant. Logical addition justifies the differences.
When there is no running application, no memory page manager needs to change. However,
when the addition occurs during a running application, the new node advert the others in
sequentially and managers control data that need to be exchanged. This is the reason why
the addition of the fourth node is more expansive. This case represents nearly a third of
a normal execution, but configuration changes in the cluster could be assumed to be rare.
Moreover, the cluster partition made by the cells tree, limits the disruptive factor in the
cluster to only the applications that depend on nodes belonging to the changing cell.

5000000

4500000

4000000

3500000

3000000 M Finalize
[JLog
2500000 [ setting
2000000 W Phys
[ 1nit

1500000 -

1000000

500000 H
0 ‘ ‘ ‘

Best 1 Best 2 Best 3 Best 4

Figure 10: Time measurement of a node addition

The execution time of the running application has been measured and is 20.6364s (at
the best effort). The cluster formed resulting from this operation distributes the processes
on two nodes and the memory on three nodes. These measures are to be compared with
the previously measured ones in the case of two node or three node clusters. Such a cluster
has worst results than a three node cluster because there is only two “computing” nodes.
Moreover, measure is worst than two nodes cluster because the distributed among three
nodes of the memory managers. In these two cases, the latency to contact the manager is
increased.
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5 Related Work

Based on our knowledge, there is no global approach of high-availability and fault-tolerance
system in a dynamic cluster operating system. However, several works exist on particular
system.

The Ambers system|[2] provides a programming model that allows the migration of some
programming objects in a network of multiprocessors. In this way, a dynamic model has
been developed|3] in order to address the foreseeable configuration changes in the network.
This model provided the location of remote object with a forwarding addresses mechanism.
However, only the foreseeable configuration change is allowed by this mechanism.

xFS is a file system design to be distributed among several physical disks. xFS acts like
a directory manager to the files and all the inode stored in the filesystem. Each node in the
cluster manage a part of the directory entries. The usage of a RAID-like system allows xFS
to be fault-tolerant and a data stored on xFS can be retrieve after a node failure. Moreover,
each manager store his management data in the filesystem itself. In this way, data can be
highly available in the cluster.

6 Conclusion

We have proposed an architecture for a cluster OS allowing to implement both global and
dynamic resource management. The problem of dynamic changes in a cluster configuration
is addressed by the adaptation layer. This is a generic layer that makes configuration changes
transparent to distributed services performing global resource management. This layer is
implemented in the cluster operating system, so any service in the kernel (or in user-land)
can take advantages of its features: global management memory system, global management
process, global synchronization (barrier, distributed lock), distributed file system. ..

The proposed approach has been implemented in Gobelins OS. An existing global mem-
ory management distributed service has been used to validate the adaptation layer. This
existing service was designed and implemented without taking into account dynamic re-
source management. Only few programming modification were needed in order to allow this
service to tolerate a change in the cluster configuration.

The tree managed in the locator can be enhanced in order to offer scalability and to
allow very large clusters or even cluster of clusters. In this way, node in the same physical
area could be in the same cell, while nodes linked by a slow network could be placed in
different cell in the tree. Otherwise, the independence of the cells in a tree let simultaneous
addition or eviction nodes in the cluster at the same time, under the condition that one cell
is not concerned by more than a change at a time.

Another foreseeable evolution of the adaptation layer consists in a closer integration with
a checkpoint /restart mechanism in order to offer a fully fault tolerant system allowing not
only the operating system but also applications to survive failures.
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