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Vérification non bornée automatique
de protocoles de sécurité

Résumé : Nous présentons un nouveau modeéle pour la vérification automatique de protocoles de sécurité,
permettant 1’utilisation d’'un nombre non borné de sessions. Nous démontrons sa correction, sa complétude,
ainsi que sa terminaison. Il a été implanté et son efficacité est clairement démontrée de par le nombre de
protocoles étudiés avec succés. En particulier, nous présentons un attaque jusque 1a non rapportée du protocole
de Denning-Sacco avec clé symétrique.

Mots-clés : protocoles de sécurité, vérification, stratégie paresseuse, infinité de sessions
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Among the methods used for studying security protocols, model-checking has been successful used in many
different ways. The common point to all these methods is to consider principals who exchange messages that
have a pattern described by a protocol. A security protocol designer aims at providing security properties to
the principals who use the protocol. These methods therefore use an intruder, someone who tries to violate the
security properties, to find an attack.

The model-checking methods diverge on the handling of an infinite number of principals. In this case, the
problem of whether there exists an attack is undecidable [8] if principals can create new values different at every
sessions. Some methods [14, 11] give bounds on the number of principals that it is needed to consider. The
drawback is that those bounds are obtained by making assumptions on the shape of the messages exchanged
during a protocol run.

Other methods abstract the execution of a protocol so that it is not necessary to give the number of participants.
This abstraction can be either on the nonces creation model [3], or on the complexity of the keys used [13]. The
common point of these two models is that the same assumption is done on all principals, making these models
less expressive than model-checking. We refer to Section 7 for a more complete comparison of the tools.

We propose a new model for the handling of an infinite number of sessions in model-checking, that differs
from previous ones because it does not do the same assumptions on all principals. Some regular principals create
nonces, and they can only participate to a bounded number of runs of the protocol, the bound being given before
execution. Besides these regular principals, we add in parallel a finite number of different principals, who are
allowed to conduct as many runs of the protocol as the intruder wishes them to. The model for these principals
is simplified, and these simplifications permit to show the termination of the system as a whole. The intruder
uses these simplified principals to find an attack on the regular principals. Having two different models permits
to keep the expressiveness of model-checking while studying specification with an infinite number of principals.

This paper is organized as follows. We first describe the model used (Section 1), then we give the sketch
of the proofs of correctness and completeness of this model (Sections 2, 3). The construction of the Oracle’s
rules is explained in Section 4, and in Section 5, we prove the termination of this system. We then present
experimental results on the protocol library given in [5], and comparison with the results of [7] in Section 6. These
experimental results include an attack previously unreported on the Denning-Sacco symmetric key protocol. We
end this paper with a detailed comparison of our method with other ones (Section 7).

1 Model Description

1.1 Overview of the Study of a Protocol

A protocol defines roles and messages, both finite. We study a finite number of different instances of roles. The
regular instances, played by honest principals, are run only once. The other instances are run in parallel. There
is a finite number of them, but they can be duplicated as many times as needed, providing a potentially infinite
number of runs. We model an intruder that tries to find a flaw in the regular instances with the help of those
parallel runs.

1.1.1 Regular Principals.

For a principal, there is a finite number of run of the protocol. Considering one run for one principal, its step
k can be written: Stepy : M — R, meaning that it waits for a message M and when received, sends a response
R. The messages M and R depend on the knowledge of this principal, denoted wy: this knowledge is used for
analyzing M, and for composing R. Some variables are used in wy for representing the parts of the received
messages whose value cannot be inferred unambiguously by the principal. A step is therefore:

Stepr : we-M = Wyege(r)-R

Applying this rule to a received message, unification permits to analyze this message by recognizing its known
parts. The knowledge acquired from M is added to the principal’s knowledge for its next step, yielding wyez¢(k)-
Since there is a finite number of principals, messages and runs, the number of w terms is also finite.
1.1.2 Intruder.
His role is to try to compose the messages my, of the protocol using his knowledge, written: COMPOSE(my,) FROM KNow(T).

His knowledge, written KNOW(I) where I is a set of terms, may be initial one or acquired one. The intruder
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4 Y. Chevalier & L. Vigneron

diverts all the messages sent by the principals, and tries to compose the messages awaited by the principals (see
Section 1.3).

1.2 Protocol State and User Rules
1.2.1 Initial state and transitions.

The current state of a protocol is written: £, B. B is a multiset of terms that model both the principals (by
their w term) and the knowledge of the intruder. £ is a set of constraints of the shape:

COMPOSE(m1,1) - ... COMPOSE(mqj, ) FROM KNOW([7)
:...: COMPOSE(My,1) - ... - COMPOSE(my ,) FROM KNOW(Z,)

The initial state of the protocol is (§, By, where () denotes the empty set of constraints, and By is a ground
set containing the initial knowledge of the principals and of the intruder.

The actions of a principal receiving a message at step k and replying to it are modeled by the following
single rule on the current state of the protocol:

(Message) &, wg.Know(I).B —
& : COMPOSE(my) FROM KNOW(I), Wyeqi(k)- KNOW(I Ury).B

Rule description: this rule adds in the constraints set £ the constraint that the intruder must be able to
compose the message my, from the knowledge he has inferred so far, and that he may add the message r, sent
by the principal and intercepted, to his knowledge.

We assume that, for all Message rules, the following inclusion stands:

Var(ry) C Var(my) U Var(€)

Informally, this inclusion reflects the fact that the messages sent by a principal are composed from the initial
knowledge of this principal (which is ground information), the nonces created during the current protocol run
(which are constants), and the messages the principal has already received. As it may not be able to verify all
of the contents of those received messages, it introduces variables in them.

1.2.2 Knowledge properties.

Let I1,...,I, be the n intruder’s knowledge multisets inserted successively in £ after n uses of the Message
rule. Let my,... ,m, be the corresponding n composed messages. We shall note that, at the time a knowledge
multiset has been inserted into the constraints set, we have:

Ii+1 =I; Um;, iE{].,...,n—].}

Thus, at the time the KNOW(Z;) terms were inserted into the constraints set, the I; multisets formed a growing
sequence for inclusion. We shall see later that this growth property can be kept during the constraints resolution.

1.3 Constraints Resolution Rules

The intruder is modeled by a set of rules. We took the classical Dolev-Yao intruder’s model [6], in which
one assumes a) you have to know the corresponding key in order to decompose a cipher (perfect encryption
hypothesis), b) the intruder may compose messages from the terms he already knows. The major difference so
far is that we describe the actions of an intruder trying to decompose a message in order to prove he can compose
it, whereas the original Dolev-Yao rules were only concerned with adding some new terms to the knowledge of
the intruder. For conciseness, we note APPLY(#1,t2) the result of the creation of a new term from ¢; and t».

The construction operations that are currently handled are hash function application, in which case AppLY(h,t) =
h(t), symmetric encryption (APPLY(t1,ts) = {t1}°¥™t,), asymmetric encryption {t;}?**t; and messages con-
catenation < t1,t> >. We also use an operator INV() which maps an asymmetric key ¢ to the key that is able
to decode a message encrypted with t. We always assume that INV(INV(2)) = ¢.

INRIA
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1.3.1 Intruder’s model rules.

The following rules model the intruder’s possible actions:

(Cunif) T - COMPOSE(t) FROM KNow(sUI) : & —
To FrROM KNOW((sUI)o) : Eo0 (0 = mgu(t,s))
(Caec) T - COMPOSE(APPLY (t1,t2)) FROM KNoW(I) : £ —
T - COMPOSE(t1) - COMPOSE(t2) FROM KNOW(I) : &
(Apup) T FROM KNOW(({t; }P¥ty)ndec U ) : €& —
COMPOSE(INV(t2)) FROM KNOW(({t; }P¥tt,)%c U T)
: T FROM KNOW(({t1 }P¥ty)%eCc U (t)™dec U T) : €
(Asym) T FrOM KNOW(({t1}5¥™ty)"decUT) : € —
COMPOSE(t2) FROM KNOW/(({t1}¥™t5)dec U I)
: T FROM KNOW(({t1 }*¥™ty)ec U (t)"dec U ) : €
(Apair) T FROM KNOW((< t1,ty >)ecUI): € —
T FROM KNOW((t1)"4e¢ U (t2)9€¢ U (< t1,ta >)¥UT) : &

In these rules, 9¢¢ (decomposed) and _"%¢ (not decomposed yet) are marks that are used to prevent the
multiple applications of one rule to the same term. Since they do not interfere with unification, we shall forget
about them until the study of termination of this system (Section 5).

Rules description:
o Cyunis: using this rule, the intruder unifies a term he knows with a term he has to compose;

o Cgec: it is applied when the intruder, trying to compose a term APPLY(¢1, t2), tries first to compose ¢; and
t2;

o Apub, Asym: these rules are applied when the intruder tries to decompose an encrypted term. In order to
decompose this cipher, the intruder has to show he can compose the corresponding key from his current
knowledge;

o Apuir: this rule is applied when the intruder tries to decompose a message built by the concatenation of
two terms #1 and t2. No assumptions on his knowledge is needed.

None of these rules is applied to a variable.

1.3.2 Oracle’s rules.

The former rules correspond to the Dolev-Yao’s intruder model. In our model, the intruder has also the
possibility to be helped by interacting with non-regular principals. The counterpart is that they always create
the same nonces. We will explain in Section 4 how the rules describing the results of these interactions are built,
and we will show the following property:

Var(r) C U Var(m?!)

K3
i=1
The rules describing these interactions are of the shape:

(Oracle(r)) T - coMPOSE(s) FROM KNow(I) : €, B —
To - COMPOSE(mfo) - ...- COMPOSE(m], o) FROM KNOoW(I0) : o, Bo
(0 = mgu(r, s))

my,... ,my, are terms the intruder has to be able to compose in order to obtain a term r that can be unified

with the term s he tries to compose. The Oracle rules already take into account all the possible decompositions
on the added constraints, or the use of another Oracle rule. Thus, we only need to use the Cy;s rule to simplify
a constraint added by an Oracle rule.
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6 Y. Chevalier & L. Vigneron

1.3.3 Growth of the knowledge multisets.

We have already noted as a knowledge property (Section 1.2) that the multisets of knowledge (I5)neq1,... N}
are forming a growing sequence for the inclusion ordering at the time they were added to the constraints set.
Then, considering the rules used for the decomposition of intruder’s knowledge, one sees that whenever a rule
can be applied to I;, it can also be applied to I;, j > 1.

Let T4 FroOM KNOW(I;) and T> FROM KNOW(I5) be two constraints inserted in the environment by the
Message rule, such that I; C I,. One easily sees that all decomposition rules that can be applied from Iy
can also be applied from I, that is if 73 FRoM KNow([;) —* & : T FROM KNOW([]), then we also have
T> FrROM KNOW(Iz) —* & : T FROM KNOW(I}), with I] C Ij.

Proposition 1 Let&, B be a state derived from the initial state, and let Ty FROM KNOW(I1) and To FROM KNOW(I3)
be two constraints inserted in £ by the Message rule, and such that Iy C I,. If Ty FROM KNOW([;) —*

Ci FROM KNOW([1,1) : ... : Cp, FROM KNOW([;,;,) : T1 FROM KNOW(I]), then there exists a sequence of tran-
sitions: T FROM KNOW(I3) —* Ci FROM KNOW(I5,) : ... : C,, FROM KNOW([3,,) : To FROM KNOW(I}),
where If C I and I; ; C I, i € {1,... ,n}.

Proof: The inclusion is true at the time the constraints are inserted into the constraints set. It remains true by
induction on the constraints resolution rules, by following each decomposition. O

For the sequel, we consider the following property:

(P1) Let Th FrROM KNOW(I1),...,T, FROM KNOW(I,) be the constraints inserted in the constraints set by
the Message rule. By Proposition 1, we always assume that if a knowledge decomposition rule is applied
on I;, it is also applied on I, whenever j > 1.

Moreover, and for each state £, B accessible from the initial state, the constraints set £ satisfies the next
proposition.

Proposition 2 Let £, B be an accessible state from the initial state of the protocol. For each variable v € Var(I),
with KNOW(I) appearing in € or B, there exists a constraint T' FROM KNOW(I") in & such that v € Var(T") \
Var(I'").

Proof: First, we note that this property is true for the initial state, since in this state, & = 0.

Let us assume this property is true for each state £, B accessible from the initial state in less than n — 1
steps, and let us consider the transition £, B — &', B'. Depending on the rule applied for this transition,
let us check that the property is still valid:

e Oracle(r): using the assumptions made on the Oracle(r) rules, we always have:
Ny
Var(r) C U Var(m])
i=1

Thus, after the application of the substitution o, variables that were in s are now distributed among
the terms COMPOSE(m]), ... , COMPOSE(m], );

o Cunif: the proposition being true for all variables in I by hypothesis, it will remain true after the
application of the substitution;

® Caec; Apub, Asym, Apair: all those decomposition rules preserve the variables in the knowledge
multiset, so the property being true for £, B, it still is for £, B’;

e Message: by induction hypothesis, the property is true for all the variables of I. Each variable of
Var(ry,) is either in Var(€), or in Var(my,)\ Var(£). In the first case, the induction hypothesis applies.
In the second case, the variable cannot be in Var(I) since by induction hypothesis it would also be
in Var(£); so the variable is only in COMPOSE(my). Hence in this constraint, the variable appears in
the cOMPOSE() part, and not in the KNOW() one.

We have just proved that this proposition is true by induction on the transitions. d

Remark: Applying further knowledge decomposition steps if necessary, let us assume (by (P1)) that the
knowledge multisets I;,... , I, form a growing sequence for inclusion. In this case, we write I, the smallest
knowledge multiset on which there is a constraint COMPOSE(t), with v € Var(t). The previous proposition
ensures that v ¢ Var(I,). In other words, in the environment, all variables first appear in the cOMPOSE() part
of a constraint.

INRIA
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1.4 Final State

A constraints set £ is satisfiable if there exist a ground substitution o and a sequence 7 of transitions that
eliminates all the constraints of £o, denoted o - &.
A constraints set & is simple if for all the terms COMPOSE(t) in &, t is a variable.

Proposition 3 If £ is simple, £ is satisfiable.

To prove this proposition, we only need to assume that the intruder knows one constant, his name for instance.
Then, considering the substitution o that maps all variables of £ to this constant, o is ground and o F £.

As a consequence, to show that all the constraints in £ can be resolved, we only have to prove that there is
a sequence of transitions that leads from & to &', with £’ simple. And the final state of the protocol is &', B’
where &' is simple.
We can also note that the assumption done after Proposition 1 does not prevent from reaching a simple con-
straints set.
Proposition 3 will be essential for stating the correctness and the completeness of our system.

2 Correctness of the Constraints Resolution Rules
The correctness of our system of rules is stated as follows:
Theorem 1 (Correctness) If £,B —* &', B, with &' simple, then £ is satisfiable.

This result is proved by induction on the number of steps necessary to reach a simple constraints set, £', from
&: if this number is 0, this theorem corresponds to Proposition 3; then the induction is based on the fact that
all the rules are correct.

3 Completeness of the Constraints Resolution Rules

Let £, B be a state reached from the initial state (), By, after applying some Message rules. We want to prove
that if there exists a ground substitution o such that o F £, there exists a state £', B', reachable from &, B,
such that &' is simple. This proof will be obtained by showing that if there exists a sequence of transitions 7
such that £o, Bo —* B, B"0, then there also exists a sequence 7' of applications of constraints simplification
rules that leads from £ to a simple constraints set £’.

The main difficulty is that, in the next section, we have to give some restrictions on the application of the
constraints simplification rules and of the knowledge decomposition rules. But then, we first remove (for the
decomposition rules) or alter (for the rule Cyy,;f) these restrictions. Then, we show that the added restrictions
are of no use to guarantee the existence of a sequence that leads from & to &', where £’ is simple.

3.1 Restrictions and their Alteration
3.1.1 Choosing the sequence 7 of transitions.

First, and among all the sequences of transitions that lead from £o to (), we consider only the ones that satisfy
the following property:

(P2) If, in order to eliminate a constraint COMPOSE(t), one has the choice between an application of the rule
Cuniy and of the rule Cg.., we choose the sequence with the application of Cge..

3.1.2 Alteration of the order of transitions in 7.

By hypothesis, there exists at least one sequence 7 that leads from £o to (). Now, consider an application of
Cuniy in this sequence. Since £o is ground, the only effect of this transition is to remove a COMPOSE() term.
This means that all subsequent rules will be applied on the remaining terms. Therefore the application of the
rule Cypnir can be “postponed” until we want it to be applied. Of course, all the applications of this rule in 7
commute.

So, starting with a sequence 7 of transitions satisfying (P;) that leads from £o to 0, we postpone all the
applications of Cynif
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8 Y. Chevalier & L. Vigneron

(Cunig) T -coMPOSE(t) FROM KNOW(sU ) : & —
Tp FrROM KNOW((sU)p) : Ep  (p = mgu(t,s))

until neither ¢ nor s is a variable in £. In the other cases, Cynis is applied in 7'.

For the same reasons, it is also possible to postpone applications of the rules Oracle(r). But in this case, we need
also to ensure that the applications of Cyunis on the COMPOSE() terms created by an Oracle rule, and postponed,
will be applied after that Oracle rule.

In this purpose, and since the applications of the rules Cy,;y commute one with another, we will consider blocks
beginning with an application of an Oracle rule, immediately followed by the applications of the Cynis rules
that eliminate the newly introduced constraints.

3.1.3 Application of the decomposition rules.

We want to be able to follow, from £, one sequence of transitions that leads from £o to (). But we may have
to apply a decomposition rule to a variable, which is forbidden. We cannot simply postpone those rules, since
another rule in the sequence of transitions 7 may be applied on a term created by such a decomposition rule.
The solution is to consider two kinds of applications of a decomposition rule: 1) the application in a term
that is not a variable, this transition can be done in 7'; 2) the application in a variable, which is handled by
the following mechanism.
We introduce projections m; and w5, which have the following property:

Wi(APPLY(tl,tQ)) =1, 1 € {1,2}

We handle a set £ of constraints of the shape: = = m;(y), ¢ € {1,2}, = and y variables.

Those constraints play an important role for altering the application of decomposition rules: when one of the
rules Cgec, Apub, Asym, OF Apair is applied to a variable x (representing for instance a term APPLY(t1,t2)), we
create two new variables, 21 and x2, we add in £ the constraints z; = m1(z) and z2 = m2(x), and we apply the
rule in 7' using x; and z» instead of ¢; and t». The two constraints are eliminated as soon as z is instantiated
to a composed term. Moreover, for the rule Cg4ec, we keep the term COMPOSE(x) as long as x is a variable. This
does not change the fact whether the constraints set is simple or not.

Marking the “non-existing” terms. If z is in a constraint z = m;(y), i € {1,2} of £, this means y has not
yet been instantiated in 7. We mark these terms x in order to remember that they are not currently derived
from &. Note that if a term is marked, it is a variable.

3.2 Completeness

The changes done in the decomposition rules now make it possible to follow a sequence of transitions 7 from
Eo, for generating a corresponding sequence of transitions 7/ from £. But some transitions of 7 may still be
postponed and not applied in 7. In addition, there may be some marked terms in the constraints set £. In the
following, we first show how the postponed rules can be used to reach a simple constraints set £'; then we show
that the transitions creating terms that are marked in £ can be removed without affecting the reachability of
a simple constraints set.

3.2.1 Handling of the postponed transitions.

Once there is only postponed transitions left, we repeat the procedure described in Figure 1 until there is no
suitable transition left. This procedure ends because there is only a finite number of postponed transitions.
The main difficulty of this algorithm is to prove that it is always possible, when choosing a Cypniys rule, to
find s’ in I such that s’ is not a variable and can be unified with ¢. In order to prove the existence of s’, let
T, - COMPOSE(s) FROM KNOW(I;) be a constraint where s ¢ Var(I,) (Proposition 2). Let ¢ and j be such that
the constraint T - COMPOSE(s) FROM KNOW(I;) originated from the insertion of T; FROM KNOW(I;) in the
constraints set, and T.COMPOSE(t) FROM KNOW(s U I) originated from the insertion of T; FROM KNOwW([;) in
the constraints set. Since s ¢ Var(I;) and s € Var(I;), we have j > i.
If COMPOSE(t) is a constraint introduced during the knowledge decomposition of a subset Iy, k < i, of I;, there
exists a constraint COMPOSE(t) FROM KNow(I') originating from I. By Proposition 1, we have I' C sUT.
Else, and a) since COMPOSE(s) FROM KNOW(I,) cannot be a constraint introduced during the knowledge de-
composition of I;; and b) as all decomposition rules have been applied (by (P1)), we can assume I, C sU I.

INRIA



Automated Unbounded Verification of Security Protocols 9

1. Choose a postponed transition:

o (Cunif) T -cOMPOSE(t) FROM KNOW(sUI) : €& —
Tp FrROM KNOW((sUI)p) : Ep  (p = mgu(t,s))
such that:
(a) this transition is not in an Oracle rule block;
(b) t is not a variable (so s is a variable);
(c) all the variables v in Var(s U I) are in at least one constraint
T - coMPOSE(v) FROM KNOw(I,) of &£, and v ¢ Var(l,).
e (Oracle(r)) T -coMPOSE(s) FROM KNow(I): €&, B —
Tp- COMPOSE(m]p) - ... - COMPOSE(m;, p) FROM KNOW(Ip) : Ep, Bp
(p = mgu(r, s))
such that s is not a variable.

2. Case Cyp;s: find s' in I such that s’ is not a variable and s'p = sp = tp. Apply the transition by
replacing s with s';

Case Oracle(r): apply the transition and free the Cyp;ys rules of its block;

3. Apply all the postponed transitions that become applicable.

Figure 1: Application of postponed transitions

We note that in both cases, the multisets inclusion and the condition (P3) on the transition 7 imply that the
constraint found must but resolved, in 7, by using Cunif. That is, we have in both cases found a subset I" of I
which does not contains s, and which contains a term s” that can be unified with ¢. Iterating if necessary, we
find a term s’ that is not a variable and can be unified with ¢, as it is requested.

Once the procedure of Figure 1 ends, if there are no more postponed rules, all the transitions of 7 have been
applied, and the set of constraints is empty, and therefore simple. Note that in this case there are no more
marked terms.

If there are still some postponed rules, the conditions for choosing transitions in the procedure of Figure 1
imply that we have reached a simple constraints set £’. Thus, we have found a sequence of transitions that
reaches a simple constraints set £' from the satisfiable set £. This sequence of transitions may contain marked
terms. We now have to show that the transitions creating those marked terms are of no use.

3.2.2 Elimination of the marked terms.

The marked terms that are left are variables in the knowledge multiset or in a COMPOSE() term. All the variables
left in the knowledge multiset have not been used by a Cyniy or an Oracle rule in the sequence of transitions
from £ to £'. Thus, they can safely be removed from the knowledge multisets.

The remaining COMPOSE(z) in &', where z is a marked variable, can also be removed as this does not
affect the simple property of £'. The variables in those terms do not appear in any term in the knowledge
multisets, since they are unique. Thus, they can safely be removed from the constraints set £’ by not using all
the transitions that created them.

3.2.3 Conclusion.

Let £ be a satisfiable set of constraints. We have described how to construct a sequence of transitions from &
to a simple constraints set £'. Therefore, the system is complete.

Theorem 2 V&, 3o, o - & = 3&' simple, 37", € =% &'

4 Building the Oracle Rules

We now define how to build the rules describing the knowledge the intruder may yield by interacting with
principals in parallel. There is a finite number of different instances of these principals, but the total number
of instances is not bounded.
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10 Y. Chevalier & L. Vigneron

Each principal in parallel receives a message and replies to it according to the rule wy.M — wpeqi(r)-R- Like for
the rules given in Section 1.1.1, variables are used to denote ambiguous values. In this case, when a compound
term has an ambiguous value, it is not represented by a single variable, but by variables at every position of
this term. Moreover, the new values created by such a rule depend only on the instance of the principal. Thus,
there is only a finite number of constants, and variables in messages may only be instantiated by constants or
other variables.

Our goal is to define constraints over the set of knowledge I of the intruder, so that if these constraints are
satisfied, the intruder may yield, after interaction with the principals in parallel, a term ¢.

The following sections describe an algorithm building these constraints.

4.1 Building the Rules for Receiving/Sending Messages

In the parallel principals rules, we first eliminate the w term. This cannot be done without other changes, since
we do not have, in general, Var(R) C Var(M). In addition, just removing the w term would imply that the
intruder can start to communicate with a principal at a step that is not the first one of the principal. To remedy
this, let us call R the set of M — R rules. These rules are transformed using the following algorithm:

Let R' =0
For each principal instance P
Let {Ly > Ry,...,L, > R,} CR
be the rules describing the received/sent messages by P.
Fori=1top
R =R U{(UiL, L) = R}

A rule U;Zl L; — R; of R' means that the intruder must compose all the L; messages (the messages awaited
by the principal be’fore step 1) for receiving the message R; (sent at step ¢ by the considered principal). We
have: Var(R;) C Uj_, Var(L;).

4.2 Building Constraint Rules over the Intruder Knowledge

From the rules of R/, with constraints over the intruder’s knowledge, we want to describe all the different ways
for the intruder to get a subterm of R, for L -+ R € R'. In this purpose, we build a new set of rules R" from
R':

Let R" =R/
Repeat
To choose L -+ R € R,
To choose one of the following actions:
—If L = APPLY(t1,t2) UL/, then R" :=R" U {t1 Ut UL — R},
-If R =<t1,t3 >, then R'":=R"U {L —t1, L — tz},
~-IfR= {tl}pUth, then R" :=R" U {L U INV(tQ) — tl},
-IfR= {tl}syth, then R :=R" U {L Uty — tl}.

As there is only a finite number of rules in R’, and since a finite number of decomposition can be applied on
each rule, R" is finite.

4.3 Searching for all the Constraints over the Intruder Knowledge

We first initialize R'" with R"' = R". A rule L - R € R"" expresses that the intruder must compose the terms
in L in order to be able to know R. Let [ € L. He can compose [ in two ways:

1. I may be in the intruder’s knowledge at the time he started to look for a term;

2. | may be composed using the knowledge given by another rule of R'”. That is, we have to find a rule
L' -5 R' € R", and a substitution p such that R'p = lp. The result is that the intruder may know Rp if
he is able to compose L'p U (L \ I)p: the rule L'p U (L \ 1)p — Rp is added in R"".

If we iterate 2 from an initial rule L — R, we find, at every step, a set of terms the intruder has to be able
to compose in order to know a term Rp. However, applications of 2 may loop. In order to ensure termination,
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we add a subsumption rule: suppose the applications of rule 2 results in L — R; if 3L’ — R' € R", p such
that R'p = R and L'p C L, the rule L — R can be rejected. Moreover, we reject all rules L — R such that
R € L, as they cannot help to obtain R.

There is only a finite number of constants, therefore only a finite number of rules can be generated using
2 and subsumption. They are the Oracle rules. The subsumption rule does not remove any useful rule from
R", since for two rules L — R and L' — Rp in R, if Rp can be unified with a term ¢, R can be unified
with the term ¢, and if the constraint {COMPOSE(!)};crr FROM KNOW(I) is satisfiable, then the constraint
{coMPOSE(l) };cr, FROM KNOW(J) is also satisfiable if Lp C L'.

5 Termination

We now prove that our system terminates. First, there is only a finite number of Message rules that can be
applied. Thus, it is sufficient to prove the termination of the constraints resolution rules. Second, it is enough
to prove the termination of the system without the Oracle’s rules, since only Cuniy can be applied on the
coMPOSE() terms created by these rules.

We have specified that constraints resolution rules shall be applied on variables. Thus, after each application
of one of these rules, the number of variables in £ will either remain constant (all rules except maybe Cyniy),
or decrease (if the rule Cyn;s is applied using a non-trivial substitution). Therefore, it is only possible to apply
the rule Cyniy a finite number of times with a non-trivial substitution.

Consider now the other rules. Let < be the subterm ordering on terms (that is, ¢ < ¢’ if ¢ is a subterm of ¢'),
and let < be its extension to multisets of terms. The decomposition rules are decreasing for < on the multisets
of knowledge. The order < is well-founded as long as no non-trivial substitution is applied, therefore there is
only a finite number of knowledge decomposition rules applied between each non-trivial application of Cyniy.
Finally, the Cgec and Cunis rules with no substitution decrease also the multiset of terms in COMPOSE().

We can sum this up by saying that all rules (except the Oracle’s rules) are decreasing for the quadruple
(V, Mndec ppdec A COMPOSE0) ordered lexicographically, where V' stands for the number of different variables,
Mndec and Mdec are the multisets of terms marked with "¢ and _9¢¢ resp., and M COMPOSE() j5 the multiset
of terms in all COMPOSE() terms.

This implies that the constraints resolution system using Oracle’s rules terminates.

6 Experimental results

In order to test the efficiency of our system, we have analyzed a library of authentication protocols. Because of
the inherent limitation of our tool, we have focused on protocols that were reported to be flawed in [7, 5].

The introduction of an Oracle partially removes this limitation, as one can indicate that some principals
may run an unbounded number of sessions in parallel. As termination is ensured, and since the simplifications
done on the principals in parallel help the intruder, it becomes possible to validate a protocol. This validation is
weaker than the one described in [13, 3], since we have to provide an execution environment under which flaws
are looked for. Moreover, the static analysis done while building the Oracle rules forbids looking for attacks
using type flaws during the interaction between the intruder and the principals in parallel.

6.1 Tools used

The study of a protocol is done in two steps. First, a high-level protocol specification is compiled into a set of
rewrite rules [9]. This protocol compiler is also used by other teams, for example in the AVISS project [1]. The
high-level specification permits to express authenticate goals as defined by Lowe [10], as well as secrecy and
short-term secrecy goals. It can also be used to express that some principals can be used in parallel. In this
case, it calculates the rules for the Oracle. A more complete description is given in [4].

The second tool we use is dalac [15], a generic theorem prover using narrowing. The main reason for its
use is that it permits to handle associative-commutative properties. It can be used, for example, for expressing
commutativity of RSA encryption. The drawback of this is the poor time performance of our tool, compared to
other tools currently used [13, 1, 3]. However, this poor time performance should not conceal that our algorithm
permits to visit only a very limited number of different states.
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Table 1: Comparison of our approach with others
Our tool Lowe Clark & Brackin Time
Protocol Jacob
Protocols using symmetric encryption
ISO Symmetric Key One-Pass Unilateral Auth. Attack Attack No attack No attack 2s
Protocol
ISO Symmetric Key Two-Pass Mutual Auth. Attack Attack No attack No attack 14s
Protocol
Andrew Secure RPC Protocol Attack Attack Attack Attack 14s
Davis Swick Private Key Certificates, Protocol 1 Attack Attack Attack Attack 32s
Davis Swick Private Key Certificates, Protocol 2 Attack Attack Attack Attack 1073s
Davis Swick Private Key Certificates, Protocol 3 Attack Attack No attack No attack 6s
Davis Swick Private Key Certificates, Protocol 4 Attack Attack No attack | No attack 80s
Denning Sacco Symmetric Key Protocol Attack No attack No attack No attack 6s
Needham Schroeder Protocol with Convention- Attack No attack Attack Attack 20s
nal Key
Otway Rees Key exchange Protocol Attack Attack Attack No attack 12s
Yahalom Protocol No attack | No attack Attack Attack
Woo and Lam Auth. Protocol II; Attack Attack Attack No attack 4s
Woo and Lam Auth. Protocol II» Attack Attack Attack No attack 3s
Woo and Lam Auth. Protocol I3 Attack Attack Attack No attack 3s
Woo and Lam Auth. Protocol II Attack Attack Attack No attack 2s
Woo and Lam Mutual Auth. Attack Attack Attack No attack 635s
Needham Schroeder Signature Protocol Attack Attack No attack Attack 18s
Kao Chow Repeated Auth. Protocol Attack No attack Attack Attack 4s
Kehne Langendorfer Schoenewalder Attack Attack Attack No attack 4s
Neumann Stubblebine Attack Attack Attack No attack 3s
Protocols using hash functions
ISO One-Pass Unilateral Auth. Protocol with Attack Attack No attack No attack 3s
CCFs
ISO Two-Pass Mutual Auth. Protocol with Attack Attack No attack No attack 5s
CCFs
Protocols using public key encryption

ISO Public Key One-Pass Unilateral Auth. Pro- Attack Attack No attack No attack 4s
tocol
ISO Public Key Two-Pass Mutual Auth. Proto- Attack Attack No attack No attack 10s
col
Needham Schroeder Public Key Protocol Attack Attack Attack No attack 7s
SPLICE/AS Auth. Protocol Attack Attack Attack No attack 12s
Hwang and Chen’s mod. SPLICE/AS Auth. Attack Attack Attack No attack 21s
Protocol
Denning Sacco Key Distribution with Public Attack Attack Attack No attack 57s
Key
Shamir Rivest Adelman Three Pass Protocol Attack Attack Attack Unanalyzed 5s
Encrypted Key Exchange Protocol Attack Attack Attack No attack 6s
TMN Key Exchange Protocol Attack Unanalyzed | Unanalyzed | Unanalyzed 80s
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6.2 A Novel Attack on Denning Sacco Symmetric Key Protocol

The Denning Sacco symmetric key protocol was thought to be secure in several surveys [7, 5]. It was conceived
as a correction of the Needham Schroeder symmetric key protocol. The sequence of messages, in this protocol,
is:

A —- S : AB
S - A : {B,Kab, T,{A, Kab, T} Kbs}Kas
A — B : {A,Kab, T}Kbs

where T is a timestamp. In this protocol, A forwards to B a part of the message sent by the server S. The
problem, in this protocol, is that messages 2 and 3 are of the same global shape. This fact can be exploited in
the following sequence of messages:

I(B) » S : B,A
S — I(B) : {A,Kab, T,{B,Kab, T}Kas}Kbs
I(A) - B : {A,Kab,T,{B,Kab, T}Kas}Kbs (= {A, Kab, T}Kbs)

After this sequence of messages, B accepts a new value for the symmetric key he shares with A, whereas A
is not aware a protocol run took place. This attack relies on a type flaw, and this kind of attack is sometimes
considered to be dubious. In this case, one shall note this is very unlikely that B, as he receives the whole
message, considers T, {B, Kab,T}Kas to be a timestamp. But the implementation of this protocol could lead
to a real flaw in two cases:

1. First, in case there is some padding during the encryption, it is possible that B just does not check what
happens after the part of the message he is interested in. Since the two ciphers begin with the same data
type, there is a real possibility for B to accept the message, thus leading to the flaw;

2. Second, it may happens that, if a bloc-ciphering algorithm is used (such as DES, for example), the second
message may be split into smaller parts, from which the intruder will be able to construct a message
acceptable by B, however cautious B is. This will be the case if a bloc ends right after T'.

Thus, we believe this type flaw should not be regarded as an artifact, and that it should be considered for an
actual implementation of this protocol.

7 Comparison and Conclusion

Although there are still protocols that cannot be expressed in our high-level language, one shall note that our
approach, in comparison with other classical results, seems rather efficient, and for two reasons.

Firstly, a first look at Table 1 shows that we are able to correctly find out whether a protocol is flawed. But
this first look also hides the fact that some protocol may have multiples errors, and in this case, our tool permits
to find all of them. This happens on the Otway Rees key exchange protocol, where Lowe finds an authentication
error, and Clark&Jacob report a type flaw (Brackin does not find any flaw). We are able to find both flaws
in this case, thanks to the expressiveness of the goal we use, and to the lazy intruder model, which permits
to catch type flaws. The point, here, is that we were able to automatically find a type flaw, whereas another
model-checking method was unable to do so.

Secondly, one shall note that we do not find any “artifact” errors. The case arises on the Yahalom key exchange
protocol. Our approach of the intruder permits to consider only messages that can “really” be exchanged. We
do not claim to find all type flaws, since some of them rely on the associative property of the pairing. We only
consider that pairing is right-associative, which permits us to find type flaws in the tail of messages (as in the
Denning-Sacco case).

The system presented in this paper is an extension of the “lazy intruder” one given in [4] by the addition
of the Oracle’s rules. Other systems using lazy strategies for the intruder (but without Oracle) are presented
in [12, 2].
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14 Y. Chevalier & L. Vigneron

The tool used by Lowe in [7] is probably one of the best, up to date, for the complete study of security protocols.
Its only weaknesses are that it does not handle type flaws and is restricted to finite state space systems.
Other tools can be compared with ours. Blanchet proposed in [3] a tool that also permits model-checking with
an unbounded number of principals. On one hand, his method handles nonces better than in our Oracle’s rules,
and it does not require a scenario. On the other hand, it cannot be used to detect replay attacks, short term
secrecy and, in general, everything that is session dependent. For example, in this nonces setting, every protocol
is subject to a replay attack.

The method used in Athena [13] also has the advantage of not requiring the declaration of instances of principals,
and can handle an unbounded number of principals. Its drawback are that this method needs atomic keys, which
make it inapplicable to protocols like SSL, and it requires that keys used for encryption are known by the receiver.
This rules out protocols like SET Card-holder registration, which uses fresh keys in every messages. Finally,
Athena is not able to handle type flaws.

About these last two systems, we can note that the one described in [3] does not ensure termination because
of problems that might arise from the shape of messages of the protocol. On the other hand, the one described
in [13] does not ensure termination because of a nonce model that is not restricted. We have ensured termination
by restricting the model of nonces and by rejecting type flaws during the building of the Oracle’s rules. We
feel that the model for the principals in parallel can be improved toward either one or the other setting, thus
permitting to study a protocol without having to specify instances for those principals in parallel.

Our model is used in the AVISS project [1], in our implementation, but also partly in an on-the-fly model-checker
by another group. The results obtained by both systems show the efficiency of this model.
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