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Abstract: This paper presents integer multiplication and division operators dedi-
cated to Virtex-II FPGAs from Xilinx. Those operators are based on small 18x18
multiplier blocks available in the Virtex-II device family. Various trade-offs are ex-
plored (computation decomposition, radix, digit sets, ...) using specific VHDL
generators. The obtained operators lead to speed improvements up to 18% for mul-
tiplication and 40% for division compared to standard solutions only based on CLBs.
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Opérateurs de multiplication et de division pour la
famille Virtex-II construits a partir de petits
multiplicateurs

Résumé : Cet article présente des opérateurs de multiplication et division entiéres
destinés aux FPGA de la famille Virtex-II de Xilinx. Ces opérateurs sont basés sur
les petits blocs de multiplication 18x 18 disponibles sur les Virtex-II. Différents com-
promis sont étudiés (décomposition des calculs, base, ensemble de chiffres, ...) grace
& des générateurs automatiques de code VHDL. Les opérateurs obtenus conduisent
a des gains en vitesse de 18% pour la multiplication et 40% pour la division par
rapport aux solutions standard utilisant uniquement des CLB.

Mots-clé : Multiplication, division, FPGA, famille Virtex-II.
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1 Introduction

Many algorithms and architectures have been developed for implementing multipli-
cation and division in FPGAs. Those algorithms mainly use solutions proposed for
standard integrated circuits. They are based on very low-level basic elements such
as full adder and NAND/XOR gates.

Some recent FPGAs embed hardwired small multipliers blocks. For instance,
Virtex-II devices from Xilinx include many 18x18 multipliers. ORCA Series 4 from
Lattice or Stratix from Altera FPGAs also embed small multipliers. These new basic
elements may lead to more efficient arithmetic operators.

This paper deals with the design and the optimization of integer multiplication
and division operators based on a combination of small multiplier blocks and con-
figurable logic blocks for the Virtex-II devices. Section 2 briefly describes Virtex-II
features used in this work. The multiplication algorithms, operators and implemen-
tation results are described in Section 3, and Section 4 deals with division. Finally,
Section 5 presents some conclusions and future prospects.

2 The Virtex-1I Family

Virtex-1II configurable logic blocks (CLBs) provide functional elements for synchronous
and combinatorial logic. Each CLB includes four slices containing basically two 4-
input look-up tables (LUT), two storage elements, and fast carry logic dedicated to
addition and subtraction. A CLB has two separate carry chains, whose height is two
bits per slice, running upward (Figure 1a).

Virtex-II circuits embed many 18 x 18 two’s complement multipliers (the MULT18x18
blocks), each of them supporting two input ports 18-bit signed or 17-bit unsigned
wide (Figure 1b). Furthermore, each multiplier has an internal pipeline stage. Sur-
prisingly, this feature is poorly documented in the Virtex-II data sheet! and synthesis
tools seem unable to automatically deal with it. The MULT18x18S component, avail-
able in the library of Synplify Pro, allows us to write multipliers that take advantage
of this characteristic (Figure lc).

3 Unsigned Multiplication

This section presents the design of efficient unsigned integer multipliers based on
the MULT18x18 blocks available in Virtex-II devices. The algorithms studied here

'There is only one table with the switching characteristics of a pipelined MULT18x18 block.
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Figure 1: Virtex-II arithmetic features overview.

involve splitting the operands into two parts. A m-bit integer X is decomposed into

a lower part Xo and a higher part X; such that

n—1
X = XO —|—2nX1 = ZZCZ2Z + 2"
=0

m—n—1

E 7
'In+l' 2 ,
=0

where n < m. Paragraphs 3.1, 3.2, and 3.3 describe three architectures requiring
from one to four MULT18x18 blocks. Evaluation and comparison of these methods
are summarized in paragraph 3.4.

INRIA
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3.1 Divide-and-Conquer Approach (4 MULT18x18 Blocks)

The well-known divide-and-conquer approach (see for example [6]) requires four small
multiplications and two additions to compute the product XY (Figure 2) and is based
on the following equation:

(X1k 4+ Xo)(Yik + Yo) = X1V1k? 4+ (X1 Yo + XoY1)k + XY,

where k£ = 2". Note that the n least significant bits are obtained directly from a
MULT18x18 block. Synplify Pro uses this method to synthesize a multiplier that is
larger than the MULT18x18 width. However, X and Yj respectively contain the 17
least significant bits of X and Y. Our experiments will demonstrate that this choice
does not always lead to the fastest circuit. Therefore, we have written a VHDL
generator allowing the user to specify the width of Xy, X1, Yy, and Y;.

n bits
= iy X0

vyi(® e e (e e ey
X x1 (@99 @8 o9 xo o
e000 0000 \j:y Y1
ooo.."%%%%Xl*YO*k X0
ooooooo% X0*Y1*k Y1 concatenation
eeo0o0oeo §§§§x1*Y1*k*k x1

YO ™~ Optional pipeline level

TV
® 0000000000 0 00

Figure 2: The divide-and-conquer method (4 MULT18x18 blocks).

3.2 Two-Way Method (3 MULT18x18 Blocks)

The two-way method, originally proposed by Karatsuba and Ofman [3], allows us to
spare a MULT18x18 block and is based on the rewriting:

(X1k + Xo)(Vik + Yo) = X1 Y1 (k2 — k) + (X1 + Xo)(Y1 + Yo)k + XoYo(1 — k).

It involves three multipliers, namely X;Y7, (X7 + Xo)(Y1 + Yp), and XYy, three
adders, and two subtracters (Figure 3). However, this method has a small drawback
in that (X7 + Xo) and (Y7 + Yp) require n + 1 bits. In [4], Knuth suggested an
improvement by writing:

(X1k + Xo)(Yik +Yp) = X1V1(k* + k) — (X1 — X0) (Y1 — Yo)k + XoYo(1 + k).

RR n° 4494
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Knuth was able to replace X; + Xg by X1 — Xo. At the price of a few additional
logic, we can always subtract the lesser from the greater and save the extra bit [7].
However, we will not consider this option in the following.

vyi(0 e o) (00 e ey
X x1 (0 0 0) (00 e 8y

Sign extension

€000 0000 ()

OCceeeeecescoe L -X0*YO*k
(X0+X1) * (YO+Y1) * k
-X1*Y1*k
X1*Y1*k*k

VUV
® 0 0000060000 0 00

Figure 3: The two-way method (3 MULT18x18 blocks).

3.3 Using a Single MULT18x18 Block

When the size m of the operands is slightly greater than 17, the divide-and-conquer
approach leads to a waste of resources. For example, if X and Y are 20-bit unsigned
integers, Synplify allocates a MULT18x18 block for the 3x3 multiplication X;Y7. In
such cases, we suggest an architecture involving a single MULT18x18 which carries
out the product XYy (Figure 4a) and some additional logic for the few other partial
products computation and addition. We combine the remaining z;y; terms and
build m — 17 partial products as depicted in Figure 4a. These partial products PP;
are summed using a tree of carry-propagate adders (Figure 4b). Carry-save adders
are not useful in Virtex FPGAs because of the fast carry logic. Formally, PP; is a
(2m — i — 1)-bit integer defined by:

m—1—1 m—1
PPZ — Z xiyjzz'f'] + Z xjym—l—i2]+m_z_1.
j=0 Jj=i+1

INRIA
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The difficulty lies in the determination of the width of the intermediate sums. Let
us notice that

m—1—1 m—1

max (PP;) = Z 20t 4 Z gJtm—i=l
i=0 j=itl
m—1—1 2m—2i—2
7=0 j=m—1t
Therefore,
max (PPZ + PPZ'+1) — 22m—i—1 + 22m—i—2 _ 2’i+1 _ 2Z (1)
10 11---11 010---0 2)
—_— N~
2m—2i—4Xx X

and PP; 4+ PP, is a (2m — i)-bit integer. Assume that m = 21 and consider the
sum (PPy + PP;) 4+ (PP + PP3). From (2), we deduce

max( (PPy + PP,) + (PPy + PP3) )

42 bits 40 bits
=1011---1101+1011---110100.
N N—_——
38x 34

Hence, the sum is a 42-bit integer. We have written a VHDL generator that uses
such rules to compute the sum of the PP; terms. While the solution illustrated
in Figure 4c seems easier to implement, it leads to larger and slower design. The
synthesis tools can not guess the properties of the partial products and allocate
full-adders whose inputs remain equal to zero.

3.4 Implementation Results

We have written a C library which generates VHDL descriptions of the architectures
described above. The VHDL code was synthesized with Synplify Pro 7.0.3 and
implemented on a Virtex-II XC2V500-6 device using Xilinx Alliance Series 4.1.03i.
In the following, m and n respectively denote the total size of the operands and the
size of their lower part.

The first experiment compares the three solutions (Figure 5). The divide-and-
conquer strategy leads to the smallest circuits in terms of slices number, except for

RR n° 4494



8 Jean-Luc Beuchat, Arnaud Tisserand

m bits
PP3

PPL
n=17 o0 o0 o000 ...0000
-— +ooo---cooppz +ooooo---oooooPPO
o000 ...000 e00000 ... 00000
k oooooo---ooooo<—J

o000 ---000
000000 .- 00000

(b) Adding the partial products (tree structure)

PP3
PP2
PP1
PPO

o 00
o 06000
® (060 0O
® (0 @ 0O
® (@ oo O

® Ccooo
e (@ coo
® (@ @ 0O
® (060 0O
o 0000
o 06000

\'\ MULT18x18

(a) Proposed multiplier (c) Adding the partial products

. e
n=17

Figure 4: Multiplication with a single MULT18x18 block.

m = 18 and m = 19 where the single MULT18x18 architecture is smaller. The two-
way method is disappointing: though it spares a small multiplier, it is slower and the
additional logic is twice bigger than the divide-and-conquer approach. Finally, the
architecture described in paragraph 3.3 is a good trade-off between size and period
when m is close to 17.

An interesting point is that the proposed single MULT18x18 architecture is still
efficient for m = 23, which is the mantissa size in IEEE standard floating-point
numbers (a survey on floating-point can be found in [2]). We have implemented two
versions of the 23 x23 unsigned multiplier involved in the floating-point multiplication
with two pipeline stages and the MULT18x18S primitive. The divide-and-conquer
approach implies 50 slices, four MULT18x18S blocks, and has a period 7 equal to 6
ns. Our algorithm needs 182 slices, a single MULT18x18S block and is a little bit
slower (7 = 8 ns). We plan to study floating-point arithmetic on FPGAs.

Let us now study the impact of n on the divide-and-conquer method. We ob-
tain the smallest circuits when n = 17 (Figure 6). This result is not surprising:
remember that the n least significant bits come directly from a MULT18x18 block.
Consequently, the larger n is, the smaller the last adder of Figure 2 becomes. For
a combinatorial circuit, choosing n = m/2 leads however to a faster circuit. When
we introduce a pipeline stage by replacing all MULT18x18 blocks by MULT18x18S,
our experiments show that n = 17 is the best solution: the size is exactly the same
one that in the combinatorial case (that’s why it is not plotted in Figure 6) and the
period doesn’t depend anymore on the value of n.

INRIA
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Figure 5: Number of slices and period 7 of various unsigned multipliers on a
XC2V500-6 device; <: divide-and-conquer algorithm; Xy and Yy are 17-bit integers
(4 MULT18x18 blocks); O: two-way method (3 MULT18x18 blocks); e: algorithm
described in paragraph 3.3 (1 MULT18x18 block).

55 19
17 .
g 45 16 . |
30 Bl 1
g 35 1. 7
% 30 b ol
[ 12 + ]
25 11 k i
20 106————~ 11
18 20 22 24 26 28 30 32 34 18 20 22 24 26 28 30 32 34
operand size operand size

Figure 6: Impact of the choice of n on the divide-and-conquer method; ¢: n = 17;
e: n=m/2; O: n =17 with MULT18x18S.

The architectures described in this section only need limited changes so as to
perform signed multiplication. The use of MULT18x18 blocks can lead to waste
resources for small operand width (i.e. n << 17). For the specific case of very

RR n~449%4



10 Jean-Luc Beuchat, Arnaud Tisserand

small operand width (up to 5 bits), two multiplications can be shared in the same
MULT18x18 block.

4 Unsigned Division

The most common division implementation in processors is the digit-recurrence al-
gorithm named SRT from the initials of Sweeney, Robertson, and Tocher. SRT and
other division algorithms and implementations can be found in a complete survey [5].
Digit-recurrence algorithms retire a fixed number of quotient bits in every iteration.
SRT dividers are similar to the “paper-and-pencil” method, but they only use limited
comparisons to speed-up the quotient selection. SRT dividers are typically of low
complexity, utilize small area, but have relatively large latencies. A complete book
is devoted to digit-recurrence algorithms [1].

Figure 7 presents a standard radix-r SRT iteration architecture (r = 2¥). There
are t = [n/k| iterations in the division of n-bit integers. Two additional cycles are
required (1 before and 1 after the iterations) to check input values (division by zero
and scaling) and to convert the signed-digit quotient to a standard radix-2 notation.
The division x/d produces k bits of the quotient g at every iteration. The quotient
digit g; is represented using a radix-r notation. The first residual wy is initialized to
x. At iteration j, the residual wj is shifted by & bits left (it produces rw;). Based on
a few most significant bits of rw; and d (n, and ng4-bit large respectively), one can
deduce the next quotient digit ¢j;1 using the quotient digit selection table (Qsel).
Finally, the product gj+1 X d is subtracted to rw; to form the next residual w;4;.

T LnL
o r
= ®
S =
V\ﬁ -g‘ V\ﬁ+1
’% Qij+1
rvy [ J

Figure 7: SRT division iteration architecture.

INRIA
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4.1 Virtex-II SRT Dividers Implementations

A SRT dividers generator was developed in C++. Based on the operator parameters
(operands width, radix, quotient and residual representations), the program checks
the parameters combination, generates the quotient digit selection table and the
synthesizable VHDL code of the complete operator description. There is no pipeline
level inside the generated iteration description.

There are several important parameters in a SRT divider. The radix r = 2¥ plays
a major role. For large values of k the iteration number ¢ is small but each iteration
is complex (large Qsel tables, complex product gj41 x d). High radices (larger than
16 in our case) lead to very huge quotient digit selection tables and seem to be
impracticable.

The radix-2* quotient is represented using a signed-digit redundant number sys-
tem to ensure that next quotient digit determination is possible only based on a few
most significant n, and ng bits of the residual and divisor respectively. Several digit
sets {—a, —a +1,...,0,...,a — 1,a} can be used for radix-2* notation depending
on the values of k and «. For instance, with a radix-4 representation, the minimally
redundant digit set is {—2,—1,0,1,2} (o = 2) and the maximally redundant digit
set is {—3,—-2,-1,0,1,2,3} (o = 3). The digit set used for the quotient is an im-
portant design decision. High values of « lead to simpler quotient digit selection
(smaller values of n, + ng as the address width of the Qsel table) but also to more
complex product ¢;41 x d. In this work, we only use distributed RAM (based on the
LUTs inside the CLBs) for the implementation of the selection tables. Furthermore,
the specific RAM blocks (called BRAM in Virtex devices) can be used for the Qsel
tables.

Usually, another important parameter is the residual w; representation. For
VLSI implementation, a redundant number system such as carry-save is used for w;
to accelerate the gj11 x d — rw; subtraction. For Xilinx FPGAs implementation,
a non-redundant number system such as the two’s complement is sufficient for the
residual because of the fast-carry logic available in Virtex-II devices.

In this work we compare a standard radix-2 division (noticed “std r2”) and several
SRT dividers based on MULT18x18 blocks (noticed “r?/?”). Radix 4, 8 and 16 have
been investigated with several quotient digit sets. For each solution, 16, 24, 32 and
40-bit operands operators have been generated. The different solutions investigated
in this work are summarized in Table 1.

A radix-16 iteration architecture has been generated but it leads to a huge area
(the quotient digit selection table is then a 14-bit address table). It requires more

RR n~449%4
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| solution name || stdr2 || r4/2 | r4/3 | r8/5 | r8/6 | rl16/12 |
radix 2 4 4 8 8 16
«a 1 2 3 ) 6 12
MULT18x18 blocks no yes yes yes yes yes
Ny, Ny na 4,3 6,3 7,4 6,4 7,7

Table 1: Summary of the generated and tested division operators.

2 700 slices of the XC2V500-6 (more than 70% of the slice count). So, we limited
our study to radices smaller or equal to 8.

28
ik 5
: 11 22
350 %g
@ 16
_ 2 14
< 300 E - 29
Q c f=4 =]
£ ~ < 700 =
3 250 3 2 650 S
3 2 = 600 ©
L [ee] = c
@, 200 k! £ 550 S
g 3 = 500 8
g 150 A T 450 ]
=) 400
= 350
100 300
250
50 200 &
operand size operand size
stdr2 —6— r4/3 —— r8/6 —— stdr2 —o— r4/3 —— r8/6 —v—
r4/2 —5— 8/5 —&— #MULT —%— r4r2 —=3— r8/5 —A—

Figure 8: Implementation results on Virtex-II of the generated division operators
(area on left side, speed on right side).

Figure 8 presents the implementation results of the corresponding generated op-
erators. The left part of Figure 8 presents the area results. Depending on the solution
(“std r2” or “r?/7”) and the operands width, the total area used in the device is the
sum of the slice number and the number of MULT18x18 blocks reported on the figure.
For instance, a radix-8 and a=6 solution leads to 172 slices and 1 MULT18x18 block
for 16-bit operands and to 204 slices and 2 MULT18x18 blocks for 32-bit operands.
The standard radix-2 solution does not use any MULT18x18 block. Speed achieve-
ments are presented on the right part of Figure 8. There are two curves sets. The five

INRIA
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lower ones represent the total division time while the five upper ones represent one
iteration delay. All delays have a linear growth with the operand size n. Significant
speed improvements are achieved using MULT18x18 blocks for the ¢;11 x d product.
Indeed, for 40-bit operands a radix-8 solution based on 3 MULT18x18 blocks is more
than 40% faster than the standard radix-2 solution.

5 Conclusion

In this paper, improved architectures and implementations of integer multiplication
and division operators for Virtex-II FPGAs have been presented. Those operators
are based on a combination of small hardwired 18x18 multipliers and CLBs. Ded-
icated VHDL generators have been developed to provide a wide parameter space
exploration. Various trade-offs between speed and area have been explored. A sig-
nificant speed improvement is possible using MULT18x18 blocks. Cunningly using
a few MULT18x18 blocks combined to a few additional logic leads to very efficient
operators.

For unsigned multiplication, a computation decomposition based on a single
MULT18x18 and some additional logic can lead to faster designs than with 4 blocks.
For operands size slightly larger than 17, the single MULT18x18 block solution leads
to smaller and faster multipliers. A radix-8 SRT division architecture with a prod-
uct generator based on MULT18x18 blocks leads to a up to 40% speed improvement
compared to a standard radix-2 solution.

Further research is needed to explore other parameters. The presented solutions
and tools will be extended to signed integers. The presented multiplication solu-
tion can be derived to close operators such as multiplication and accumulation and
square operators while SRT division can be extended to square-root. For division
operators various coding of the signed quotient digits are possible (two’s complement,
sign-magnitude, one-hot codings...). Some codings will reduce the selection table
size while they require more complex gj;1 X d product generation. Floating-point
operators will also be another future research direction.
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