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Abstract: In this paper, we are interested in providing deterministic end-to-end guarantees
to real-time applications in the Internet. We focus on two QoS Quality of Service param-
eters: the end-to-end response time and the end-to-end jitter, parameters of the utmost
importance for such applications. We propose a solution, very simple to deploy, based on a
combination of DiffServ and MPLS. The Ezpedited Forwarding (EF) class of the Differenti-
ated Services (DiffServ) model is well adapted for real-time applications as it is designed for
flows with end-to-end real-time constraints. Moreover MultiProtocol Label Switching (MPLS),
when applied in a DiffServ architecture, is an efficient solution for providing QoS routing.
The results of our worst case analysis enable to derive a simple admission control for the EF
class. Resources provisioned for the EF class but not used by this class are available for the
other classes.
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Une solution basée sur DiffServ et MPLS
offrant des garanties temps-réel de bout-en-bout

Résumé : Dans ce rapport, nous nous intéressons aux garanties déterministes de bout-en-
bout offertes aux applications temps-réel dans I'Internet. Nous considérons plus particulié-
rement les deux paramétres de qualité de service (QoS) les plus importants pour de telles
applications : le temps de réponse de bout-en-bout et la gigue de bout-en-bout. Nous pro-
posons une solution trés simple & mettre en ceuvre, basée sur DiffServ et MPLS. La classe
EF (Ezpedited Forwarding) du modéle DiffServ (Differentiated Services) est bien adaptée
pour les applications temps-réel car elle a été concue pour des flux ayant des contraintes
temps-réel de bout-en-bout. Par ailleurs, MPLS (MultiProtocol Label Switching) est une so-
lution efficace pour le routage avec qualité de service dans une architecture DiffServ. Les
résultats de notre analyse pire cas permettent de déduire un contréole d’admission simple
pour la classe EF. Les ressources attribuées & la classe EF mais inutilisées par cette classe
sont disponibles pour les autres classes.

Mots-clés : DiffServ, MPLS, classe EF, QoS, contraintes temps-réel, garanties détermi-
nistes, controle d’admission, temps de réponse de bout-en-bout pire cas.
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4 Martin, Minet and George

1 Introduction

New applications, particularly real-time applications (including voice and/or video), make
the best-effort service model inadequate. Indeed, this model cannot provide Quality of Ser-
vice (QoS) guarantees, in terms of bandwidth, delay, jitter or packet loss. To answer the
end-to-end QoS requirements in networks, the IETF has first defined the Integrated Services
architecture or IntServ [7]. This service model involves per flow signalling. Each router has
to process signalling messages and to maintain a soft state per flow. The low scalability of
the IntServ architecture led the IETF to define the DiffServ architecture [6]. This architecture
is based on traffic aggregation in a limited number of classes. In particular, the Ezpedited
Forwarding (EF) class has been proposed for applications requiring low end-to-end packet
delay, low delay jitter and low packet loss (e.g. voice and video applications that are delay
and jitter sensitive), the EF class being the highest priority class.

In addition, Internet Service Providers need traffic engineering to optimize the utilization
of network resources and to improve performance of highly demanding traffics. MultiPro-
tocol Label Switching (MPLS) has been introduced to improve routing performance. This
technology is strategically significant for traffic engineering [3], especially when it is used
with constraint-based routing. It requires route optimization based on a set of constraints,
and route assignment. The former can be done by extending current routing protocols, like
OSPF [1]; the latter has to perform label distribution and support explicit routing, like RSVP-
TE [2]. As MPLS allows to fix the path followed by all packets of a flow, it makes easier the
QoS guarantee. Moreover, a MPLS label can easily represent a DiffServ class of service.

In this paper, we propose a solution to guarantee deterministic end-to-end response times
and jitters to all the EF flows in a DiffServ domain. Indeed, beyond the qualitative definition
of the offered QoS, no deterministic end-to-end guarantees have been proved for the EF class.
On the other hand, we show how the label switching technology can be used to implement
our solution.

The rest of the paper is organized as follows. In section 2, we define the problem and the
different models. Section 3 briefly discusses related work. The solution, given in section 4, is
based on a combination of DiffServ and MPLS. Then, we show in section 5 how to compute
upper bounds on the end-to-end response time and the end-to-end delay jitter of any flow
belonging to the EF class, based on a worst case analysis. We then derive from this analysis
a simple admission control defined in section 6. In section 7, we show how close the bounds
we have found are to the real worst case end-to-end response times and jitters. For that
purpose, we have designed a simulation tool that does an exhaustive analysis. Comparison
results are illustrated by an example. Finally, we conclude the paper in section 8.

INRIA
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2 The problem

We investigate the problem of providing deterministic QoS guarantees, in terms of end-to-
end response time and delay jitter, to any flow belonging to the Ezpedited Forwarding class
in a DiffServ domain. The end-to-end response time and delay jitter of an EF flow are de-
fined between the ingress node and the egress node of the flow in the considered domain.
In this paper, we want to provide the guarantee that the end-to-end response time (resp.
the delay jitter) of any flow belonging to the EF class will not exceed D (resp. J), where
D and J are two parameters of the considered DiffServ domain. As we make no particular
assumption concerning the arrival times of packets in the domain, the feasibility of a set of
flows belonging to the EF class is equivalent to meet both constraints, whatever the arrival
times of the packets in the domain.

Moreover, we assume the models defined in the following subsections.

2.1 DiffServ Model

In the DiffServ architecture [6], traffic is distributed over a small number of classes. Packets
carry the code of their class. This code is then used in each DiffServ-compliant router to
select predefined packet handling functions (in terms of queuing, scheduling and buffer ac-
ceptance), called Per-Hop Behavior (PHB). Thus, the network is divided in two parts: the
nodes at the boundary of the network (ingress and egress routers), that perform complex
treatments (packet classification and traffic conditioning) and the nodes in the core network
(core routers), that forward packets according to their class code.

DiffServ provides coarser levels of service than IntServ due to flow aggregation, but is
implementable in large networks, simplifies the construction of multi-domain services, and
is well adapted for tariffing by class of service. Several per-hop behaviors have been defined:

e the Assured Forwarding (AF) PHB group [14]. Four classes, providing more or less
resources in terms of bandwidth and buffers, are defined in the AF service. Each class
manages three different drop priorities representing the relative importance of a packet
in the class.

o the Fzpedited Forwarding (EF) PHB [15]. Traffic belonging to the EF service is delivered
with very low latency and drop probability, up to a negotiated rate. This service can
be used for instance by 1P telephony.

e the Best-Effort Forwarding PHB is the default one.

RR n°® 4831



6 Martin, Minet and George

2.2 Scheduling model

We consider that a DiffServ-compliant router implements Best-Effort, AF and EF classes.
When a packet enters the node scheduler, it is scheduled with the other packets of its class
waiting for processing. We consider that the scheduling of the EF class is FIFO. Moreover,
we assume that packet scheduling is non-preemptive. Therefore, the node scheduler waits
for the completion of the current packet transmission (if any) before selecting the packet
having the highest priority.

EF handlerl—- ‘ ‘ ‘ ‘ HEe, Priority

Queuing
i handler |—- ‘ ‘ ‘ ‘

Best-Effort

Figure 1: DiffServ-compliant router

As illustrated by figure 1, the EF class is scheduled with a Fized Priority Queuing scheme
with regard to the other classes. Thus, the EF class is served as long as it is not empty.
Packets in the Best-Effort and AF classes are served according to Weighted Fair Queuing
(WrQ) [18]. In this way, EF traffic will obtain low delay thanks to Fized Priority Queuing
scheduler and AF traffic will receive a higher bandwidth fraction than Best-Effort thanks to
WFQ.

2.3 Network model

The considered network is a DiffServ domain (all routers are DiffServ-compliant). Moreover,
all routers in the domain are Label Switching Routers (LSR). Links interconnecting routers
are supposed to be FIFO and the transmission delay between two nodes has known lower
and upper bounds: Pmin and Pmaz.

Two DiffServ domain parameters are defined for the EF class:

e D, the worst case end-to-end response time guarantee,

e J, the worst case end-to-end delay jitter guarantee.

In this paper, we consider neither network failures nor packet losses.

INRIA
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2.4 Traffic model

We focus on the flows belonging to the EF class. We consider a set 7 = {7,...,7,} of n
sporadic flows belonging to the EF class. Each flow 7; follows a sequence of nodes whose first
node is the ingress node of the flow. In the following, we call line this sequence. Moreover,
a sporadic flow 7; is defined by:

e T;, the minimum interarrival time (abusively called period) between two successive
packets of 7;;

e C!, the maximum processing time on node h of a packet of 7;;

e Jin!l, the maximum jitter of packets of 7; arriving in the DiffServ domain.

This characterization is well adapted to real-time flows (e.g. process control, voice and
video, sensor and actuator). Any flow 7; € 7 must meet the following constraints:

Constraint 1 The end-to-end response time of any packet of T; from the ingress node to
any egress node must not exceed D.

Constraint 2 When leaving a DiffServ domain, the difference between end-to-end response
times experienced by any two packets of T; must not exceed J.

For any packet g belonging to the EF class, we denote 7(g) the index number of the EF
flow which g belongs to. Moreover, B" denotes the maximum processing time at node h of
any packet of flow not belonging to the EF class.

3 Related work

In this section, we first examine the existing approaches to obtain deterministic end-to-end
response time guarantees in a multi-hop network. Then we see how these approaches can
be applied to the Expedited Forwarding class of the DiffServ model. We then present works
related to Diffserv and MPLS.

3.1 End-to-end response time

To determine the maximum end-to-end response time, several approaches can be used: a
stochastic or a deterministic one. A stochastic approach consists in determining the mean
behavior of the considered network, leading to mean, statistical or probabilistic end-to-end
response times [21, 23]. A deterministic approach is based on a worst case analysis of the
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8 Martin, Minet and George

network behavior, leading to worst case end-to-end response times [9, 12]. In this paper, we
are interested in the deterministic approach as we want to provide a deterministic guarantee
of worst case end-to-end response times for any EF flow in the network. In this context, two
different approaches can be used to determine the worst case end-to-end delay: the holistic
approach and the trajectory approach.

e The holistic approach [22] considers the worst case scenario on each node visited by
a flow, accounting for the maximum possible jitter introduced by the previous visited
nodes. If no jitter control is done, the jitter will increase throughout the visited nodes.
In this case, the minimum and maximum response times on a node h induce a max-
imum jitter on the next visited node h + 1 that leads to a worst case response time
and then a maximum jitter on the following node and so on. Otherwise, the jitter can
be either cancelled or constrained.

o the Jitter Cancellation technique consists in cancelling, on each node, the jitter
of a flow before it is considered by the node scheduler [11]: a flow packet is held
until its latest possible reception time. Hence a flow packet arrives at node h +1
with a jitter depending only on the jitter introduced by the previous node h and
the link between them. As soon as this jitter is cancelled, this packet is seen by
the scheduler of node h+ 1. The worst case end-to-end response time is obtained
by adding the worst case response time, without jitter (as cancelled) on every
node;

o the Constrained Jitter technique consists in checking that the jitter of a flow re-
mains bounded by a maximum acceptable value before the flow is considered by
the node scheduler. If not, the jitter is reduced to the maximum acceptable value
by means of traffic shaping.

In conclusion, the holistic approach can be pessimistic as it considers worst case sce-
narios on every node possibly leading to impossible scenarios.

e The trajectory approach [16] consists in examining the scheduling produced by all
the visited nodes of a flow. In this approach, only possible scenarios are examined.
For instance, the fluid model (see [18] for GPs) is relevant to the trajectory approach.
This approach produces the best results as no impossible scenario is considered but is
somewhat more complex to use. This approach can also be used in conjunction with
a jitter control (see [10] for EDF, and [18] for GPS). In this paper, we adopt the trajec-
tory approach without jitter control in a DiffServ domain to determine the maximum
end-to-end response time of an EF flow.

INRIA
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We can also distinguish two main traffic models: the sporadic model and the token bucket
model. The sporadic model has been used in the holistic approach and in the trajectory
approach, while the token bucket model has been used in the trajectory approach.

e The sporadic model is classically defined by three parameters: the processing time,
the minimum interarrival time and the maximum release jitter, (see section 2.4). This
model is natural and well adapted for real-time applications.

e The token bucket [9, 10, 18] is defined by two parameters: o, the bucket size, and p,
the token throughput. The token bucket can model a flow or all flows of a DiffServ
class. In the first case, it requires to maintain per flow information on every visited
node. This solution is not scalable. In the second case, the choice of good values
for the token bucket parameters is complex when flows have different characteristics.
With this model, arises the problem of fixing the good values of these parameters for
a given application. As shown in [10] and [20], the end-to-end response times strongly
depend on the choice of the token bucket parameters. A bad choice can lead to bad
response times. Furthermore, the token bucket parameters can be optimized for a given
configuration, only valid at a given time. If the configuration evolves, the parameters
of the token bucket should be recomputed on every node to remain optimal. This is
not generally done.

3.2 Expedited Forwarding class

The definition of the EF PHB as given in [15] can be used to predict qualitative end-to-end
delay guarantees. Beyond this definition, end-to-end guarantees are crucial for delay and
jitter sensitive applications. Those QoS guarantees must be provided without requiring
per flow processing in the core routers. Otherwise the solution would not be scalable. [5]
shows that the worst case delay jitter for the EF traffic can be large in case of large networks.

The use of the FIFO scheduling algorithm for priority traffic in a network based on traffic
aggregation (e.g. all flows in the EF class share a single FIFO queue) has been discussed in [§].
Nevertheless, the found delay bound is valid only for reasonably small EF traffic utilization.

In [13], a hybrid admission control scheme has been proposed, based on traffic shaping
at border routers, to provide QoS guarantees in a DiffServ environment. The decision of
the admission control is based on measurements realized to estimate resource allocation,
leading to a higher utilization efficiency. As we are interested in deterministic guarantees,
the admission control accounts for the worst case response times and jitters.

RR n® 4831



10 Martin, Minet and George

3.3 MPLS and DiffServ

MPLS forwards a packet based on its label, while 1P routing forwards a packet based on its 1P
header, and notably the destination address. Label switching technology reduces forwarding
delays due to simpler processing. Labels are carried in a shim label header, inserted either
between the layer-2 and layer-3 headers, or directly in the layer-2 header. Moreover, while
current IP routing does not guarantee that two packets of the same flow follow the same path
between two endpoints, MPLS does. Label switching techniques with explicit routing capa-
bilities allows traffic engineering by introducing the concept of a traffic trunk [3], which is a
set of flows aggregated by their service class and then placed on a Label Switched Path (LSP).

At each LSR along an LSP, a packet is forwarded to the next hop based on its label. A
solution for supporting the DiffServ Behavior Aggregates over a MPLS network is specified
in [17]. Indeed, the 3-bit Ezperimental (Exp) field can encode, into the label header, the
Differentiated Services Code Point (DSCP) which is used in each DiffServ-compliant router
to select a predefined PHB. Since the DSCP requires six bits, two methods are proposed:

o if fewer than eight PHB are supported in the network, the Exp field is sufficient and
its value can be mapped to the PHB. A LSP established in this way is called E-LSP;

Differentiated Services field

Differentiated Services CodePoint Currently Unused
(6 bits) (2 bits)
Label Exp Stack TTL
(20 bits) (3 bits) |[|(1 bit) (8 bits)

Shim fabel header
Figure 2: Encoding of the DSCP into the Exp field
e if more than eight PHB are supported in the network, the DSCP has to be encoded in
the label. A LsP, called L-LSP when supporting such an approach, must be set up for

each PHB class. In this case, the Exp field can provide the drop precedence of packets
in the Assured Forwarding service class.

INRIA
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4 Proposed solution

For the problem defined in section 2, we propose a solution based on a combination of Diff-
Serv and MPLS, where the EF class has the highest priority among the other classes. As at
most eight classes are provided, the DSCP is encoded into the experimental field of the label.
This solution is very simple for the following reasons:

e for a given destination, we need only one label. Hence the size of the label table is
reduced;

e the QoS requirements are directly encoded into the label. Hence, the QoS routing is
completely achieved at layer two, once the route has been established;

e each LSR uses a FIFO scheduling for the EF flows. FIFO scheduling is native in a DiffServ
domain;

e the solution we propose requires neither to maintain information per EF flow nor to
use traffic shaper in the core of the domain, leading to less complexity. The obtained
solution can thus easily be implemented in a DiffServ domain.

The egress routers are in charge of ensuring that for any flow, the end-to-end jitter
remains bounded by J. If it is not the case, the flow is reshaped to be compliant. This re-
quires to synchronize egress router clocks to control the delay jitter at the end of the domain.

The upper bound on the end-to-end response time we give enables to derive a simple
admission control. Indeed, the admission of a new flow 7; in the EF class only requires a
computation involving each node visited by 7;. The conditions that have to be checked
concern (i) the workload, (ii) the maximum sojourn time and (iii) the end-to-end response
time of the EF flows visiting at least one node visited by 7;. The solution with its associated
admission control (see section 6) enables to ensure deterministic end-to-end response times
for the EF flows in a DiffServ domain.

We now describe how a new EF flow is processed with our solution. When a new flow
enters a DiffServ domain, the DSCP given in the DiffServ 1P header determines the label
appended to the packets of this flow. If this flow belongs to the EF class, the admission
control is called. If accepted, the DiffServ domain guarantees the domain deadline D and
jitter J, as defined in section 2.3. MPLS is then used for packet forwarding.

RR n° 4831



12 Martin, Minet and George

5 Worst case end-to-end real-time analysis

In this worst case analysis, we assume that time is discrete. [4] shows that results obtained
with a discrete scheduling are as general as those obtained with a continuous scheduling
when all flow parameters are multiples of the clock tick. In such conditions, any set of flows
is feasible with a discrete scheduling if and only if it is feasible with a continuous scheduling.

In this section, we focus on the end-to-end response time of any packet m of any EF
flow 7; € {r1,...,7n} following a line £, where £ consists of ¢ nodes numbered from 1 to
q- We first introduce the notations and definitions used throughout the paper and define
the constituent parts of the end-to-end response time of any EF flow. Then, we show how
to compute upper bounds on the end-to-end response time of any flow belonging to the EF
class, based on a worst case analysis of FIFO scheduling.

5.1 Notations and definitions

In the rest of this paper, we use the following notations and definitions:

e element of the network such as a node, a line or the domain;
ag, the arrival time of packet m in element e;

de, the departure time of packet m from element e;

Re, the response time of packet m in element e;

Sh the time taken by packet m to arrive on node h;

Jin§ the worst case jitter of flow 7; when entering element e;
Jout§ the worst case jitter of flow 7; when leaving element e;

Plbhtl o the network delay experienced by packet m between nodes h and h + 1.

Moreover, we denote Rmin{ (resp. Rmaz§) the minimum (resp. the maximum) re-
sponse time experienced by packets of flow 7; in element e. Thus, we have: Vm of 7,
Rmint < R% < Rmaz§. In the same way, we denote Sminé (resp. Smazf) the minimum
(resp. the maximum) delay experienced by packets of flow 7; from their arrival times in the
domain to reach element e. Thus, we have: Vm of 7, Smin{ < S7, < Smaz{. Finally, as
assumed in section 2.3, we have: Vm of 7;, Pmin < PRI < Prga.

Definition 1 An idle time t is a time such that all packets arrived before t have been
processed at time t.

Definition 2 A busy period is defined by an interval [t,t') such that t and t' are both idle
times and there is no idle time € (t,t').

INRIA
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Definition 3 For any node h, the processor utilization factor for the EF class is denoted
Uh.. It is the fraction of processor time spent by node h in the processing of EF packets. It
is equal to 3" (CF/T:).

5.2 Constituent parts of the end-to-end response time

Let us consider any EF flow 7, ¢ € [1,n], following a line £, where £ consists of ¢ nodes
numbered from 1 to g. The end-to-end response time of any packet m of 7; depends on its
sojourn times on each visited node and network delays. Thus, we have:
RE — zq: Rh + qi:l Ph,h-‘rl
m m m *
h=1 h=1
As detailed in section 2.2, packet scheduling is non-preemptive. Hence, whatever the
scheduling algorithm in the EF class and despite the highest priority of this class, a packet
from another class (i.e. Best-Effort or AF class) can interfere with EF flows processing due
to non-preemption. Indeed, if any EF packet m enters node h € [1,¢] while a packet m' not
belonging to the EF class is being processing on this node, m has to wait until m’ completion.

Generally, the non-preemptive effect is not limited to this waiting time. For example,
EF packets may arrive in the node while m is waiting for processing (due to m’'). If they
have a higher priority than packet m, then they will be processed before m. But these
packets would not be necessarily processed before m if m’ did not exist. The resulting delay
incurred by m is indirectly due to the non-preemption. As we consider in this paper that
the scheduling of the EF class is FIFO, no EF packet has priority over m if it enters the node
after m did. Hence, we get the following property.

Property 1 The mazimum delay due to packets not belonging to the EF class incurred by
any packet of the EF flow T; is bounded by: Y7 _, (B" —1), where B" denotes the mazimum
processing time at node h of any packet of flow not belonging to the EF class.

Proof: Let us show that if m is delayed on any node h of line £ by a packet m' not belonging
to the EF class, then in the worst case the packet m arrives on node h just after the execution
of m' begins. Indeed, by contradiction, if m arrives on the node before or at the same time
as m', then as m belongs to the EF class and this class has the highest priority, m will be
processed before m’. Hence a contradiction. Thus, in the worst case, m arrives on node
h one time unit after the execution of m’ begins, because we assume a discrete time. The
maximum processing time for m’ on h is B". By convention, if all packets visiting node h
belong to the EF class, we note B" —1 = (0. Hence, in any case, the maximum delay incurred
by m on h directly due to a packet not belonging to the EF class is equal to B — 1. As we
make no particular assumption concerning the classes other than the EF class, in the worst
case packet m is delayed for B — 1 on any visited node h. |
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14 Martin, Minet and George

Obviously, the execution of packet m on any node h € [1,q] can also be delayed by
packets belonging to the EF class and following a line £’ with £' ()£ # 0. If we denote Xgp
this maximum resulting delay, then the worst case end-to-end response time of packet m of
flow 7; is bounded by:

q
Rmaw;cn S XE‘F + E (Bh — 1) + (q - 1) - Pmaz.
h=1

In the following, we show how to compute the end-to-end response time of any packet m
of flow 7;, based on a worst case analysis. This analysis enables to evaluate Xgp, the delay
due to other EF packets.

5.3 Determination of the end-to-end response time

In this section, we show how to compute the worst case end-to-end delay for an EF packet
m as it traverses the DiffServ domain. The strategy is to move backwards through the
sequence of nodes m traverses, each time identifying preceding packets and busy periods
that ultimately affect the delay of m. We proceed in that way till finally at node 1, the
very first packet f(1) to affect m’s delay is identified. Thereafter, the worst case delay is
estimated from the time that f(1) enters the domain to the time that m exits the domain.
This, when subtracted by the difference between the arrival times of m and f(1) to the
domain, yields the worst case delay for m.

5.3.1 All the EF flows follow the same sequence of nodes

We assume in this subsection that all the EF flows follow the same line £ consisting of ¢ nodes
numbered from 1 to ¢. This assumption allows to clearly illustrate the strategy adopted to
determine the worst case end-to-end response time of any EF flow. In subsection 5.3.2, we
show how to generalize this result.

Decomposition of the end-to-end response time of m

Let us consider any packet m belonging to any EF flow 7; € 7. To compute the end-to-
end response time of packet m, we identify the busy periods that affect the delay of m. For
this, we consider the busy period bp? in which m is processed on node ¢ and we define f(q)
as the first EF packet. If packets not belonging to the EF class are processed in bp? before
m, f(q) is the first EF packet after the last of those packets. If no such packet exists, f(q)
is defined as the first packet of bp?.

The packet f(q) has been processed in the busy period bp?~! on node ¢ — 1. We then
define f(q—1) as the first EF packet processed in bp?~! and after the last packet not belonging
to the EF class. If no such packet exists, f(g — 1) is the first packet of bp?~!. And so on
until the busy period of node 1 in which the packet f(1) is processed (see figure 3).
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[] EF packets processed in the considered busy periods  [] Other EF packets [F] Packets not belanging to the EF class

+
. B [ f2) | | ”
arlm Y :

- | e [f]  EE [ m [ ]

-

| | FEEE fiw [ m |

Figure 3: Response time of packet m

In the worst case, on any node h # 1, packet f(h) arrives on node h one time unit after
the beginning of bp". For the sake of simplicity, on a node h, we number consecutively

the EF packets entering the domain between the arrival times a}(l) and a!, of f(1) and m
respectively (with f(¢ + 1) = m). Hence, on node h, we denote m' — 1 (resp. m' + 1) the

packet preceding (resp. succeeding) m’. By adding parts of the considered busy periods, we
can now express the latest departure time of packet m from node ¢, that is:

ayqy + (B'—1) + the processing time on node 1 of packets f(1) to f(2) + P}é)
+ (B?2—1) + the processing time on node 2 of packets f(2) to f(3) + ijeg)

+ (B?—1) + the processing time on node ¢ of packets f(q) to m.

The end-to-end response time of packet m is then bounded by:

q f(h+1) q
ajqy—am+ 3 | X Cly |+ X (B"=1)+(g—1)- Pnas.
h=1 \g=7(h) h=1

Evaluation of the maximum delay due to EF packets

We now consider the term Xgr = aj(y) — a;, + 21:1(25(:}?2;3 CP ), that is the maxi-

mum delay due to EF packets and incurred by m. We denote slow the slowest node of line
L. That is for any flow 7; visiting slow, for any node h visited by 7;, we have C]’-’ < le(’“’.
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We then distinguish the nodes visited by the EF flows before slow and those visited after.
Thus, we have 37_, (327 ¢h ) bounded by:

g=f(h) “'7(9)
slow—1 [ f(h+1)—1 f(slow+1) q f(h+1)
csl
> > Clg+Clymy |+ DGy + D > Chgy + Clisam
h=1 g=f(h) 9=F(slow) h=slow+1 \ g=f(h)+1
nodes Visited before slow nodev slow nodes VisjtéZl after slow

For any node h € [1,q], for any EF packet m' visiting h, the processing time of m/
on node h is less than C’Sl(””i) Then, as packets are numbered consecutively from f(1) to
flg+ 1) = m, we get inequation (1). By considering that on any node h, the processing

time of an EF packet is less than or equal to: C,’}wm = maszl,,n(C;‘), we get inequation (2).

slow—1 [ f(h+1)—1 N f(slow+1) . q F(h+1) A m .
> Y Gyt X O+ X > Oy > oney (M

h=1 g=F(h) g=Ff(slow) h=slow+1 \ g=f(h)+1 9=r(1)

slow—1 q
h h
Z Cruownt, X Clymy < pogei @)

By inequations (1) and (2), we have: Xpr < ajqy—ap+300 1) CHOV+ 20 et Chige
h#slow
The term 7" 9=F(1) S(‘;’)" is bounded by the maximum workload generated by the EF flows

in the interval [a (1)@ al ]. By definition, this quantity is equal to:

n 1
a af(1)+.]zn 7
£ (e [t ) o

As for any z, |z] < z, we can write: 30 (1) CSl < E;.l:l(l+( al —al 1)+Jin1.)/T-)-CS“’“’
This bound is equal to: Y7, (1 4 Jinj/Tj) - CSl"“’ + (al, ) Uslow | where Uglow

denotes the processor utilization factor for the EF class on node slow and must be < 1.
Consequently, Xpr < 37 (1+Jin}/T;)-C5'°% + (ag, —ajqy) - (UFF* = 1)+ 3" net Chigas

h#slow
that is bounded by: Y7, (1 + Jin} /Tj) - C$10% + 327y Ol

h#slow
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Worst case end-to-end response time of an EF packet

We have shown in subsection 5.2 that RmazZ,, the worst case end-to-end response time
of any packet m of flow 7;, i € [1,n], is bounded by: Xgp + Y 1_;(B" —1)+ (¢— 1) - Pmaa.
Hence, considering the above defined bound for Xgp, we finally get:

Property 2 When all the EF flows follow the same line L consisting of q nodes numbered
from 1 to q, then the worst case end-to-end response time of any EF flow 1; meets:

n il q q
Rmawf < 231(14-%) .C;low_{_ }12:1 CThnaw-l_th(Bh_l)+(q_1)'Pmaw'
Jj= = =

h#slow

5.3.2 Extension

In the previous subsection, we assumed that all the EF flows followed the same line (i.e. the
same sequence of nodes). In this subsection, we extend the obtained results to the general
case, that is EF flows can follow different lines. Let us consider any EF flow 7; € 7 following
line £, that consists of ¢ nodes numbered from 1 to ¢q. To determine the worst case end-
to-end response time of any packet m of 7;, we adopt the same strategy as the one used
in subsection 5.3.1, that consists in identifying the busy periods that affect the delay of m
on the nodes visited by 7;. For the sake of simplicity, we first consider that any EF flow 7;
following line £’ with £' # £ and L' (£ # 0 never visits a node of line £ after having left
line £ (cf. assumption 1). In subsection 5.3.3, we show how to remove this assumption.

Assumption 1 For any EF flow 7; following line L' with L' # L and L'"(NL # 0 , if there
ezists a node h € L' (L such that 7; visits h' # h + 1 immediately after h, then 7; never
visits a node h'' € L after.

Decomposition of the end-to-end response time of m

Let us consider any packet m belonging to any EF flow 7; € 7 and following line £, where
L consists of ¢ nodes numbered from 1 to ¢. Identifying the busy periods that affect the
delay of m on the nodes visited by 7; is somewhat more complex than in subsection 5.3.1,
where all the EF flows followed the same line. Indeed, we still focus on the busy period bp?
in which m is processed on node ¢ and we define f(q) as the first EF packet, after the last
of the packets not belonging to the EF class and processed in bp? (if any). But contrary to
the single line case, f(q) does not necessarily come from node ¢ — 1 since the EF flow that
f(q) belongs to may follow a line different from L.
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18 Martin, Minet and George

Hence, to move backwards through the sequence of nodes m traverses, each time iden-
tifying preceding packets and busy periods that ultimately affect the delay of m, we have
to consider an additional packet on node g, that is p(¢ — 1): the first EF packet processed
between f(q) and m on node q and coming from node ¢ — 1. We denote bp?~! the busy
period in which p(q — 1) has been processed on node ¢ — 1 and f(g — 1) the first EF packet
processed in bp?~! (after the last packet not belonging to the EF class). We then define
p(g — 2) as the first EF packet processed between f(g — 1) and m on node ¢ — 1 and coming
from node ¢ — 2. And so on until the busy period of node 1 in which the packet f(1) is
processed. We have thus determined the busy periods on nodes visited by 7; that can be
used to compute the end-to-end response time of packet m (cf. figure 4).

EH Packets not belonging to the EF class % First node visited by an EF flaw in line 2.

+

] | [ (1) ]|

arfn
& ] Te@| [ Tew] |

E L flh) | Leth) | i
peh-1) :
o P (a1 [pta-1)] B [pta-2)] | .
P fa) | [ m |
plg-1}

Figure 4: Response time of packet m

The latest departure time of packet m from node ¢ is then equal to:

ajqy + (B' = 1) + the processing time on node 1 of packets f(1) to p(1) + PI}(’f)
+ (B%2-1) + the processing time on node 2 of packets f(2) to p(2) + Pj(’g) = (a31) =% s)
+ ...

+ (B?—1) + the processing time on node ¢ of packets f(q) to m —(a;’)(q_l) — a‘]{(q)).

Hence, the end-to-end response time of packet m is bounded by:

al —a1+zq: pgé) ch +2q:(Bh—1)+(q—1)-Pmaz—2q:(ah —ah )
F - Tmt o—F i) 7(9) = =, \Up(h=1) — f(R)
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Let first; denote the first node visited by the EF flow 7; in line £. We can notice that on
any node h of line £, if there exists no EF flow 7; such that h = first;, then p(h—1) = f(h)

In other words, if p(h — 1) # f(h), then there exists an EF flow 7; such that h = first;.
In such a case, by definition of p(h), all the packets in [f(h),p(h — 1)) cross line £ for
the first time at node h. We can then act on their arrival times. Postponing the arrivals
of these messages in the busy period where p(h — 1) is processed, would increase the de-
parture time of m from node q. Hence, in the worst case, p(h—1) € bp" and ag(h_l) = a’;(h).

Thus, in the worst case, we obtain a decomposition similar to the one presented in sub-
section 5.3.1. By numbering consecutively on any node h the EF packets processed after
f(h) and before p(h) (with p(¢g) = m), we get an upper bound on the end-to-end response
time of packet m, that is:

Evaluation of the maximum delay due to EF packets

We now consider the term Xgp = a}(l) —al, +31 ( Zgl}(h) Cf(g)), that is the maximum
delay due to EF packets and incurred by m. We denote slow the slowest node among the ¢
nodes visited by m. That is for any flow 7; visiting slow, for any node h visited by 7; we

have Cf < Cstov.

By definition, for any node h € [1, slow), p(h) is the first packet belonging to the EF class,
processed in bp"*t! and coming from node h. Moreover, p(h) is the last packet considered
in bp". Hence, if we count packets processed in bp” and bp"*!, only p(h) is counted twice.
In the same way, for any node h € (slow, q], p(h — 1) is the first packet belonging to the EF
class, processed in bp" and coming from node h — 1. Moreover, p(h — 1) is the last EF packet
considered in bp"~!. Thus, p(h — 1) is the only packet counted twice when counting packets
processed in bp"~! and bp".

In addition, for any node h € [1,q], for any EF packet g visiting h, the processing time

of g on node h is less than le((:)ur(g)

L. Hence, if on any node h € [1, slow) (resp. h € (slow, q]), we bound p(h) (resp. p(h — 1))
by C} .. = max;c,(C}'), then we get:

, where slow; is the slowest node visited by 7; on line

max

m low,, q
XEF S a}(l) - a}n + Z Cj((:)u @ + Z C:lnaz'
g=f(1) h=1

h#slow
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slow(g)

We now evaluate the quantity Z;ﬁ: £1) C ) This quantity is bounded by the max-
imum workload generated by the EF flows visiting at least one node of line L.

On node h, a packet of any EF flow 7; visiting at least one node visited by 7; can delay
the execution of m if it arrives on node first;, where first; denotes the first node common

;z;ﬁ;t ) and at the latest at time ali"  Indeed, if a

first;

to 7; and 7;, at the earliest at time a

packet of 7; arrives on node first; after am ’, it will be processed on this node after m
due to the riro-based scheduling of the EF class. So, if the next node visited by m is also
the next node visited by the packet of 7;, this packet will arrive after m on this node, and
so on. Therefore, it will not delay packet m.

Thus, the packets of 7; that can delay the execution of m are those arrived on node
first; in the interval [a}czﬁijﬁ ) — SmazhiTt — Jinj L abiT _ SmindiT) where Smaahi"*"

(respectively Sminkiret 7) denotes the maximum time (respectively the minimum time) taken

by a packet of 7; to arrive on node first;. The maximum number of packets of 7; that can
delay m is then equal to: 1+ [(aﬁ”t’ — Smingi"*4 — (a ;z;ji’st ) — Smaahi™ — Jin})) [ Tj].

By definition, Smazly"*" — Smink!"*" + Ji nj = Ji ; 5t where Jm;mtj denotes the delay
jitter experlenced by 7; between 1ts source node and node fz'rstj. Applying this property to
all the EF flows visiting at least one node visited by 7;, we get:

First

slow., afnfah +Jin;-l low;
o= Crigy " < Tl 1(2 "1,‘(1*{ XA D'C;w>

As ap, —aly,y < ap —ag, +ag, —ajy, We get apy —agp + 20 p SI(OQSU’(“ bounded by:

d LG al —al +al,—al  +Jink low: .

f)— Ot 30 > {1+ LW ) . 7", that is less than or equal to:

— = 3
h=1 fir]stjl=h

q n ) q :flowj
XX (1 + m) ) + (ain - “?(1)) ' (E (Eiﬁ;l o ) - 1)'
h=

= = 1

fzjh

Hence, if "0_, (" = (C5F /Tj)) < 1, the maximum delay due to EF packets and

firsty=h = J

incurred by m is bounded by:

L St 4 Jin ; a
Xep< Y | 2 (H%)-Cf"“’] + 3 Chas
j =1

first;=h h#slow
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Worst case end-to-end response time of an EF packet

In subsection 5.2, we have defined Rmaz%, as the worst case end-to-end response time of any
packet m of flow 7;, i € [1,n], and shown that Rmas’, < Xgp+> 5_,(B"—1)+(g—1)- Pmaa.
Hence, considering the above defined bound for Xgp, we finally get:

Property 3 If the condition Y §_, (E" i=1 (C;lowj /Tj)) < 1 is met, then the worst

firstj=h

case end-to-end response time of any packet m of EF flow 7; is bounded by:

J
Jirstj=h h#slow

q n h 4 ik ) q q
Rmaf <3 | X (1+Sm%j’”f)-c?l°wi + 3 cﬁm+hz_:1(Bh—1)+(q—1)-Pm.

In section 6, we will see how to bound S”, the time taken by packet m to arrive on node
h, and J in?, the delay jitter experienced by 7; between its source node and node h.

5.3.3 Generalization

Property 3 can be extended to the general case (i.e. by removing assumption 1). To achieve
that, the idea is to consider any EF flow crossing line £ after it left £ as a new EF flow. We
proceed by iteration until meeting assumption 1. We then apply Property 3 considering all
these flows.

5.4 End-to-end jitter

We have assumed that any flow 7; belonging to the EF class enters the DiffServ domain
with a delay jitter bounded by Jin}. But within the domain, the flow 7; will experiment an
additional jitter. To meet the constraint 2 given in Section 2, the last node visited by 7; in
the considered DiffServ domain has to hold every 7; packet until its end-to-end response time
is in the interval [Rmaz¥ — J, Rmaz’], where Rmac¥ is the worst case end-to-end response
time of flow 7; and J the worst case end-to-end delay jitter guarantee.

6 Admission control

We will now use the bound on the worst case response time for the EF flows to derive an
admission control for the EF class. When a new flow belonging to the EF class arrives in
the DiffServ domain, the admission control is in charge of deciding whether this flow can be
accepted. The admission control has two major goals: (i) the new flow must not experience
an end-to-end response time greater than the domain deadline, and (ii) the acceptance of
the new flow must not compromise guarantees given to the already accepted EF flows.
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Moreover, the design of an admission control for the EF class is a complex task in so
far as the admission request of a new EF flow 7; must not lead to recompute the worst
case end-to-end response time of any EF flow already accepted. Indeed the acceptation of
7; results in an increased sojourn time of 7;, an already accepted EF flow crossing 7;. This
leads to an increased jitter of 7; on the first node where 7; crosses 73, an already accepted
EF flow not crossing 7;. This in turn increases the sojourn time of 7%, and so on.

To avoid this cascading effect, we define dZ, as the maximum sojourn time in node h
guaranteed to any EF flow 7; following £'. The decomposition of the domain deadline D in
intermediate deadlines is a general problem (see for instance [19]) and is outside the scope of
this paper. The admission control uses this guaranteed sojourn time on node h to maximize
the impact of any EF flow 7; on 7;. As long as the guaranteed sojourn time of 7; is not
violated, the guaranteed sojourn times as well as the end-to-end response time of any EF
flow 71 not crossing 7; are not modified.

To reach its goals, the admission control has to verify the four following conditions when
a new EF flow 7; enters the DiffServ domain to follow a line £. It is important to underline
that only the worst case end-to-end response times experienced by EF flows visiting at least
one node visited by 7; have to be checked, and not those of all the EF flows in the DiffServ
domain.

6.1 The local workload condition

When a new EF flow 7; arrives in the DiffServ domain, the first condition the admission
control must verify concerns the workload generated by all the EF flows on each node visited
by 7;. This condition is given in lemma 1.

Lemma 1 A necessary condition for the feasibility of a set of EF flows on a node h, in the
presence of flows of other classes, is Uk, < 1.

6.2 The distributed workload condition
The admission control then checks that the condition required by property 3 holds, that is:

slow ;

q n C’ J
Y| ¥ G|t
h=1 j=1
firstj=h
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6.3 The sojourn time condition

If the workload conditions are met, the admission control checks that on any node h visited
by the new EF flow 7;, this flow and each already accepted EF flow 7; following L', with
h € L' £, meet their maximum guaranteed sojourn time on this node, that is: Rmaal < d%
and Rmaz? S dh,.

Lemma 2 For any EF flow 7; following line L, for any node h visited by T;, the maximum
sojourn time on node h of any packet of T; meets:

Rmazg < (Bh — 1) + E"j follows £’ (1 + (Jzngl/T])) C]h
nee! [z

Proof: The maximum sojourn time of m, a packet of the EF flow 7;, consists of two parts.
The first one is due to the non-preemption. As shown in subsection 5.2, this delay is less
than or equal to B" — 1. The second one is due to other EF packets arrived on node h before
packet m. Then, we get:

e —al ., +Jin}
Rmazfn < a?(h) —a’}n + (Bh — ]_) —+—E,,.j Follows £ (]_ + {%J) CJh

hez’ﬂz
inh n oh
< (B' 1)+ T, ottows o (1+ J’S’) O+ (ah — alin) - (E T - 1)-
nec' ()£ Jj=1

Moreover, 3% (C}'/Tj) = Upp < 1 (see subsection 6.1 on the local workload condition).
Hence the lemma. n

6.4 The end-to-end response time condition

To meet the constraint 1 defined in subsection 2.4, the admission control finally checks that
the end-to-end response times of 7; and of each already accepted EF flow 7; following line
L' such that £'( £ # 0 meet the domain deadline D: Rmazt < D and Rmamf’l < D.

To compute the upper bound we have established in subsection 5.3.2 on the worst case

end-to-end response time of any EF packet m, the admission control has to evaluate the
terms Jin and S}
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The former, J z'n;?, that is the delay jitter experienced by flow 7; between its source node
and node h, is equal to: Smaz;Z - Smin;Z < ZZ;}(dk, - Cf) + (h — 1) - (Pmaz — Pmin),
where £’ is the line followed by 7;, composed of ¢’ nodes numbered from 1 to ¢'.

The latter, S* that is the time taken by packet m to arrive on node h, is equal
to: a — al,. In the worst case, we have a?, = d" ! + Pmaz. Then, we can write:
St < Rmaalh~! + Pmaz, where Rmazl:"~! denotes the worst case response time of packet
m when leaving node h — 1. Hence, S” is computed by iteration on the number of nodes in

property 3.

7 Example

In this section, we give an example of computation of the bound on the end-to-end response
time established in subsection 5.3.2. We assume that three EF flows 7, 7 and 73 have
already been accepted. As shown in figure 5, 74 visits nodes 1, 2, 3 and 4, 7» visits nodes 5,
2, 3 and 6, and 73 visits nodes 7, 2 and 8.

Figure 5: EF traffic in the DiffServ domain

We want to admit a new flow 74 visiting line £ consisted of nodes 1 , 2, 3 and 4. We
assume that the DiffServ domain deadline is D = 60. All the flows 7;, i = 1..4, have a period
T; = 10 and a jitter Jin; = 0. For any packet of these EF flows, the processing time on a
core router is equal to 2, the processing time on an ingress/egress router is equal to 3.

Moreover, we assume that flows not belonging to the EF class exist in the DiffServ do-
main. The maximum processing time of a packet of these flows are equal to 2 on a core
router and 3 on an ingress/egress router. The maximum guaranteed sojourn time for any
EF packet is equal to 9 on any node at the boundary of the network and 12 on any node in
the core network. Finally, we have Pmaz = Pmin = 1.
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Assuming that the maximum sojourn time of any EF flow meets the local deadline, we can
compute the end-to-end response time of the new EF flow 74. Indeed, as the distributed work-

load condition is met, that is Zi:l(ziiﬁj;:h (C;lowj /T;)) < 1, we get Rmazf’ bounded by:

! ! Sk + Jinlt low; d d

S| X (1) o | 4 Y Ot B =) 4 (g 1) - P
— ; — —_———

h=1 fisz:jl=h ! h;;}rw \h:l ~ 3

N g _ -
CH+03+(1+13)- 03+ (1+45)-C2 !

The worst case end-to-end response time of the new EF flow is then bounded by 32.

As part of this article, a simulation tool has been developed for providing the exhaustive
solution of a real-time scheduling problem in a network. Indeed, once the different parame-
ters are specified, all the possible scenarios are generated and traffic feasibility is checked for
each of them. The result of this simulation is a file containing the real worst case end-to-end
response time of each flow and a scenario that leads to this response time. The real worst
case end-to-end response time of the new EF flow, provided by the simulation tool, is equal
to 26.

It is important to notice that if 7 or 73 are disturbed by a new EF flow not crossing 74,
the real worst case end-to-end response time of 74 will possibly increase while the computed
bound will remain the same. For example, if a new EF flow wants to go through the DiffServ
domain by node 7, with a period equal to 20 and a processing time of any of its packets
equal to 7, it will be accepted by the admission control. Then, the real worst case end-to-
end response time of 74 will be equal to 28. If another EF flow having the same parameters
wants to go through the DiffServ domain by node 5, it will also be accepted by the admission
control. Then, the real worst case end-to-end response time of 74 will increase to 29, while
the computed bound will remain equal to 32. Notice that the resources provisioned for the
EF class that are not used are available for the other classes.

8 Conclusion

In this paper, we have proposed a solution to offer deterministic end-to-end real-time guar-
antees for flows in the EF class of the DiffServ model. The EF class is well adapted for flows
with real-time constraints. We have considered sporadic flows that can model voice or video
flows. We have determined a bound on the end-to-end response time of any sporadic flow
with a trajectory analysis, less pessimistic than holistic analysis and we have compared this
bound with the exact value provided by a simulation tool we have designed.
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The MPLS technology reduces forwarding delays because of simpler processing and allows
to indicate in a label the service class of the packet. We have shown how to implement our
solution, based on the combination of DiffServ and MPLS. To accept a new EF flow in the
DiffServ domain, we have proposed a simple admission control that involves only the EF
flows crossing the new flow. Notice that even if the admission control uses the bounds we
have established, the resources provisioned for the EF class that are not used are available
for the other classes.
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