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Abstraction de pile pour la vérification interprocédurale de
programmes impératifs

Résumé : Nous nous intéressons a la vérification de programmes impératifs récursifs. Notre approche
consiste & utiliser le cadre théorique de l'interprétation abstraite pour relier la sémantique standard
des programmes impératifs & une sémantique abstraite, au moyen d’une connexion de Galois, puis
de recourir & des techniques d’analyse intraprocédurale qui peuvent étre directement appliquée a la
sémantique abstraite. Cette approche permet de réutiliser des techniques interprocédurales classiques
avec peu de modifications, généralise des méthodes existantes pour I'analyse interprocédurale, et offre
une souplesse accrue en maintenant des informations précises sur la pile d’appel du programme analysé.

Mots-clé : vérification interprocédurale, interprétation abstraite
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1 Introduction

We consider the interprocedural analysis and verification of an important class of imperative pro-
grams, taking into account the values of local and global variables, using the framework of abstract
interpretation.

The main difficulty we address is the abstraction of the call stack which contains both, control points
and values of local variables. Thus, the structure of the state space of a program is quite complex.
In order to reuse standard abstract interpretation techniques, we suggest a more abstract semantics,
which still keeps precise information on stack contents, and which can be efficiently implemented
using standard intraprocedural abstract interpretation for data values. We give both correctness and
optimality results of the proposed abstract semantcis w.r.t. the standard semantics.

Verification versus Data Flow Analysis. Not so many papers are explicitly devoted to verification
of interprocedural programs, which contrasts with the important literature available on interprocedural
data flow analysis for compilation applications. Compilation oriented data flow analysis and verification
by algorithmic techniques actually share the same formal framework: in both cases, the aim is to
compute for each control point of a program a property P that holds at that point, with P belonging
to a lattice of properties (or predicates) L. However from a practical point of view data flow analysis
and verification differ in two aspects: (i) in verification one tries to verify an user-defined property,
whereas data flow analysis is less often driven by a precise property; (i) the lattices of properties
considered in verification are usually more complex than in the case of classical data flow analysis. The
main difference actually lies in this second point: verification requires very precise information to be
able to conclude to satisfaction (or non satisfaction) of the specified property, whereas in compilation
unprecise information just restricts the possibilities for optimisation, without making the analysis
useless. Typically in verification, one needs flow-sensitive®, attribute-dependent?, infinite or even
infinite height lattices. Due to these requirements, several interprocedural techniques designed for
application in compilation are not directly applicable to verification, although they can of course be
used to perform very useful preprocessing analyses.

In this paper, our choices are oriented towards precise verification of programs taking into account
variables values.

Two Main Approaches to Interprocedural Analysis. One can distinguish two main approaches
to interprocedural static analysis. The first one, the functional approach (after the name given by
[SP81]), consists in using a denotational semantics of the analysed program and in proceeding in two
steps. The first step consists in computing the predicate transformers associated to the procedures
of the program, which implies solving fixpoint equations on predicate transformers. The second step
then consists in applying to some input predicate the composition of predicate transformers along a
program path to get the predicate holding at the end of the path. [CC77b, SP81, KS92| apply this
approach to different classes of programs.

The second approach, which we call the operational approach, consists in adopting an operational
semantics for programs. Here, like in many intraprocedural verification techniques, the predicates are
propagated along the control points of the program, using only the predicate transformers associated to
elementary program statements, until a fixpoint is reached. The analysis can be viewed as a symbolic
execution of the program where values are just replaced by properties, without any computation of
predicates transformers associated to blocks of instructions or procedures. However, as a real execution
of the program is simulated, there is the necessity of taking into account the call stack of the program.
Indeed, when a procedure returns to its caller, the call site and the local environment of the caller
should be popped from the stack stored in order to jump back to the effective caller and to restore its

!That is to say, depending on values of variables and/or taking into account conditionals of the program.
2That is to say, attributes (or properties) attached to variables are inter-related.

RR n 4904



4 B. JEANNET and W. SERWE

local environment before the procedure call. The “call-strings approach” of [SP81], later generalized
by [JM82], belong to this approach, as well as techniques based on pushdown systems [EK99]. Also, a
recent extension [RSJ03] lies in-between the two approaches. Related work is discussed in more detail
in Section 7, as well as in Sections 3.5 and 5.3.

Some Advantages of the Operational Approach. The functional approach is certainly more
flexible, as the predicate transformers solution of the fixpoint equations can be applied to any new
input predicate, whereas the operational approach requires a new fixpoint for each different input
predicate a new fixpoint3. But the operational approach presents several advantages:

1. It requires the computation of a system of fixpoint equations in the domain L, which is simpler
than the domain L — L, especially if L is a complex lattice*. This comparison should however
be attenuated, as in the operational approach the call stack has to be taken into account, so that
the real domain of computation looks more like Stack x L where Stack is some (possibly simple)
stack lattice.

2. The computations are contezt-sensitive: instead of computing predicate transformers valid for
any input, which have to handle all possible cases, the operational approach takes into account
only the cases encountered during the fixpoint computation. A typical example is a condi-
tional instruction, the condition of which always evaluates to true (or false) during the symbolic
execution, such that the analysis needs only to take into account one of the two branches. Com-
putations are in some way “partially evaluated” by the input predicate, and so likely to be less
expensive.

3. When L is not distributive, which is often the case when abstract interpretation is used, the
previous observation makes the analysis also more precise.

Let us illustrate these three points by a simple example, in the intraprocedural case.

Example 1 Consider the statement if x>=5 then x := x-5 and the input predicate I =0 <z < 1.
We suppose that we use the lattice of convex polyhedra as the set of predicates, and that predicate
transformers are represented relationally as polyhedra defined on unprimed and primed variable. The
predicate transformer of the statement is

7(z,2)=(z<b5Nz' =z)U(z>5Nz'=2-5)=(z-5<12' <)

where M and LI are the meet and join operators in the convex polyhedra lattice. The application of T
to the predicate I yields the result

Az I()AT(z,2)=Fz: (z—1<2'<z+1)NO0<z<1)=(-5<1'<1)
Now, if we apply the operational method, we have
(I(z) M (z <5)) U ((Azz = 5)(I(z) N (z >5))) = I(z) U (Az.z —5)(L)=I(z) = (0<z < 1)

In the operational method, we manipulate one dimensional intervals instead of two dimensional poly-
gons, we save one join operation and we get a noticeably more accurate result.

3We assume here that solving fixpoint equations is more expensive than applying predicate transformers.
4For instance, the domain IN — IN is not countable, whereas IN is.

INRIA
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Our Method. The motivation of our work is to design an analysis using the operational approach,
in order to take advantage of these three points. We address here the case of programs with global
and local variables, using call-by-value parameter passing, so that there is no aliasing of variables
in the stack. We also aim at a method allowing the verification of invariance properties, where the
considered properties are equivalent to sets of states and the lattice of properties L is the powerset of
states g(5). The main challenge here is to take into account the call stack of the program. We tackle
indeed a sensibly more complicated case than the call-string approach developed in [SP81], where only
parameterless procedures are considered, so that stacks contain only call-sites. [JM82] describes a
more general approach that we partially follow. Let us write the state space of such programs. If we
consider an intraprocedural program with n (global or local) variables, its state space is

Sintra = Ctrl x D" (1)

where Citrl is the finite set of control points of the program and D the domain of values of the
variables. If we consider an interprocedural program with n global variables and m local variables in
each procedure, the state space becomes

Sinter = (Ctrl x D™)T x D™ (2)

where + denotes the Kleene operator (for any set E, ET o U;>1 E%). The set Ctrl x D™ is the set of
activation records, that store the local state of a procedure, and the set (Ctrl x D™)* is the stack of
activation records, the top of which being the current activation record.

Because of undecidability problems, properties in p(S) are usually approximated using abstract
interpretation theory. While several abstract domains have been suggested for the domain p(Sintra)
when D is the set of integers Z for instance, designing directly an abstract domain for (Sipter) in the
interprocedural case seems to us so challenging that we didn’t even try: how to represent for instance
Z™, even approximatively ? Of course, simple solutions exists, like drastically abstracting the stack of
activation records by its top element, but we are looking for more precise solutions.

Our method proceeds thus in two steps:

1. We define a more abstract semantics, that enjoys a simpler state space than Sinter yet keeps
substantial information on the call stack. More precisely, in this semantics the concrete set of
properties (D" x (Ctrl x D™)T) is replaced by an abstract set of properties (p(Ctrl™ x D"+m))2,
in which in the Kleene operator does not apply any more to the data domain but only to the
finite set of control points.

2. We resort then to more classical abstract interpretation techniques to design a effectively com-
putable lattice approximating (p(Ctri™ x D”+m))2.

Let us precise that although the first abstraction step is quite rigid, there is a full scale of solutions for
the second abstraction step.

[JM82] attacks the very same problem quite similarly, by abstracting a stack by a pair composed
of a token abstracting all but the top activation record, and an (abstract) environment for the top
activation record. However, the set of tokens is not given a lattice structure, tokens are just enumerated,
so that it cannot lead directly to an abstract lattice which is both implementable and precise enough
to maintain information on the values of variables (of infinite domain) in the stack. A more precise
comparison is given in in Section 7.

Contribution of this work. We describe a systematic way to analyse interprocedural programs,
by directly abstracting stacks used by the standard operational semantics of imperative programs
with an abstract domain through a Galois connection. The proposed stack abstraction is completely
separated from a possible data abstraction which may follow, and allows to describe properties on
RR n "~ 4904



6 B. JEANNET and W. SERWE

stacks. Moreover this straightforward approach allow us to relate the result of the analysis w.r.t. the
operational semantics of the analysed programs and to give some optimality results. The use of the
abstract interpretation framework also enables us to benefit from classical techniques such as the
combination of forward and backward analysis or state space partitioning, without requiring new
correctness proofs. We also analyse practical issues about efficient implementation of the method.

Outline. The paper is organised as follows. We present first the program model we consider to-
gether with its operational and collecting semantics. We also study some properties of this standard
semantics. We present in Section 3 a first stack abstraction, in the case of programs without global
variables. We give correctness results as well as an optimality result under some additional but very
common assumptions. This optimality result corresponds to well-known results already available in the
literature, but is formulated and proved in a quite different way. In Section 4, we refine the previous
abstraction by using call-strings in order to increase the precision of the analysis and to be able to
reconstruct stack contents more precisely. In Section 5, we present an original technique for taking into
account global variables, which generalises other techniques in the sense that it enables a finer tuning
of the precision of the analysis. Section 6 describes the second step of our approach, giving hints how
to abstract further the stack abstraction in order to obtain effective analysis methods. We compare
our approach with related work in Section 7. Section 8 concludes.

2 Program Model and Standard Semantics

Our analysis considers programs written in a simple imperative programming language with non-
nested procedure definitions, using a value parameter passing scheme®. Besides a fixed set of global
variables, each procedure has its own fixed set of local variables. We do not precise the types of
variables. In fact, variables can rather be thought of as dimensions and do not correspond necessarily
to a syntactic variable in the program. For instance, a special global variable could represent the
heap manipulated by the program, if dynamic allocation is considered. We consider programs as a set
of procedures Py, ... , Pp, defined by their intraprocedural Control Flow Graphs (CFG for short). The
main restrictions with respect to more complex programming languages are the absence of exceptions or
non-local jumps, pointers to local variables (as it happens with reference parameter passing), pointers
to procedures or procedural parameters®.

We make the important assumption that formal parameters of procedures are not modified in the
procedure. This allows to represent a relation between environments at the entry of the procedure and
environments at any control point of the procedure, similarly as in [SP81, KS92]. It is trivial to add
new local variables to ensure this assumption on an existing program.

2.1 Program Syntax

The syntactic domains we use are summarised in Table 1.

Program. A program Prog = (G Var, (F;)o<i<p) is defined by a set G Var of global variables, the
vector of which is noted g, and a set (F;)o<i<p of procedures. We do not have any main procedure, as
we specify separately what are the initial states from which to start an analysis.

Procedures. A procedure P; = (LVar;, FPar;, FRet;,G;) is defined by its set of local variables
LVar;, its set of formal call parameters FPar; C LVar;, its set of formal return parameters FRet; C
LVar;, and its intraprocedural CFG G;. Considered as vectors, these sets are written respectively 1;,
fp, = (fpgl), ... ,fpgm)) and fr; = (frl(-l), . ,frgn)).

5This convention is common in recent programming languages, like Java or ML.
5Dealing with this features could presently be done, but only by doing drastic abstractions.

INRIA
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Var : Variables: Var = G'Var UJ; LVar;
Instr : Instructions

GVar, g : Global variables of the program
LVar;, 1; : Set of local variables of procedure P;
FPar;, fp; : Tuple of formal call parameters of procedure P; FPar; C LVar;
FRet;, fr; : Tuple of formal return parameters of procedure P; FRet; C LVar;
G; = (Ctrl;, I) : Flow graph of the procedure P;
Ctrl; : Control points of the procedure P;
si,e; € Ctrl; : entry and exit points of procedure P;
I; : Ctrl; x Ctrl; — Instr : Instructions labelling edges of G;

G = (Ctrl, I) : Interprocedural flow graph of the program
Ctrl = Up<i<, Ctrli : Control points of the program
I: Ctrl x Ctrl — Instr'™®" : Instructions labelling edges of G

Table 1: Syntactic domains

Intraprocedural CFG. An intraprocedural CFG is a graph G; = (Ctrl;, I;) where Ctrl; is the set
of control points of procedure P;, containing a unique entry control point s; and a unique exit control
point e;. I; : Ctrl; x Ctrl; — Instr is function labelling edges between control points with instructions
belonging to Instr. The instructions we consider in this paper are either intraprocedural instructions
or procedure invocations:

Instr == (R) intraprocedural instruction, with R C (GEnv x LEnv)?
| (y:= Pj(x)) procedure invocation, where the x*)’s and y(!)’s are variables

Intraprocedural instructions are specified in a general way as a relation R describing how the global and
top local environment are transformed by the instruction. Obviously, any assignment of a variable by an
expression or any conditional instruction can be specified that way. Empty relations are used to specify
that there is no instruction between two control points. The assumption that formal call parameters
are not modified is reflected on relations by the assumption that R(eq, eg) implies el(fpgk)) = ey (fpgk) ),
and on procedure calls by the assumption that fp; Ny = 0, where 7 is the number of the considered
(calling) procedure. In the examples we will use the notations (z := e) for the assignment of variable

z by the expression e, and (e?) for the conditional jump guarded by the condition “e is true”.

Interprocedural CFG. The set of intraprocedural CFG’s (containing procedure invocations) allows
to define the interprocedural CFG
G = (Ctrl =] Ctrl;, T)

where I : Ctrl x Ctrl — Instr'™® and where Instr'™®" is the set of interprocedural instructions:

Instr™® = (R) intraprocedural instruction, with R C (GEnv x LEnv)?
| (cally:= Pj(x)) procedure calls, where the x(*)’s and y()’s are variables
| (rety:=Pj(x)) procedure returns, where the x*)’s and y()’s are variables

I is defined as the “union” |J, I;, where furthermore each edge labelled by a procedure invocation is
removed and replaced by two edges usually called call-to-start and exit-to-return edges:

Ii(c,d) # {y = Pj(x)) li(c,d) = (y :== Pj(x))

I(c,d) = Li(c, ) I(c,s;) = (cally := P;(x))
I(ej, ) = (rety := P;j(x))

As an example, Figure 1 depicts the interprocedural CFG of the recursive implementation of the
factorial function f.
RR n "~ 4904
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(r:=r=*n)

Figure 1: Interprocedural CFG for the Factorial Function

\ Il
Sp 4()&»\ SQ CQJJ& . SR
(a:=42) | »° Jo. ) (@i=42)
o\ - “y
b=Q@) y (rey, _gu) 4 =0@)

Figure 2: Interprocedural CFG of Prog

Notations. For ¢ € Ctrl, proc(c) will denote the index j such that ¢ € Ctrl;. For any in-

> (y:i=Pj(x)) def o def
terprocedural transition 7 = ¢ ——""% ¢, we define ret(c) = ¢ and its inverse call(c) = ¢

We call a control point ¢ € Ctrl with an outgoing edge labelled with a procedure call (i.e.,
3d : I(c,d) = (cally := Pj(x))) a call-site (to procedure j).

Example 2 Consider the following simplistic program consisting of global variables x and y and three

procedures P, Q) and R.

var x,y : int;

proc P() : () is | proc Q(i : int) : (r : int) is | proc RO : () is
var a,b : int; begin (sq) begin (sr)
begin (sp) r =i x := 42;

a := 42; end (eq) (cr)

(cp) y = Qx);

b := Q(a); end (eRr)
end (ep)

Procedure @QQ implements the identify function, returning its argument 1 without modification as its
result r. The parameterless procedures P and R call Q), P with the local variable a, and R with the
global variable x.

Figure 2 depicts the interprocedural CFG of this program, where the dashed lines represent the
transitions of the intraprocedural CFG that have been removed. The intraprocedural CFG’s of Prog are
the three “vertical components” of Figure 2.

2.2 Operational Semantics

The operational semantics of programs is given by a transition system (State,—).
INRIA
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v € Value : values of expressions and variables
€ € LEnv; = LVar; — Value: local environments for procedure/function P;
€ € LEw =\J, LEnv; : local environments for any procedure/function
o € GEnv = GVar — Value : global environments

(c,€) € Act = Ctrl x LEnv : activation record
' € Act” : stacks (sequences) of activation records®

o,T) € State = GEnv x Act™ : program states
( g

Table 2: Semantic domains

I{c,d) = (R
R((o,€); (o', €))

(o, T-{c,e)) = (o, T-(c, €)) (Intra)
ro oy
(o, I‘-(]c, 6>J> — (o, T-{c,e)(sj,¢;)) (Call)
I(ej,c) = (rety := Pj(x))
o' = ofy®) ej(fr(.k)) | y®) e GVar]
¢ =efy® s ¢;(fr}"”) | y®) € LVar] _—

(o, T-{call(c),€e)-(ej,€)) = (o', T-{c,€))
Figure 3: SOS Rules Defining the Transition Relation — of the Operational Semantics

The states of a program are pairs (o,T') composed of the global environment o and the stack’
' = (co,€0) - --- - {Cn,€n) of activation records of the calling functions, with on its top the current
activation record (cp,€,) (i-e., the current control point ¢, and the current local environment e,). We
call tail of T' the stack I' without its top element, i.e., the stack (cg, €) - .. .- (cn—1,€n—1) Environments
map variables to values. They can be concatenated with the @ operator, and updated with the notation
o[z + v]. The semantic domains are summarised in Table 2.

The transition relation — C State x State is defined (in SOS-style) by the set of inference rules
shown in Figure 3. An important remark is that we do not use a special value to denote the fact that
the value of a variable is undefined. Instead, as long as a variable hasn’t been specified, the variable is
supposed to hold undeterministically any value in its domain. This choice appears in the rule (Call),
where the local variables which are not formal parameters can contain any value at the entry point fo
the procedure. —* will denote, as usual, the reflexive and transitive closure of —.

Example 3 Consider the program Prog of Example 2. Starting execution from the state (?, <5p,?)>,
where 7 signifies that there are no constraints on the values of the variables, we get the following
execution path (also shown in Figure 4):

<?, <Sp,?)> — <?, <Cp,a=42>> — <?, <Cp,a=42)-<SQ,i=42)> —
(7, (cp,a=42)-(eq,i=r=42)) — (7, (ep,a=b=42))

Another possible ezecution (starting from state (?, (sr))) is:

"Clearly, in this context, the indexes of the local environments ¢; do not indicate the number of the procedure, but
just the position in the stack.

®For any set B, ET % |
RR n~°4904
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(7, (Cp,g\=42> . (s(%,i=42>>

(7, (sp,?)) (sp //QJ\O sQ OQ\)JZ/' SR
a:=42 o S T =
(a:=12) | & %, }iz=12)
(?, (cp,a=42)) ( cp (o= i) CR
G=Q@) | g @ L (= Q@)

(i temasboin) o0 T2 ) 2
(7, (cp,a=42)-(eq,i=r=42))

Figure 4: Execution-Path of Prog, starting from sp

(7, (sr)) = (z=42, (cr)) = (z=42, (cr)"(sq,1=42)) —
(z=42, (cr)"(eq,i=r=42)) = (z=y=42, (er))

2.3 Standard Forward Collecting Semantics

The forward collecting semantics of a program defines the meaning of a program by its set of reachable
states. It is the natural semantics for expressing and verifying invariance properties. It is derived from
its trace semantics by collecting the states belonging to traces (executions) of the program.

Let reach : p(State) — p(State) be the function returning the set of states reachable from a set of
initial states given as argument. reach is defined as

reach(XO) = {q | 3¢™ € X . g™ =* ¢}
It is also the least fix-point solution of
X = Xy U post(X)

where post : p(State) — p(State) is the forward transfer function associated to the
X = {¢d]3eX:q—7q}
program. We will actually decompose it into operators associated to the transitions of the interproce-
dural flow graph G:
post(X) = U post(c EIGEIN ) (X)
(c,c')e Ctrix Ctrl

We have, by straightforward application of the inferences rules defining the operational semantics, the
equations given in Table 3.
In the sequel, we call F[Xj] the function defined by

F[Xo](X) ¥ X0 U post(X) (4)

where Xy, X C S. Since F[Xj] is obviously monotone and continuous, we have by the fix-point theorem
of Kleene that we can compute the forward collecting semantics by an iterated application of F[Xj]
starting from 1:
reach(Xo) = p(F[Xo]) = | (F[Xo])"(1)
n>0

Example 4 Consider the program of Example 2. We have reach ({<?, (sP,?)>}) depicted below (cf.

Ezample 3 and Figure 4):
INRIA
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post(c ﬂ) c’)(X) = {<O'I,F'<CI, e')>

(0, (c,e)) € X .
R((o,¢), (o, ¢) } (3a)

(cally:=Pj(x)) , _ I <0’,P'<C, 6)> €X
pOSt(C c )(X) - {<U’ F <C’ 6) <C ’6 >> el(fpgk)) — (O_ @ 6) (X(k)) (Sb)
(o,T(call(c),€) - (c,€5)) € X
post(c {rety:=hiCo), )(X) =< (o', T-(d,€)) | o' = oly®) — ej(frgk)) | y*) € GVar] (3¢)
€ = e[y®) ej(frg.k)) | y*) ¢ GVar]
Table 3: Concrete Postcondition Operators
proc P() : () is proc Q(i : int) : (r : int) is | proc RQ : QO is
var a,b : int; begin begin (sr) 0
begin (sp) {(?, (sp,?))} (sq) {(?,(cp,a=42)-(sq,i=42))} x 1= 42;
a := 42; r := i; (cr) 0
(cp) {(?, (cP,a:42)>} end y = Qx);
b := Qa); (eq) {(?,(cr,a=42)-(eq,i=r=42))} | end (er) 0

end (ep) {(?, {er,a=b=42))}

2.4 Standard Backward Collecting Semantics

The collecting semantics can also be considered backward, in order to yield the set of states X from
which a given set of final states X is reachable. In this case we call X the set of co-reachable states
of Xy. Let coreach : p(State) — p(State) be the function describing the set of co-reachable states.
coreach(Xy) is the least solution of the equation X = Xy U pre(X) where pre is defined as the inverse
of post, i.e.,

def {@ fX=0 (5)

pre(X) = post 1(X) otherwise
We define the monotone and continuous function
G[Xo)(X) = Xy U pre(X)
and as for reach, we can compute iteratively the fixpoint

coreach(Xo) = p(G[Xo]) = | (G1Xo))"(L)
n>0

Example 5 Consider the program of Example 2. We have coreach ({<:c=y=42, <6R>>}) depicted
below (cf. also Example 3) :

proc PO : () is | proc Q(i : int) : (r : int) is proc R() : () is
var a,b : int; begin begin (sr) (7, (sr))
begin (sp) 0 (s@) {(x=42,(cp,a=42) (sq,i=42)}) x = 42;

a := 42; r =i (cr) <$:42, (cR)>

(cp) O end y = Q(x);

b := Q(a); (eq) {(z=42,(cp,a=42)-(eq,i=7=42))} | end (er) (z=y=42, (er))
end (ep) 0
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2.5 Properties of the standard semantics

We gather here some properties of the standard semantics (in the operational or the collecting versions)
that will be useful to prove optimality results w.r.t. the precision of the abstract semantics we will
present later on in Sections 3 and 4.

2.5.1 Properties of Executions

First, observing that the inference rules defining the standard operational semantics need only the top
two activation records, it is easy to see that we have the following property: for any states (o, ') and
(¢',T") and for any stack T € Act*,

(0,T) = (', T") = (0,T-T) = {0/, T -T) (6)

Another intuitive property is that the execution of a procedure depends only on the global envi-
ronment and the value of actual parameters at the call points of the procedure. This is formalised
below;

Proposition 1 (determinism of procedures) Let q1,q2 € State such that

q = <0, F1-<cl,61)> , g9 = <a, F2-<02,62)> , with T'\,T'y € Act®
I(ci1,5) = (y1 := call Pj(x1))
I(cy,s5) = (y2 := call Pj(x2))
(c@a) ") = (0@ e)xi”)

Then q1 — <0’1, F1'<Cl,61>'T1> — ... <0’n, P1'<Cl,€1>'rn>
implz'es q2 — <01, F2'<CQ,€2>'T1> — ... <Un, F2-<02,€2>-Tn>
for anyn >1 and Y; € Act™.

In other words, the effect of procedures is deterministic in the forward collecting semantics and depends
only on the global environment and the actual parameters on the top activation record that are given
to the procedure. If at a call point two states agree on these, they can reach the same activation
records in the callee and above, if the callee in turn calls other procedures.

Proof. We prove Proposition 1 by induction on the length n of the execution.

Base case. The base case is n = 1. For i = 1,2, we have ¢; = (o, [';-(c;, €) - (s;,€')) for any € such
that e’(fpgk)) =(oc® ei)(xgk)). As 0 @ €1 and o @ ey agree on actual parameters xgk) and xgk), the

property holds.
Induction case. Suppose we have
g1 — (o1, T1-(cr,€)-T1) = ... = (on_1, T1-(c1,€1)- Tno1) = (on, T1-{c1,€1)-Th)

~ 7 ~ ]
v v

"

a1 a
with n > 2 and Y; of length at least 1. By induction, we have

@ — (o1, Ta-{ca,€2)-T1) = ... = (on_1, T2-{c2,€2) - Tr_1)

v

a5

Now a single transition depends at most on the two top activation records (see also the motivation
of (6)). If the transition ¢ — ¢ is a procedure return, then the length of Y,_; is at least 2,
because the length of T,, is at least 1. So the transition <0‘n_1, Tn_1> — <O‘n, Tn> is possible,
hence b — (o, T2+ (co, €2)-Ty,). If the transition ¢ — ¢{' is not a procedure return, the transition
depends only on the top activation record of Y,—; and we have again (o,_1, Tn_1) = (on, Tn),
so we conclude the same way.

O
INRIA
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2.5.2 Properties of the Collecting Semantics

In the forward collecting semantics, it is possible that a state g = <a, (e, e)> is reachable, but that no
state of the form <a’ , F> is reachable. This can happen for instance when initial states have stacks with
more than one activation record and the state ¢ is reached from initial states by the mean of procedure
returns, instead of procedure calls. We capture the absence of this phenomenon by the following notion
of prefix-closure for sets of states.

Definition 1 (Prefix-closed set of states) A set X C State is said to be prefix-closed whenever
(o, T+(c,€)) € X (with T € Act™) implies that there ezists an ezecution

<0n, F) — <an_1, I‘-Tn,1> - ... = <00, F-T0> — <a, I (e, e)) (7)
with n > 0, <U,-, I‘-Ti> €X, and Y; € Act™.

A set of states X is prefixed closed if, for any state in ¢ = (a, I (e, 6)> € X, if the top activation
record is popped from its stack, there exists a state ¢’ = (0,I') € X with the popped stack in X from
which ¢ is reachable by an execution belonging to X, i.e., ¢ —* ¢ such that all intermediate states
also belong to X. We have the following quite obvious property:

Proposition 2 Let X € p(State) a prefiz-closed set. Then X U post(X) and reach(X) are prefiz-
closed.

Proof. Let X € p(State) which is prefix-closed, and let ¢ € X. We just to show that for any ¢’ such that ¢ — ¢/,
X U{q'} is prefix-closed, which implies Proposition 2. We distinguish the three types of transitions.

q BN q': Obvious.

yi=call BiG9), ¢': Obvious (we have (7) with n = 0).

{yi=rer BiG9), ¢': q and ¢’ can be written as ¢ = (o, ['-(c,e)-(c/,€')) and ¢’ = (o', ['-(¢",€")). If T

is empty, X U {q'} is obviously prefix-closed. Otherwise, since ¢ € X and X is prefix-closed, there
exists ¢ = <a”, T-{c, e)) € X with an execution ¢ —* ¢ satisfying (7). As ¢ € X, there exists
¢"" = (0", T') € X with an execution ¢"" —* ¢" satisfying (7). By combining these executions with
q — ¢', we get an execution ¢""’ = <U’”, F> —*q = <a’, F-(c”,e”)) satisfying (7). -
It might be difficult to ensure that a set X is prefix-closed, because it involves the transition
relation, and we assume it to be a not computable relation®. Here is a trivial sufficient condition:

Proposition 3 Let X € p(State). If X € p(GEnv x Act), then X is prefiz-closed.

Indeed, if states in X have only one-element stacks, the condition of Definition 1 are trivially satisfied.
An easy but interesting property is also the following one:

Proposition 4 Let X € p(State) be prefiz-closed, and let Xg = X N p(GEnv x Act). Then X C
reach(Xy) and reach(X) = reach(Xy).

This means that for reachability analysis, it is not more restrictive to consider as initial states one-
element stack states instead of prefix-closed sets of states.

9Remember that our goal is to design a simpler abstract semantics for the standard semantics. So we do not want to
rely on the standard semantics for applying the previous proposition.

RR n 4904
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2.5.3 Properties Induced by Parameter Passing Convention

We assumed that formal parameters are read-only variables. This assumption allows us to get a
necessary condition for a state ¢ = (o, I'-c,€) to lead to ¢’ = (o', ['-{c,€)-(c/,€')), when c is a call site
to procedure proc(c’). Indeed, if ¢ —* ¢', the values of actual parameters in o @ e should match those
of the formal parameters in €.

Definition 2 (valid calling context) Given a context (o, (c,€)) € GEnv x Act and an activation
record (¢',€') € Act, (o, {(c,€)) is a valid calling context for (¢, €) if,

1. cis a call site to a procedure Pj:
Jj:d =s; N I(c,s;) = (cally := Pj(x)), and

2. equality between actual and formal parameters holds:
vk : (0 @ e)(x®) = ¢(p{).

In the sequel, we will use as a short-hand that a context is walid for an activation record. The
following property formalises the intuition of the previous definition.

Proposition 5 For any stack T € Act*, global environments o, o', and activation records (c,€), (c',€')
and (", "),

<Ua r. <C, 6>> — <07 r- <Ca 6) ' <Cla €I>> —* <0Ja r. <C, 6) : <C”a 6”>>
implies that (o, (c,€)) is valid for (¢',€) and (¢",€").

If we do not want to involve the global environment in the constraints induced by the parameter
passing convention, we can weaken Definition 2 as follows:

Definition 3 (valid calling activation record) (c,¢) is a valid calling activation record for (¢, €')
if,
1. cis a call site to a procedure P;:
Jj:d =s; N I(c,sj) = (cally := Pj(x)), and
2. equality between local actual parameters and corresponding formal parameters holds:

VX(k) € LVar : E(X(k)) = e’(fpg.k)),

We will actually focus only on states which might be reachable from one-element stacks (with only
one activation record). We use then the previous property for defining consistent stacks (and states).

Definition 4 (consistent stack and state) A stack I' = (cp, €p) ... {(cp, €,) is consistent if, for any
0 <i < n, (c,€) is a valid calling activation record for (ciy1,€i+1). A state ¢ = (o,I') is consistent
if its stack I' is consistent.

From now on, we focus on consistent states and we restrict State to its consistent subset. In
particular, we implicitly intersect (for any X C S) pre(X), which was defined as post !(X), with the
sets of consistent states.

3 A Simple Stack Abstraction for Functional Programs

We propose here an abstract semantics for programs without global variables, to which standard ab-
straction and representation techniques can be applied. This abstract semantics is actually defined by
an abstraction of the program’s stacks into simpler values. This approach belongs to the operational
approach (according to the definition in the introduction), which contrasts with other solutions sug-
gested for similar programs. We are indeed still able to talk about stacks in the abstract semantics.
We give correctness results for forward and backward analyses, as well as an optimality result w.r.t. the
precision of the forward analysis.

INRIA
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3.1 Stack Abstraction

In the absence of global variables, we have State = Act™ = (Ctrl x LEnv)™, implicitly restricted to its
subset of consistent states. Notice that Definitions 2 and 3 become equivalent.

We decide here to forget all about sequences of call sites in the stack, roughly keeping infor-
mation only on activation records. This abstraction will be refined in Section 4. We can never-
theless get accurate results in such a setting, as it has been observed in a different context [KS92].
Basically, our abstraction consists in abstracting a state ¢ = (cg,€g) - .. (¢n, €,) by the pair of sets

<{<Cm€n>}’ {{ci,e&) | i< n}>

Abstract Domain. An abstract state ¥ = (7,17) is composed of two sets of activation records.
The first set Y represents top activation records, whereas the second set Y is the collapse of all the
activation records belonging to tails of stacks.

This leads to the following definition of the abstract domain:

Ap = p(Act) x p(Act) (8)

which is equipped with the standard lattice structure A(C,U,M, T, L) of a Cartesian product of
lattices, defined by the order:

VYL, € Ap: (VY1) C (Va,Ya) <= YICYVAY CY, (9)

We implicitly collapse all elements of the form (z,0) and (0, z) with L. For a value Y € Ay, we will
always decompose it as (Y,Y). We will do the same for functions returning abstract states.

Abstraction and Concretisation Functions. A; is connected to the state space p(State) =

p(Act™) by the Galois connection p(State) <Z_—J;> Ay, where the abstraction function oy = (ay, ay) is
defined by:

Vg = <Co,€0> .. <Cn,€n) € State : af({q}) — <{<Ci’€{i<>cr,0€n§>:;,< n}>

(10)
VX € p(State) poap(X) = Ugexar({g))
and the concretisation function vy, for any ¥ = (Y, ?> € Ay, by:
<Cn, €n> S Y
g = (co,€) ... {(Cn,en) E7p(Y) = VO<i<n:(c,e €Y (11)

(€o,€0) - - - (cn,€n) 1s a consistent stack

As we told, @y just gathers the top activation records of sets of stacks, whereas a collects all the other
activation records. To rebuild a stack from a an abstract state, the concretisation function v, uses the

notion of consistent stacks. Notice that (c,€) € Y implies that c is a call site.

v
Proposition 6 p(State) <a—_j> Ay is a Galois connection. It follows that aporyy C id and ypoay 3 id.
10

Proof. We defined ¢ as v7(Y) = U{X € p(State) | ay(X) C Y}, see Proposition 7 of [CC92a]. O

1054 denotes the identify function.
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Because of the consistency condition in (11), s is not injective, and two abstract elements may have
the same meaning. It would be desirable to obtain a Galois insertion [CC92a|, with 7y injective
and ay oy = 4d. This can be achieved by restricting Ay to canonical abstract values verifying
ayovf(Y) =Y. However, the product meet operator in Ay, Y1 MY, def <Tlﬂ Y, ’1}; N %>, s not the
meet operator in the restricted lattice, so we will stay in Ay.

The loss of information of our abstraction is given by the extensive function v; o ay. We can have
for instance

(co,€0)-(c1,€)) € (’onozf)<{ (co,€0)-(c1,€1) , {c1,€)) }) 12)
¢ {<00a60>'<01;61 , {c1,€}) }

if (co, €0) is a valid calling activation record for (c1,€]) and € # €.

However, it is clear that @7(X) keeps ezact information on top activation records of stacks, which
is the only information computed by the functional approaches. This is precisely the reason why we did
not collapse completely the stacks but rather separate top activation records from activation records
lying below them in the stacks.

3.2 Forward and Backward Analysis

We have still to compute reachable and coreachable states in the abstract semantics. One might think
that collapsing tails of stacks of activation records to sets of activation records leads to an important
approximation for these computations, even if at the end we just want to obtain information on top
activation records. Fortunately, this is not the case thanks to the use of the notion of valid calling
activation record.

3.2.1 Abstract Transfer Functions.

Computing sets of reachable and coreachable states in the abstract domain requires the definition of
postcondition and precondition operators acting on the abstract domain.
I(c,c)

a

Abstract Postcondition post3. We define post‘}‘c = U e postj‘c(c
c = c

post?(c RAGLON ) is defined on Table 4.

The interesting case is the procedure return for W ¢f. (13c) and Figure 5, the others be-
ing straightforward. How to recover the stack contents before the call at the return point 7 This
corresponds to the function combine introduced [SP81, JM82|, the aim of which is to combine the
environment of the caller at the call point with the environement of the callee at its exit point. In
these papers however, this function is not fully defined. Let us define it in the abstract domain Ay.
According to Proposition 5, I - (call(c), €) - (ej,€;) can be a successor of I - (call(c), €) only if (c,€) is a
valid calling activation record for (e;,€;). So if we have (ej,€;) € Y, we select as the possible calling

), where

activation records all the activation records (call(c),e) € Y that are valid for it. Once this is done,
we just have to perform the assignment of actual returning parameters y, and we get the reachable
activation record(s) at point c.

Seen from another angle, at the exit point e; of a procedure Pj, the top of the stack (in Y) contains
a relation qﬁj(fpj, fr;) between reachable formal call parameter and formal return parameters:

¢ ={(xy) | Iej ) €Y : x = e(fp;) Ay = e(fr;)} (15)

This relation is the predicate transformer of the procedure specialised on the reachable inputs. Hence,
our approach for procedure return can be seen as applying this predicate transformer of the callee to
the valid calling activation records that are reachable in Y at the calling point of the caller.
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(R).

c—>c¢ post3(7)(Y) = {(c,€) | {c,e) €Y A R(e,€)} (13a)
(cally:=Pj(x)) B <C, 6) %
s; posti(T)(Y) =< (s4,€4 k 13b
J f( )(Y) {< 32 €5) e,(fp§- )):e(x(k)) (13b)
(ej,e)) €Y
(ret y:=P;(x)) - _ | {call(c),e) €Y
ej ——— ¢ post‘}(T)(Y) =< (e, €) e(x®)) = Ej(fpg-k)) (13c¢)
¢ = e[y s ¢(fr ))]
o SYTEE, o post()(Y) =Y U {{e,) € T} (13d)
chd post3(r)(Y) = Y otherwise (13e)
7 denotes a transition, and i € Instr™®" an interprocedural instruction.
Table 4: Equations Defining postj‘c
¢ By g pra(n)(Y) = {(e,e) | (¢,€) €Y AR(e,€)} (14a)
o (c,€) € Y
¢; SYTHE, o red(r)(Y) = {<c, &) | {sje) €Y (14b)
e(x®)) = ¢ (fp™))
(c,e) €Y

ret y:=Pj(x

e Y=ED  prE(n)(Y) = { (ejues) i (55) = e(y) (140)

vx® gy : ei(fp;”) = e(xM)
. (ret y:=P;(x)) — Y <c, e’) (= ?
€; pre3(r)(Y) =Y U {(call(c),e) Vody:e(z) = €(2) (144d)
che ];%-(T)(Y) =Y otherwise (14e)

2b. assign y := € (frj)

Figure 5: Abstract Postcondition for Proce-

dure Call (1) and Return (2)

RR n 4904

la. init fp; 1= e(x)

Table 5: Equations Defining pre‘;‘c

9. init ¥

Call (1) and Return (2)

=)
fp®):= ¢ (x® ¢ y)

Figure 6: Abstract Precondition for Procedure
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I(c,c! I(c,d!
Abstract Precondition pre3. We define pre3 = J ;.. pre}(c M} '), where pre3(c ﬂ) )
c = cd

is defined on Table 5.

The interesting cases are procedure calls and returns, c¢f. (14b) and (14c), and Fig. 6, the others
being straightforward. We use the same kind of technique as for the forward analysis to recover
information on stacks, although our abstract states are “flat”.

Here, we do not have the dual of equation (15) at the entry point of the procedure, because formal
return parameters are not constant during the execution of a procedure.

Correctness of the Abstract Transfer Functions. The abstract operators defined above are
correct approximations of their concrete counterpart.

Proposition 7 (post?, pre‘} are correct approximations of post, pre)

posty I ay o post oy (16)
pre} 2 ayopostoryy (17)
Proof. Appendix A.1. |

Actually, if we filter the result of post; and pTej’c by applying o oyy, we could even show the equalities
Qg oyp o post‘} = ay o post o yy and oy o yf o pre:} = ay o pre o yy. We do not really need it, and
it is quite cumbersome to show, but this means that post‘} and prej'c are best correct approrimations

modulo canonicity of abstract values.

3.2.2 Fixpoint Equations and Correctness

We can transpose the equations defining reachable and coreachable states into the abstract lattice Aj.
Let us define for any Yy € Ay,

RY)(Y) €

Yo U post3(Y) reach}(Yo) = Up(F}[Yo])
mly) =

= YoUpre3(Y) coreach(Yp) = lUp(G%[Yo])

We deduce from Proposition 7 and standard abstract interpretation theory that we compute a correct
approximation of reachable and coreachable states, for any set of initial or final states.

Theorem 1 (Soundness of the abstract forward and backward analysis)

reach} 2 aj o reach oy (18)
3

coreach’ ay o coreach o vy (19)

Proof. Let us show (18). Let Yy € Ay and Xo = v7(Yo). We first show that F}[Yp] is a correct approximation

of F[Xo]
F2[Yol(Y) = YoUposti(Y) (by definition)
3 ajyovs(Yo) Uaysopostoys(Y) (by Proposition 7)
= ay(ys(Yo) Upost ovs(Y)) (by definition of ay)
= ajoF[Xo|ons (by definition)
Now, by using Proposition 27 of [CC92a], we get reach}(Yy) = Up(F}[Yo]) 2 ay o Up(F[Xo]) = ay o
reach(Xo) and we deduce (18). The proof for (18) is identical. O
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3.3 An Optimality Result for the Forward Analysis

The previous result is standard, once the abstract postcondition and precondition operators have been
shown to be correct approximations, ¢f. Proposition 7. Could we obtain a better result? Ideally, we
would like to have

reach} o ay = oy o reach (20)

Intuitively, the idea that we build incrementally at the exit point of a procedure its associated pred-
icate transformer (cf. Section 3.2) suggests that such an equality holds, maybe under some more
assumptions.

We tried first to prove it inductively, by finding a stronger relation between post and post3 than
the inequality (16) and to prove (20) using conditions similar to those given in [CC92a]. However,
all attempts we made in this direction failed. The deep reason is that the propagation of information
is not the same in the concrete and the abstract semantics. Consider the forward analysis. In the
concrete semantics, the reachable values from the return point of a procedure call depends only on the
exit point of the callee. However, in the abstract semantics, it also depends directly on the call point
of the procedure call, which propagates stack contents, ¢f. Fig. 5. As a result, information may be
propagated faster in the abstract semantics than in the concrete one, and it is not possible to match
step by step the propagation of information in the two semantics.

So we will prove a exactness result in a more straightforward way, which is less elegant but which
is required by the above observations. We already have reach} oay I ay o reach by Theorem 1, so
we just have to prove the inverse inclusion. A way to achieve this is to show that Y = a; o reach(Xp)
is a pre-fixpoint of postd, i.e., that post‘}(Y) C Y. However, this is not true in general, and some
additional assumptions on Xy are required. In the abstract semantics indeed, procedure returns are
approximated, because these transitions depends on two activation records on the stack, and in the
abstract lattice we maintain only partial relations between two activation records belonging to the
same stack.

Here is the technical proposition.

Proposition 8 Let X, € p(State) such that

1. Xg is prefiz-closed;
2. q={co,€0)--.."(Cn,€n) € Xo implies that procedure proc(cy) is never called by any procedure (this
is property of the interprocedural CFG).

Let X = reach(Xo) and Y = a(X). Then post3(Y)C Y.

Intuitively, if X satisfies the two hypotheses, by combining Propositions 1 and 2, we will be able to
ensure the existence of paths between the entry and the exit points of a procedure for a given valuation
of the formal parameters, when these points are both reachable.

Proof. Let X, satisfying the hypothesis, X = reach(Xo) and ¥ = ay(X). As X, is prefix-closed, so is X
by Proposition 2. We will prove that for any transition 7, post3(7)(Y) C Y. The difficult case is the
procedure return, for which the hypotheses are used.

r=c e According to (13e), /O_EF}(‘T)(Y) =Y. According to (13a) and (Intra), ost3(T)(Y) =
{(c',€"y | {c,e) € Y AR(e,€)} = {(c,€) | {c,e) €Y A {c,e) - (¢, €')}. Now, since Y = a;(X), :

(c,e) € Y implies dT' : T'-(c,€) € X, and by (6) : (c,e) — (¢, €') implies I'-{c,e) — I'- (¢, €'}, so by
'

definition of X: I'(c, €’) € X. We conclude that (¢, €’) € Y by definition of ay. So post?(r)(Y) C Y.

(call y:=P;(x))
T=—c—>——T5

c: According to (13b) and (13d),
post3(r)(Y) = < {{,€) | {e.e) €V A (fpfF)) = e(xM)}, >
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_ < {(c,€) | (c,e) € ?/\(c,e):) (c.€)-(c', €Y}, >
YU{{c,e)eY}

Consider (c,e) € Y. As before, this implies 3 : T'-{c,€) € X, and we have T'-{c,€) — T-{c,€)-{c’,€'}.
So T'-{c,€)-{c',€') € X, which implies {¢,¢’) € Y and {c,e) € Y.

T =e¢; {rety =BG, ., According to (13e), p/o\s_ﬁc(r)(Y) =Y. According to (13c),

post3(T)(Y) = (c,€) e(x®) = ¢

o (call(c),e) € Y implies 30, T” : T{call(c), e} T’ € X. As X is prefix-closed, then I(call(c), ) € X.

e (ej,¢;) €Y implies 3T : T-(e;,€;) € X. If T is empty, then e; belongs to an initial procedure,
i.e., a procedure j such that 3(c,e) € Xg : proc(c) = j. But then, 7 cannot exist because by
hypothesis procedure j is never called, and there is a contradiction. So Y contains at least
one activation record and we have, with a new Y, T-(¢;, €)-(ej,€;) € X, with (¢, ) valid for
(ej,€;). As X is prefix-closed, it follows that Y-(¢;, ) € X and Y -(c;, ) =* T-(c;, €1)-{e;, €;)
as in equation (7) of Definition 1.

*

T -{c;,€) and T'-{call(c),e) satisfy the hypothesis of Proposition 1, so we have I'-{call(c),e) —
[ (call(c),€) - (ej,€;). Then we have I'-(call(c),e) - (ej,€;) — T'-{c,€) by rule (Return), and by

definition of reach: T-(c,€') € X. So {c,€') € Y and post}(Y) C Y.

O
We can now state the following optimality theorem, w.r.t. the precision of the forward analysis.

Theorem 2 (Optimality of the forward analysis) Let Xy € p(State) such that q € Xy implies
that g = (c,€) and that the procedure proc(c) is never called by any procedure. Then

reach} o af(Xo) = ay o reach(Xo) (21)

This implies that
mo ap(Xo) = {{c,e) | AL :T-{c,€) € reach(Xo)} (22)
reach? o ap(Xo) = {(c,e) | I0,T":T - (c,e) - T € reach(Xo)} (23)

Proof. Under the hypotheses, Y = ay o reach(Xo) is a pre-fixpoint of post}, according to Proposition 8. Xo C
reach(Xo), so af(Xo) C Y (ay is monotone), so Flay(Xo)|(Y) = ay(Xo)Upost?(Y) C YUposti(Y) C Y.
Thus Y is a pre-fixpoint of F3[as(Xo)] and reach} o ay(Xo) = Up(F#[ay(Xo)]) EY. From Theorem 1
and((2118)), we have reach} o ay(Xo) 3y o reach o vy 0 ap(Xo) 3 ary 0 reach(Xp). By double inclusion we
get . O

Whereas our analysis looses information on stack contents, we get exact results if we are just interested
in the values that variables can hold at some control points, which is the information of interest for many
applications, as long as we start from one-element initial stacks and such that the initial procedure is
never called.

The two hypotheses seem necessary for proving Proposition 8 and ultimately Theorem 2, as shown
by examples 6 and 7. The second hypothesis on Xy is rather odd, but necessary even when the first
one is satisfied. Intuitively, in the concrete semantics, one cannot return from a procedure when there
is a single activation record on the stack, whereas this is possible in the abstract semantics, whenever
a matching activation record of the calling procedure can be found in the second component of the
abstract state.
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proc P(x:int):(y:int) is proc Q(x:int):(y:int) is
var z:int; begin
begin (sq) 1 {{cp, =3 A 2=42)-(sq,z= 3)}|
(o) [{orsz=3)) £ 0 Then -
z =42  _ ______ (k) |{<cP,m 3A2=42)-(sq,x= 3>}|
cp) I{(CP,m 3/\z—42)} vy i=R®; 7~
y = @i TTTTTTT (c3) 10]
(ep) I{(ep,m y=3Az= 42)}| else
end y: _X: _________________
(CQ) I{(Cp,it 3Nz= 42) (CQ"T Yy= 3)}
e
(ca) 1 (fer,r=3 1 s=42)-(eq =y =3)}
end
proc R(x:int):(y:int) is
begin
(s0) [{{cp, 2=3 A 2=0)-(ck, 2=3)-(sr, 2 =3)}
halt;
end

Figure 7: Example illustrating the role of Hypothesis 1 of Proposition 8

proc P(x:int):(y:int) is begin | proc Q(x :int): _(y_l_nti)_l_s_bsgln
(sp) | {{sp,z=3)} (sa) [_{(SP,E 3)-(sq, z= 3)}'
y = Q(x); halt;
(p) (ca) 101
end y :=I_x?
(eq) [{(eq,z=y=3)}
end

Figure 8: Example illustrating the role of Hypothesis 2 of Proposition 8

Example 6 Consider the program depicted in Fig 7, where the set Xq of initial states is defined with
plain bozes, and the set reach(Xg) \ Xo with dashed bozes. The conditional if 7 is supposed to be a
non-deterministic choice. Notice that Xy is not prefiz-closed, but still “well-formed” in many aspects.
For instance, (sp,z=3 A\ z=0)- (cQ,I 3)-(sr, z=3) is reachable from (sp,z=3 A z=0). However, the
conclusion of Proposition 8 does not hold.

Let X = reach(Xo) and Y = ay(X). Let us show that post3(Y) € Y. If we compute Z =

post:}(eQ et =Q(@), ep)(Y), we obtain that (ep,x =y=3 Az =0) € Z, and thus Z € Y, because

(sp,x=3A2z=0) €Y is associated with (eq,z=y=3) €Y.

Example 7 Consider the program of Fig 8, where the set Xo of initial states is defined with plain
bozes, and the set reach(Xo) \ Xo is shown with dashed bozes.

Let X = reach(Xo) and Y = ayp(X). If we compute Z = posti(eq et y:=Q(@)), ep)(Y), we

will obtain that (ep,z =y =3) € Z, and thus Z C Y, because (sp,z = 3) € Y s associated with
(eqz =y =3) € Y. It seems in the abstract semantics, that (sp,a = 3) - (sq,z = 3) can lead to
(sp,z=3)-(eq,z=y=3), which is false of course because of the halt instruction.
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3.4 Non Optimality of the Backward Analysis

For the backward analysis, we cannot have a result similar to Theorem 2, since this theorem relies on
Proposition 1, but there is no equivalent property for backward analysis. The reason is that whereas
formal call parameters are frozen during the forward execution of a procedure, this is not the case for
formal return parameters during a backward execution. Consequently, we cannot establish relationship
between the values at the exit point of a procedure with the value at the entry point. The following
example shows that under the same assumptions as the hypothesis of theorem 2, we do not get a best
correct approximation of coreach(Xj).

Example 8 Consider the program of Example 2, and let us perform a backward analysis starting from
Xo = {(ep, a=42 Nb=43),(er,z =y = 42)}. We get the following results for the abstract backward

analysis'!:
proc PO: 0 1is proc Q(i:int):(r:int) is proc RO : O is
var a,b : int; begin begin (sr) {(sr,z=42)}
begin (sp) {(sp,a=42)} (sq) {(sq,i=42)} x 1= 42;
a := 42; r o= i {(cr, z=42)},
{{cr,a=42)}, end (cr) < {(cr, z=42)} >
(ce) < {(er a=12)} > (ea) {{eai=d2A92<r<a3)} |y o= 000
b := Q(a); end
end (er) | {(er, s=y=12)} ]
(ep) [{(er,a=b—1=42)} |

In the abstract analysis, sp is coreachable, but it the concrete one it is not, because in procedure @
(eq,2=42 AN r=43) does not have any predecessor. So the abstract backward analysis delivers in this
case a strict upper-approximation of the best correct approxzimation of coreach(Xy).

We think that to obtain a better precision of the abstract analysis, we would need a different
semantics enjoying duality properties w.r.t. the abstract forward semantics. Formal return parameters
should be copied into frozen variables upon procedure returns, during a backward execution, and Y
should keep track of activation records at the return point of the procedure call, instead of activation
records at the call point of the procedure call as in Ay.

This requires among others the use of distinct Galois connections for forward and backward analysis
and has the drawback that forward and backward analysis cannot be combined any more by simply
intersecting them.

3.5 Discussion

The abstract semantics we presented in this section needs to be abstracted in the case where variables
are of infinite type. But if we are interested only on activation records reachable or coreachable in the
stack, it is a better starting point than the standard operational semantics, especially for the forward
analysis where Theorem 2 applies. The point is that now there is no Kleene operator in the definition
of the abstract domain, so the many classical abstract interpretation techniques for intraprocedural
problems can be applied. Indeed, if we note D the union of all data domains in which variables takes
their values, the abstract lattice has the structure (p((]trl X D"))2, which is similar to the structure of
the state-space of intraprocedural programs, apart for the square exponent. Section 6 will give more
details on these aspects.

Another point is that we do not address programs with global variables and side-effects. However
this can be easily addressed by transferring back and forth all global variables during procedure calls
and returns, as suggested by many authors using the functional approach [CC77b, SP81, KS92].

"Por simplicity, we omit Y for non-call-sites.
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Theorems 1 and 2 are actually very similar to the results obtained in the functional approach of
[SP81] and in [KS92], even if they are formulated in a quite different way, because these papers use
the functional approach. Both papers shows that if the postcondition function(s) defined on activation
records (and not on stacks as in our case) are distributive, then the so-called Meet Over all Valid Paths
solution coincides with the Least Fiz Point solution.'? As we relate our abstract semantics directly
to the standard semantics, Theorem 2 says that we get the Meet Over all Valid Paths solution, even
if we did not make an explicit use of the notion of interprocedural valid paths. Another interesting
observation is that they have equivalent hypotheses than ours: they start the analysis with one-element
stacks, and from a main procedure which cannot be called, even if this latter hypothesis is left implicit.

Our contribution gives however a more flexible method, as we can start the analysis from any set
of states, possibly having non-empty stack tails, even if the analysis is not optimal any more. We are
also able to recover information on stack contents.

4 A Refined Stack Abstraction for Functional Programs

Our motivation to improve the precision of the previous stack abstraction (¢f. Section 3) is twofold:

1. The previous abstraction may give poor results if we want to recover information on stack con-
tents, and not only about activation records present in the reachable stacks;

2. A second abstract interpretation step is required anyway. So if some aspects of the abstract
semantics are improved, the second abstract interpretation step can benefit from it, since it can
use more information to perform further abstraction.

Typically, for debugging applications, precise knowledge about the stacks would allow to ask questions
like:

If I am in procedure P with an environment ep, and if I assume that I have been called
successively by @ and R, am I able to enter procedure S 7

Formally, this amounts to asking whether an execution path of the following form exists:
(cr,?)-(cq,?) (cp,ep) =" T'-(s5,7)

4.1 New Stack Abstraction

We suggest to replace activation records (cp,e€,) used in the previous semantics by objects of the
form (cp . .. ¢n, €,), which we will call extended activation records. This corresponds to replacing single
control points ¢, labelling environments by sequences ¢ . .. ¢,, which are called call strings in [SP81].
Basically, our abstraction consists then in abstracting a state g = (cg, €g) - .. (¢p, €,) by the pair of sets
<{(co coiCnsen)}y {{co--ciyE) |1 < n}> The abstract semantics proposed in this section can be seen
as a synthesis of the two distinct methods described in [SP81].

Let us note FAct the set of extended activation records:

FEAct def Ctrlit x LEnv

We can extend the notion of valid calling activation record (Definition 3) to extended activation records:
(w, €) is valid for (o', €') if w = wp-c, W = wp-e-d, and (¢, €) is a valid calling activation record for (¢, €’).
The better precision of the new abstract semantics is due to the additional condition (on equality of
call-strings) in the definition of valid calling (extended) activation records.

12They actually talk about maximal fixpoints, following the usual convention in data flow analysis, but it can be
transposed by duality to the convention used in abstract interpretation.
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Abstract Domain. We extend the domain Ay defined in section 3.1, (8) by replacing activation
records by extended activation records:

A, ¥ o(BAct) x p(EAct) (24)

As is equipped with the standard lattice structure A4(C, U, M, T, L) of a Cartesian product of lattices.

Abstraction and Concretisation Functions. A; is connected to the state space p(State) by the
following Galois connection p(State) % As, where the abstraction function oy = (@y, a;) is defined
by: ’

Vg = (co,€) ... {(Cn,€n) € State : as({q}) = <{(Co '~{'('cc(1’.;i.>cr,()e7;)£,< n}> (25)

VX € p(State) poas(X) = exas({g})

and the concretisation function ~, by, for any Y = (Y, Y) € A,:

(co...cn,en) €Y
q={co,€)...{(cn,€n) €E7s(Y) <= VO<i<n:{(c...ci€)EY (26)
(co,€0) - - - {cn, €n) 1s a consistent stack

Proposition 9 p(5) <Z_—s> A is a Galois connection. It follows that ag o s E id and v 0 ag J id.
Proof. We defined v, as 75(Y) = U{X | as(X) C Y}, see Proposition 7 of [CC92a]. i

Again, we can define canonical abstract values as those abstract values Y € A, such that azoy,(Y) =Y.
But since the set of canonical abstract states is not closed by the meet operator M of As, we do not
restrict our attention to canonical values (which would be more convenient).

Using Ay looses less information than using A;. For instance, thanks to call-strings, we cannot
have any more the problem of (12). However we have a slightly subtler phenomenon: it is possible to
have

(co,€0)-(c1,€1) € (730045)<{ (co, €0) - (c1,€1) , {co,€p) - (c1,€) }) (27)

¢ { (cos€0)-{e1, 1), {co,ep)-(cir€h) }
if (co,€0) is a valid calling activation record for (c1,€]) and €; # €). That means that while the
abstraction keeps the length of the stack exact, it can still induce some “cross-over” of activation records

belonging to different concrete stacks. However, the constraints on valid calling contexts representing
the parameter passing conventions will rule out most of the states in excess.

Example 9 For instance, considering the program of Example 2, we have
(cp, a=42) - <5Qa ZQ:42>7
(yoa) cp,a=17) - (sq, ig=17
Q Q

~(({emn ) L REs b)
:{ (cp, a=42) - (sq, ig=142), }
(cp,a=17) - (sq, ig=17)

since (cp, true, a=42) is not a valid calling context for (cp -sq, true, ig=17), nor is (cp, true, a=17)
a valid calling context for (cp - sq, true, ig=42).
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Actually we can prove that this second abstraction is more precise than the previous one by ex-

hibiting the Galois connection Ag 423—%) Ay relating them:
{{cn,€n) | {co-.-cny€n) €Y},
Y) = ~ 2
@55 (Y) < {emen) | (co .- cnen) € T} (28)
’Ys<—f(Y) = US{X € As | O‘s—>f(X) Ef Y} (29)

4.2 Forward and Backward Analysis

The transfer functions post and pre? are defined in Tables 6 and 7 for the different transitions. These
definitions are based on the same principles as the definitions in Tables 4 and 5, but now we can use call
strings to perform a more accurate “matching” of possible (extended) calling contexts with top contexts.
Furthermore, we can now mirror more precisely the behaviour of the concrete transfer functions in the
case of procedure returns (for forward analysis) or procedure calls (for backward analysis).

Recall from (15) that we were able to extract after convergence of the forward analysis the predicate
transformer of any procedure P; specialised on the reachable inputs of P;. Now, we can partition this
predicate transformer using call strings:

qu = Uwe Ctrl* ¢J (w)
Pj(w) = {(x, y) | Hw-ej,€) € Y :x= e(fpj) ANy = 6(frj)}

Also, the predicate transformer defined by (15) is exact if fixpoint computations starts with a initial
set of states satisfying the hypotheses of Theorem 2. Here, we will show a similar result, but with a
less restrictive assumption about initial states.

First, we have to check that the operators we just defined are correct approximations.

(32)

Proposition 10 (post2, pre? are correct approximations of post, pre)

postd I a0 post oy, (33)
pre2 J aso post oy (34)
Proof. Appendix A.2. |

Here again, we could prove that post3 and pre2 are best correct approzimations if we make their result
canonical (by applying as o 7s).
Let us define for any Yy € A,
F[%)(Y) = YoUpostd(Y) reach$(Yo) = lp(F7[Yo))
G[Yol(Y) YU pre3(Y) coreach3(Yp) = Up(G3[Yy))
As in Section 3.2.2, we deduce from Proposition 10 and standard abstract interpretation theory that
we compute a correct approximation of reachable states.

Theorem 3 (Soundness of the abstract forward and backward analysis)

reach? 1 as o reach oy (35)
coreach?  ag o coreach o s (36)
Proof. Identical to the proof of Theorem 1. |
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(R)

c—=c post3(T)(Y) = {{w-,€) | (w-c,e) €Y AR(e,€)} (30a)
(cally:=Pj(x)) — (w C, 6) S Y
¢ S sy pos(T)(Y) = {<w-c-sj,ej> () = e(x®) } (30b)
(w-call(c)-¢j,¢;) €Y
ret y:=P;j(x [ , w ll(c Y
e ﬂ) ¢ posti(T)(Y) =4 (w-e€) <(X(C,3)(_)€ )(fi(k)) (30c)

= ey o ()]

(R)

c L posta(T)(Y) =Y (30d)
(cally:=P;(x)) —— S —

s; posti(T)(Y)=Y U {(w-c,e) €Y} (30e)

e; ZYEBON, LB (DY) = {(w.e) €Y | (wew-call(c),€) € T} (30f)

Table 6: Equations Defining post3

(B)

c—>c¢ pre3( = {{w-c,€) | {w-c,¢€) GY/\R €} (31a)
ety P 0] wcsj,ej
e Y 5 pred( (w-e,€) | {w-e, €) (31b)
e(x(9)) = ¢, fp(>
(w-e,€)

ey EEYERO o (w-call(e)-¢j, ¢;) e,-(fr<’“’)=e<y<k>)

V) ¢y (0l = x)

(31c)

c ﬂ) c Ig;é/i(T)(Y) =Y 10

c (call y:=P;(x)) 8 I;_'fté/g.(T)(Y) — {(w,e) I }7 | (w-w'-c, GI) S }7} (316)
e =B ¢ prea(r)(v) =¥ U {<w-ca“<c)’f> ‘ §w¢y> f(S =¢(2) } o

Table 7: Equations Defining pre3
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4.3 Optimality Results for Forward Analysis

As already mentioned, A; is strictly more precise than Ay, and we V¢
have the Galois connections depicted besides. It is also quite clear e

that the abstract postcondition and precondition operators in Aj p(S’tate):QDAS T
are more precise than in Ay. Hence we can inherit from Theorem 2 \s_/
in As, whenever we start from a set of initial states satisfying the of
hypotheses of Theorem 2. This means that we keep exact information on top activation records:

Vs« f

Ay

Proposition 11 (Exact computation of top activation records) Let X, € p(State) satisfying
the hypotheses of Theorem 2. Then'3

Qs o reach’ o as(Xo) = @j o reach(Xo) = {(c,e) | I'-(c,€) € reach(Xo)} (37a)
@555 o reach? o as(Xo) = a o reach(Xo) = {{c,€) | T-{c,€)-T" € reach(Xop)} (37b)

The intuition suggests that we can get an even better result, in two directions: we can now say
something on extended activation records, instead of just activation records, and we can relax some
assumptions on the set of initial states. It is clear that the second hypothesis of Proposition 8 is not
needed any more, because we know that an extended activation record can return to a caller only when
its call-string component is of length at least 2. However, the condition that the set of initial states is
prefix-closed is still necessary as shown by the following example.

Example 10 Let us take again the program of Fig. 7 (page 21), where Xg (depicted with plain bozes)
is not prefiz-closed. Let X = reach(Xy), Y = as(X) and let us show that post3(Y) ¢ Y. If we compute

Z = posti(eq M) ep)(Y), we will obtain that (ep,z=y=3 Nz =0) € Z, and thus Z ¢ Y,

because (sp,z=3 A 2=0) € Y is associated with (sp-eq,z=y=3) €Y.

By Proposition 4, this basically means that the initial states can only have one-element stacks, if
we want to have the optimality result.

Proposition 12 Let Xy € p(State) be a prefiz-closed set of states. Let X = reach(Xp) and Y =
ap(X). Then post3(Y)C Y.

Proof. Similar to the proof of Proposition 8, the main difference is in the case of procedure returns.

Let Xy € p(State) prefix-closed, X = reach(Xo) and Y = «a5(X). By Proposition 4, X is prefix-closed.
We will prove that for any transition 7, post3(7)(Y) C Y.

r=ch s According to (30d), ];)\/Sti(T)(Y) =Y. According to (30a) and (Intra), post3(T)(Y) =
{w-c,€) | (w-c,e) €Y AR(e,€)} = {{w-c,€) | (w-c,e) €Y Ale,e) = {c',€)}. Now,
(i) Since Y = as(X), (w-c,e) € Y implies 3T = (co,€0) - .- (Cn—1,€n—1) : ['-{c,e) € X, with
W=¢Cy...Cn—1,
(i) {c,e) = (c,€') implies T'-{c,e) — IT'-(c', €') (see (6)).
Since I'-(c’,€’) € X (by definition of X), we conclude that (w-c',€') € Y. Hence, post3(7)(Y)C Y.

(cally:=P;(x))
T=¢c———"—5

¢t According to (30b) and (30e),

pOSti(T)(Y) — < {(w.c-c/7€/> | <‘ij'c’6

Consider (w-c,e) € Y. As before, this implies 3T = (co,€0) ... {cn_1,€n_1) : ['-{c,€) € X, with
W= c¢y.--Cp—1- We have T'-{c,e) — I'-{c,€)-(c',€'). So I'-{c,e)-{c,€) € X, which implies
(w-c-c',€')y € Y and consequently {w-c,e) € Y.

13 As before, we note s = (Gs57, s f)-
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T =Cpi1 {rety =), ret(cy): This is the interesting case. According to (30f), p/o;’?g(r) (Y)C Y. Ac-

cording to (30c),

(w-Cn"Cnt1,€nt1) € Y
(w-en,€) €Y
e (z®)) = e (Fr 1)

en = enly® = enga (B

posty(r)(Y) = 4 {w-ret(cn),€p)

o (wcn,€)) €Y implies IC = (co, €h) ... (eno1,€,_1), I : T{cn, €T € X, withw = ¢p .. . Cper.
As X is prefix-closed, T'-{cp,€),) € X.

o (W-Cn-Cnt1,€ns1) €Y implies 3T = (co, €0) - .. {Cn_1,€n_1), Fen : T-{Cn,€n){Cni1,€ns1) € X.
As X is prefix-closed, T-{cp,€,) € X and Y-{(cn,€n) =* T -{cn,€n) (Cnt1,€nt1) as in (7) (see
Definition 1).

Y -{cpn,€n) and T'-(cp,€),) satisfy the hypotheses of Proposition 1. Thus we have T'-(cp,€),) —*
I(cn, €, ){Cn+1,€nt1), and consequently I'(cy, €).)(Cnt1, €nt1) € X. So by rule (Return) we conclude
that T'-(ret(c,),€") € X and (by definition of V) {(cg...cn_1-ret(c,),€!) € Y, s0 post3(Y)C Y.

O
We can now state the following optimality theorem, w.r.t. the precision of the forward analysis.

Theorem 4 (Optimality of the forward analysis) Let Xy € p(State) be prefiz-closed. Then
reach? o as(Xo) = as o reach(Xp) (38)

This implies that

reach o af(Xo) = {(co-...cn,€n) | (co,€0)---(Cn,€n) € reach(Xy)}
7;;1313/: oaf(Xo) = {{co...cny€n) | A" € Act™ : (co,€0) - .. (cn,€n)-I" € reach(Xo)}

This abstraction can be viewed as a synthesis and a generalisation of the two approaches described
in [SP81], merging their functional and their call string approach. It is much more general, because in
their call string approach, no local variables are considered, which simplifies abstracting the stack.

5 Handling Global Variables

There are basically two solutions to add global variables to the previous stack abstractions. The first
one, which has been widely used in the functional approach, consists in passing forth and back global
variables to called procedures, in order to use predicate transformers associated to procedures to model
the evolution of global variables. This is equivalent to transforming the initial program with global
variables into a program with local variables only. Using this technique, our two abstractions Aj
and Ag can be applied to programs with global variables. In this case, we keep our accuracy results.
However, this technique has the drawback, that it requires to duplicate and even to triple'* the number
of variables we have to deal with, and one of our motivations to use an operational approach is precisely
to limit as much as possible the complexity of the lattice on which fixpoints are computed, and among
others to limit the number of variables to be manipulated at the same time.

Therefore, we suggest here another solution, which consists in extending the previously presented
stack abstractions with global variables. We propose to generalise the abstract semantics Ay and
A, to take into account global variables, by roughly keeping their information flow in the standard
operational semantics. While this implies stronger approximations than in the previous sections, we
keep the original number of variables.

MPor every global variable, we would have to introduce a formal call and return parameter in every procedure, and
we need at return points to combine the state of two procedures.

INRIA



Avstracting Catl-oStacks for Interproceaurat Verification of Imperative Frograms

Program P First iteration Second iteration
var g;
proc succ(a):(b) is
begin g=a=0 0<g<1 Aa=g
b :=a+ 1;
end
proc PO):() is
var i,j;
begin
g :=0; j :=0;

>

g=0Aa=0Ab=a+1 0<g<1 Aa=g A b=a+1

for i=0 to 10 do | Y g=1=7=0 0<g=i=35<1
Y i=j=0 0<i=5<1
j := succ(g); Z g=i1=0Aj=1 0<g<1AO0<i<1A j=g+1
g := gtl; g=j=1Ai=0 1<g<2 A 0<i<1 A j=g
done;
end 1] )

Figure 9: Loss of Information whenever Global Actual Parameters are ignored

Following this idea, we could simply superimpose the information flow for global variables to our
abstract semantics, thus replacing for instance

As = p(FAct) x p(EAct)
by p(EAct) x @(GEnv x EAct)

which allows to consider global variables for the current activation record, and to represent the tail of
the call stack as in Section 4 by sets of extended activation record.

However, if an actual parameter of a procedure is a global variable, we are unable to exploit the
equality between actual and formal parameters, which can lead to a important loss of precision upon
return, as the following example shows.

Example 11 Consider the program of Fig 9, where all variables are implicitly integers, and its partial
forward analysis starting from the entry point of P and following the execution flow.

Notice that the procedure succ does not produce any side-effect. At the end of the for-loop we
should find that g = j = i+ 1. However, in the second iteration, as the global actual parameter g is not
taken into account in 17, we combine any local environment in Y at the call site with any global and
local environment X at the end of procedure succ, and then we assign j. We obtain Z just after the
call to succ, where the equality j =1+ 1 is lost because of the assignment of j. We just keep 7 = g+1,
because we had in X that b= g+ 1. This is quite dramatic, because i and j are disconnected and the
analysis will converge with just g > 1 N 1=10 A j = g at the exit point of P.

We can do better than in the example above if we memorise the values of the global parameters
passed as arguments, and use them in order to better reconstruct the corresponding local environment.
In order to formalise this idea, we suggest to replace the activation records of Sections 3 and 4 by
contexts, i.e., pairs of a global environment and an activation record. This approach to take into
account global variables can be applied to both of our previous abstractions. We choose here to extend
the most precise one, using extended activation records, knowing that we can later abstract call strings
by their head to obtain the first abstraction.

5.1 Stack Abstraction with Global Variables

The idea is to put <0, (w, e)> into the set Y representing tails of stacks, instead of ordinary activation
records. However, in such triplets we need only to know the values of global variables which are passed
as parameters, and the others can be forgotten. So we will project global environments to subsets
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of global variables. Let us note GEnv the set of environments sz'/gﬁz which are projections of global
environments o € GEnv. For any o € GEnv, and V C GVar, we note o)y, rather & for the projection
of o on the subset V. Notice that given the activation record (cny1,€n+1), saying that (7, (cn,€n)) is
valid for (¢, 41, €n+1) (according to Definition 2) defines completely &, which is not the case for .
From now on, we will note (w, g, €) elements of GEnv x EAct, instead of noting them <a, (w, e)>

Abstract Domain. The abstract domain is

Ay def p(m; x EAct) x p(GEnv x EAct) (39)

which is equipped with the standard lattice structure A,(C,U,M, T, 1) of a Cartesian product of
lattices.

Abstraction and Concretisation Functions. A, is connected to the state space p(State) by the
g/ —~\ -
following Galois connection p(State) <a_—g> Ay, where the abstraction function ay = (0, ) is defined
g
by:

Vg = (o, (co,€0) - .- (cn, €n)) € State :
ag({q}) =
< {(CO -+ -Cny On, 671)},

Iiarc-lz 11 y; := Py, cir1) \ X 4
o coie) |0 <i<n: Jcspm“+ﬂ @Tm y )x&$“+)&)>}> (40)

o; = [xgk — €11(fp ;€ g]

prOC(ci_H )

VX € p(State) :
ag(X) = pex a9({g})

and the concretisation function y,, for any ¥ = Y, 17) € Ay, by:

q= <0na (cos€0) - - - (Cna6n>> €7(Y)
~
(Co...CpyOny€n) EY (41)
VO<i<n: {co...ci,65,6) €Y
<CZ', 6\1', ei) is valid for <Ci+17 6i+1>

v

Proposition 13 p(5) <—__)ag Ag is a Galois connection. It follows that ag oy T id and 40 ag 3 id.
g

Proof. We defined v, as v,(Y) = U{X | a(X) C Y}, see Proposition 7 of [CC92a]. i

5.2 Forward and Backward Analysis

posty and prej are defined in Tables 8 and 9 for the different instructions. These definitions are based
on the same principles as those in Tables 4, 5, 6 and 7, but here now we use both, call strings as well
as global variables, to unify possible calling contexts with top contexts. Figures 10 and 11 illustrate
the most interesting cases, namely procedure calls and returns.

We have to check that the operators we just defined are correct approximations.

Proposition 14 (postag, prej are correct approximations of post, pre)

posty g o post oy, (44)
prej I ago post oy, (45)
Proof. Appendix A.3. |
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2c. assign y := €;(fry)

Figure 10: Abstract Postcondition for Procedure Call (1) and Return (2)

¢ By post3 (T = {{w-c,0',€) | (w-c,e) €Y AR((g,€),{c",€"))} (42a)
(call y:=P;(x)) <“‘) *C, 0, 6) € Y
c——————5 s posta w-c-85,0,€) 42b
J { PP () = (0 © () } (420)
(w-call(c)-ej,0,€;) €Y
(w-call(c),,¢e) €Y
€j fety =B ¢ post3 (T (wee,o',e) | (@DeE)(x (k)) =€ (fp(k)) (42¢)
¢ =y () |y ¢ g
o =oly® e(fr( )) | y*) € g
PRLLINY posta YY) = (42d)
(call y:=P;(x)) 3 _ —
c Sj pOStg(T)(Y) - Y U {((U'C, U|xﬂGVara€) | ((.U‘C, g, 6) € Y} (426)
e; YR, o st (1)(Y) = {(5.0e?| (o al(),d,) e ¥} (42f)
Table 8: Equations Defining post}
We get the usual correctness results. Let us define, for any Yy, Y € Ay:
FYol(Y) ¥ ¥y U post3(Y) reach?(Yy) ¥ Ifp(F2[Yp))
g 0 d_f 0 p g g 0 d_f p q 0
€ €
G YY) = YoUprey(Y) coreachy(Yo) = Up(G3[Yo])
Theorem 5 (Soundness of the abstract forward and backward analysis)
reachy 2 ag o reach o, (46)
coreachy 2 ag o coreach oy, (47)
Proof. Identical to the proof of Theorem 1. O

5.3 Discussion

In the case with global variables, we cannot have any optimality result. The reason is that the semantics
is not distributive any more w.r.t. to contexts. Indeed, we do not model accurately how global variables
are transformed by a procedure. We are able to model the relationships between the values of global
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2a. forget ¥

2b. init

Figure 11: Abstract precondition for procedure call (1) and return (2)

pre3(1)(Y) = {{w-¢,0,€) | (w-d,0',€') € Y AR((0,¢€),(0",€))} (43a)
(w-e-sj, O’,GJ‘)~€?

(w-c,0,6) €Y (43b)
@ e ex®) =c;(tp™)

((w-call(c)-e;,0’,€;)

{cally:=P;(x))
cC——

sj preg(T)(Y) = {(w-c, 7€)

(w-e,0,€) €Y
(R = (k)
| {rety=F;(x)) S _ ej(fr;”) = (o @ e)(y'™)
€ ———— ¢ P’"eg(T)(Y) = 9 vx(®) ¢ 1\y: ej(fpgk)) _ 6(X(lc)) ¢
vx € g\y: ¢ (fp;”) = o (x)
L Vzeg\y: o'(z)=0(z) )
(43c)
PRGN pre3(r)(Y) = ¥ (43d)
¢ LYEBOD, o pre (1)(V) = {(w,5re) €V | (wew-c,0,€) € V) (43¢)
(et yim P () - N (w-e,é)eY
€; Rl fmar LN pre3(1)(Y) =Y U ( (w-call(c),d,¢) | V2 ¢y :e(z) =¢€(2) (43f)
Vze (xNg)\y:d(z) =0(z)

Table 9: Equations Defining preg
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var g:int

proc PO): () is proc QO: 0 is

var i:int; begin

begin (s0) 1{{ch 50,0 g<11)}
) [16r. ) S Va
g% ___ (a) 1{{ch-e0,0<g<12)}
(CP) I {(CP,g 0)} I end T~

Q0;

()1 {(ch,0<g<12A0<i<10)} 1 1
done; T
(ep) 1 {(eP,0<g<12/\0<z<10)} |

end

Figure 12: Example Illustrating the Approximations induced by Ag.

variables passed as parameters at the entry point of the procedure with their values at the exit point,
but we do not do this for global variables which are not passed as parameters.

Fig. 12 depicts an example where our analysis is very imprecise, giving the partial result of the
analysis after 12 iterations. Here, as no relation is established between ¢ and g, not only we do not
obtain the information that at point ep we have i =10 A g =11, but we are also not able to show
that g is bounded. Here, passing g as a parameter to the procedure ) would yield an exact analysis,
because we would obtain at the exit point of ) the relation between the value of g at the entry of the
procedure, available in the formal parameter of (), with the value of g at the exit point.

We have then a full range of possibilities: as we add more and more global variables as parameters of
procedures, the precision of A, increases. If we decide to pass all global variables to every procedure,
then the abstraction A, is equivalent to the abstraction Ay applied to a program where all global
variables have been made local and passed back and forth to procedures. In this sense, combining
Ay with the program transformation consisting in adding new parameters to procedures allows to
implement a flexible tradeoff between a rather imprecise but cheap analysis, or a precise or even exact
analysis, but which is also more expensive, since more variables have to be taken into account.

6 Combining Stack and Data Abstraction

In the three previous sections, we have presented abstract interpretations for abstracting stacks, two

addressing the case of functional programs, and the third dealing directly with programs with global

variables. The elements of the considered abstract domains however may still not be finitely repre-

sentable, either because of infinite data values, or because the size of call strings is not bounded.
Thus two problems are still to be solved:

1. We need to perform a further abstraction in order to obtain an implementable analysis. We
consider here A, as our reference abstract semantics. Ay is just a particular case of A4, obtained
when there is no global variables, and Ay is a further abstraction of A,.

2. We also need to implement in the further abstraction of A, the transfer functions for procedure
calls and returns, which are more complicated than simple intraprocedural transfer functions as
they involve a kind of unification of different (abstract) values, cf. (42c) and (43b).
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Let D be the union of all data domains in which variables take their values, m and n are respectively
the number of global and local variables. Then GEnv ~ D™ and LEnv ~ D™. With these notations,
the picture is the following one:

oy a
p(Statey______ = Ae—— ————4
p (D™ x (Ctrl x D™)™) (p(C’trl+ X Dm+"))
(Standard semantics) (Stack abstraction) (Call string & data abstraction)

However, another possibility would be for instance to abstract D with L before performing the stack

abstraction o
g o

p(State) T p(State®) =4,

p (D™ x (Ctrl x D)) ’ o (L™ x (Ctrl x L") (p(Ctrit x L))
(Standard semantics) (Data abstraction) (Stack abstraction)

The latter approach, where environments are first abstracted, is the one chosen in [SP81, KS92|. Here
we will rather suppose that the stack abstraction has been performed, and that the call string and
data abstraction has now to be performed in A,.

We first discuss how to abstract Ay, and then we present the adaptations to be made to an existing
intraprocedural analysis in order to implement efficiently procedure returns in forward analysis and
procedure calls in backward analysis, which both require to “unify” two abstract values.

6.1 A General Method for Approximating A,

We propose here solutions for approximating A, into a computable abstract domain. We assume that

we already know how to perform intraprocedural analysis, that is, we have a lattice Ag) abstracting

©(D*) for any k, such that elements of A(Dk) are finitely representable, and such that the operations

needed for fixpoint analysis are computable in A(g).

We can rewrite Ay as Ay ~ Ctrl — (p(Ctrl* x Dm+”))2, by partitioning A, according to the
control point of the top activation record, so as to associate a set of values to each control point as
it is usually done in the analysis of imperative programs. As Ctrl is finite, we just need to design an
abstract lattice for p(Ctrl* x D™™) in order to get an abstract lattice for A4. A natural way to achieve
this is to build an abstract lattice for p(Ctrl* x D™*t™) by composing abstract domains available for

p(Ctrl*) and p(D™™). So we need to abstract the call strings lattice p(Ctrl*) by some lattice A oy,

) and ACtrl-

as well as a method for combining A%n+n
Abstracting Sets of Call Strings. Concerning p(Ctrl*), several abstract domains can be consid-
ered. Possible choices for Ay are:

e o(Ctrl?), for some fixed p > 0: the top p elements of stack tails are exactly represented, the
others are completely forgotten;

e Reg(Ctrl), the set of regular languages over the finite alphabet Cirl, together with a suitable
widening operator, as the one suggested in [Fer01].

e or some subsets of regular languages: simple regular languages, star-free regular languages, etc.,
with widening operators if necessary.

It should be noted that this approach for abstracting call strings is more general than the one suggested
in the call string approach as described in [SP81], as there the only considered solution is partitioning
p(Ctrl*) finitely. Here we do not restrict abstract lattices for p( Ctrl*) neither to finite lattices or even
to finite-height lattice, thanks to the use of widening.
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Combining Call String and Data Abstractions. Combining different datatypes in abstract
interpretation is difficult. Here the datatypes are Ctrl* and D*, and it seems difficult to design an
ad-hoc lattice for their combination. How should we abstract for instance p(Ctrl* x Z*) ? Instead, we

suggest to combine the lattices abstracting each datatype. We could use the tensor product A g4y ®A(g)
[Nie85]. However, this product is not finitely representable as soon as either A ¢y or A(g) is not trivial,

as discussed in [Jea02|. Instead, we suggest the simple solution of [JHR99, Jea03], which is to take the

Cartesian product A = Agyy X A 5). In this lattice, relationships between call strings and data values
cannot be directly represented: an abstract value is just the conjunction of an invariant on call strings
and an invariant on data values. However, partitioning on A can be used to establish relationships
between the two components. This technique has been used for combining invariants on Boolean and
numerical variables, [JHR99, Jea03], and can be considered as a particular instance of the disjunctive
or down-set completion method discussed in [CC92a]|, where the size of disjuncts is bounded by the
size of the partition.

Call Strings and Procedure Inlining. Actually, partitioning A = Ay X A(g) according to call
strings allows to perform in the abstract lattice a common program transformation known as procedure
inlining. Indeed, suppose we partition p(Ctrl*) according to the n top call sites. This equivalent to
performing the inlining of procedures up to a depth of n procedure calls. Integrating such a program
transformation into the abstract lattice itself allows to integrate it more elegantly and more smoothly
with the analysis. One could it apply it during the analysis, possibly on the fly, or by performing an
alternation of fixpoint computations and partition refinement as in [JHR99].

6.2 Effective Implementation of Abstract Instructions

Procedure Calls and Returns Implementing procedure calls in forward analysis, and dually pro-
cedure returns in backward analysis, is straighforward.

Implementing procedure returns in forward analysis (and dually, procedure calls in backward anal-
ysis) may seem difficult at first glance, especially when p(D™%™) has been abstracted by some lattice

A This corresponds to the combine operation used in [SP81, JM82], but which is not explicitely
defined.
Let us recall the expression of the postcondition operator for procedure returns in Ag:
( (w-call(c)-ej,0,¢;) €Y )
(w-call(c),,¢) €Y
7 = posti(e; ety =R0D vy = (wee o', ) | (F@e)(x®) = ¢;(fpl) \ (42¢)
¢ =ely® — e(fl") | y® ¢ g]
k
k o' =oly® s e(") | y¥) € g] |
(m+n)

The problem is that generally one cannot any more manipulate single activation contexts in A},
Abstract values rather represent sets of such environments.

The solution consists in rewriting the right hand side of (42c) by using a predicate formulation.
Let us associate to any Z € p(Ctrl™ x D™*") a predicate which is defined as follows:

Z(w)(g,]) = true s (w,g,1) € Z (48)

Then we can rewrite the procedure return as:

Zw-9(g ) =3§,LE]: { )lrf(:w%_;;||/(\c)}\(;g€,glzy/2\:1/ E(w/\ca/tiz),\y e;)igélj) A fp; =X (49)
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Such a formulation is much easier to abstract and to implement. For instance, if D = Z and A(g) is
the lattice of octagons [Min01] or the lattice of convex polyhedra [CH78| of dimension k, then all the
operations involved in (49) can be directly implemented. This is also the case if D = IB and if one
uses Boolean functions on k propositional variables to represent p(IB¥). Such functions may typically
be represented with BpDs [Bry86] or some of their variants.

Actually, a careful rewriting of (49) allows to perform this operation by considering at most |g| +
[1| + |fp| + |fr| dimensions at the same time, instead of 3|g|+ 2|1/ + |L;|. This can be done by performing
early quantifications of unused variables in ?(w-call(c)) and Y (w-call(c)-e;), as well as suitable variable

renaming, before building the conjunction of ?(w-call(c)) and Y (w-call(c) - ej). Such implementation
aspects are important, as the complexity of relational abstract lattices for data values is often high
in the number of dimensions considered: this complexity is for instance exponential both for convex
polyhedra and BDDs, and cubic for octagons.

Intraprocedural instructions. The other kind of transitions are intraprocedural transitions and
do not raise particular problems, since they can be treated using standard techniques developed for
intraprocedural analysis. Appendix B gives full definitions.

However efficient implementation is important. Although we modeled in an abstract way any
intraprocedural instruction by a relating input and output environment, cf. rule (Intra) in Figure 3,
effective implementation should be done differently. Indeed, using predicate formulation given in
appendix B for intraprocedural instructions would be

e inefficient: it requires the introduction of new dimensions, intersection in a space of higher
dimensions, and then elimination of the new dimension; the two later operations might be very
costly;

e and also unprecise, with lattices which are only partially relational; for instance, octagons can
represent accurate relations only between two variables.

The right way to do it is to use direct update of the abstract value Z when R corresponds to an
assignement of a variable by an expression, which is possible in most cases, and intersection of Z with
a condition converted to an abstract value when R corresponds to a conditional.

This observation is also relevant for efficiently implementing function composition in the functional
approach of [SP81] and in [KS92]. Indeed, only composition of a general predicate transformer (i.e.,
a relation) with a predicate transformer corresponding to an elementary statement is used in their
method, and this can be implemented by updating the general predicate transformer according to the
semantics of the elementary statement.

7 Related Work

Let us detail more the related work, following the distinction made in the introduction between the
functional approach and the operational approach to interprocedural analysis. We first focus on general
methods, and then present their applications or methods tailored for more specific analysis like pointer
aliasing or constant propagation analysis.

Functional Approach. Concerning the functional approach, an early paper is [CC77b]. The au-
thors start with the standard (functional) semantics of the considered programs. The principle is to
express the predicate transformer of each statement (single and compound) of the program in func-
tion of the predicate transformers of its substatements, using relation composition (which involves
conjunction and existential quantification). This yields a set of fixpoint equations between predicate
transformers. Abstract interpretation may then be used if necessary to abstract predicate transform-
ers and to transpose the fixpoint equations in a simpler domain, where the iterative computation of
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the fixpoint is possible. The result of the analysis is then a (possibly abstract) predicate transformer
for each instruction block, including full functions. The general framework of abstract interpretation
provides directly correctness results. However, this technique does not directly answer the question:
“what are the possible states in this control point ?” for any control point.

[SP81, KS92| answer this question, by proceeding in two steps. They differ from each other by the
fact that [KS92] handles local variables.

e The first step follows similar aims as the technique of [CC77b] sketched above, but proceeds in a
different way. Here the unknowns are predicate transformers associated to control points of the
programs which relate the state of variables of the containing procedure at its entry point with
the state of variables at the given control point, so that the predicate transformer associated
to the exit point of a function corresponds then to the semantics function (of the procedure).
An advantage of this technique compared to [CC77b| is that fixpoint equations involve only
composition of general predicate transformers with predicate transformers associated to single
statements of the program, which can often be implemented much more efficiently, without using
conjunction and existential quantification, as mentioned in Section 6.

e The second step uses the result of the first step to compute possible values of variables at each
control point, given the value of the variables at the entry point of the main function. This
requires to solve a new set of fixpoint equations.

Our first, simple, stack abstraction presented in Section 3 shares several similarities with [SP81,
KS92|, as the hypothesis that formal parameters are not modified allows us to relate at any control
point the current values of variables with the values of formal parameters at the entry point of the
containing procedure. However, one of its advantages is to merge these two fixpoint computations into
one and to obtain a better result whenever the lattice of properties is not distributive, as illustrated by
Example 1 in the introduction. Another difference is that [SP81, KS92| need to introduce the notion
of walid interprocedural path to prove correctness and optimality results, whereas we can prove such
results by directly relating two semantics. We argue that this is more elegant and simpler simple, as
valid interprocedural paths are not easy to manipulate and their relationship with the semantics of the
program is not immediate, when the control depends on the values of variables through conditionals.

Operational Approach. The difficulty of explicitly representing full stack contents has lead to fewer
attempts in such a direction. One of them is the “call-strings approach” presented in [SP81], but in the
very restrictive case of programs without local variables, so that stacks are so-called strings of control
points. The method can however be applied to programs with local variables, but that means that
their value is completely forgotten when pushed on the stack.

[JM82] suggests a more general method. A stack is represented by a pair composed of a token ab-
stracting all but the top activation record, and an environment for the top activation record. However,
tokens are not given a lattice structure, tokens are just labelling top activation records and should
form a finite set in practical implementations. Such tokens can be seen as a partition of the set of tails
of stacks. In comparison, in our abstract lattice(s) the component &(X) C CtrlT x D" representing
tails of stacks, further abstracted, can lead to an implementable lattice which may be not only infinite
but even of infinite height. [CC92b| shows that using such lattices often leads to more precise results
than those obtained when one is restricted to lattices of finite height.

Bourdoncle attacks much more complex programs in [Bou90|, as he considers Pascal programs
with reference parameter passing, which introduces aliasing on the stack (i.e., the fact that several
variables may refer to the same location in the stack), nested procedure definitions, and last but not
least, procedural parameters (i.e., variables representing procedures) in [Bou92]. The devised solution
is however, and not surprisingly, rather complex, even without procedural parameters. It has been
implemented in this latter case, using the lattice of intervals for integer variables [CC77a]. Activation
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records on stacks are collapsed more severely than in our model, and an accurate analysis of the
MacCarthy’91 function requires partial unfolding of the original recursive procedure. As noticed in
Section 6, in our case such an unfolding can be integrated directly in the analysis, and automated using
partition refinement on the lattice abstracting g(Ctri™).

A very different proposal was made in [EK99], using pushdown automata. It relies on the essential
result that the set of reachable stacks of a pushdown automata is a regular language, that can be
represented by finite-state automata [BEM97, FWW97]|. The analysed program is converted to a
pushdown automaton, with global variables encoded into its control part and local variables encoded
both by the control part and the alphabet. The application of this approach to verification is however
restricted either to programs manipulating finite-state variables, or to programs first abstracted to such
programs. In other words, only properties belonging to a finite lattice can be analysed. This approach
has also been applied to concurrent programs [BET03]. A recent extension relaxes this restriction by
allowing some finite-height lattices, such as linear constant propagation [RSJ03]. It represents a very
interesting mix of the two approaches: indeed, pushdown automata are here extended by associating
weights to transition rules. These weights are composed with the multiplicative operation of a semiring
when applying a rule. For data flow analysis applications, this allows to encode the control part of
the program in the underlying pushdown automata, as well as properties belonging to a finite lattice,
whereas properties belonging to a finite-height lattice can be handled by the weights viewed as predicate
transformers.

Interprocedural analysis and verification. The general methods described above have been ap-
plied to several data flow analysis and verification problems. We cite some of them, but do not pretend
to any overview.

[CCT77b] has been applied by [Hal79] to verify recursive programs with integers and by [CI96] to
analyse the access to arrays in (non-recursive) interprocedural Fortran programs, using the abstract
domain of convex polyhedra [CH78|. [RHS95| can be viewed as an algorithmical implementation of
[KS92] using graph reachability techniques, which can be used with finite lattices and distributive data
flow functions. The idea is to represent such data flow functions with bipartite graphs connecting
atomic elements of the lattice, and to build a so-called exploded supergraph by replacing edges of
the CFG by these bipartite graphs. Function composition along paths can then be performed by
graph reachability techniques on this supergraph. This approach can be applied among others to all
bit-vector analyses. An extension [SRH96] allows to tackle some finite-height lattices, like (linear)
constant propagation, by adopting a more sophisticated representation of data flow functions. [Mar99|
gives an interesting comparison between the functional and the “call-strings” approach of [SP81] for two
common data-flow analyses, copy and full constant propagation. The two methods are implemented
in PAG [Mar98].

Many interprocedural analysis have been designed with more specific solutions to address the
interprocedural aspects, relying on the properties of the specific analysis and practical heuristics.
Handling interprocedural aspects is often performed by applying the principles of [JM82], even if the
relationship between the standard semantics and the abstract one is not always explicit, nor separated
from algorithmical aspects. Among them, pointer and alias analyses has been widely studied, being of
primary interest for optimizing compilers. [Deu94| describes a powerful interprocedural alias analysis,
which uses for the interprocedural aspects the tokens of [JM82] and also takes advantages of particular
properties of the alias analysis.

8 Conclusion

In this paper, we have presented an approach to the verification of imperative programs with recursive
procedures and variables over possibly infinite domains. Our method consists of two abstract interpre-
tation steps, where we first abstract the call stack of the program, independently from a second step
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consisting in abstracting the data using classical intraprocedural abstractions. These two abstraction
steps can be composed together to lead to an implementable abstraction which can maintain substan-
tial information on the call-stack of the analysed program. We have proven that in the case of forward
analysis, under some assumption on initial states, our first abstraction is optimal, and thus can be
considered as a good starting point for the following data abstraction.

Our approach can be seen as combining the two different approaches described in [SP81], yielding an
analysis which contains strictly more information. This is particularly useful for starting the analysis at
initial states with a non-empty call-stack!®, since the functional approach cannot even represent these
states, and our abstraction allows to specify constraints on the activation contexts in the stack-tail.
Also, if the abstract domain is not distributive, as for instance convex polyhedrons, Example 1 shows
that we can obtain a more precise analysis result. Furthermore, and in contrary to the methods based
on call-strings or tokens, our abstraction of call stacks is independent of any abstraction of data, and
in particular allows to represent precise information on the values of variables under the top activation
record.

Compared to the functional approach [CC77b, SP81, KS92| and also to [JM82], our analysis is
more flexible with respect to the treatment of global variables. While the only possible treatment
of global variables in the functional approach consists in transforming the program in order to add
these variables as parameters to the procedures, our analysis allows additionally to deal with global
variables more directly, without requiring to store their values into activation records. While the direct
treatment of global variables comes at the expense of a loss in precision, the analysis also becomes less
expensive, since the relations to be established for each procedure need to consider less dimensions'6.
Thus it is possible to fine-tune the compromise between precision and cost using our approach by
choosing those global variables to be considered as parameters.

An implementation of our analysis is under work.

As future work, we plan to investigate the necessary modifications, in order to obtain a dual
exactness result for backward analysis, by introducing a similar parameter freezing mechanisms for the
return parameters of a procedure. We also plan to use our abstraction of call stacks in order to check
security properties, extending the work of [BJMT01] to take into account the data. The expressivity
of the analyzed programs could be improved. Non-local jumps should be easily added, although
their use would probably suppress our current optimality results. The extension of our abstraction to
programs manipulating pointers to dynamically allocated objects is a more challenging task we want
to undertake. Last, allowing reference parameter passing would be very useful to tackle C programs,
but here it is much less clear to us whether our general approach can be used. However, concerning
this last problem, apart Bourdoncle’s work [Bou90], all the other general methods are either described
in a too abstract way to lead directly to a practical solution for this, either assume like us that an
intraprocedural statement modifies only the top activation record in the stack and so face the same
difficulty as us to handle precisely the effect of aliasing on the stack.
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A Proofs

This appendix contains the proofs omitted from the main part of the paper, namely the correctness
proofs of the three abstractions Ay, As and Ay, which can be proven by inspection of the relevant
definitions.

A.1 Proof of Proposition 7
A.1.1 Proof of (16)

We prove first (16), namely post} J ajopostoys. We consider each transition 7 separately, and prove
that post3(r) J ap o post(r) o vy.

We refer to Tables 3 and 4. Since G'Var = ), we need not consider global environments o as well
as conditions related to them. Also, we implicitly assume in the following that n > 0.

r=c B According to (3a) and (11), we have:

post(1) o y(Y)
— {(CO, €0> o <cn—1a En_1><cl, €I> g?;f;))). .. <Cn—1; 6n—1><c, 6) € IYf(Y) }
(c,e) €Y

VO<i<n:(ce&) €Y

— / /
= { (cor€0) - {en-1, en-1){c’s €) (co,€0) - - - {cn_1,€n_1){c,€) is consistent

R(e, €)
ago post(r) oys(Y)
{{c,€) | {c,e) €Y AR(e,€)},
= < {<Cz"€i) ey €5)0<s<n € Y, 3c, €) 6'7,0 gz <n :} >
(co,€0) - - - (€n—1,€n—1){c, €) is consistent

C post3(7)(Y) (according to (13a) and (13e))

T=c M) sj: According to (3b) and (11),

post(7) o y¢(Y)

= ¢ (co,€0) ... (c €n+1) {co; €0) - - {ens €n) € 77(Y)
0,€0/) ---\Cn+1;€En+1 Cn = c A Cnt1 = Sj A €n+1(fp§k)) = Gn(X(k))
(Cnaen> € ?

VOSi<nZ<Ci,€i)E?

= { (c0:€0) - {en i1 nt1) (o, €0) - - - (Cn, €n) 18 consistent

Cn =CACpg1 =58 N\ 6n+1(fp§-k)) = e, (x(%))

aygo post(r) o ys(Y)

{(s,€nt1) | (c;n) €T Aenir (D) = en(xP)},
< {{c;en) €Y} U {(ci,ez‘) 3ej,ejdogjan €Y, (e, €Y, 0<i<m :} >

(co,€0) - - - (Cn—1,€n—1){c, €) is consistent
C post(1)(Y) (according to (13b) and (13d))
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T=¢j M) c: According to (3c) and (11),
post(1) oys(Y)

<CO’ 60) <. <Cn+la €n+1> € 7f(Y)
= { {co,€) ... (ch,€h) a,=chcp=call(c) ANepy1 =€
e = enly® = enpa (frl)]
(cnt1s€n1) €Y

VO<i<n:{c,e €Y
=< {co,€0) ... {(c,,en) | (cos€0)---(Cnt1,€nt1) is consistent
¢, =cAey =callc) Acpyr =€
e, = enfy® = en 1 ()]
ago post(r) oy (Y)
(call(c),e,) €Y A (ej ent1) €Y
(c, )| (call(c),eyn) is valid for (e;,€,41) 3,
< e, = enly®) > eny1 (i) >
{<ci76i>

Icj, €5)o<j<n € ?, Hc,e) €Y,0<i<n: }
C post3(7)(Y) (according to (13c) and (13e))

cn, = call(c) A (co, €0) - - - (Cn, €n){c, €) is consistent

So it follows that a; o post oy C post}.

A.1.2 Proof of (17)

Let us follow the same proof principle for showing equation (17), namely pre3 J aj o pre o vs. The
cases where the transition 7 does not modify add or remove elements from the stack are trivial, as it
has been shown for post above. Let us detail only the procedure calls and returns.

S S 1IN sj: According to (3b), (5) and (11),

pre(r) o 77(Y)
- {<c°’€°>"'<cn’€n) {co, €0) - {ens1, €nt1) € ’Yf(Y)}

Cn =CACpt1 =85

(en+1,€nt1) €Y
Vi<n:{c,e€)€EY

(co,€0) - - {Cnt1,€nt1) is consistent
ch =CACpt1 =S5

=< (co,€0)---{Cn,€n)

ago pre(T) o yp(Y)
{{c,en) € Y ‘ (Sj,€nt1) €Y A{c,€n) valid for (s, ent1)},
= El(cj,ej)0<]<n€Y Isj,e) €Y,0<i<n:
<C'iaei> I )

cn = cN{Co,€0) --.(Cn,€n)(Sj,€) is consistent
C pre3(7)(Y) (according to (14b) and (14e))

T=e¢j (rery=hiC), According to (3¢), (5) and (11),

pre(r) o y;(Y)
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= ¢ (co, €0) - - - (call(c), €

= ¢ (co, €0) - .. (call(c),

\

ago pre(T) o ys(Y)

{ (€j, €n+t1)

So it follows that ay o pre oy E pre;c.

A.2 Proof of Proposition 10
A.2.1 Proof of (33)

'In><cn+176n+1) Vz E 1proc \y:€,(2) = en(2) |

Eln><cn+la 6n—|—1> Cn =C A Cnt1 = 6] ’

<60760>"'<Cn76n> ElYf(Y) )
Cp =CNCpg1 —eJ

D gy s ensa (i) = en(x)
en+1<fr§ ) = enly®)
(eny€n) €Y B )
VO<i<n:{(ce) €Y
(co,€0) ... {(cn,€n) is consistent

Vzelproc \y: e (2) = en(2)
Ngy: en+1<fp§’“’) en (x(M)
en+1( r) = en(y®) )

<c, en) €Y Aensi(fry”) = ea(y®) }
(k) dy:e +1(fP§-k ) _ 6n(x(lc))
{(call(c) )|(c en) EY/\VZEIF,|roc c)\y e(2) = en(z } >
U {(Ci,€i> Iejy €)o<i<n €Y, He,en) €, 0 <i<n: }

(coy€0) - - (Cn1,€n—1)(C, ) is consistent

We prove first the equation (33), namely post? J a; o post oy;. We consider each transition separately,

and prove that post3(7) J as o post() o s.

L)

post (1) ovs(Y)

= {(co, €0) - (en-1,€n—1){c,€)

= <C(),6())...

C {(co, €0) ---{Cne1, €n—1){c, €)

Thus:

aso post(7) o vs(Y)

C

{(Co..

s According to (3a) and (26) , we have:

<Cn71, 6n71> <cla 61)

< {{co-..cno1c,€) | (co...cno1c,€) €Y A R(e,€)}, >

. CZ',GZ') € ?}

(co,€0)---(cn_1,€n-1)(c,€) € 5(Y) }
R(e, €)

(cg...ch_1c,€) €Y
VO<i<n:{c-...c,€) €Y

(co,€0) .. {(cn_1,€n—1){c, €) is consistent
R(e, €)

(cg...ch_1c,€) €Y B
VO<i<n:(cy...ci&) €Y
R(e,€)
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= post3(1)(Y) (according to (13a) and (13e))

P S 1IN s;: According to (3b) and (26),

post(r) 0 75(Y)

= {(CO, €0) .- (Cnt1, €nt1)

Cp =CcAcCpy1 =S5 A en+1(fp§-k)) = e, (x(F)

(co,€0) - - (Cny€n) € s(Y) }

(co...Cny€n) €Y
B VO<i<n:{(c...c,€)€EY
=4 {cos€0) - {ent1, nt1) (co,€0) .- {(cn,€n) is consistent
k
cn =cNcpy1 =55 A 6n+1(fp§- )) = e (x(F)

(co...cn,en) €Y B
C {{co,€0) ... (cni1,€nr1) | YOLi<m:i{cy...c,&) €Y

Cn =CAcCpg1 =58 N\ en_|_1(fp§-k)) = e, (x(%))

a0 post(r) o ys(Y)
C {<00 ... Cp—1CSy, €n+1> | <CO ...Cp—1C, €n> €Y A €n+1(fp§k)) = en(x(k))}’
o {(co...cn,lc,en) E?} U {(co...ci,ei> 617}
= post3(1)(Y) (according to (13b) and (13d))

T=e¢j M} c: According to (3c) and (26),

post(7) o vs(Y)
(co,€0) - {Cn+1, €nt1) € ¥s(Y)

= { {co,€) ... (ch,€h) a,=cNcp=call(c) ANepy1 =€
ey = enly® = enpr (frl)]

<Co...cn+1,€n+1> % B
VO<i<n:{(c...ci€)€Y

= < {co,€0) ... (c,eh) | (cos€0)--.{Cnt1,€nt1) is consistent
o, =cNey =call(c) Aepyr = €

e, = enly® > enpr (FlF)]

n nlY n+1\tt;

( <CO---Cn—|—la€n—|—1) €Y B
VO<i<n:{(c...c,€) €Y

C < (co,€0)---{(c,,€) | (cn,€n) is valid for (cpi1,€nt1)
c,=cNcy=call(c) ANepy1 =€
L e = enly® = en i ()]

<CO .. .cn,en) € ?/\ <C() .. .Cn_|_1,6n_|_1) ey
( ey (cn, €n) 1s valid for (c,41,€n41)
€0+ -+ Cnsn a,=cNcp=call(c) Nepy1 =€ ’
o)
J
{(co...ci,ei) €Y |0<i<nA{cy...coen) EY Acy =ca||(c)}

= post3(7)(Y) (according to (13c) and (13e))

€ = en[y(k) — €nt1(fr

So it follows that a o post o y5 C post3.
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A.2.2 Proof of (34)

Let us follow the same proof principle as for showing (17) above. The cases where the transition 7 does
not modify add or remove elements from the stack are trivial, as it has been shown for post2 before.
Let us detail only the procedure calls and returns.

_ (cally:=Pj(x))
T=c

sj: According to (3b) and (5),

pre(7) o y5(Y)

_ {(co,eo) - emen)

(

L <

\

<C(), 60) . <Cn, Cn)

<Co, 60) P <Cn, en)

a0 pre(7) o v4(Y)

C

(

= preg(1)(Y)

= e (rety:=Pj(x))

{(co...cn,en) 2%

{(co...ci,ei) 2% ‘ 0<i<nA{cy...cni1,en) EY Acp =cAcpit =s]-}
(according to (14b) and (14e))

c: According to (3¢) and (5),

pre(7) o y5(Y)

4

4

(

(co, €0) - - - (call(c), e, ) {cnt1, €nt1)

(co, €0) - --{call(c), e ) (cni1s €nt1)

(co,€0) - - (call(cn), en){Cn+1, €nt1)

(cos€0) - - - (Cnt1,€nt1) € 75(Y)
Cn =CNACpt1 = Sj

|

(co-.-Cnt1,€nt1) €Y
VO<i<n:({c.
(co,€0) .- {(Cpnt1,€nt1) 18 consistent
ch =CcAcCpt1 =85

..C,’,Ez’> E?

(co---Cnt1,€nt1) €Y B
VO<i<n:{(c...ci€)€EY
(cn,€n) is valid for (cp41,€n41)
Cp =CNACpy1 = S

(Co---Cnits€ni1) EY AN{Co---Cnyen) € Y
(cn, €n) valid for (cpi1,€nt1) Aep =CcAepp1 =85

(co,€0) ... (cn,€en) €7s(Y)
Ch =CNAcCpt1 =65

)

Vz € Lyroc(c) \y 16 (2) = enl(2)
vx () y: €n+1(fp§-k)) =€, (X(k))
ent1(frl?) = en(y®) )
(co...cn,en) €Y )
VO<i<n:{c-...c,¢€;) €Y
(co,€0) - - {(cn,e€n) is consistent
Cn =CNACpt1 =€
Vz € 1proc(c) \y: en(2) = €n(2)
vx*) &y 6n+1(fp§-k)) = e, (x())
en+1(fr§-k)) _ en(y(’“)) )
(co...Cny€n) €Y
VOS’L'<TLZ<C()...CZ',6Z'> E?
Ch =CACpt1 =€)
Vz € lpoc(c) \y 1 en(2) = €nl2)
vx (k) €y: 6n+1(fp§-k)) = Gn(x(k))

En+1 (fr§~k)) = en(y™)
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a0 pre(t) o v5(Y)
(Co-..Cnyén) EY Nep =cAcpy1 = e;
< (co...call(c)cnst, eny1) | VXE) gy en+1(fp§k)) = e, (x(%)) , >
C

6n+1(fr§-k)) = en(y™®)

(e cn,en)EY/\cn—c (co-..ci,€)
{(Co...caII(C) ) Vzoelproc \y: € (z )—en(z)}u{ 0617 }
= pre3(7)(Y) (according to (14c) and (14d))

So it follows that as o pre oys C pred.

A.3 Proof of Proposition 14
A.3.1 Proof of (44)

We prove first the equation (33), namely posty J agopost oy,. We consider each transition separately,
and prove that post}(7) J a4 o post(r) o ,. In contrary to the proof in Appendixes, we now need to
consider the global environments.

r=c B o According to (3a) and (41):

post(r) o 7,(Y)
(om {etr o) e n)) € 7(Y)
=< (d', (co,€0) ... (en1,€en-1){c,€)) | cn=c
R((an,en), (0’,6'))
( (Co...Cp,On, €n) EY
VO0<i<mn:30;:

<c() - ci,a-,q) € ?

<Ci,3i, 6,’) valid for <Ci+1,€i+1>
e =c¢C
\ R(<0m€n>’ <0,’€I>) /

(cg...ch_1c,0,€6) €Y

C < (cos€0) - (ent1,€n_1){c,€) | VO<i<n:36i:(co...ci,016) €Y

R((a, €), (a',e'))

= < <UI, <C(),€()) e (cn_l,en_l)(c',e'»

ago post(T) o vy(Y)

< {(co cecCpr1d,d’€) ‘ (co...cn1¢,0,€) €Y A R((a, €), (o, e')) }, >
{(CO ... Ciy 04, €) € 17}

= posty(7)(Y) (according to (42a) and (42d))

C

T=c M) sj: According to (3b) and (41):

post(1) o v4(Y)
(on C0,60 - (Cnr€n)) € 74(Y)

= <Um <Co,€0>...<cn,€n><3j,€>> Cn =
e(f] g )= (Un@en)(x(k))
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( (co...CnyOn,€n) EY )
V0 <i<n:3do;:
B <Co...Ci,a'\i,€i>EY
=4 <0n, (co,€0) - - - <Cm€n><3ja€>> (¢;, G, &) valid for (ciy1,€iq1)
cp,=c¢C
k
L e(fp)) = (n @ en)(x®)
( (co...CnyOn,en) EY
VO<i<mn:3do;:{cy...ci,04€ €Y
= (e eoneo) - femen) (37 ) | 10 = o )
\ e(tp") = (on ® en) (x¥)
ago post(7) o v,(Y)
(Co..-CnyOn,en) €Y Nep =c
E < <CO . CnSJ,O'na€> e(fpgk)) — (o_n D en)(x(k)) ) >
{(co . Ciy 04, €) € Y} U {(co . Cp_1C,0,€) € ?}
= posty(7)(Y) (according to (42b) and (42e))
T=¢j (e y=hiC), According to (3c) and (41):

post(T) oy, (Y)

1M

(

\

$ (o, (co,€0) -

(o’

{ <0', (co,€0) - .

; <C(),60>

ago post(7) o y,(Y)

-

< :

¢

<C()..

\

{(C() ..

! !
.Cn_16,0,€)

.Ci,ai,6i> E? | <C()..

<Cn—1a €n—1><c, 6;7,>>

<cn—la En—1><ca 6;7.>>

(en—1,€n-1){c, 6;z>>

<C()..
<C()..

cn, = call(c
(

¢ = €n [y(

-cn+17076n+1> €Y
.CnyO,€n) EY

co €n)(x(k)) = €n+1(fpj

o =0’[ k) e n+1( fr

<01 (co,€0) - - <Cn+1a€n+1>> € 79(Y)
cp =call(c) Aepgr = ej

o —U[y(k) = €nt1( fr ) |yk) € GVar]

(co...Cny1,0,€n41) EY
V0 <i<mn:3o;:
(CO---Ci,ai,€i> ey

(i, i, €;) valid for (cit1,€it1)
cp = call(c) Aep1 = ej
0”=0’[y()l—)€n+1 fr |y € GVar]
€ = é€n [y(k) — €nt1( fr | y®) & GVar]
(co---Cni1,0,€n11) €Y

V0<i<n:30;:{(cp...c;,04,6)EY
(cn,an,en) valid for (¢p41,€n+1)

= call(c) A ept1 = ej
o —U[y(k) — €1 fr ) | y®) e GVar]
en—en[ ®) = e frk) |yk) gZGVar}

(k))
)/\Cn+1—ej (" >
| yk) € GVar]

) = enpi( frg) ) | y¥) ¢ GVar|

cp_1call(c),7,6) EY AO < i < n}

en—en[ ()P—)6n+1 frk) |yk)¢GVar])

~~

)

7/

)

7
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= posty(7)(Y) (according to (42c) and (42f))

A.3.2 Proof of (45)

We follow the same proof principle as for showing (44) above. Since the cases where the transition
7 does not modify add or remove elements from the stack are trivial, as it has been shown for postj
before, we detail only the procedure calls and returns.

T=c M) sj: According to (3b), (5) and (41):

pre(T) o v4(Y)

<0, (co,€0) - - (Cni1, en+1)> €,(Y)
= <0’, (co,€0) - - (cn,en)> Cp = C/\kCn+1 =sj
enr1 () = (0 ® e) (x®)

(co...Cn41,0,€011) EY
VO0<i<n:3o;:

<C() . ..C,‘,&,‘,Eﬁ ey

<Ci,3i,€i> valid for <Ci+1,€i+1>
Ch =CACpt1 =85

{ 6n+1(fP§-k)) = (0 ® e,)(xF)) )

(co...Cny1,0,€n11) €Y B
VO<i<nm: 332 : <Co...ci,8i,€i> ey
C < (0, (co,€0) - - - (cnr€n)) | (CnsTn,€n) valid for (cni1,€nt1)
Cn = CNACpt1 = Sj

k
ent1 (D)) = (0 @ €) (x®)

= <0’, (co,eo)..-<cn,€n>>

\

ago pre(t) o vy(Y)

(co--.Cny1,0,€n41) €Y
n| (co...cn,0,€) €Y
- < 2 o)) = e () [ >
Cn —c/\cn_H = 5j
{(co cz,az,e,)EY‘ .Cn— 1cae)EY/\0§i<n}
= preg(7)(Y) (according to (43b) and (43e))

T=e¢j Srery:=hG), According to (3c), (5) and (41):

pre(7) o v4(Y)

( <a, (co,eo)...<cn,en)> € 74(Y) )
VZ’;T,OC e En\%
= { (o', (co,0) - .- (call(c), € ) {ej, €')) Vzegp\y },y( ) " )(z) * >
xB) ¢y 1 €(fp)”) = (0 & €n) (xM)
\ ( r") = (0 @ en) (y®) )
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1M

(o', {co, €0) - - - {call(c), e, ) (ej, €'))

(0", (co, €0) - .- {call(c), e, ) {ej, €'))

\

ago pre(7) oy (Y)

1M

= preg()(Y)

(co...Ccnyo,6n) EY
V0 <i<n:do;:

(co---ci,04,€) € Y

<CZ', 6'\1', 61') valid for <Ci+1, €i+1>
ch=cC
Vz € Lyroc(c) \y 1 6 (2) = enl(2)
Vzeg\y:d'(z) =0(z)
vx®) ¢y : ¢(£p") = (0@ ) (x)
() = (08 ) y®)

(co...cny0,6n) EY

YVO<i<n: 381 : <C()...Ci,ai,6i) € ?
cp=2c¢C

Vz € 1proc(c) \y i e,(2) = en(2)
Vzeg\y:d'(z) =0(z)

vx®) ¢y - ¢ (fpl") = (0 @ €a) (x(*)
¢(E}") = (0@ en) (y®)

(Co...Cnyo,6n) EY Ay =c
¢(&) = (0@ en)(y™)

(co...cpo1call(c)ej, o’ €) | vxk) e Loroc(e) \ ¥ : el(fp(k)) = e, (x(%))

(co...cp_1call(c),d,€)

vx®) e g\ y : € (fp*)) = o(x®))
Vzeg\y:0'(z) =0(z)
{(co...ci,ai,ei) € Y} U

(co...cn1c,0,€) €Y
Vzy:€e(z) =e(z)
Vze (xNg)\y:o(z) =0(z)

(according to (43c) and (43f))

B Predicate formulation of transfer functions

)

We give here the predicate formulations of post) and prej, the abstract postcondition and precondition
operators in Ay. The formulas are depicted in Tables 10 and 11. We write f[z/e] the formula f where
all occurrences of z have been replaced by e.

(R)

It should be noted that intraprocedural instructions c i) ¢’ can be implemented in a much more
efficient way than here, in the common case where R models a variable assignment or a conditional.
Indeed, in these situations, introducing and then eliminating dimensions is not needed and can be
replaced by direct assignment, substitution of a variable by an expression, and intersection.

INRIA
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T Z = posta(r)((Y,Y))
c—> ¢ Z(w-c)(g,1 = g, I':Y(w-¢)(g,1) A R((g,1), (g,
B, ¢ (w-¢)(g.1) 1V (w-c) (g 1) A R((g, 1), (g5 1)
o YO | Zweeos)gl) = A VDA =%)
(¥ (w-call(©) &)
Y(w-call(c)-¢;)(8, 1))
€; —><rety::Pj(x)) c Z(w-c)(g,1 = Hg,T,g,I- I fp; -
J J y:frj
Neegry 2 =72
\ Azel\yzzz
; z — st (0 ((7,7))
¢ B o Zw)(gl) = Y&
(cally:=P;(x)) . Z(Q)C)(g,l) = f(wc)(gal)
¢ % { Z(w)(g,]) = Y(w)(g)) (if d' : w=0u'0)
e {rery=H0I), Z(w)(g,1) = Y(w)(g,) A € Ctrl* : Y (w-w'-call(c)) # false

We have Z(w) = false for any w € Ctrl™ not matching the patterns as shown above.

Table 10: Predicates for postg and p/O_;{g

T Z = pre3(r)(Y)
PRGN Zwo@) = Vi) g, l)AR(g D, (1))
(cally:=P;(x)) = X(w .C) (g’ 1)/\—
c———1"5 s Z(w-c)(g,1) = dl : Y(w-c-s5)(8, 1)A
x =1p;
_ al: ?(w?c)(g, ) A
e; M ¢ | Z(w-call(c)-e;)(g,l;) = Fy:| fry=y A i
(Axwgy 0 = x®)
T Z = pred(7)(Y)
— Zwel) = Y@ED
¢ Lt y=h), s; Z(w)(g,1) = Y(w)(g,1) A3 € Ctrl* : V(w-w'-c) # false
. (ret y:=P;(x)) c Z(w . caII(c)) (g, 1) = iy, g \ X: ?(w ' C) (ga 1))
€ { Z(w)(g,]) = Y(w)(g,1) (if P’ : w = W'-call(c))

We have Z(w) = false for any w € Ctrl™ not matching the patterns as shown above.

Table 11: Predicates for pre} and 177%3
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