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Abstract: The optimal design of automatic transfer lines is considered.
To this end, operations are partitioned into blocks. The operations of
the same block are performed simultaneously, and different blocks of
the same workstation are activated sequentially. Constraints related to
the design of blocks and workstations, as well as precedence constraints
related to operations, are given. The problem consists in minimizing the
total number of workstations and blocks, while reaching a given cycle
time and satisfying the above constraints. We develop an exact method
which proceeds by setting the problem as a constrained shortest path

problem. This method is efficient for small and medium size problems.

Keywords: Manufacturing systems, Optimization, Constrained shortest

path.



Approche de graphe pour ’optimisation d’un type de
lignes de transfert

Dolgui, A., Guschinsky, N., Levin, G. and Proth, J.-M.

Résumé : La conception optimale des lignes de transfert est le sujet de
cet article. Pour minimiser le coiit de la ligne ainsi que la surface
occupée, les opérations sont regroupées en blocs. Les opérations du
méme bloc sont exécutés simultanément par une seule téte d’usinage.
Les tétes d’usinage de la méme station de travail sont activées
séquentiellement. Les contraintes liées avec la possibilité de conception
des tétes d’usinage et des stations correspondantes ainsi que les
contraintes de précédence entre les opérations sont connues. Le
probléme consiste alors a minimiser le nombre total de stations et le
nombre total de blocs tout en respectant ses contraintes et en obtenant
le temps de cycle prévu. Nous 'proposons une méthode exacte basée sur
la recherche de chemin plus court sous contraintes dans un graphe
spécialement congu. La méthode est efficace pour les problemes d’une

petite taille et d’une taille moyenne.

Mots clé : Systéemes de fabrication, Optimisation, Plus court chemin.



1. INTRODUCTION

We investigate the problem that consists of designing paced transfer lines with
workstations in series. Operations that are executed in the same workstation are grouped
into blocks. All operations of the same block are performed simultaneously by one spindle
head, and different blocks of the same workstation are activated sequentially. A part is fixed
in a workstation and all blocks of operations of this workstation are performed. It is only
when all the operations of a workstation are performed block after block that the part is
transferred to the next workstation. The reposition of part can be realized only during
transportation of the part from the current workstation to the next workstation. When all the
blocks of the same workstation are terminated, the cycle of machining for this workstation is
done. There are no buffers between stations and the line cycle time is constrained by the
bottleneck workstation.

Such paced transfer lines are widely used in mechanical industry for mass production
(Groover, 1987; Hitomi, 1996). The architecture based on blocks and workstation results in
reduction of equipment compared to classical solutions. As a result, the investment cost, as
well as surface of the required area, decrease drastically. An example of the transfer line

layout is given in Fig.1.

Blocks

Spindle head

—
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l Loading Z Workstation [ Unloading

station station

Fig.1. Transfer line example

In this paper, we study one of the key problems concerning the preliminary design of

such a transfer line, that is the partition of the set of operations into blocks and workstations.



The goal is to minimize the investment cost (it is estimated by a weighted sum of the
number of the workstations and the number of the blocks required) taking into account the
following constraints:

a) A given productivity must be reached. In other words, the line cycle time must

remain lower than a given value.

b) A partial order relation between operations must be respected.

c) The solution must satisfy constraints related to the grouping of operations in the

same block and their implementation in the same workstation.

d) The maximal number of workstations in a line and the maximal number of blocks

in a workstation must be not exceeded.

Furthermore, the following data are given:

- the operation time of each operation when it is executed in isolation (separately);

- the relative cost of a station and a block.

The necessity of grouping operations in the same block or in the same workstation
often follows from precision constraints: repositioning a part may result in violating the
tolerances. |

Being compelled to implement operations in different blocks or workstations is the

consequence of design or manufacturing rules or constraints as, for instance:

the nature of the operations;

the locations of the operations on the part;

- some operations (e.g. milling and drilling at the same part side) require different
directions and/or spindle head feeding speeds that forbid their grouping in the same
block;

- a small distance between machined elements may prevent an allocation of
corresponding tools in the same block;

- power required for feeding or performing a set of operations may prevent to

implement this set in one block;

spindle heads for some operation types cannot be allocated at the same
workstation.

We investigate the case when the time required to perform all the operations of a
block (also called block time) is equal to the maximal time required by an operation of this

block when performed in isolation. We also consider that the time required to execute all the



operations of a workstation (also called the workstation time) is the sum of the times of the
blocks belonging to the workstation, and that the line cycle time is the maximal workstation
time among the workstations of the line.

A problem closed to the problem at hand is known in the literature and referred to as
the Simple Assembly Line Balancing Problem (SALB). A detailed analysis of SALB is
given in (Scholl, 1999). For SALB, the total line idle time (load unbalance) is minimal if
and only if the number of workstations is minimal too. So, for designing an assembly line
for a new product, the problem is to assign all the operations to workstations in order to
minimize the number for workstations under a given partial order on the set of operations
and a fixed cycle time.

In most papers related to SALB, integer linear or dynamic programming models are
formulated (Graves and Lamar, 1983; Baybars, 1986; Talbot er al., 1986). The exact
methods are mainly based on branch and bound algorithms, as for instance in (Johnson,
1988; Scholl and Klein, 1998). Since the problem is known to be NP-hard, exact solution of
large problems will often require a large computation time. The most known heuristic
methods are RWP (Helgenson and Bimnie, 1961), COMSOAL (Arcus, 1966), MALB (Dar-
El, 1973). Very interesting results are obtained by using genetic algorithms (Rekiek et al.,
2000) and Tabu search (Pastor er al., 2002). Comprehensive reviews of works on this area
are given in (Baybars, 1986; Ghosh and Gadnon, 1989; Erel and Sarin, 1998; Rekiek et al.,
2002).

The assembly line balancing methods cannot be directly used to solve the problem
studied in this paper for the following reasons:

- the blocks cannot be a priori considered as macro-operations because they are

decision variables (must be found during the optimization process);

- the block time is not equal to the sum of the operation times but to the maximum of

operation times (for more detail see Section 1.2);

- the precedence constraints and operation compatibility constraints are more

complex;

- the line cost depends not only on the number of workstations but also on the number

of blocks.



This is a new line balancing problem (transfer line balancing). Modifications of the
existing methods for assembly line balancing as well as a development of new methods are
needed to solve the investigated problem.

The considered transfer lines are designed for a long exploitation time and they are
expensive. The economic benefit, which can be achieved by an optimal line variant, justifies
the search of an exact (or “good” approximate) design decision for each concrete line,
although it is time-consuming.

An exact method is proposed in this paper. It is based on the modeling of the problem
at hand as a constrained shortest path problem. The provisory results on this method are
already presented in (Dolgui ez al., 1999; Dolgui ez al., 2000; Dolgui et al., 2001).

The paper is organized as follows. In Section 1, problem statement and its
mathematical model are described. Section 2 is dedicated to the graph approach to the
problem: in Section 2.1, the investigated problem is modeled as a constrained shortest path
problem in a special digraph; an algorithm for the digraph generation is considered in

Section 2.2. Experimental results with the proposed algorithms are reported in Section 3.

2. PROBLEM STATEMENT

The problem is to determine an optimal preliminary design decision, i.e.:

- an optimal number m of workstations;

- an optimal assignment of the set N of all operations, needed for machining the
corresponding product, to workstations (¥, k=1, ...,m);

- an optimal number »; of blocks for each workstation (number of spindle heads);

- an optimal partition of N, into blocks (Ny, /=1,...,n).

The collection P=((N11, ..., Nin) ,---s (Nm1 ..., Nmny, ) represents a design decision.

We use the following notations:

- Tp is a given maximum line cycle time;

- t; is the execution time of operation /=N when it is performed in isolation;

- mo and ng are respectively the maximal number of workstations in the line and the
maximal number of blocks for one workstation.

Below we consider the problem in detail.



2.1. Constraint modeling

The manufacturing and design constraints can be given as follows (Dolgui et al.,
2000):

1) The compatibility constraints, i.e. the constraints of necessity and the constraints of
impossibility of grouping operations can be represented by collections E°, E*, E’® and E° of
subsets of operations of N. The collection E® (E°) consists of subsets of operations that must
be grouped in one block (at the same workstation). Similarly, the collection E’ (E°) consists
of subsets of operations that cannot be grouped in one block (at the same workstation).

The use of the collections E”, E’, E’, and E’ is in congruence with how the designer
describes such constraints. Moreover, most of these constraints can be constructed
automatically on the basis of the description of the product, and the equipment possibilities
(as, for instance, required machining tolerance, upper bounds of the total power and the
total feed force for blocks, design features of blocks and workstations, etc).

2) A non-strict partial order relation over operation set N can be represented by
digraph G'=(N,D"). The arc (i,j)ENxN belongs to set D" if and only if operation j cannot
precede operation i.

The digraph G presents a non-strict partial order relation because the specificity of
manufacturing constraints of this problem. Cases are possible when an operation j can be
performed either simultaneously with an operation i or after i is completed, but cannot
precede i. A typical example of such a case is the hole drilling (the operation i) and the
chamfering (the operation j). These operations can be performed either separately (i before
J) or simultaneously by a combined tool.

If it is necessary to present strict partial order relation between i and j (i strictly before

), then both an arc (i) in G” and the pair {i;j} in E® should be used.



2.2. Calculation of the line cycle time and the line cost

In general case, the technique for calculating the time °(N) of simultaneous
performance of the operation set NCN in one block (so-called block time) depends on the
specificity of the machining process, line equipment and the method of determining the
machining modes (Dolgui et al., 2000). In this paper, we assume that the block time °(N) is

defined as:
L(N)=max {t{iEN}, )
where ¢; is the time of operation i.

This case conforms to a special class of production lines and equipment.

The time £°(Ny) for the workstation & is equal to
- S (), @
where (Nj;) is the time of the /-th block of the workstation.
Then, the line cycle time T(P) for the design decision P is equal to
T(P)=max{t’(N| 1= ks m}. 3)

The problem is to assign operations to blocks and workstations so as to minimize the
line cost Q(P) subject to the required productivity (i.e. 7(P)sTp) and the given constraints.

We evaluate the line cost as:

OP)=Cim+Cs Sny, @)
k=1

where C, and C; are the given relative costs of one station and one block.
2.3. Constraint compatibility
The constraints defined by the collection E” are of specific type (they can be treated

before optimization). Using the graph G " and the collection E°, the set N can be beforehand

partitioned into operation subsets (called macro-operations) such that all the operations of



each macro-operation must be performed in the same block for any design decision. This
transformation leads to reducing the problem size and to eliminate the constraints E°.
Algorithm 1 does such a transformation (Dolgui ef al., 2000).

Algorithm 1.

Step 1. Each group K of intersecting subsets in the collection E® is replaced by the
union of these subsets (call it K). We add also to this subset X all vertices (operations) that
belong to a path between any pair of vertices in the subset K in the graph G". As a result, we
have a new current collection E’.

Step 2. Each subset N, k=1,...,|E®| from the obtained collection E® is replaced by one
vertex k in the new digraph G". We add an arc (k, j) to the new set D" if there is an arc (i, [)
in the initial graph G” such that the operation i belongs to the set Ny and the operation / to
the set N;. Multiple arcs are reduced to one arc and loops are deleted.

Step 3. If the digraph G’ is circuit-free, go to Step 4. Otherwise, we consider the set C
of circuits of the digraph G, which are not in other circuits (basic circuits).

For each circuit cEC, the set V'(c) of vertices of the digraph G that compose the
circuit cEC is replaced by a new vertex. Multiple arcs are reduced to one arc and loops are
deleted.

Step 4. The vertices (operations) of the new digraph G’ represent macro-operations
and arcs of the digraph G" determine a new non-strict partial order relation over the set of
these macro-operations. The time execution of each macro-operation with a set N of
operations 1s equal to the maximal operation time from N.

Step 5. In subsets of the initial collection E’ each operation from N is replaced by the
macro-operation containing this operation. Procedures similar to steps 1-3 of this algorithm
are applied to the resulting collection £°. In this case we form an intermediate graph G” on
the basis of the resulting graph G”. If there are circuits in G, we add new subsets to £° and
repeat Steps 1-4. Otherwise we consider the resulting digraph G” as the digraph G". As a
result, we obtain a new collection £°.

Step 6. To transform the initial families £” and E° in accordance with the obtained
macro-operations, it is sufficient to do the following:

i) Each operation of the initial subsets E° and £° is replaced by the macro-operation

containing this operation.



ii) In the resulting collection E° (and E*), all subsets containing other subsets of this

collection are deleted. To avoid the redundancy, all subsets of £ can be eliminated from

E.

Proposition 1. The constraints defined by graph G’ and families E°, E*, E® and E are
compatible if and only If after this transformation none of the subsets of the new families
E® and E° are included in a subset of the new collection E°.

The following example illustrates Algorithm 1 (steps 1-5).

Example 1. The initial set N consists of 15 operations. Precedence constraints on the
set N are given by the digraph G’ (see Fig. 2). The necessity and the impossibility of
grouping operations in one block and workstation are determined by the initial families
EP={{2,13),{3, 12},{5, 6},{7, 8},{7, 14},{8, 15},{9, 10, 11}}, E°={{4, 10}}, E’={1,4}, {2,
71,42, 14},{3, 14},{5, 15}} and E’={{1, 4, 11} }, respectively.

Fig. 2. The initial precedence graph G’

The digraph G’, obtained after preliminary transformations (Algorithm 1, steps 1,2),
and the new graph G’ obtained after final transformations by this algorithm and grouping
operations in macro-operations are given in Fig. 3 and Fig. 4, respectively. The new families
E*, E® and E° are the following: E°={{3,5}}, E’={{1,3},{2,4}} and E’={{1,3,5}}.

10



7.8.14,15

9,10,11

Fig. 3. Graph G after the first step of transformation

Y {7.8,14,15}

{9.10,11}

Fig. 4. Graph G’ after the final transformation

In the remaining of the paper we assume that Algorithm 1 has been applied and N is

the set of macro-operations. The prefix «macro» is omitted for macro-operations.

Further reduction of constraints can be performed on the basis of the following

propositions.

Proposition 2. If a set eEE’ (E’) includes operations i, j, k, the operation i is the

predecessor (not obligatory immediate) of the operation j and the operation j is the

predecessor of the operation £, then the operation j can be deleted from the set e.

Proposition 3. If sets e'={i"j'}, e"={i""} belong to the family E* (E*), the operation i’

is the predecessor (not obligatory immediate) of the operation j', the operation i” is the

predecessor of the operation j”, the operation i’ is the predecessor of the operation i” or i’ =

i"” and the operation j” is the predecessor of the operation j' or j' = j”, then the set e” can be

deleted from the family E° (£°).

11



2.4. General mathematical model

Let M(i)= (k1) if operation iENy. We write (k',I') < (k",I") ifa) k' < k" or b) k'=k"

and /'s!”. Then, the line balancing problem can be formulated as follows:

m
Q(P)=Cym+Cqy I ny — min, (5)
k=1
subject to
T(P)=max{t’(Ny| lsksm} s Ty, (6)
m ni
U UNg=N; (7)
k=1 1=l

Npp ONppe =@, Kk"=1,..om, I'=1,..one, 1"=1,..,me, KT k1" (8)

M(i)<M(j), (i.j)ED"; %)
NNeE{D,e}, eEE°, k=1,...,m; (10)
eZNy, e€EE’, k=1,....m, I=1,....n; (11)
e@Ni, eEE, k=\,...m; (12)
m=m(P) s my, (13)

ny =m(P)s no, k=1,....m. (14)

The objective function (5) is the line cost; constraint (6) is the constraint on the cycle
time; constraints (7)-(8) reflect the fact that all operations belong the set N and that each
operation is including in one block only; constraints (9) define the precedence constraints on
the set N; constraints (10) determine the necessity of grouping the corresponding operations
in the same workstation; constraints (11)-(12) take care of the impossibility of grouping
operations in one block and the impossibility of execution operations at the same
workstation, respectively; (13)-(14) provide the constraints on the number of workstations
and blocks for each workstation; mg and ny determine the maximal number of workstations

and blocks for one station, respectively.

12



Note that if the collection E® contains all pairs of operations from N (i.e. each block
must consist of one operation only) and constraints (14) are omitted, we obtain the classical
assembly line balancing problem. As mentioned above, the solution of the classical

assembly line balancing problem is an operation assignment that minimizes the number of

m
workstations, 1.e. the total unbalance (mTo- 3 t(Ny)).
k=]

Example 2. The set N consists of 5 operations, To = 7, operation times ¢; are given in
Table 1, E’= E*= E*=Q, precedence graph G" is shown in Fig. 5, and E’={{1,4},{1,5},
{2,3},{2,5}}.

Table 1: Operation times

Operation 1 2 3 4 5

Operation time 4 5 7 7 7

Fig. 5. The precedence graph G

An optimal solution to the problem (5-14) is P=(N,=N,,=(1,2), N.=N;=(3,4,5)) with
Q(P)=2C,+2C,, T(N})=T(Ny1)=5 and T(N,)=T(N,))=7. The total unbalance for this solution
is equal to 7-5+7-7=2. Note that an optimal solution with regard to the total unbalance is P'=
(N''=N"1=(1,3), N2 =N" = (2,4), N5=N"3=(5)) TIN") = T(N'11) = T(N2) = T(N'21) = T(N%)
=T(N'y1)=T7and Q(P) =3C,+ 3C,.

3. GRAPH APPROACH

For SALB, the first graph approach was proposed in (Gutjahr and Nemhauser, 1964).
The graph approach developed in the paper is based on transformation of the problem (5)-
(14) to a problem of finding a constrained shortest path (Garey and Johnson, 1979) in a
special digraph. Such a transformation and the algorithm for solving the resulting problem
are proposed in Section 2.1. An algorithm of the digraph generation is described in Section

2.2. An example illustrating these algorithms is discussed in Section 2.3.

13



3.1. A reduction to a constrained shortest path problem
Let P be a set of collections P=((N11,~--,N1,,l ) s (Nmlsee+s Nmnpm))s satisfying

constraints (7)-(12). The set vi= U’r‘:llUZr_ N rq Y Ufl'l N kg can be considered as a state

of the part after machining it by the /-th block of the k-th workstation. Let V be the set of all
states for all PEP, including vo=. For each vertex vE€V we define a parameter I'(v)=1 if for
all eEE° either eNv= or eCv, otherwise I'(v)=0. The value 1 means that there are no
operations in v linked with operations not included in v by a constraint on the necessity of
grouping operations in the same workstation.

We construct a digraph G=(¥,D), in which the arc (',v")ED if and only if v'Cv", and
eZN" =v"\v’ for all eEEb’=E"U_1:_“, i.e. the arc (v',v") represents the block v"\v' of
operations. For each arc (V/,v"), we assign a time parameter #(v',v")="(N"). An algorithm for
construction of the digraph G is described in Section 2.2.

To each design decision PEP we can associate a parameterized path x(P)= ((u¢=
V0seesljutsUjseensti= VN),(Y0=1,...,¥)o-...Yiy=1)) in the digraph G from the vertex vo to the
vertex vy. The parameter y; is equal to 1 if the block uj\u;.,; is the last block of the
corresponding workstation of P.

Let X be the set of all parameterized paths x=((vo=ug,...,uj.1,Ujs....;Uim=VN),
(Y 0=1,...,¥ js--» Yiy=1)) in the digraph G from v to vy where y; takes the value 0 if I'(u; )=0
and 0 or 1 otherwise. In the parameterized path xE€X, there is a sequence

J0=01yj2,..-Jmz=I(x) of indices j, with y ; =1 for r=0,...,m(x). Then, for each parameterized
path x€X, a design decision P(x)={{u,\uo,...,uj1 \“jl—l },{uj|+, \ujI . \uj2 —1}se

{ujm(x)-l"‘l \ujm(x)_] .- \ujm(x)‘]}} satisfies the constraints (7)-(11) but may

violate the constraint (12).

Thus, the initial problem (5)-(14) can be reduced to the following constrained shortest

parameterized path problem:
Q(x)=Cim(x)+C; I(x) —min, (15)

xE€X, (16)

14



Jr [b(ui \u;_y ) sTy, r=1,...m(x), (17)

i=j,_+]
e (u; \u; ), e€E, r=1,....m(x), (18)

Jrjr1sno, r=1,..m(x), (19)
m(x)s my. (20)

Algorithm 2 can be used to solve the problem (15)-(20). It is based on the shortest
path algorithm (Gallo and Pallottino, 1988). Vertices from ¥ can be easily enumerated in the
non-decreasing order of their rank in G. In order to do this, we simply partite ¥ into V; in

such a way that v&V; if |V; |=i, i=0, 1, ...,|N|.

Algorithm 2.
Step 1. For each vEV such that I'(v)=1 set cx(v) <, k=1, ...,mq, c|(vg)=0.

Step 2. For i=0,...,|N|-1
For each vE€V such that I'(v)=1 and min{ci(V)|=1, ..., mp}< =
a) Assign gx(v') <, Ti(v') « o, k=1, ...,ng, v'EV}, j=i+1,..., N|.
b) For v’=vand v€V), j= i+1,..., [N|-1, repeat Steps 3 and 4.
Step 3. For each v” such that (v',v”) €D, do:
Ifv'=vthen gi(v’) « Cy, TH(v") « (v, v")+T,
else
for k=1, ...,np-1 do:
if gu(v') <o, gk (v)< gu(v’) +Crand Te(v')+1(v’, v”)s Ty, then
set gk 1(V')=gu(v') +Co Tini(v7)= Ti(v)+t(v’, v")
endif
Step 4. 1fT(v)=1,v’ v, e@ (v’ \v) for all e€E’, and go(v'’)=min{g.(v’)|k=1, ...,no} < then
If v=v, then ¢ |(v’)) < go(v)+ C,,
else
for k=1, ...,mg-1 do:
if cu(v) < and ce+1(V )< cu(v) + go(v’)+C), then
set ck+1(v)= cx(v) + go(v')+C)
endif
endif

15



endif
Step 5. Assign
Crin=min{ci(vy)| k=1, ..., mp}.

At Step 3 we analyze all the feasible configurations of one workstation with k=1, ...,np
blocks after execution of the set v of operations and keep the minimal costs gx(v”) for each
set v"\v. At Step 4 we compare all the possible variants of transfer line for the set v’ of
operations: the current best layout and layout with the last workstation v \v.

It is easy to see that the complexity of the algorithm does not exceed O(|V|(mo+ no|V]
+(mg+ng)|D))) since the complexity of Step 1 is O(|Vmy) and the complexity of each iteration
of Step 2 is O(mg+ no|V| +(motng)|D)).

3.2. Digraph generation

The following step by step procedure can be used for generating the digraph G. At

each step, for an existing vertex v, the set B(v) of the possible output arcs (the operation

blocks) is created and the corresponding new vertices are added to G.

Let E’={e}|r=1,...,gs}. For each subset N CN we can define a vector

N(N) = (nl,...,nqs) , where ni =1if N ﬁe;v < and 'r]i = 0 otherwise. We let u(N)=1 ifa

set NV does not involve any e€E™ and w(N)=0 otherwise. A block 4&B(v) if n(b)=1 and the
set vUb contains all the operations that must precede to operations from b.

We can construct the set B(v) by modifying the algorithm for generating states for
SALB (Gutjahr and Nemhauser, 1964). The operations from N\v without any predecessors
or whose predecessors belong to v are placed in stage 1. Call this set of operations U. Then
we generate all subsets of U and keep a collection S; of only those subsets SCU, for which
u(S)=1. At the end of stage 1 the operations of U are “marked” (all operations which are not
yet marked are considered as ‘“‘unmarked”).

An immediate follower of a set S is defined as an operation which is an immediate
successor of at least one operation in S and is not preceded by any operation that does not

belong to vUS. In general, for any set SES; in stage k, the unmarked immediate followers of
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S are placed in a list called F(S). For each subset WCF(S), WUS is placed in a collection
Si+ for stage k+1 if p(WUS)=1. When all sets of S; in stage k have been considered, each
operation in Ugeg ‘ F(S) is marked and the process is repeated for stage k+1. When there
are no unmarked operations, then the construction of B(v) is completed (B(v) is the union of
all Sy).

The process of constructing the set B(v) is illustrated in Fig. 6.

/‘\\/

~

sg\ ' s
& ® & 1
*on admissible

55~ .

S,UW, S,UW,

Fig. 6. Branching process

The following dominance relation <,, can be introduced on the set B(v). Let’s note

b" <., b’ for vEV and blocks b, 5"€B(v) if the following conditions are satisfied:

i1) b'Ch";

2) £(b)=2(b");

i3) n(vUb)=m(vUb");

i4) (b"\b')Ne= for all e€E".

Proposition 4. Let P(v,b) be a set of collections from P such that v is a set of
operations preceding a block b. If 4" <, b’ for b', b"EB(v), then min{Q(P)|PEP(v,b")}s
min{ Q(P\PEP(,b)}.
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Proof. Assume there exists a collection P'€P(v,b') such that Q(P’')<
min{Q(P)|PEP(v,b")}. Let us construct a collection P" in the following way. We replace the
set b’ by b" and remove from other sets N of the collection P’ all the operations which
belong to b"™\b". Then £( N,:, )st( N,'d) for all k, /. Due to assumptions i) — i4), the partial

order relation as well as the constraints on the necessity and the impossibility of executing
operations at the same workstation are taken into account. As a consequence, P"EP(v,b")

Therefore, the block b’ can be deleted from B(v) if there exists a block "€B(v) such

and Q(P")sQ(P’), which contradict the initial assumption.

that b" <., 5.

The reduced digraph G is generated by Algorithm 3.

Algorithm 3.
Step 0. Assign Vo—{J}, V=0, i=1,2,...,IN|.

Step 1. Select vertex v from V (in the order of their inclusion in ¥; and the increasing order
of i) and perform Steps 2-4. If all the vertices from V have already been selected,
then stop.

Step 2. Construct B(v) as described above.

Step 3. Check proposition 4 for the set B(v) and exclude dominated blocks b from B(v).
Step 4. For each bEB(v) do:

i) v' e (vUD),

ii) if v'&V,, then include v’ into V},; and determine ['(v!); endif

iii) add the arc (v,v)) to D.

It should be noted that digraph G constructed by Algorithm 3 does not depend on the
line cycle time Ty as well as mq and no. So, we can use Algorithm 2 for solving problems
(5)-(14) with different values of these parameters without multiple generation of digraph G.

The size of the digraph G depends on the number of constraints (9)-(12). If there are
no constraints (9)-(12) at all, Algorithm 3 will construct the set B(v) with 2N elements for
v=. At the same time, if the graph G’ is a path consisting of |[NJ-1 arcs, E° = &, E° = & and
E® includes only {i, j} when (i, j)ED’, then graph G is also a path of |[N}-1 arcs and |B(Vv)| =1
for each vEeV.



For the problems with large number of operations, the digraph G may also be large. In
this case, special techniques are required for reducing the digraph G. We propose the
following heuristic rules for eliminating elements of B(v) on the basis of relaxed conditions
i2)-i4). Block b is excluded from B(v), if there exists block b '€B(v) such that 5Cb’ and one
of the following conditions holds:

i2°) (b = £ (b").

i3’) Vectors n(vUb') and n(vUb") differ by at most k; elements.

i4’) The set (b"\b') has non-empty intersections with at most k; sets e from E’.

Here 8 = 1.0, ky = 0 and k; = 0 are control parameters.

Elements of B(v) can be also eliminated at random, i.e, block bEB(Vv) is deleted from
B(v), if there exists block b'EB(v) such that bCb’ and current random value within [1,100]
is lower than a given value p.

In Section 3 we report the results of computational experiments with Algorithm 2

and Algorithm 3.

3.3. Example

In order to illustrate Algorithms 2 and 3, we continue to consider Example 1 from
Section 1.3. For this example, after grouping operations in macro-operations by Algorithm
1, we obtained the new digraph G" (see Fig. 4) and the new families E *={{3,5}},
E’={{1,3},{2,4}} and E={{1,3,5}}. Operations times are given in Table 2. The digraph

generation process is shown in Table 3.

Table 2: Operations and their times

Operation 112131415
Time 313{4]13]4

Table 3: Digraph generation process

v [Stagel Marked Block b Unmarked Block time n(vubd)
for v| operations immediate followers

{1 1 1 {1} 2,3 3 (0)
2 2,3 {1,2} 3 0)

1,2} 1 3 {3} 4,5 4 )]
2 4,5 {3.4} 4 Q)

{3,5} 4 1)

{3,4,5} 4 (D
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Proposition 4 holds for blocks {1,2} and {1}; {3} and {3,4}; {3,5} and {3,4,5}. The
condition i4) is not satisfied for biocks {3,4} and {3,4,5}.
The digraph G obtained by Algorithm 3 is shown in Fig. 6. Vertices v&€V with I'(v)=1
are drawn by a solid pen.
V0=g

V|={1, 2} v3={1s2a39405}

vi={12.3,4}

Fig. 7. Graph G

Calculation results of Algorithm 2 are presented in Tables 4 and S for Tp=7, my=2 and

no=2 .

Table 4: Calculation results for vertex vg

\4 Vo Vi V2 V3
gv) 0,), | (2®), | (»4), | (®,®),
) (0,%) (3,®) (=,7) (0,%)
c(v) 0,2) | (12,%) (0,)

Table 5: Calculation results for vertex v,

\4 Vo Vi V2 V3
gv) 0,@), | 2), | (2,%),
T(v) (0,) (4,») (4,2)
cv) (12,%) (,24)

The optimal solution of the reduced problem (in terms of macro-operations) is

N=((1,2)), N=((3,4,5)) and the optimal solution of the initial problem (in terms of initial

operations) is Ny=((1,2,3,4, 5,6,12,13)), N.=((4,7,8,14,15,9,10,11)).

4. EXPERIMENTAL STUDY OF THE ALGORITHM

The purpose of this study is to examine the impact of various problem parameters on

the algorithms performance. We report on four performance measures:
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- the total number of generated vertices of graph G;

- the total number of generated arcs of graph G;

— the total number of generated subsets in all B(v);

- the running time of the algorithm.

Test instances were generated in random way for different values of the following
problem parameters: |N|, m’, m’, m’ p’, &, A® and A°, where:

- ms,(mb, m’) is the maximal number of operations in subsets from E° (E’ , EY),
respectively;

- X, A*and A’ are equal to A(E)=2|E)/(IN|(IN|-1)) for E=E®, E® and E°, respectively;

-p’,p" and p ¥ are equal to p(D)=2|DV/|N|/(IN]-1) for D=D’, D" and D ¥,
respectively, where D’ is a set of arcs for immediate predecessors and D* is a set of arcs in
the transitive closure of G". The parameters p” and p * evaluate “order strength” of
precedence constraints.

We choose A'=0.01 since we need to coordinate the collection £° with the graph G’
and families E®, E° to provide feasible solutions (all these components are generated
independently and randomly). So, we delete subsets from the collection E’ if they violate
compatibility with subsets from Eland E.

In Tables 6-10 we give the results for exact variant of Algorithm 3. For each

performance measure, the minimal, maximal and average values are presented.

Table 6: Results for [N|=20, m*=m’=m’=2, A*=0.05, p"=0.15, p’=0.11,p*=0.32

A’=0.02 [ 2°=0.05 A°=0.10 | A°=0.20 A°=0.40

Minimal number of V' 59 87 89 92 100
Maximal number of V 1920 2440 3108 3248 3568
Average number of V 646 831 1116 1535 1476
Minimal number of D 382 744 622 517 506
Maximal number of D 85488 89890 107407 80306 101788
Average number of D 18728 20604 25163 29338 27664
Minimal total number of sets in B(v) [1102 3779 1941 815 861

Maximal total number of sets in B(v) [112489  {126057 153338 119325 142404

Average total number of sets in B(v) 40835 41257 47006 55741 53509

Minimal running time 0.049" 0.159" 0.063" 0.027" 0.031"
Maximal running time 10.058" {10.073"  [12.897" 19.108" 12.23"
Average running time 2.9894" 12.4952" 12.8547" |3.3243" {3.4053"
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Table 7: Results for [Nj=20, m*=m’=m’=3, A'=0.05,p"=0.15, p"= 0.11, p*"=0.32

A=002 | A°=0.05 A°=0.10 AP=0.20 A°=0.40
Minimal number of V' 239 247 295 580 558
Maximal number of ¥ 1460 2007 2575 2857 2425
Average number of V 711 884 1043 1290 1196
Minimal number of D 6443 5278 4828 9604 10203
Maximal number of D 102127 114935 129188 131925 113221
Average number of D 29799 36196 36503 46447 43963
Minimal total number of sets in B(v) [14627 9686 10257 18771 21440
Maximal total number of setsin B(v) [113501  |184373  |200907  |224758  |171638
Average total number of sets in B(v) 47611 59006 58856 78178 72708
Minimal running time 0.85" 0.499"  [0.409"  |0.74" 1.042"
Maximal running time 12.079" [18.384" [18.713" [22.202" [17.822"
Average running time 3.8" 4.7291"  [4.345" 6.1602" ]5.8185"

From results of Tables 6 and 7, we may conclude that problems with binary relations
of the impossibility to group operations in blocks are less time-consuming (up to 2 times)

than with ternary relations. Moreover, it seems to be an “optimal” value of A’ when test

instances can be solved easily.

Table 8: Results for [N|=20, m*=m’=m’=2, /_1"=0.05, p=0.15,p"=0.11, p*'=0.32

A'=0.02 A'=0.05 A'=0.10 A’=0.20 A’=0.40
Minimal number of V 79 139 798 956 956
Maximal number of V 235 1240 3375 2808 4424
Average number of V 151 579 1655 1712 2349
Minimal number of D 599 1416 13283 21260 20320
Maximal number of D 1824 38571 136475 100968 172542
Average number of D 1211 12074 55322 53762 86964
Minimal total number of sets in B(v) [3481 3786 19000 24205 25255
Maximal total number of sets in B(v) |16043 58613 169851 138453 252718
Average total number of sets in B(v) |6896 25231 70416 60891 105873
Minimal running time 0.095"  [0.151"  [0.747" |1.267"  |1.381"
Maximal running time 0.801" _ [3.374"  [17.594" |12.132" _[29.393"
Average running time 0.3112" 1.2278"  [5.7314" {4.9898" 11.4314"

It is not surprising (Table 8) that increasing the cardinality of £’ results in decreasing

the efficiency of domination rules because of violating condition i4.

Results of Tables 9 - 10 confirm that most important parameter of test instances is the

order strength of precedence constraints.
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Table 9: Results for [N|=25, m*=m"=m’=2, A°=0.05, A*=0.05

p=0.02, p'=0.05, p=0.10, p'=0.20, p'=0.40,

p=0.02, p=0.04, p=0.08, p=0.13, p'=0.14,

p*=0.02 | p¥=007 | p¥=0.17 | p*=042 | p*¥=0.77
Minimal number of V 1858 1563 447 132 18
Maximal number of ¥ 24687 13360 2492 493 104
Average number of V 10617 4356 1349 310 52
Minimal number of D 42514 29991 7630 1108 40
Maximal number of D 3253671 1161455 118308 9518 960
Average number of D 862265 233036 39556 4616 322
Minimal total number of sets in B(v) 111579 73535 19578 2367 111
Maximal total number of sets in B(v) (7627700 (1898980 (172152 29960 1433
Average total number of sets in B(v) (2181680 (498083 87071.1 10612.6 |570
Minimal running time 123.584" ({9.384" 0.699" 0.07" 0.008"
Maximal running time 4600.32" [659.84" [16.179" [1.277" _ |0.043"
Average running time 1176.14" [117.033" |6.6758" [0.3843" [0.0202"

Table 10: Results for m*=m®=m*=2, A°=0.05, A°=0.02, p'=0.25
IN|=25, IN|=50, INI=75, INI=100, IN|=125,

p=0.12, p=0.07, p=0.04, p'=0.03, p'=0.03,

p*=0.61 p*¥=0.77 p*¥=0.83 p¥=0.87 p*=0.89
Minimal number of V 52 332 732 975 863
Maximal number of V 239 704 2886 2801 3415
Average number of V 135 556 1441 1783 2036
Minimal number of D 273 3795 12096 15356 14115
Maximal number of D 2751 16193 130892 98662 157569
Average number of D 1162 9893 43016 52547 70472
Minimal! total number of sets in B(v) [1487 17189 47876 50973 75116
Maximal total number of sets in B(v) |13798 71161 410776 449356 760786
Average total number of sets in B(v) 4753 35652 132100 203307 256020
Minimal running time 0.048" 0.918" 3.499" 5.157" 11.573"
Maximal running time 0.578"  |7.324"  |57.35"  |153.626" |203.078"
Average running time 0.1659" [2.4445" [15.2775" [36.1309" |52.3231"

In Tables 11-19 we give the results when applying heuristic domination rules for
different values of control parameters & for condition i2, k; for condition i3 and k; for
condition i4. The value k) = « (k; = <) means that the condition i3 is not taken into account.

Tables 20-22 gather the results of applying the random elimination of elements from B(v).
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Table 11: Results for [N|=20, m*=m’=m’=2, A=0.05, A’=0.05,

p'=0.15, p"=0.11, p*=0.32 with different values of d

5=1.0 6=1.1 d=12 d=1.5 §=2.0
Minimal number of V 139 111 81 80 80
Maximal number of ¥ 1240 1232 1034 991 913
Average number of V 673 611 513 410 381
Minimal number of D 1416 982 670 662 662
Maximal number of D 38571 38371 25988 25530 24407
Average number of D 14956 13161 9652 7444 6869
Minimal total number of sets in B(v) 3786 2186 1478 1438 1438
Maximal total number of sets in B(v) 105767 76483 49702 43897 40765
Average total number of sets in B(v) 33036.7 [28128.4 [21844.4 |16223.5 |15034.5
Minimal running time 0.057" 10.035" 0.029" 0.024" 0.027"
Maximal running time 2.607" [1.57" 0.918" 0.894" 0.812"
Average running time 0.6488" 10.5153" ]0.3635" ]0.2608" 10.2379"
Minimal deviation of optimal cost (%) |[( 0 0 0 0
Maximal deviation of optimal cost (%) |( 0 0 0 0
Average deviation of optimal cost (%) | 0 0 0 0
Number of problems solved 10 10 10 10 10

Table 12: Results for [N|=20, m*=mb=m*=2, A°=0.05, A*=0.10,
p=0.15, p"=0.11, p¥=0.32 with different values of 6

6=1.0 6=1.1 6=1.2 5=1.5 6=2.0
Minimal number of V 798 798 797 794 725
Maximal number of V 3375 3099 3099 3099 2979
Average number of V 1807 1713 1639 1550 1480
Minimal number of D 13283 11911 11727 11586 11551
Maximal number of D 139219 130161 125994 125253 123221
Average number of D 62541 58365 54856 51979 50096
Minimal total number of sets in B(v) 19000 17476 17312 17162 17112
Maximal total number of sets in B(v) 195668 177819 162575 160671 157671
Average total number of sets in B(v) 81400.6 [76236.5 |72865 675809 164577.3
Minimal running time 0.259" 0.233" 0.235" 0.234" 0.233"
Maximal running time 6.175" |5917" 5.729" 5.757" 5.65"
Average running time 2.3703" [2.2299" |2.1105" 2.0058" 1.9451"
Minimal deviation of optimal cost (%) | 0 0 0 0
Maximal deviation of optimal cost (%) |0 0 0 0 0
Average deviation of optimal cost (%) |0 0 0 0 0
Numbser of problems solved 10 10 10 10 10
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Table 13: Results for [N|=20, m*=mb=m’=2, A°=0.05, A°=0.20,

p'=0.15, p’=0.11, p*'=0.32 with different values of &

0=1.0 5=1.1 6=12 6=15 6=2.0
Minimal number of V 956 956 956 956 860
Maximal number of V 2808 2808 2808 2808 2808
Average number of V 1749 1728 1718 1694 1672
Minima} number of D 21260 19922 19922 19886 19886
Maximal number of D 100968 100968 100968 100968 100968
Average number of D 55629 54226 53761 53263 52932
Minimal total number of sets in B(v} 24205 24205 24205 24205 22141
Maximal total number of sets in B(v) 138453 121803 120727 118511 118511
Average total number of sets in B(v) 62231  160395.3 [60225.1 |59613.3 {59139.9
Minimal running time 0.429" 10.409" 041" 0.413" 0.403"
Maximal running time 4.283" [3.655" 3.675" 3.675" 3.689"
Average running time 1.7841" |1.7223" 11.7201" [1.7186" |1.7173"
Minimal deviation of optimal cost (%) |0 0 0 0 0
Maximal deviation of optimal cost (%) [0 0 0 0 0
Average deviation of optimal cost (%) |0 0 0 0 0
Number of problems solved 10 10 10 10 10

Table 14: Results for [N|=20, m*=m’=m*=2, A°=0.05, A*=0.05,
p=0.15, p’=0.11, p¥=0.32 with different values of k,

k|= kl=l kl=2 k|=3 k|=“
Minimal number of V 139 139 139 139 139
Maximal number of V 1240 1240 1240 1240 1240
Average number of V 673 579 5719 579 5719
Minimal number of D 1416 1416 1416 1416 1416
Maximal number of D 38571 38571 38571 38571 38571
Average number of D 14956 12074 12074 12074 12074
Minimal total number of sets in B(v) 3786 3786 3786 3786 3786
Maximal total number of sets in B(v) 105767 58613 58613 58613 58613
Average total number of sets in B(v) 33036.7 |25230.8 [25230.8 {25230.8 [25230.8
Minimal running time 0.055" |0.058" [0.055"  |0.06" 0.055"
Maximal running time 2.61" 1.258" 1.255" 1.253" 1.267"
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Average running time 0.6499" 10.4579" 10.4569" [0.4577" [0.46"
Minimal deviation of optimal cost (%) |0 0 0 0 0
Maximal deviation of optimal cost (%) |( 5.56 5.56 5.56 5.56
Average deviation of optimal cost (%) [( 0.556 0.556 0.556 0.556
Number of problems solved 10 10 10 10 10
Table 15: Results for |[N|=20, m*=m®=pr’=2, A°=0.05, A°*=0.10,
p'=0.15, p’=0.11, p*¥=0.32 with different values of k,

k=0 k=1 k=2 k=3 k=
Minimal number of V 798 798 798 798 798
Maximal number of V 3375 3375 3375 3375 3375
Average number of ¥ 1807 1655 1655 1655 1655
Minimal number of D 13283 13283 13283 13283 13283
Maximal number of D 139219 136475 136475 136475 136475
Average number of D 62541 55322 55322 55322 55322
Minimal total number of sets in B(v) 19000 19000 19000 19000 19000
Maximal total number of sets in B(v) 195668 169851 169851 169851 169851
Average total number of sets in B(v) 81400.6 {70415.8 |70415.8 [70415.8 [70415.8
Minimal running time 0.26" 0.262" 0.264" 0.26" 0.262"
Maximal running time 6.175" 16.175" 6.177" 6.23" 6.168"
Average running time 2.3705" [2.0457" |2.0461" |2.0514" |2.0483"
Minimal deviation of optimal cost (%) |0 0 0 0 0
Maximal deviation of optimal cost (%) |0 4.17 4.17 4.17 4.17
Average deviation of optimal cost (%) | 0417 0417 0417 0417
Number of problems solved 10 10 10 10 10

Table 16: Results for [N|=20, n’=m®=m*=2, A°=0.05, A°=0.20,
p=0.15, p"=0.11, p*¥=0.32 with different values of &,

k=0 k=1 ky=2 k = k)=
Minimal number of V 956 956 956 956 956
Maximal number of V 2808 2808 2808 2808 2808
Average number of V 1749 1712 1712 1712 1712
Minimal number of D 21260 21260 21260 21260 21260
Maximal number of D 100968 100968 100968 100968 100968
Average number of D 55629 53762 53762 53762 53762
Minimal total number of sets in B(v) 24205 24205 24205 24205 24205
Maximal total number of sets in B(v) 138453 138453 138453 138453 138453
Average total number of sets in B(v)  [62231  {60891.5 [60891.5 |60891.5 [60891.5
Minimal running time 0.433" [0.443" 0.444" 0.44" 0.445"
Maximal running time 4.26" 4.369" 4.351" 4.36" 4.325"
Average running time 1.7799" [1.7683" [1.7673" [1.7736" [1.7613"
Minimal deviation of optimal cost (%) |0 0 0 0 0
Maximal deviation of optimal cost (%) |0 0 0 0 0
Average deviation of optimal cost (%) |0 0 0 0 0
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[Number of problems solved l 10 | 10 I 10 [ 10 ’ 10
Table 17: Results for [N|=20, m*=m’=m’=2, 1°=0.05, ’=0.05,
p™=0.15, p=0.11, p*=0.32 with different values of &,

k2=0 k2=l k2=2 k3=3 k3=“
Minimal number of V 139 44 44 44 44
Maximal number of V 1240 292 292 292 292
Average number of V 673 127 127 127 127
Minimal number of D 1416 157 157 157 157
Maximal number of D 38571 1857 1857 1857 1857
Average number of D 14956 650 650 650 650
Minimal total number of sets in B(v) 3786 1111 1111 1111 1111
Maximal total number of sets in B(v) 105767 24346 24346 24346 24346
Average total number of sets in B(v) 33036.7 |5527.4 5527.4 5527.4 5527.4
Minimal running time 0.057" [0.015" 0.013" 0.014" 0.012"
Maximal running time 2.612" 10.49" 0.476" 0.48" 0.466"
Average running time 0.6514" |0.087" 0.0856" |0.0859" {0.0834"
Minimal deviation of optimal cost (%) |Q 0 0 0 0
Maximal deviation of optimal cost (%) |[Q 0 0 0 0
Average deviation of optimal cost (%) 10 0 0 0 0
Number of problems solved 10 10 10 10 10

Table 18: Results for [N|=20, m*=m’=m*=2, A*=0.05, A*=0.10,
p=0.15, p’=0.11, p*=0.32 with different values of k,

k=0 k=1 ky=2 k1=3 k=
Minimal number of V' 798 67 67 67 67
Maximal number of V 3375 579 579 579 579
Average number of V 1807 227 227 227 227
Minimal number of D 13283 234 234 234 234
Maximal number of D 139219 4262 4262 4262 4262
Average number of D 62541 1230 1230 1230 1230
Minimal total number of sets in B(v) 19000 1211 1211 1211 1211
Maximal total number of sets in B(v) 195668 34872 34872 34872 34872
Average total number of sets in B(v) 81400.6 |7444.9 7444.9 7444.9 7444.9
Minimal running time 0.262" 10.01" 0.013" 0.012" 0.01"
Maximal running time 6.184" 0.565" 0.565" 0.569" 0.552"
Average running time 237" 0.0927" 10.093" 0.094" 0.0899"
Minimal deviation of optimal cost (%) |0 0 0 0 0
Maximal deviation of optimal cost (%) |0 2632 26.32 26.32 26.32
Average deviation of optimal cost (%) |0 5.264 5.264 5.264 5.264
Number of problems solved 10 10 10 10 10
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Table 19: Results for [N|=20, m*=m°=m*=2, A°=0.05, A*=0.20,
p=0.15, p=0.11, p*'=0.32 with different values of k,

k3=0 k3=1 k3=2 1\'3=3 k3=“
Minimal number of V 956 82 82 82 82
Maximal number of V 2808 629 629 629 629
Average number of V 1749 334 334 334 334
Minimal number of D 21260 326 326 326 326
Maximal number of D 100968 3750 3750 3750 3750
Average number of D 55629 1817 1817 1817 1817
Minimal total number of sets in B(v) 24205 1356 1356 1356 1356
Maximal total number of sets in B(v) 138453 21383 21383 21383 21383
Average total number of sets in B(v) 62231 8641.9 8641.9 8641.9 8641.9
Minimal running time 0.433" 10.009" 0.013" 0.013" 0.014"
Maximal running time 4.255" 10.264" 0.264" 0.265" 0.254"
Average running time 1.7802" 10.0909" 10.091" 0.0906" ]0.0873"
Minimal deviation of optimal cost (%) |Q 0 0 0 0
Maximal deviation of optimal cost (%) |(Q 0 0 0 0
Average deviation of optimal cost (%) | 0 0 0 0
Number of problems solved 10 10 10 10 10

Table 20: Results for |[N|=20, m*=m’=m*=2, /_l”=0.05, A’=0.05,
p'=0.15, p"=0.11, p¥=0.32 with different values of p

p=0 p=S5 p=10 p=20 p=40
Minimal number of V 139 906 775 528 193
Maximal number of V 1240 3514 2833 1369 609
Average number of V 673 2007 1547 907 345
Minimal number of D 1416 21735 13148 5058 920
Maximal number of D 38571 139337 80988 19002 4010
Average number of D 14956 66359 33856 10844 1999
Minimal total number of sets in B(v) 3786 30819 22919 11643 3231
Maximal total number of sets in B(v) 105767 269703 211961 70997 26204
Average total number of sets in B(v) 33036.7 [112452 738154 {32191.8 9771.1
Minimal running time 0.055" [0.458" 0.304" 0.14" 0.024"
Maximal running time 2.603" 8.809" 5.379" 1.207" 0.359"
Average running time 0.649" 3.0277" ]1.4862" 0.4444" 0.1117
Minimal deviation of optimal cost (%) |Q 0 0 0 0
Maximal deviation of optimal cost (%) {0 0 0 0 0
Average deviation of optimal cost (%) | 0 0 0 0
Number of problems solved 10 10 10 10 10
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Table 21: Results for [N|=20, m*=m’=m’=2, 1°=0.05, '=0.10,

p'=0.15, p=0.11, p*=0.32 with different values of p

p=0 p=35 p=10 p=20 p=40
Minimal number of V 798 939 823 686 359
Maximal number of V 3375 4374 3770 2738 1200
Average number of V 1807 2309 1923 1323 552
Minimal number of D 13283 15909 10319 6002 1838
Maximal number of D 139219 152946 93822 41192 8612
Average number of D 62541 69861 40870 16737 3422
Minimal total number of sets in B(v) 19000 21645 16725 12651 5765
Maximal total number of sets in B(v) 195668 236486 193434 111725 37118
Average total number of sets in B(v) 81400.6 [107330 {77948.8 142890.7 {13367.6
Minimal running time 0.262" 0.293" 0.185" 0.115" 0.045"
Maximal running time 6.18" 7.923" 4.963" 1.878" 0.39"
Average running time 2.3706" [2.989" 1.6409" 10.6126" |0.131"
Minimal deviation of optimal cost (%) |0 0 0 0 0
Maximal deviation of optimal cost (%) |0 0 0 0 0
Average deviation of optimal cost (%) |0 0 0 0 0
Number of problems solved 10 10 10 10 10

Table 22: Results for [N|=20, m*=m’=m*=2, A*=0.05, A°’=0.20,
p=0.15, p’=0.11, p*'=0.32 with different values of p

p=0 p=S p=10 p=20 p =40
Minimal number of V 956 922 795 658 383
Maximal number of V 2808 4585 4182 3218 1576
Average number of V 1749 2420 2156 1640 841
Minimal number of D 21260 16358 10344 6109 2040
Maximal number of D 100968 138493 94038 46271 11419
Average number of D 55629 67307 43690 20941 5608
Minimal total number of sets in B(v) 24205 22238 16646 12927 6071
Maximal total number of sets in B(v) 138453 221182 184991 114285 43600
Average total number of sets in B(v) 62231 100946 |80577.6 |52130.2 [21046.4
Minimal running time 0.434" ]0.315" 0.195" 0.133" 0.049"
Maximal running time 4.283" |7.155"  }4.559" 2.09" 0.5"
Average running time 1.7855" |2.8954" |1.7596" ]0.8112" [0.2266"
Minimal deviation of optimal cost (%) |0 0 0 0 0
Maximal deviation of optimal cost (%) |0 0 0 0 25
Average deviation of optimal cost (%) |0 0 0 0 2.5
Number of problems solved 10 10 10 10 10
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The best results were obtained for the domination rule with parameter k3 = 1.
In Tables 23-24 we provide parameters of the test examples from (Dolgui et al., 2000)

and the results of their solution.

Table 23: Parameters of the test examples

Example| (N| D' EY | 1EY |EY| | mo | ma | To m | m m’
1 4 3 2 1 1 2 2 9 2 2 2
2 6 6 2 1 1 3 2 7 2 2 2
3 9 10 4 2 2 4 2 | 60 2 2 2
4 10 10 3 2 2 4 2 9 2 2 3
5 11 11 2 1 1 2 2 9 2 3 2
6 13 15 4 3 2 4 3 11 3 2 3
7 15 15 5 3 2 4 3 7 2 3 2
8 17 24 4 3 3 4 3 12 3 3 2
9 18 26 3 3 3 5 3 15 2 3 3
10 20 27 4 4 3 5 3 30 3 3 3
11 20 27 3 2 3 5 4 14 4 3 3
12 23 39 4 4 3 4 4 1 70 3 3 3
13 25 38 5 3 3 6 3 16 3 2 3
14 25 31 5 3 4 b 4 15 3 3 2
15 29 44 3 3 4 6 3 80 3 3 3
16 35 58 4 3 4 5 4 3 3 4 4
17 38 62 4 6 5 7 3] 20 2 2 3
18 40 3 4 4 5 7 2 14 2 2 2
19 45 67 5 4 4 7 3 | 100 3 3 3
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Table 24: Results for test examples
Example | Criterion value (number of stations, blocks) Time (sec)

Exact |d=15| k=1 | k=1 | p=20|Exact{d=151k=1ky=1|p=
23(2,3) 123(2,3) [ 23(2,3) - 23(2,3)| 0015] 0 0 0 0
33(3,3) 133(3.3) [33(3,3) [ 333,3) [333,3)[ 0 [o0.001 0 _|0.00! 0
35(3,5) [ 35(3.5) [35(3,5) [ 35(3.5) - 0.001 0 0.001 1 0002] O
23(2,3) [23(2,3) 1 23(2,3) [ 23(2,3) [ 23(2,3) [ 0.003 | 0O 0 0 | 0.001
23(2,3) [23(2.3) 23(2,3) | 23(2.3) - 0 0 0003| O |]0.003
33(3,3) {33(3,3) [ 33(3,3) { 33(3.3) - 0.001 | 0.001 | 0.003 | 0.003 0
22(2,2) [22(2,2) 1 22(2,2) | 22(2,2) [ 22(2,2) [ 0.028 | © 0.02 | 0.022 | 0.033

33(3,3) 1333.3) - 33(3,3) [33(3,3) | 0.004 | 0.002 | 0.004 | 0.002 | 0.003
35(3,5) {35(3.9) - 35(3.5) - 0.002 | 0.005 | 0.003 | 0.003 [ 0.004
35(3,5) 1 35(3.5) - 35(3,5) | 35(3,5) | 0.033 | 0.024 | 0.017 | 0.024 | 0.024

333.3)[333.3) ] - [33(3,3)[33(3,3)]0.004 | 0.004 | 0.002 [ 0.002 | 0.008
35(3,5) | 35(3,5) | 45(4.5) | 35(3,5) [ 35(3,5) | 0.018 | 0.008 | 0.012 [ 0.01 | 0.015
25(2,5) | 25(2,5) 1 25(2,5) [ 25(2,5) | 25(2,5) ] 0.015 | 0.007 | 0.019 | 0.01 | 0.071
23(2,3) | 23(2,3) | 24(2,4) [23(2,3) [23(2,3) [ 0.664 | 0.48 | 0.4 | 0.144 | 0.198
34(3,4) | 34(34)| - [3434)] - [0.161]0.065 | 0.094 | 0.105 | 0.08
353,5) 1353,5) [ - - - | 0.63 | 0.22 [ 0.234] 0.15 | 0.201
46(4.,6) | 46(4,6) | 47(4.7) | 47(4,7) | 47(4,7) | 0.585 | 0.146 | 0.485 | 0.15 | 0.485
34(3.4) | 34(3.4) [ 343.,4) | 34(3.4) [ 34(3.4) | 3.109 | 1.786 | 2.665 | 1.95 | 6.21
35(3,5) | 35(3.5) [35(3.5) [ 36(3,6) | 35(3,5) | 21.32 | 1.88 [18.849] 4.095 | 7.16

Sy N Y PN D e e e R C R A I R I S B

For these problems, the most promising rule was to take parameter § = 1.5.

5. CONCLUSIONS

A graph approach for a problem of optimal designing transfer lines in mechanical
industry is proposed. This problem is very complicated problem. In comparison with the
well-known problem of assembly lines balancing, the studied problem has a lot of additional
constraints.

The proposed graph model permits to describe the manufacturing and design
constraints and to verify their compatibility. The graph model with special technique of
weights assignment makes possible the use of the constrained shortest path approach. An
exact optimization algorithm is developed on the base of the graph model. This approach is
more effective when the initial problem has a lot of manufacturing and design constraints
which restrict the digraph size.

In industry, the preliminary design stage of transfer line takes several months. Since
these lines are very expensive, an exact solution is possible and more important than a

heuristic solution, even if the first demands considerable time resource.
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