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Algorithmes et complexités de la réduction statique
minimale

Résumé : La réduction statique minimale (RSM) est analyse de flot de controle d’ordre
0 (OCFA). Cet article présente une série d’algorithmes résolvant cette analyse ainsi que
leurs complexités respectives. Méme si cette analyse est souvent annoncée comme étant
calculable en un temps cubique par rapport & la taille du programe étudié, un algorithme
complet atteignant cette complexité n’est pas si évident. Avec le A-calcul comme langage de
description des programmes, nous commengons par un algorithme naif et, pas & pas, nous
aboutissons & celui qui s’exécute, dans le pire des cas, en un temps cubique. Nous donnerons
les exemples qui prouvent que ces complexités maximales peuvent étre atteintes.

Mots-clés : Analyse statique, réduction statique, 0CFA, complexité
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1 Introduction

The analysis described in this article calculates, for each Abstract Syntax Tree (AST) node
of a program, a set of values that this node may compute at runtime. This analysis was
first studied in the abstract interpretation domain: [18, 19, 20, 16, 2, 17, 11, 4, 1]. Then,
Nevin Heintze initiated a work based on constraint resolution: [5, 14, 9, 8, 10, 6, 13]. More
recently, this analysis was studied with the type theory point of view: [15, 7, 12, 21].

In this paper, in order to analyze the complexity, we have tried to explicit as far as possible
the resolution algorithm. In other words, we have pulled up in the algorithm what an
abstract interpreter, a constraints solver or a type checker is intended to do.

Besides the technology used for this analysis, there is a wide variety of strategies concerning
the tradeoff between accuracy and complexity. For example, the Static Reduction Analysis
(SRA [16]) ranges from an exact analysis which is a collecting evaluator, to a simple analysis,
which is related to the 0t*-order Control-Flow Analysis (OCFA [19]) or can also be viewed
as the Set Based Analysis (SBA [5]).

Since we aim at comparing different algorithms, it is necessary to have a clean, simple, and
well-defined specification of the analysis: all algorithms must compute the same result. This
is why we have chosen the Lowest Static Reduction (LSR) for our study: for the A-calculus,
LSR is defined as the smallest function satisfying only three simple rules.

The main contribution of this paper is to propose algorithms ready to implement for an
open language (no Continuation Passing Style (CPS) restriction). The only operators left
undefined are Yz € S : P (a.k.a. map) and set functions (€, C,U). With bit vectors, € can
be done in constant time while C and U may have a linear complexity.

The article is organized as follows. Section 2 presents the context and the LSR analysis.
Section 3 presents four different algorithms calculating the LSR and their complexity. Sec-
tion 4 presents some killer series that illustrate the worst case of complexity of preceding
algorithms. Section 5 discusses about the 0CFA specification and some future work.

2 Definitions

This section defines what the algorithms described in this paper are intended to resolve.
First, we give the language analyzed by the algorithm. For simplicity we restrict this lan-
guage to be the A-calculus; in [3], the analysis is extended to an imperative object-oriented
language. Then, we briefly give the general definition of the Static Reduction Analysis
(SRA). And the lowest analysis (LSR) is defined as an instantiation of SRA. Finally, we will
give general equations concerning the size of a program.

2.1 Input language

The input language, namely the A-calculus, is described by the following abstract syntax:

RR n° 5034



4 Ludovic Henrio, Bernard Paul Serpette, Szabolcs Szentes

Expr = Lambda U Var U App
Lambda = {A} x Var x Expr
App = FExpr x Expr

The type Expr is parameterized over a set of variables named Var. The singleton {A} is
introduced in the type Lambda in order to avoid LambdacApp. The elements of Lambda
will be noted A\z.B and the elements of App will be noted (F' A). For this simple language,
values are functions: Value = Lambda.

2.2 Generic SRA

The generic SRA is parameterized by an approximation function F whose signature is
App, Lambda, Value — Lambda. This approximation function must return an abstraction
which is a-equivalent (equality modulo bound variables renaming) to its second argument:
Fle,l,a) =4 1.

Then, the static reduction is defined as the smallest relation from expressions to values
(Expr — Value) satisfying the following rules:

l € Lambda
=1
F—fANA—a A \e.B=F((F A),f,a)
T —a
F—>fANA—aA XB=F(FA),f,a) N B—v
(FA)—wv

The static reduction can also be viewed as a function S from expressions to sets of values
(Expr — P(Value)) where, by definition: v € S(e) & (e — v). S denotes the successors in
the graph induced by the relation —. Thus, § is the smallest function satisfying the rules:

| € Lambda
ledS()

fFESF) N aeS(A) AN \e.B=F(F A), f, a)
a € S(z)
feS(F) N aeS(A) N \e.B=F({(F A), f,a) N veS(B)
v e S((F A))
The approximation functions are in a lattice whose lowest element is 7, (e,l,a) = [. This

function defines the lowest static reduction (LSR) which will be analyzed throughout this
paper.

INRIA
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2.3 Lowest Static Reduction

With the approximation function F, (e,l,a) = [, one can see that the overall analysis only
manipulates sub-expressions of the main program. This set, denoted by £, is bounded and
known as long as the main expression is known. Following the projection on Var, Lambda
and App, we can make a partition of £: £ =V & L & A. Therefore, the rules of the generic
SRA can be simplified and become:

lel
Tes0 1)
(FA)eA AN Xz.BeS(F) @)
S(A) € S()
(FA)eA AN Mz.BeS(F) 3)

S(B) € S((F A))

2.4 Size and position

All the complexities given in this article are related to the size N of the main expression.
We will take this size as the cardinal of the set £: N = ||€]|. This is not the standard way
of counting sub-expressions of an expression: generally each use of a variable count for one.
For us the size of the expression Az.(x x) is 3: One abstraction, one application and one
variable. Therefore the AST is not really a tree since all occurences of the same variables
are merged (a formal parameter and all its uses).

The notion of position is the inverse of the AST. For example, if E = (F A) € A, E — F'is
an edge in the AST and we state that FE is a position of F'. Since the AST is no more a tree,
variables may have more than one position. Hence, the Pos function, denoting the position
of a node, has the signature £ — P(£). However, abstractions and applications cannot have
more than one position: Ve € (€ — V) : ||Pos(e)|| < 1. Only the main program and unused
variables may have no positions.

In the A-calculus, a node X can be in the function position of an application node (i.e.
(X 7)), or in the argument position of an application node (i.e. (? X)), or in the body
position of an abstraction (i.e. (A?.X)). The abstraction Az.B, is not a position of the
variable z (unless B is ).

Following the projection of expressions on variables, abstractions and applications we have:
IEIl=N=|VaLaeAl=]|V|+ L]+ |lAll = Ny + Nz + N4. Without free variables we
have NL; = NV-

With these sizes we can list some useful inequations. Since values are abstractions: Ve €
€ : ||S(e)]]| € Ng. Then, knowing that a graph and its inverse have the same number of
edges, the sum of positions length is the number of edges of the AST: > _. [|[Pos(e)| =
Y ece IPos™(e)l| = Nz + 2N 4.

RR n° 5034
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We can conclude with an inequation which will be used in complexities calculus *:

ISl x [[Pos(e)|| < Ne(Nz +2N.4) < 2N
ee&

3 Algorithms

This section describes four algorithms calculating S. The result graph obtained by those
analyses has O(N) nodes which are the nodes of the expression and potentially O(N?) edges
linking nodes to Values (i.e. Lambdas).

The first algorithm is a strict implementation of the LSR rules. We will show that this
algorithm has a potential O(N®) complexity, the section 4 will give expressions for which
the analysis gets at this complexity. The second algorithm, also described in [17], is a
specialization of the first one where application nodes are taken in a specific order. This
evaluation-driven algorithm has also an O(N®) complexity. The third algorithm is an opti-
mization where a virtual time is added to each node’s value. This time allows some shortcuts
between fix-point iterations. This time-sorted values algorithm has a O(N*) worst case com-
plexity. The last algorithm, when adding a new value to a node, makes specific cases with
the position of this node, this algorithm is in its spirit the one which is described in [2]. At
last, this position-driven algorithm reach the O(N?3) worst case complexity.

3.1 Blind algorithm

00 VieL£L: S() « {I} Rule 1
1:0 more « true Fiz-point initialization
2:2 while(more) Fiz-point iteration
3:2 more «— false Fiz-point reset
4:2 V(FA)eA: Take all application nodes
5:3 VAz.B € S(F): Take all abstractions of the function part
6:4 Update(x, A) Check rule 2
74 Update((F A), B) Check rule 8
8:4 Update(dst, src)

94 if (S(src)cS(dst)) return The rule is already satisfied
10:2 S(dst) = S(dst) U S(src) Update S to satisfy the rule
11:2 more «— true At least one edge is added

Figure 1: Blind algorithm

IWith more accurate analysis we can fall down this upper bound to 2N (N4 + 1)

INRIA
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The first and simplest algorithm is a direct implementation of LSR rules. First we apply
rule 1 on all abstractions. Then for each application and abstraction satisfying premises of
rules 2 and 3, we check corresponding conclusions adding edges if necessary. A fix-point is
reached when no more edge can be added. This algorithm is described in the Figure 1. Each
line starts with n:k where 7 is a line number and k is the degree of execution of the line in
the worst case complexity (i.e. n:k means, in the worst case, the line n is executed O(N¥)
times).

In the worst case, the result graph must be dense: the graph has O(N?) edges, i.e.
Yece lIS(e)l = O(N?). A nasty program leads to an analysis where a bounded number
of edges is added at each iteration and the final result graph is dense. Such a program
imposes that the number of needed fix-point iterations is proportional to N2 . Hence, lines
2, 8, 4, 10 and 11 may be executed O(N?) times. If application nodes are on the same order
as N (N4 = O(N)), then the line 5 is executed O(N?) times. If the subgraph induced by
Ais also dense (35 a4y 4 [IS(F)[| = O(N?))? the line 6 and 7 are executed O(N*) times.
Thus, the Update function may be called O(N*) times. Since the complexity of the set
inclusion predicate is at least linear, the overall complexity® is O(NN%). The killer series
given in section 4 raise this complexity.

The main drawbacks of this blind algorithm are:

1. Application nodes of A are taken in a predefined order. It will be beneficial to visit
callee nodes before caller’s one. This will be the improvement of the evaluation-driven
algorithm.

2. Between iterations it doesn’t memorize on which nodes the Update function was called.
It is easy to see that if Update(dst, src) is called twice on the same nodes, and if no
value was added to S(src) between the two calls, then the second call to Update is
not necessary since we can prove that S(src)cS(dst) is true. This improvement will
be provided by the time-sorted algorithm.

3. When an edge is added, it does not try to compute the set of application nodes
which may be influenced by this new edge. This improvement will be proposed in the
position-driven algorithm.

3.2 Evaluation-driven algorithm

We will see in section 4 that, in the blind algorithm, the number of iterations is influenced
by the order in which application nodes are taken: we can expect better results when these
application nodes are taken in a dedicated order. Intuitively, like for an evaluator, it seems
better to follow the body of a function before going up at the application node where this
function is applied. For ensuring termination of the algorithm in case of recursion, we still
need a fix-point resolution and analyze each function body only once for each iteration.

2That is obtained when for O(N) application nodes (F A), ||S(F)|| = O(N)
3The real complexity is O((Ny + NA)N,NAN-N.)
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0:0 VieL: S(I) «{l} Rule 1
1:0 time <0 Time initialization
2:0 Vie L: Time(l) — -1 Map Time initialization
3:0 more « true Fiz-point initialization
4:2 while(more) Fiz-point iteration
5:2 more «— false Fiz-point reset
6:2 Eval(Main) Abstract evaluation of main expression
7:2 time < time + 1 Time increment
8:3 Ewal(e) Abstract evaluation of e
9:3 if (e=(FA)eA Only application nodes have to be updated
10:3 Eval(F) Evaluate the function
11:3 Eval(A) Evaluate the argument
12:3 Vf=MXx.BeS(F): For each function f
134 Update(z, A Check rule 2
14:4 if Time(f) # time Function body analyzed once by iteration
153 Time(f) — time Put the time on this function
16:3 Eval(B) Evaluate the body
174 Update(e, B) Check rule 3

Figure 2: Evaluation-driven algorithm

INRIA
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00 Vie L: S(I) —(<1,0>) Rule 1
1:0 time < 0 Time initialization
2:0 more «— true Fiz-point initialization
3:2 while(more) Fiz-point iteration
4:2 more «— false Fiz-point reset
5:2 V(FA)eA: Take all application nodes
6:3 V< Az.B,t > S(F) : Take all abstractions of the function part
74 Update(z, A, t > time) Check rule 2
84 Update((F A), B,t > time) Check rule 8
9:2 time «— time + 1 Time increment

10:4 Update(dst, src,new?)

11:4 if new? For new functions
12:2 YV < v, % >€ S(src) : Check all values of src
13:3 UpdateV alue(dst,v) Update one value
1/:4 else For old functions
15:4 V < wv,t' >€ S(sre) with t' > time : Check new values
16:3 UpdateValue(dst,v) Update one value
17:3 UpdateValue(dst,v)

183 if (< v,*>€ S(dst)) return The value is already added
19:2 S(dst) = {< v, time +1 >} U S(dst) Update S
20:2 more « true One edge is added!

Figure 3: Time-sorted algorithm

This evaluation-driven algorithm is given in Figure 2. At each iteration a variable time is
incremented. Each abstraction has its own time annotation (updatable map Time from £
to integer); Time(f) = n means that the body of the abstraction f was analyzed in the nt"
iteration. The function Update is the one defined for the blind algorithm (Figure 1).

One can say that this algorithm was made popular by Shiver’s thesis. We will discuss
variations of this algorithm in section 5. One may notice that this algorithm fully computes
the LSR only if the input program doesn’t contains dead code.

The same complexity discussion as the one done for the blind algorithm can be applied to
this evaluation-driven algorithm. If O(N?) fix-point iterations are performed (line 4 to 7),
and without dead code, the function Ewval is called O(N?) times (in each iteration, one
time for O(N) node). With > p 4y 4 IS(F)|| = O(N?)) then the Update function is called

O(N*) times and thus the eval-driven algorithm has also a O(NN®) worst case complexity.

RR n° 5034
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3.3 Time-sorted values algorithm

In order to optimize the number of calls to the function Update in the previous algorithms,
we annotate edges by the iteration number, viewed as a virtual time, in which the edge is
added. At a time T, we will associate the time 7'+ 1 for each added edge. Thus, at a time T,
a value of a node is called new if its time is greater or equal than 7', and called old otherwise.
We can check that the analysis of an application node is influenced by:

1. the new argument values. These values must be propagated to parameters of all
function values: old function values must be warned of these new arguments.

2. the new function values. All argument values must be propagated to the new parame-
ters and all body values of these new functions must be propagated to the application
node.

3. all function bodies values. Unfortunately, all function values must be fetched in order
to retrieve new body values that must be propagated to the application node.

What we have gained is that old argument values are not checked against old function values.
This time-sorted algorithm is described in Figure 3. The new Update function receives a
flag indicating if the rule must be checked for a new function. If so, as previous algorithms,
all source value are visited. For old function values, only new source values are checked.
To calculate the complexity, one can observe that, when adding a value v to the node X
at time t, each position P of X may trigger at most 2 « N calls to UpdateValue at time
t + 1. Indeed, following the description of the algorithm, let us perform a case analysis on
the position P.

1. P = (F X). The new value v causes at most N calls to UpdateValue at time ¢t + 1:
one call for each (at most N) function of F.

2. P = (X A). The new function v triggers less than 2N calls at time ¢ + 1 due to the
two calls to Update.

3. P = A\y.X. The new value v causes at most N calls to UpdateValue at time ¢ + 1.
One call for each case (at most N) where A\y.X is a functional value of an application.

If we note n§ the number of values added to e at time ¢, u; the number of UpdateValue
calls at time ¢, then we just proved that: us41 < 2N ) o nf x ||Pos(e)||. If we note T the
number of fix-point iterations (i.e. the last value of time), then:
Eth U1 < Dy 2N Y- e mi X [[Pos(e) |

=2NY e (Xycrnf) X [[Pos(e)|

=2N 3. ce IS(e)]l x [|Pos(e)|
< 4N? (see section 2.4)

The term ), ., us41 represents the number of time the algorithm reach the line 17, which
have the same order than lines 13, 16 and 18. For this last line, we suppose that there is a

INRIA
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00:0 Vi€ L: UpdateValue(l,l) Start the recursion by Rule 1
01:3 UpdateV alue(dst,v) Add value v in node dst
02:3 if (v € S(dst)) return Check if already added
03:2 S(dst) «— S(dst) U {v} Add the value
04:2 VP € Pos(dst) : UpdatePos(P,dst,v) Update each position
05:2 UpdatePos(P,dst,v = Az.B) Update by position
06:2 if (P=(dst A)e A) Case 1
07:2 Redexes(v) «— Redexes(v) U {P} Update redezes
08:2 V(a € S(A)) : UpdateValue(z,a)

09:2 V(r € 8(B)) : UpdateValue(P,)

10:2 if (P=(F dst) e A) Case 2
11:2 V(Ay.C € S(F)) : UpdateValue(y,v)

12:2 if (P=MAzdsteL) Case 3
13:2 V(E € Redexes(P)) : UpdateValue(E,v)

Figure 4: Position-driven algorithm

constant time algorithm for testing that a value belongs to a set, this can be achieved with
variations on bit-vectors.

Due to bounded edges of the graph, lines 19 and 20 cannot be more than O(N?). Complexity
analysis of the blind algorithm said that all other lines cannot be more than O(N*), thus
we can conclude that the worst case complexity of this time-sorted algorithm is O(N*).
For the lines 12 and 15 we give the result of the killer series of section 4. We can note that
line 12 can raise to 4 (but then most S(src) must be empty) or 3 (S(src) contains a constant
number of values). This consideration is also valid for line 15 where the killer series reach
the O(N*), but with a bit-vector implementation this line may hide a O(N?®) complexity
(the whole vector must be scanned to know that it doesn’t contains a new value), one can
solve this problem with both a bit-vector and a time-sorted list for node values (i.e. line 19
put a bit in the vector and add the new value in front of the list).

Considering the blind algorithm, we have gained one order of magnitude by canceling some
calls to Update that have already been performed . This algorithm is O(N*) only because
O(N?) iterations may be performed. For O(N) iterations, the complexity falls down to
O(N?3).

3.4 Position-driven algorithm

The complexity analysis of the time-sorted algorithm suggests that, when adding a new value
to a node,the position of this node is crucial. This induces the position-driven algorithm

RR n° 5034
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given in Figure 4. Let’s analyze the consequences of adding a new value v = Ay.B to a node
X at a position P.

1. When P = (X A), the formal parameter y may receive some new values via 4, and P
may receive new values via the body B.

2. When P = (F X), formal parameters of all values of F' may receive this new value v.

3. When P = A\z.X, every application node where this abstraction is applied may receive
this new value v. This set of application nodes is incrementally constructed by the
function Redexes (L — P(A)). This function is updated each time a new value is
added to the function part of an application (namely in the case 1).

This algorithm is in the spirit of the one described in Ayers’s thesis [2]. It highlights what
a constraints solver is intended to do: resolving equations by following a dependence graph.
Here this dependence graph is directly coupled with the position notion. We can note
that Ayers’s algorithm is applied on programs in CPS form. In this context, values of
intermediate application nodes in the source program are transferred to a variable in a
generated continuation. Hence, for CPS programs, the analysis doesn’t have to compute
values of application nodes, therefore the third case is not necessary and Ayers’s algorithm
don’t have to construct the Redezes function.

For complexity we start with the line & and 4 which are executed ) . [|S(e)| times.
Then the complexity of the line 5 is the number of calls performed line 4 which is ex-
actly 3, ¢ |S(e)|| x || Pos(e)||. Knowing that term is O(N?) (see section 2.4), then all lines
of the UpdatePos function have at most this complexity. Since each one of these line is
performed in linear time, then the number of time that the function UpdateV alue is called
is O(N?). Thus the overall complexity is O(N?).

4 The Killer Series

All the series developed in this section, and the degree of complexity related to each algorithm
are summarized in Figure 5. For the blind algorithm, we have tested three different ways
of collecting application nodes: fac means that the application node (¢) appears after its
children in the AST (the function f and the argument a), cfa is not really intuitive since
application nodes are visited before their childrens, and finally cfac is the combination of
both where application nodes are visited twice in an iteration. We will see that the latter
does not always have the minimum complexity of the first two.
In order to simplify the description of the series, here are common combinators:

I = \r.x

True = A\z.A\y.x

False = Mx.)\y.y

A = \z.(z x)

Y = Im.(A Af.(m Az.(f f x)))

INRIA
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function blind eval | time | position
fac | cfa | cfac
Base 3 3 3 2 2 1
BaseRec 3 3 3 3 2 2
I 4 4 4 3 3 3
I-chain 4 | 5 4 4 3 3
Deep-let 5|5 4 4 4 3
Deep-let2 | B | 5 5 5 4 3
Roll-left 5 4 4 5 4 3
Roll-right | 4 | 4 4 3 3

Figure 5: Order of complexity for the killer series

Y is the call-by-value fix-point combinator used by letrec. Here are some common syntactic

sugars:
AX122...2,.B = \x1.\2s....\2,.B
A;B = (False A B)
(if P A B) =(P A B)
(let z =V in B) =(Az.BV)
(letrec f =V in B) =(let f = (Y (Af.V)) in B)
First we need N values, which means NV functions. The simplest way to do that is to chain

these functions: Azy....Az1. < Body >. For simple, one can take the identity function for
the body we have: Vy = Az ...z1.I. We can say that each function hides its predecessor,
in the same way as a pointer hides its value. The only way to reveal this hidden value is to
apply the function, which can be done, in the shortest way, by using A. Thus to retrieve
the latest body (i.e. I) we have to generate:

Baseny = (Ay ... (A1 Vy)...)

This simple expression reaches two orders below the worst case complexity for every algo-

rithm except the eval-driven one for which we have only O(N?). This expression doesn’t

create a dense graph. Such a graph can be obtained by merging all A; in a loop:
BaseRecy = (letrec loop = v.(if 7 v (loop (A v))) in (loop Vy))

Where ? is any expression which produce the true and false booleans, for example ? =

(let f = I'in (f True);(f False)). The BaseRec series have a constant number of application

nodes and thus do not modify the complexities showed by Basey except for the position-

driven and the eval-driven algorithms.

The last stage for producing killer series is to insert a call to a common function Fx between

each A extraction of Basey:

Patterny = (let f=Fyin (AN (f .. .(Al (f VN)) .. )))

RR n° 5034
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The Fy function is intended to use its parameter value and to send it back to the next A
application. Since F appears only once in Patterny, its size may be in O(N). But we
can begin with a constant size function (Fy = I) which strangely reveals the worst case
complexity of the position-driven algorithm. Next, a simple way to have a N sized identity
function is to call the identity N times:
FN:I—chainN = )\.’L‘(IN . (Il 13) .. )

This series reveals the worst case for the blind algorithm when application nodes are taken in
a reverse order. It shows that this order may produce different order of complexities. In this
series, application nodes are in argument position. To switch application nodes in function

position it suffices to generate a chain of redexes, or equivalently to produce a cascade of
let:

Fy=Deep-lety = Az.(Azny.Azn_1.(...(Az1.21) 22)...) TN) )
=M.(let zy =2 in (let 2y 1 =2y in ...(let 21 =23 in 21)...))

This way, the deepest redex (let zy = z3 in 1) operates on a not yet analyzed argument.
This series can also be given by induction:

U = \xl.zl
U; = )\.’L’i‘(Uifl xi) (l > 1)
Deep-lety = \z.(Un )

This series reveals the worst case complexities for all algorithms but the eval-driven and blind
when application nodes are visited twice (once before, once after its children). Remind that
the evaluation-driven algorithm is blocked in its walk when the same function is called twice.
To do so, each function U; has to be called twice, first with a dummy argument (say I), then
with the correct one. One can define the function Deep-let2 with this definition of U;:

Uy =Azi(let f=Ui_y in (f Di(f ) (> 1)

With this series, all algorithms reach their worst case complexity. A less tortuous series
which kills the eval-driven algorithm can be found in Ayers’s thesis [2], instead of calling
twice each functions, one can use recursion and roll the values:

Fy=roll-lefty = Az.(letrec R = Az122...2n5.(if 721 (R2y...xNy 21)) in (RT...1 x))
This series has the same effect that Deep-let2y except for the blind algorithm when appli-

cation nodes are taken after their children. However, the direction of rolling arguments is
important, one can define our last series with:

roll-right y = Az.(letrec R=Azy ...xy_12n.(if 22y (RaNy #1...2Nn—1))in (Rxz I...1))
This series falls back to the level of I-chainy.

Of course in the case of real programs, none of these tortuous examples can be encountered
but, the first series may correspond to real parts of programs. For example, I-chain illustrates
overlapped functions and Deep-let overlapped (recursively dependent) let instructions.
One can observe that the faster the algorithm is, the more easily the worst case complexity
is reached.

INRIA
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5 Other analysis and future works

0CFA is a very popular but ambiguous analysis. The first definition of the 0CFA, found
in Shiver’s PLDI paper [18], corresponds to the LSR specification restricted to a language
in CPS form. Due to the fact that all application nodes are in tail position, only two
rules are needed. Whereas in his thesis [19], the specification is also called 0CFA but the
analysis is based on an abstract semantics which needs to give an abstract environment to
the approximation function. We believe that this specification is sound only in the case of
CPS. Moreover, the soundness proof becomes harder*. Finally, direct implementation of the
abstract semantics does not terminate and shortcuts are necessary to ensure termination.
Another analysis that could be performed on any A-term, would consist in removing fix-point
iterations but do not evaluate a body when no new value is added to formal parameter. In
that case, we need to keep informations about free variables: a function body must be re-
evaluated as soon as one of its free variables has changed. This analysis is more precise
than LSR and seems to be a non-CPS version of 0CFA. Another perspective would consist
in formally proving the soundness of this analysis and its complexity. Indeed, this seems
to lead to more precise and less expensive analysis than most of the LSR analyses usually
performed.

The differences between all these analyses, their exact complexity and a formal study of the
relation between their results and LSR results is out of the scope of this paper. A promising
perspective would consist in studying these differences, but this would require to add a CPS
transformation to our study and is not directly related to this article.

6 Conclusion

In this article, we presented four different algorithms for calculating the Lowest Static Reduc-
tion. From simple (blind) implementation of the LSR rules, we specified an evaluation-driven
algorithm taking nodes in a dedicated order similar to the evaluation one. This algorithm
is control-flow oriented since it tries to follow paths used by the evaluator. Here, values are
used as a whole by using set union and intersection.

Then, we optimized this algorithm by adding a virtual time allowing some shortcuts between
fix-point iterations: the time-sorted algorithm avoids evaluating twice the same function on
the same argument inside an iteration. This algorithm is also control-flow oriented in its
outmost loops but each data is analyzed separately in its heart. The proof of the worst case
complexity introduces the notion of position. This algorithm can be considered as a bridge
between the evaluation-driven and the position-driven algorithms since the latter strongly
depends on the position notion. This last algorithm is more data-flow oriented.

Providing fast operations on sets (constant time for checking the presence of one element in
a set), the position-driven algorithm meets the cubic time complexity.

4Qnly 200 lines of Coq are needed to prove the soundness of the LSR, including the specification of the
A-calculus, the evaluator, the analysis and 45 lines of direct proofs.
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As stated in section 2, LSR is intended to compute the minimal solution satisfying the rules
given in 2.3. If we are not aware of minimality, a fast, linear and stupid algorithm will be:
Ve € £ : S(e) «— L. One can easily check that the three rules given in 2.3 are satisfied.
Between this useless algorithm and LSR, many algorithms can be studied. We hope that
this work can be described in the same natural way as the position-driven algorithm.

The Coq proof of the soundness of LSR analysis, the Bigloo Scheme implementation of the
four algorithms and the killer series can be found in:
ftp://ftp-sop.inria.fr/oasis/Bernard.Serpette/jfla04.tar.gz
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