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Abstract: In order to deal with the verification of large systems, compositional approaches
postpone in part the problem of combinatorial explosion during model exploration. The pur-
pose of the work we present in this paper is to establish a compositional framework in which
the verification may proceed through a refinement-based specification and a component-
based verification approaches.

A constraint synchronised product operator enables us 1) an automated compositional
verification of a component-based system refinement relation, and 2) safety LTL properties
of a whole system from local safety LTL properties of its components. The main advantage
of our specification and verification approaches is that LTL properties are preserved through
composition and refinement.
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Comment vérifier et exploiter le raffinement des systémes
a composants

Résumé : Les approches compositionnelles permettent de résoudre en partie le probléme de
I’explosion combinatoire issu de I’exploration du modéle du systéme, lors de la vérification de
systémes de grande taille. L’objectif du travail présenté dans cet article est d’établir un cadre
de vérification compositionnelle combinant une approche de spécification par raffinement
avec une approche de vérification par composants.

Un opérateur de produit synchronisé contraint permet de vérifier automatiquement et de
maniére compositionnelle 1) une relation de raffinement au niveau du systéme & composants,
2) des propriétés LTL de stireté du systéme complet a partir de propriétés locales de ses
composants. L’avantage principal de notre approche de spécification et de vérification est
que les propriétés LTL sont préservées autant par la composition que par le raffinement.

Mots-clés : systémes & composants, modules, raffinement, propriétés LTL, composition,
vérification
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1 Introduction

Nowadays, formal methods are used in various areas, from avionics and automatic systems
to telecommunication, transportation and manufacturing systems. However, the increas-
ing size and complexity of these systems make their specification and verification difficult.
Compositional reasoning is a way to master this problem.

The purpose of the work we present in this paper is to establish a compositional frame-
work in which an algorithmic verification of a refinement of component-based systems by
model exploration of components can be associated with the verification of LT L proper-
ties. In our compositional framework, we give ways (see Fig.[I) to preserve LT L properties

through:

1. The composition operator for preserving safety LT L properties, meaning that a prop-
erty satisfied by a separate component is also satisfied by a whole component-based

system.

2. The refinement relation for preserving both safety and liveness LT L properties, mean-
ing that a property established for an abstract system model is ensured when the
system is refined to a richer level of details.
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Figure 1: Verification Principle
To achieve the goal of compositional verification and to model synchronous and asyn-

chronous behaviours of components, we define two operators: a composition of the modules
and a constraint synchronised product of transition systems.

RR n° 5898



4 Olga Kouchnarenko € Arnaud Lanoix

We show that the modules |12,[13,2] — subsystems sharing variables — whose composition
is often used in a concurrent setting, are suitable to compositionally verify a kind of 7-
simulation, called the weak refinement. Unfortunately, this model does not allow analysing
the strict refinement — a divergence-sensitive completed 7-simulation — from the separate
refinements of its modules. That is why we introduce a constraint synchronised product
operator. Moreover, the semantics of the component-based systems using this operator
makes it possible to verify the strict refinement more efficiently.

The main result of this paper is the theorem claiming that the strict refinement of a
component-based system can be established by checking the weak refinement of its expanded
components viewed as the modules. The main advantage of the component-based refinement
we have been developing is that it allows us to master the complexity of specifications and
verifications with a step by step development process without building the whole system.
All steps of our compositional approach have been implemented in an analysis tool called

SynCo [9].

Clip

Input and Output devices ﬁ c—) <:%:>

Elevator

Figure 2: Production Cell

The main concepts of the paper are illustrated on an example of a simple controller of a
production cell moving pieces from an input device to an output device. A pictorial repre-
sentation of this running example is given in Fig[2. The cell is composed of an arm having
horizontal moves, a clip, and an elevator moving vertically. Sensors notify the controller
about the production cell changes.

This paper is organised as follows. After giving preliminary notions, we recall in Section[2,
the semantics of our refinement relation and its properties. Then Section [3] presents the
modules, their composition and the weak refinement of the composition of the modules,
called modular refinement. In Section [4, the constraint synchronised product is introduced
to specify component-based systems, and the modular refinement is used to establish the
strict refinement of component-based systems more efficiently.

INRIA



How to Verify and Exploit a Refinement of Component-based Systems 5

2 Preliminaries: LTS Refinement and LTL properties

We introduce labelled transition systems to specify component behaviours and properties.
Transition systems we consider are interpreted over a finite set of variables V. Let APy be
a set of atomic propositions over V.

Definition 1 (Labelled Transition System (LTS)) A LTSS is a tuple (Q, Qo, E,T,V,1)
where

- Q is a set of states,

- Qo C Q is a set of initial states,

— E is a finite set of transition labels,

-TCQXFExQ is a labelled transition relation,

-V is a set of variables, and

~1:Q — 24PV is a total function that labels each state with the set of atomic propositions
true in that state; we call | the interpretation.

We consider a (finite or infinite) sequence of states o = qo, q1, - - Hin Q. o is a path of
S Vi.(i > 0= Je;.(e; € EA (g, €5,q41) € T))% Given a path o, we denote by tr(c) its
trace eg,eq,.... %(9) designates the set of paths of S. A state g; is reachable from ¢q iff
there exists a path of the form o = qg, ¢, .- ., q;-

In this paper, dynamic properties of systems are expressed by formulae of propositional
Linear Temporal Logic (LTL) [15] given by the following grammar: ¢,¢' :==ap | ¢ V ¢ |
=¢ | O | pUP', where ap € APy .

Definition 2 (LT L semantics) Given LTL properties ¢,¢' and a path o, we define ¢ to
be satisfied at i > 0 on a path o, written (0,i) = ¢, as follows.

0,1) = ap iff ap € 1((0,1))

0,1) = —¢ iff it is not true that (0,i) E ¢

Uvi) ): oV o iff (Uvi) ): ¢ or (Uvi) ): ¢

0,i) = O¢ iff (0,i+1) ¢

0,i) = U’ iff 3j.(j Z i A (0,]) E ¢ AVE(i <k <j=(0,k) = ))

We also use the notations O¢ = trueldp, O¢ = ~O—¢, and W' = 0o V glUg’. A LTL
property ¢ is satisfied by S when Vo.(c € 3(S) A (0,0) € Qo = (0,0) E ¢).

Moreover, we often consider the set SPy = {sp, sp1, sps, ...} of state propositions over
V defined by sp, sp’ ::=ap | sp V sp’ | —sp, where ap € APy. In this setting, an invariance
property is a proposition sp € SPy satisfied by every state of S, i.e. Vq. (¢ € Q = q | sp),
written S = sp.

To handle a product of LTSs, the satisfaction of a state proposition sp by a state is
extended to tuples of states. For example, a formula sp € SPy, v, is satisfied by (g1, g2) iff
either sp € SPy, and ¢ |= sp, or sp € SPy, and ¢ = sp.

= (
= (
—(
—(
—(

)

1(o,1i) designates the it state of o.
2An element of T is also denoted ¢ — ¢’.
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6 Olga Kouchnarenko € Arnaud Lanoix

In this paper, we exploit the system top-down refinement relation we have introduced
in |5]. Let SA = (Qa,Qo4,Fa,Ta,Va,la) be an abstract LTS and SR = (Qr, Qor, Fr, Tr,
Vr,lr) a more detailed LTS. The syntactic features of the refinement are as follows. First,
refinement introduces new actions, so £4 C Er. Second, some new variables can be intro-
duced and the old ones are renamed: V4 N'Vz = @. Third, a propositional calculus formula
gp over V4 U Vg, called gluing predicate, links variables of both LTSs.

Definition 3 (Glued states) Let gp € SPy,uv,, be a gluing predicate. The state qr € Qr
is glued to ga € Qa w.r.t. gp, written qr 11 qa, iff (¢4, qr) = gp-

The refinement relation with the semantic features below is a restriction of p.

1. The transitions of SR, the labels of which are in E4 (i.e. labelled by the "old" labels)
are kept.

2. New transitions introduced during the refinement design (i.e. labelled in Er \ E4)
are considered as being non-observable; they are labelled by 7 and called 7-transitions
in the system SR.

3. Moreover, new transitions should not introduce new deadlocks.

4. Finally, new transitions should not take control forever. So, infinite sequences of 7-
transitions, i.e. 7-cycles, are forbidden.

Definition 4 (Refinement Relation) Let SA and SR be two LTSs, and e € E4. Let u
be the gluing relation. The refinement relation n C Qr X Q 4 is defined as the greatest binary
relation included in p and satisfying the following clauses:

1) strict transition refinement (qr 1 g4 N qr — qp € Tr) = 3d4. (qa = ¢4 €
Ta N qrn dy)s

2) stuttering transition refinement (qr 1 ga N qr — dr € Tr) = (45 1 qa),

3) lack of new deadlocks (qr 1 qa N qr =) = (qa »)3,

4) lack of t-cycles qr 1 g4 = (Vo. 0 € £(qr) = tr(o) #7%).

The relation 7 is a partial order. From now on, we say that SR refines SA, written
SR C, SA, when Yqr.(qr € Qr = 3qa. (g4 € Qa N qr 1 qa)).

It has been shown in [5] that the refinement relation can be classified as a divergence
stability respecting completed simulation in the van Glabbeek’ spectrum [18]. Consequently,
it is more expressive than the trace inclusion, and hence the closed systems refinement [17]
by Shankar. An algorithmic verification of the relation 1 can be done by model exploration
of the refined system which complexity order is O(|SR|) where |SR| = |Qr| + |Tr|-

Figure [3 gives a refinement of a part of the controller. In the abstract Clips system,
the sensor has two positions, open and close, whereas in the refined Clipg system, there

3We note ¢ - when V¢',e. (' €EQAe € E=q > ¢ ¢T).

INRIA
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Figure 3: Clipr C,, Clipa

are two more positions, toOpen and toClose. The relation n between Clipg and Clip, is
established, so Clipg C,, Clipy.

The refinement relation 7 being a kind of 7-simulation, it preserves safety properties.
Moreover, we have shown in [8] that the refinement relation 7 preserves LT L — safety and
liveness — properties. In other words, any abstract LT L property satisfied by an abstract
system S A is, modulo gp, satisfied by a corresponding refined system SR. Here the satisfac-
tion relation |=,4, taking gp into account, can be defined by induction on the structure of a
formula ¢ like |= in Definition [2. For example, sps € SPy, is satisfied by a state qr € Qr,

modulo gp, written g, =4, spa, iff /\apelR(QR) ap A\ gp = spa.
Theorem 1 (LTL Component-based Preservation |8]) Let SA and SR be two LTSs.
Let gp be their gluing predicate, and ¢4 an abstract LT L property. If Ts is total then

SRLC, SA, SA Eéa
SR ':gp ba

otherwise, only safety LT L properties are preserved.

To handle a product of LTSs which brings about new deadlocks and cycles of 7-transitions,
the weak refinement relation is defined by

Definition 5 (Weak Refinement Relation) Let SA and SR be two LTSs, p the gluing
relation. Let D C Qg be the deadlock set. The weak refinement p C Qr X Q 4 is the greatest
binary relation included in p and satisfying the following clauses:

1) strict refinement and 2) stuttering refinement from definition 4)

3’) old or new deadlocks ((qr p qga N\ qr +) = ((qa - Nqr & D)V (g4 — Aqr € D)))

We say that SR weakly refines SA, written SR Q? SA, when Vgr.(qp € Qr =
dga. (g4 € Qa N qr p qa)). Like n, the weak refinement relation p is a kind of 7-simulation
too. Consequently, p preserves safety LT L properties.

The definition above does not mention the 7-cycles. Let div™ (SR, SA) be a predicate
meaning that SR contains some 7-cycles w.r.t. SA. It is easy to see that the refinement
and the weak refinement are linked by

Property 1 (Refinement vs. Weak Refinement)
SRC, SAiff SRCY SA et D =@ et - div" (SR, SA)

RR n° 5898



8 Olga Kouchnarenko € Arnaud Lanoix

3 Modular Refinement

In a concurrent setting, systems are often modelled using a parallel composition of subsys-
tems sharing variables, called modules in [12,[13,2]. We consider the modules sharing global
variables from the set V. Let M' and M? be two modules. We introduce the parallel com-
position of M! and M2, denoted M!||M?, which is a module that has exactly the behaviours
of M and M?. Local behaviours of M! (resp. M?) are the transitions labelled in E' \ E?
(resp. E% \ E'), whereas global behaviours are the transitions labelled in E' U E2.

Definition 6 (Parallel Composition) Let M' = (Q,Q}, E1, T, V,1') and M? = (Q?, Q3,
E2,T?%,V,1?) be two modules. Their composition is defined by M| M? = (Q,Qo, E,T,V,1),
where

SQ=Qlue,
'QOZQ(l)UQ%’
-E=E'UE?,
ST=T'UT?,

1 . 1
wearughin- { L 1129

Figure [4] gives two modules M¢y;, and M4, of the controller. They interact by modi-
fying the global variables cl and ar to give the parallel composition Mcyip|| M arm.-

cl=open )X d=open I=open X cl=open
ar=back ‘ ar=front ar=back § ar=front
’ c ’

cl=open
ar=front

cl=open X
ar=back &

d=close X cl=close =close ) cl=close di=close ) d=close
ar=back ar=front ar=back § ar=front ar=back § ar=front
(a) MClip (b) M prm (C) MClipHMA’rm

Figure 4: Parallel composition of Mcyip||Marm

Property 2 (Commutativity of ||) VM, M?. M*|M? = M?||M*.
Property 3 (Associativity of ||) VM, M? M3.(MY|M?)|| M3 = M*||(M?||M?3).

Property 4 (Invariance Preservation of ||) Given sp € SPy, if M' |= sp and M? |= sp
then M| M? k= sp.

The above property can be extended to dynamic invariants, that are LT L properties of the
form O(sp; = sp2).

Instead of verifying the refinement of the composition of the modules, we propose verify-
ing the refinement of each module separately reaching a conclusion about the refinement of

INRIA
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their parallel composition automatically. Unfortunately, the strict refinement relation can-
not be compositionally established because of interleaving of 7-transitions in the modules
composition as illustrated in Fig.

@ O
.
©, ()

(a) M! (b) M? (c) M| M2

Figure 5: Interleaving of T-transitions

Let us examine the weak refinement relation clauses. It is easy to see that the 7-
simulation (the strict transition refinement and the stuttering transition refinement) can
be compositionally verified since modules only use shared global variables in V.

For compositional deadlock checking, the idea is as follows. Suppose that M R! E,E’ L MA?
and MR? E> M A?. A state in D,UD is a deadlock in M R'||M R? iff either it is a deadlock
in both modules, or a deadlock in a module and not a state in the other one. This deadlock
reduction, denoted Dy A D5, can be computed by

D1ADy = (D1 N D) U (Dy ~ Q%) U (Dy\ Qk) (1)

Property 5 (Associativity of A) (D1AD3)ADs = D1/A(DyADs).

Now we are ready to establish — in a compositional manner — the weak refinement of the
composition of the modules.

Theorem 2 (Modular Refinement) Let MA'||MA? and MR'|MR? be modules com-
positions. One has

MR' Dy M AT,

MR? CD2 M A?

MR [MR? CDTAD: M AT M A2

Proof is in Appendiz|A.1.

Theorem 2/ can be generalised to n modules thanks to Property |3 and Property |5.

4 Component-based Refinement
The model of the modules is not well-adapted to verify the strict refinement in a composi-

tional way. To this end, a constraint synchronised product is introduced allowing specifying
the synchronised behaviours of components.

RR n° 5898



10 Olga Kouchnarenko € Arnaud Lanoix

Let consider independent interacting components. The whole component-based system is
a rearrangement of its separate part, i.e. the components and their interactions. Let ’—’ de-
note the fictive action “skip”. To specify interactions between components, a synchronisation
set syn is defined.

Definition 7 (Synchronisation Set) Let S' and S? be two components. A synchronisa-
tion set syn is a subset of {(e1,e2)/sp| e1 € EY U{—} Aex € E2U{=} Asp € SPy, v, }-

In words, the set syn contains tuples of labels (e1,es) with feasibility conditions sp
scheduling the behaviours of components. Given the whole system (S',S2, syn), the rear-
rangement of its parts is described by

Definition 8 (Constraint Synchronised Product) Let (S, 52 syn) be a component-
based system. The constraint synchronised product S* X g, S?, is the tuple (Q, Qo, E, T, V,1)
where

- Q g Ql X Q2:

- Qo € Qg x Qp,

- E={(e1,e2) | (e1,€2)/sp € syn},

-V =viuv?,

- l((Qla QQ)) = ll(‘h) U 12((12);

-T CQ X EXxQ is obtained by :

1

[8-1] (¢1,42) @) (¢},q2) € T if (e1,—)/sp € syn, ¢1 = ¢} € T" and (q1.¢2) = sp,
18.2] (q1.02) =2 (g, 0b) € T if (=, e2)/sp € syn, @2 3 ¢y € T? and (q1,2) |= sp, or

62)

[8.3] (q1,02) ‘2 (¢.dh) € T if (er,en)/sp € syn, @1 S ¢, € T, o 2 ¢b € T? and
(Q1aQ2) ': Sp

Definition 8 can be easily extended to n components. Notice that the synchronised
product above is more expressive than the well-known synchronised product by Arnold and
Nivat [4,/3] because of feasibility conditions. Indeed, each transition of our product operator
can involve either joint transitions of components or single transition of one component.

Notice that there is a 7-simulation between the whole system and a component. Con-
sequently, the constraint synchronised product preserves safety LT L properties from local
components to the component-based system. Furthermore, the conjunction of local safety
LTL properties is ensured for the entire system.

Property 6 (Safety LTL Component-based Preservation) Let ¢; and ¢2 be safety
LTL properties. If S* = ¢1 and S? |= ¢o then (S, 82, syn) = ¢1 A ¢

In addition, every LT L property being the conjunction of a safety property and a liveness
property |1], its safety part is preserved by our product operator.

INRIA



How to Verify and Exploit a Refinement of Component-based Systems 11

For our running example, Fig. [6 presents the components Arma, Clips and FEleva,
the synchronisation set syn 4, and the computed entire system Controly = (Arma,Clipa,
Eleva, syna).

O cl=open )
E
— 7
d=clore
(a) Arma (b) Clipa (c) Elevy
d=up
ar=front ar=back
cl=open a-Fl=open
(=, 0, =)/(ar = back A el = up) d=up (B d=up
V(ar = front A el = down), arcfront avback
(=, C, —)/(ar = front A el = up) c=close cl=close
V(ar = back A el = down),
(F, —, —)/(cl = open A el = up) (--.D1)
V(cl = close A el = down), I=mid
(B, —, —)/(cl = close A el = up) ‘_—I:“'k
V(cl = open A el = down), ar=bac|

(—,—,Ul)/cl = close A ar = back,

cl=close

(=, —,U2)/cl = close A ar = back,
(=, —, D1)/cl = close A ar = back,
,—, D2)/cl = close A ar = back,
(F,0,—)/el = up,

(B, C, —)/el = down,

(B, C,U1)/true

(d) syna

-.-.D2)

el=down ) el=down
ar=front ar=back
cl=clogg cl=close

el=down (g
ar=front
cl=open

) el=down
ar=back
cl=open

(e) Control 4

Figure 6: (Arma,Clipa, Eleva, syna): Components and Synchronisation Set

Each component is a context-free component. However, for the compositional refinement
verification, its environment has to be taken into account. For that purpose, we define an
expanded component, that is a component in the context of the other components.

Definition 9 (Expanded component) Let (S!,S2 syn) be a component-based system.
The expanded component [S] corresponding to S* is defined by

[Sl] d:efSl X[syn]s1 52

where [syn]s1 = {(e1,e2)/sp | ((e1,e2)/sp) € syn Aey € EX Ney € E2U{—}}

In the previous definition, the synchronisation set is restricted to conserve only be-
haviours involving the considered component. The expanded component [S?] is similarly
defined. Notice that both expanded components are modules (cf. Section [3) defined over
the same set of global variables V! U V2. The parallel composition of these modules gives
rise to the whole component-based system.

RR n° 5898



12 Olga Kouchnarenko € Arnaud Lanoix

el=up
ar=back
cl=close

(-.-,U2) (-.-,.D1)

(B,C,U1)

(-.-.D2)

el=down
ar=front
cl=open

Figure 7: [Elev4]

Property 7 (Component-based System vs. Modules)

(S',8%, syn) = S x4y S* = [S1] || [So]

Figure[7/gives the expanded component [Eleve 4| computed from (Arm , Clipa, Eleva, syna).
To illustrate Property (7} the other expanded components [Arm 4] and [Clip4] can be built,
and we have the whole system [Arm 4] || [Clipa] || [Elevs] without building it.

We show now that the constraint synchronised product semantics makes it possible to
compositionally verify the strict refinement relation; notably, by resolving the interleaving
of 7-transitions and reducing deadlocks more efficiently.

Let (SA',SA? syna) and (SR', SR?, synr) be two component-based systems. The lack
of T-cycles in the whole component-based system can be derived from its local checking for
each component separately.

Property 8 (Lack of 7-cycles)

- divT (SR, SAY), - divT(SR?, SA?)
- divT (SR, SR?, syngr), (SAL, SA? syna))

The deadlock reduction can be done more efficiently too. Intuitively, a state inducing a
new deadlock in an expanded component does not induce a deadlock in the whole system if
there exists an expanded component where this state is not a deadlock state. The checking
of whether a state is in an expanded component state space can be done by studying the
synchronisation set. Suppose [SR'] TPt [SA']. The reduced deadlock set RD; is defined
by

RDy = Dy {q]q€ Dy AZes. (es € Ez%z A(—,e2)/sp € synr A q = sp)} (2)

INRIA
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We want to emphasise that for an expanded component, the deadlock reduction is inde-
pendent from the other expanded components. Property [7] allows us to apply the modular
refinement to component-based systems using expanded components as modules.

Theorem 3 (Component-based Refinement) Let (SA!, SA? syna) and (SR',SR?, syng)
be two component-based systems. Then

~ divT(SR',SAY), [SR'] TPt [SAY], RD; = @,

~ divT (SR?, SA?), [SR?] CP2 [SA%], RD, = o
(SR17 SRQ: SynR) E'r} (SA17 SA27 SynA)

Proof is in Appendix [A.2. Theorem [3 can be given for n components. It provides a
compositional refinement verification algorithm based on the computation, for each refined
expanded component [SR!] separately, of the relation p. The complexity order of this
refinement verification algorithm is O(Y"., |[SR']|). However, the greatest memory space
used is maz?_;|[SR]|, at most: the expanded component building, the weak refinement
verification and the deadlock reduction can be done sequentially.

5 Conlusion

In areas like telecommunication or manufacturing, complex systems may be derived from
initial models by composition and refinement. Composition combines separate parts and re-
finements add new details for systematically deriving component-based systems where safety
properties are preserved. Furthermore, the state explosion can be alleviated by considering
the components one by one.

Our compositional framework is well-adapted for studying components instead of the
whole system. Indeed, the weak refinement verification of the composition of the modules can
be reduced to the weak refinements of its modules. Furthermore, the constraint synchronised
product advocated in this paper allows us to establish the strict refinement of the component-
based systems by checking the weak refinements of its expanded components viewed as the
modules.

Finally, our compositional framework gives ways to postpone the model-checking blow-
up. Actually, a safety LT L property is 1) preserved from an abstract component to a whole
abstract component-based system, and 2) preserved from that system to a whole refined
component-based system (see Fig.[I). The usefulness of our approach is illustrated by our
previous results [10} [11] and confirmed by the experimental results [14].

Future work concerns reactive systems. We are going to investigate what model of open
systems can be used to obtain a closed system model by adding an environment specification.
At that stage, simulation relations should be established again.

Related works. The assume-guarantee paradigm (see for instance [6] 7, 16]) is a well-
studied framework for compositional verification. The assume-guarantee paradigm requires
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the hypotheses on the component environment strong enough to imply any potential con-
straint. The way out is the lazy composition approach by Shankar [17] which works at the
level of the specification of component behaviour and discharges proof obligations lazily.

In our approach, the component environment is taken into account by increasing a com-
ponent model to automatically build an expanded component. Like the lazy composition,
the constraint synchronised product allows us to proceed through a refinement-based specifi-
cation and a component-based verification approaches. The strict refinement relation being
a divergence-sensitive completed 7-simulation, we anticipate that it is more expressive than
the closed systems refinement by Shankar.
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A  Proofs

A.1 Proof of Theorem [2

Let M = {(qr,q4) | qr € QRUQ%Aqa € Q4 UQ%}. We show that M verifies all conditions
of definition [5] of p.

1. Strict refinement: suppose (qr,e,qr) € Tr and e € E4.
We must prove there exists g4 € Q4 and ¢y € Q4 such that (ga,e, ¢y) € Ta, qrpqa
and grpd)y.
By definition E4 = E! U E%. Proof depends of e.

e € E}. We have (qg,e,qy) € T Since MR' TP M A, there exists g4 € Q)
and ¢, € QY such that grpqa, (ga,e,q4) € T and ¢rpgly- qa and ¢’y belong to
Qa=QLUQ%.
e € E5. We have (qr,e,qR) € Tj. Since MR? > M A?, there exists g4 € Q%
and ¢/, € Q% such that grpqa, (ga,e,q4) € T3 and ¢rpqly- qa and ¢’y belong to
Qa=QLUQ%.

2. stuttering refinement: suppose (¢r,7,qg) € Tr.

We must prove there exists g4 € Q4 such that ¢rpga and ¢jpga.
By definition E4 = E}4 U E3 and Ei = E}, U E%. Proof depends of e\7 € Eg \ E4.

e € EL ~ E}. We have (qr,e\7,qy) € Tg. Since MR' £ M A', there exists
qa € QY such that grpga and ¢jpga. ga belongs to Q4 = Q4 U Q3.
e € B} ~ E5. We have (qr,e\T,qy) € Th. Since MR? CD> MA?, there existe

qa € Q% such that grpga and ¢jrpga. ga belongs to Q4 = QY4 U Q3.

3. old or new deadlocks: suppose qg ~€ Tg.
We must prove there exists g4 € Q 4 such that qrp.,q4a and g4 - or qg € D1 ADs.
By definition Qr = QL UQ% = (QLrNQ%) U (Qk ~ Q%) U (Q%L ~ Q%). Proof depends
of qdR.

qr € Qp ~ Q%. Since MR' P MA', either there exists g4 € Q) such that
qa - and qrpga. qa belongs to Q4 ; or qr € Dy and grpga- As qr € Q) ~ Q%
and qr € D1, qr € D1 \ Q%. qr belongs to D1 ADs.

qr € Q% ~ Q. Since MR* CD> MA?, either there exists g4 € Q% such that
ga - and qrpga. qa belongs to Q4 ; or qr € Dy and grpga. As qr € Q% ~ Qf
and qr € D2, qr € D2 \ QL. qr belongs to D1 ADs.

qr € QR N Q%. Since MR' TP+ MA', there exists ga € QY such that either
ga - and grpga (1) or grpga and gr € Dy (2).
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Since M R? CP> M A?, there exists g4 € Q% such that either g4 - and grpqa (3)
or qrpqa and qr € Dy (4).

If (1) and (3), there exists g4 € QY U Q% such that g4 —».

If (1) and (4), there exists g4 € Q) such that g4 —».

If (2) and (3), there exists g4 € Q% such that g4 .

If (2) and (4), qr € D1 N Da: qr belongs to D1 ADs.

A.2 Proof of Theorem 3

[SRY ED1 [SAY], [SR?] CP> [SA?] and Property [7/imply (SR', SR?, syng) CH4P2
(SAY, SA% syn4) by Theorem 2.

RD; = @ and RDy = @ imply D1A Dy = @.

- divT (SR, SAY) and — div™ (SR?, SA?) imply — div™ (SR, SR?, syng), (SA, SA?,
syna)) by Property (8!

Then we have (SR, SR?, syng) C, (SA', SA?, syna) by Property 1.
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