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Abstract: In this paper, we first describe a novel modulo (2" + 1) addition algorithm suited to FPGA and ASIC
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Une famille de multiplieurs modulo (2" + 1)

Résumé : Dans cet article, nous présentons un nouvel algorithme d’addition modulo (2" + 1) et discutons son
implantation pour des circuits ASIC ou FPGA. Nous proposons ensuite trois implantations d’un algorithme de
multiplication modulo (2" + 1) inspiré d’un article de Wrzyszcz et Milford. Le premier opérateur est constitué d’un
multiplieur n X n et d’une unité de calcul effectuant une réduction modulaire. Il tire ainsi parti de la logique destinée
aux opérations arithmétiques disponible dans les familles de FPGA Spartan ou Virtex. Le second opérateur calcule la
somme de produits partiels réduits au moyen d’un additionneur de plusieurs opérandes modulo (2" +1). Le recodage
modifié de Booth permet ensuite de réduire le nombre de produits partiels, tout en compliquant leur génération.
Finalement, nous proposons une comparaison entre cette famille d’algorithmes et des solutions existantes.

Mots-clés : Arithmétique modulaire, addition modulo (2™ 4 1), multiplication modulo (2™ + 1), implantation sur
FPGA



A Family of Modulo (2" + 1) Multipliers

1 Introduction

This paper is devoted to the study of modulo (2" 4 1)
multipliers for both ASIC and FPGA designs. Such op-
erators play a crucial role in several domains:

o Cryptography. The security of the IDEA block ci-
pher [11] relies on combining operations from three
different groups of 216 elements. The group oper-
ations are: modulo 2'¢ addition, bitwise exclusive
OR, and modulo (2!® + 1) multiplication. Numerous
papers emphasized that the encryption rate mainly
depends on the architecture of the modulo (2! + 1)
multiplier (see for instance [4,8,9,14,16,24]).

e Residue number system (RNS). The Chinese remain-
der theorem provides a method to perform the RNS
to weighted number system conversion. Researchers
proposed several sets of moduli allowing better hard-
ware implementations, such as {2" — 1,2",2" + 1}
(see for instance [7,15,17]). Thus, digital signal pro-
cessing systems taking advantage of this 3-moduli set
require efficient modulo (2" £ 1) adders and multi-
pliers.

e Other applications include the Fermat number trans-
form [1,3,12], pseudorandom number generation, or
error correcting codes [5].

The algorithms proposed in this paper are based on
the modulo (2" + 1) addition of (modulo-reduced) par-
tial products, whose generation follows from properties
of modulo (2™ + 1) arithmetic (Section 2). Therefore,
we first study several (multioperand) modulo (2" + 1)
addition algorithms, and discuss their FPGA and ASIC
implementations (Section 3). Then, we describe a mod-
ulo (2™ + 1) multiplication algorithm based on a paper by
A. Wrzyszcz and D. Milford [21], and discuss three im-
plementations taking advantage of our adder structures
(Section 4). Finally, Section 5 provides a comparison on
FPGA of our algorithms with existing solutions. Lemma
proofs are provided in appendices. The notation adopted
throughout this paper is summarized in Table 1.

2 Background

The algorithms studied in this paper are based on two
well-known properties of modulo (2" + 1) arithmetic (see
for instance [10,21]).

Property 1. (2")y. ;1 = (=1)5n -

Property 2. Let X be an n-bit unsigned number. Then,

<21X> = <2an—i—1:0 + Xn—1n—i — 2¢ + ]->

2741 2n417
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Table 1: Notation adopted throughout the paper.

| Notation | Explanation

CRA Carry-Ripple Adder.

CSA Carry-Save Adder.

FA Full-Adder.

LUT Look-Up Table.

Xm-1:0 m-digit radix-2 number; when the length is
obvious, we use X as a shorthand.

z; Single digit of X at position j.

Xh (h — 1 + 1)-digit number defined by
E?:_ol 142",

(X) 0y Remainder: X — M |2 ].

X' Diminished-one representation of X.

XAY Bitwise AND of two bit strings X and Y of
the same length.

XVY Bitwise OR of two bit strings X and Y of
the same length.

XaoY Bitwise exclusive-OR of two bit strings X
and Y of the same length.

Xm—1:0 Logical negation of the m-bit number
X 100 g (1 — )20 = Y0 a2l

and
(=2'X)yn = (2 Xnmict0 + Xnmtin—i + 20+ 1),

Proof. Property 1 allows to demonstrate the correctness
of both equalities:

(2'X) = (2"Xn—1n—i + 2°Xn—i—1:0)

2741 o
=(—Xn-1m-i+ 2zanifl:O>2"+1
= <2an7i71:0 + 2¢ — Xn tmi— 2i>2"+1

= <2an—z'—1:0 +1

i—1
+ 2(1 — Tn_iy;)2 — 21>
j=0

an 41
= (2 Xpoicr0+ Xnotm—i = 2+ 1)
and
<—2iX>2n+1 = <_2an—1:n—i - 2an—i—1¢0>2n+1
= <(2n — 2an—i—1:0)
H(Xn—1:n-i +1))pn 1y
n—i—1 o i—1 .
([ e S
4=0 Jj=0

+ (Xn—lzn—i + 1)>
2741
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= (2 X i—t0 + Xp—1m—i +2° + 1>2n+1 .

O

3 Modulo (2" 4+ 1) Addition

Modulo (2™ 4 1) addition is efficiently performed in
the diminished-one number system, where a number X
is represented by X' = (X —1),,,,. The sum S =
(S"+ 1)5n 4 of two operands X and Y can be written:

(S"+ Dgnyy = (X +1)ynyy +(Y' + 1)2n+1>2n+1 .
Consequently, modulo (2"+1) addition in the diminished-
one number system is defined by:

(1)

If the input pattern X' =Y’ = 2™ never occurs, modulo
(2™ + 1) addition can be carried out according to the fol-
lowing algorithm, studied for instance by R. Zimmermann
in [22,23]:

<Sl)2n+1 = <XI +Y'+ 1>2n+1 .

(X'+Y'+ 1)2n+1 =Tn—1:0 + tn, (2)
where T = X' +Y’'. A straightforward modification
to this algorithm allows to handle the case where both
operands are equal to 2" (see for instance [9]):

2n if X' =Y =2n,

X' +Y' +1) 0, = _
( )2 + Tn—1:0+tn

otherwise.

®3)
The hardware implementation of such an equation re-
quires a multiplexer which selects the correct result ac-
cording to z!,y!. The following result leads to a smaller
operator by getting rid of the multiplexer!.

Lemma 1. Consider two numbers X', Y' € {0,...,2"},
and the (n + 1)-bit sum Up.o = X),_1.0+ Yr_1.0- Then,

(X'+Y" 4+ 1)gnyy = (902" + Un—1:0)
+ 2z, Vy, Vug.

(4)

The implementation of this modulo (2" + 1) addition
scheme depends on the target technology. R. Zimmer-
mann’s synthesis results point out that (2) is efficiently
implemented in cell-based VLSI technologies by an end-
around-carry parallel-prefix adder, whose output carry
Cout 18 connected to the input carry cin [22,23]. The same
approach can be applied to the algorithm defined by (4)
(Figure 1a). In the following, we adopt the notation intro-
duced in [6] to describe prefix networks. A parallel prefix
algorithm (e.g. Sklansky or Brent-Kung) computes the

1'We proposed a first version of this algorithm in [2].

generate/propagate signals (g(;,0),P(i,0)), 0 <4 < n —1,
from X ., and Y, ,,. Since u, = g(n—1,0), we have
to add co =z, Vy;, V g(n—1,0) to this intermediate result.
We apply the late input carry scheme [22] which requires
an additional prefix level.

The direct connection of z!, V y!, V u, to ¢in turns the
CRAs available in modern FPGAs into asynchronous se-
quential circuits. This problem is solved by performing
the modulo (2" + 1) addition in two steps:

e a first CRA computes the (n + 1)-bit number U =
Xn 10+ Y, 105

e then a second CRA increments z,y!,2" + Up_1.0 by
z! V y!, Vuy, (Figure 1b).

When their inputs are radix-2 numbers in {0,...,2"},
the operators described in this Section return the sum
increased by one modulo (2™ + 1). Nevertheless, this
property can be dealt with in many applications, such
as modulo (2" + 1) multiplication. Note finally that a
diminished-one to radix-2 integer conversion scheme [12]
is obtained by substituting 0 for Y in (4):

<XI + 1)2"4-1 = lez—l:o + z_'ln (5)

3.1 Modulo (2" 4+ 1) Subtraction

The modulo (2" 4 1) subtraction of two radix-2 numbers
A and B (0 < A, B < 2") is defined by:

(A - B)2n+1
—(2"+A) = B+1),.,,

2"+ A —-B+1 if (2"+ A) - B < 2",
A-B otherwise.

(6)

Consider the (n+1)-bit number D = (2" + A) — B. Then,

2"+ A)-B
Dn—l:OZ {f‘l—B )

if D < 2m,

otherwise,

and B
(A - B)2n+1 = Dp_1:0 + dn. (7)

This operation plays for instance an important role in the
implementation of multioperand modulo (2" + 1) adders
on FPGAs embedding dedicated carry logic. A specific
subtraction is required to convert an (n + 1)-bit number
X €{0,...,2"} into the diminished-one number system.
Let D = (X —1),,41. Then

X'=(X = 1)ynyy =dn+ (D), (®)

To prove the correctness of this algorithm, it suffices to
note that

X' — 1+@2"—-1)=2" if X =0,
0+X—-1=X—-1 otherwise.

INRIA



A Family of Modulo (2" + 1) Multipliers
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Figure 1: Modulo (2" + 1) adders in the diminished-one number system.

Another solution consists in computing the sum of X and
2™ — 1 with the first modulo (2" + 1) adder described in
this paper [12].

3.2 Multioperand Modulo (2" + 1) Addi-
tion

We deduce from (1) that the modulo (2" + 1) addition of
m operands X () in the diminished-one number system is
defined by:

m—1
<SI>2n+1 = <m -1 —+ Z X(z)l>
=0

Again, the implementation of this equation depends on
the target technology. CSA-based architectures are ob-
viously well suited to ASIC circuits [13,23]. When all
inputs belong to {0,...,2" — 1}, R. Zimmermann pro-
posed to compute a sum-bit vector 4, 1.9 and a carry-
bit vector B,,_1.9 by means of an m-operand end-around-
carry CSA [23]. This operator carries out (m — 2) modulo
(2™ 4 1) additions in the diminished-one number system.
Consequently,

m—1
(A+ B)gn,, = <m -2+ Y X(")'>
=0

2741

2n41

Then, a parallel-prefix modulo (2" +1) adder performs the
carry-save to integer conversion, while adding an extra, ’1’:

(SVgny1 =(A+ B+ 1)y, -

Since A and B belong to {0,...,2" — 1}, we deduce
from (4) that (A+ B+ 1)y.,y = Un—1:0 + Un, where
Uno = A+ B. We can therefore simplify the operator
illustrated in Figure la as follows: s, = g(,—1,—1) and

€0 = 9(n—-1,0)-

RR n° 5316

Unfortunately, a CSA does not take advantage of the
dedicated carry logic available in several FPGA families.
On Xilinx Virtex or Spartan devices, two LUTs are re-
quired to generate the sum bit and the carry bit of each
FA cell of a CSA, whereas a single LUT and arithmetic
logic implement an FA cell of a CRA. Therefore, Himalai-
nen et al. [9] suggested to carry out the multioperand
modular addition by means of a tree of 2-input CRA-
based modulo (2" +1) adders. If 1+ [log, m] < n, a third
solution consists in computing the (n + 1 + [log, m])-bit
number A =m — 14 Y7} X®' with a tree of (m — 1)
CRAs whose input carry is set to 1, and in performing
a final correction by means of the modulo (2" + 1) sub-
tracter studied in Section 3.1:

<S, + 1)2n+1 = <An—1:0 - An-{—ﬂogz m]:n>2n+1 .

The hypothesis on m guarantees that A, 1og, m:n
n-bit number.

is an

4 Modulo (2" + 1) Multiplication

In this paper, we start from the following definition of
modulo (2" 4 1) multiplication:
(XY)2"+1 = ((®n2" + Xn_1:0) - (Yn2" + Yn—I:O))2"+1
= <xnyn22n + (yanfl:O + annfl:O)Zn
+ Xn—l:OYn—1:0>2n+1 . (9)

Then, we apply a clever idea which was, to our best
knowledge, initially proposed by A. Wrzyszcz and D. Mil-
ford [21], and which allows to replace an addition by
a bitwise OR in (9). Since 0 < X,Y < 2", we have
Xn_1:0 = -'Z'anflzoa Yn_1.0= gnYnflzoa and

YnXn—-1:0 + TnYn—1:0 = YnXn—-1:0 V TnYn_1:0
= yni'anflzo \% mngnYnflzo
= (mn > yn)(Xn—l:O \ Yn—l:O)-
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Substituting the above equality in (9) yields:

<XY) <Xn—1:0Yn—1:0
= ((#n @ yn)(Xn-1:0 V Yn_1.0))
+ xnyn>2n+1,
= (Xn-1:0Yn 10
+ (20 @ Yn)(Xn-1:0 V Yn_1.0)
+ TnYn + 2)271+1 .

2npl =

(10)

(11)

Broadly speaking, there are four methodologies to imple-
ment such an algorithm [5]:

° (Xn—I:OYn—1:0>2n+1 can be computed by means of
look-up tables. The major drawback of this approach
lies in the exponential growth of the required memory
size (n22" bits). A slightly better algorithm, known
as quarter-squared multiplier (see for instance [20]), is
based on the following idea: X,, 1.0Y5n 1.0 = (ST)2—
(S7)2, where ST = (X,,—1.0 + Y-1:0)/2 and S— =
(Xn—1.0—Yn-1.0)/2. In modular form, this equation
becomes:

<Xn—1:0Yn—1:0)2n+1 = <LP(S+) - SD(S_)>2"+1 )

where p(A) = (42),, 41 is stored in a table. This
method reduces the memory growth to n(27+! +27).

If (2" + 1) is a prime, the mathematical properties
associated with the Galois field Fan 11 allow to design
another table-based algorithm [18]. All the nonzero
elements of Fa» 11 can be generated using a primitive
element . The mapping is given by X,,_1.0 = a’*
and Y;,_1.0 = o’». Furthermore, there is an isomor-
phism between the multiplicative group {1,...,2"}
with modulo (2 +1) multiplication, and the additive
group {0, ...,2" — 1} with modulo 2" addition, and:
<Xn—1:0Yn—1:0)2n+1 = g(zm—i_zy)% .

This approach, known as indez calculus, requires two
tables to find the indexes i, and 4y, and a third
table to perform the inverse index operation. Ad-
ditional hardware is required to handle the special
cases where X,,_1.0=0o0r Y,_1.0 =0.

According to [5], look-up-based multipliers are not
satisfactory for n > 8, and such methods will not be
further investigated in this paper.

e A second approach consists in computing the 2n-
bit product X,,_1.0Y,—1.0 and in performing a subse-
quent modulo (2™ + 1) correction (Section 4.1). This
method is for instance well suited to FPGA families
embedding multiplier blocks.

e The multiplication of two numbers can be performed
in two steps according to the combinational shift-
and-add algorithm: i) generation of the partial prod-
ucts 2¢x;Y;,_1.0; ii) multioperand addition of the par-
tial products. This method can be adapted to mod-
ulo (2" 4 1) arithmetic: the sum of the modulo-
reduced partial products <2imiYn_1:0>2n 41 is carried

out by a multioperand modulo (2" + 1) adder (Sec-

tion 4.2).

e Finally, a radix-4 modified Booth recoding allows to
reduce the number of modulo-reduced partial prod-
ucts by a factor of 2 (Section 4.3).

4.1 Multiplier-Based Operators

Let ® denote the 2n-bit product X,,_1.0Y5_1.0. Since 2™
is congruent with (—1) modulo (2™ + 1), we have [1]:

<¢>2n+1 = (tI)nfl:O - ¢2n71:n>2n+1 .

The modulo (2" + 1) multiplication algorithm defined
by (10) is then rewritten as follows:

<XY)2n+1 = <_(@2n71:n + ((xn 5> yn)(anlzo \ Yn71:0)))
+ (®p_10 + -Tnyn))zn.ﬂ .

If X =2" or Y = 2", the product ® is equal to zero [21].
Hence,

<XY)2n+1 = (—(®P2n-1:n V (2 © Yn)(Xn-1:0 V Yn_1.0)))
+ ((I)nflzo \ xnyn))zn_H . (12)

Algorithm 1 summarizes this modulo (2" + 1) multi-
plication scheme which mainly consists of an unsigned
n X n multiplication and a modular subtraction. Since
its operands are n-bit numbers, this last operation is per-
formed according to the algorithm studied in Section 3.1
(Equation (7)).

Algorithm 1 Modulo (2" + 1) multiplication based on
an n X n multiplication.
Require: 0 < X, Y <27
Ensure: P = (XY)yn,
1: "I)anl:O — anlzoynflzo;
2: Do in parallel:
—An_1.0 & P10V Tryn;
- Bn71:0 «— ¢2n71:n \ (-Z'n S2) yn)(anlzo \ YTL*].ZO);
3: P« <A — B)

on 415

4.2 Adder-Based Operators

Several researchers
<Xn—1:0Yn—1:0)2n+1 as a

suggested to rewrite
sum of modulo-reduced

INRIA
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partial products <2i:1:iYn_1:0>2n+1, 0<i<n—1. In this
Section, we propose an algorithm based on papers by A.
Wrzyszcz and D. Milford [21], and R. Zimmermann [23].
We deduce from Property 2 that [23]:

n—1

(Xn-1:0Yn-1:0)9n 4 = <Z 2i$iYn1:0>
=0 2m 41

:0

— n—1
= <n—z2i+ZA(i)>
=0 1=0

=2n—-1

xz n—i— 10+$1Yn 1:in— z_2z+1)>
2n41

2n 41

> ’
2n 41

A(z) = 2ixiy'n—i—lzo + Yo 10—
Substituting the above identity in (11) yields:

n—1

=<n+2+ZA(")

=0

where

n—1

(XY)onyy = < Z AD 4+ (@, ® yn)(Xn—1:0 V Yn_1:0)
=0

+ TpYn + 1+ 4>
2741

By defining A™ = (2, ®yn)(Xn_1:0V Yn_1.0) and
Al = TnYn + 3 = 22xnyn + 2TpYn + Tnln, We ob-
tain the following modulo (2" 4 1) multiplication scheme:

n+1

(XY )gnyy = <Z AD 4+ 1> . (1)
2741

=0

As all modulo-reduced partial products A9 are n-bit
numbers, their sum can be carried out by a mod-
ulo (2" + 1) diminished-one multioperand adder, which
automatically adds the constant (n + 1) (see Sec-
tion 3.2). It is however possible to replace the addition of
(Zn ® yn)(Xn—1.0 VY,_1.0) by a bitwise OR.

Lemma 2. Let us define Q@ = A0 v (T V
yn)(Xn—I:OVYn—I:O) and Q(n) = 22(xn \ yn) +
2(zn Vyn) + TnYn- Then,

<A(°) + A 4y, + 4> =
on 1

<Q(0) + Q(n)>

Suppose now that Q) = A® Vi € {1,...,n —1}.
Modulo (2™ + 1) multiplication can be formulated as a
sum of (n + 1) modulo-reduced partial products and the
constant n (Algorithm 2):

(XY)pu oy = <Z Q) 4+ n> :
2741

i=0

ongq

RR n° 5316

Algorithm 2 Addition-based modulo (2" + 1) multipli-
cation.
Require: 0 < X, Y <27
Ensure: P = (XY)zn_H
1: Compute the n partial products A, 0 <i<n—1,
according to (14);
2: Do in parallel:
- Q(O) ~— A(O) \ (mn \ yn)(Xn—I:O \ Yn—l:O);
-0 « AD vie{1,...,2" —1};
— QM 22(z, Vuyn) + 2@n VUn) + Tnn;
3: Carry out the sum of the (n+1) modulo-reduced par-
tial products Q9 with a modulo (2" + 1) diminished-
one multioperand adder:

P= <n + i Q(i>>
=0

2741

4.3 Adder-Based Operators with Modi-
fied Booth Recoding

Radix-4 modified Booth recoding is a well-known tech-
nique to speed-up multiplication. The operand Y,,_1.9
is for instance recoded into radix-4 digits with values
{=2,-1,0,1,2}, and the product (X, 1.0Yn 1:0)9n4 18
rewritten as follows:

< anl:OYnfl:O)gn_H

[n/2] .
= < Z (—2w2i41 + wa; + w2i1)22zXn1:0> ,
2n41

=0
Wi = Yi
’ 0

The definition of w; is essential to distinguish between y,,
and the additional bit of weight 2" involved in the recod-
ing of ¥;,_1.0. When (—2ws;11 + wa; + wai—1) # 0, the
modulo-reduced partial products are computed according
to Property 2 (Table 2). For instance, if n = 8, i = 2,
and W;.3 = (100)2, we obtain:

(=2°Xn-1:0)n 1y = (2°Xo0 + X7:3 +2- 2'+1)
—_——
2

where
ifie{0,...,n—1},
ifie{-1,n,n+1}.

27 41"

Thus, each modulo-reduced partial product is the sum of
an n-bit number I‘(’), a correction term 22Ky, 1.o;, where
Ksit1:0; € {—2,-1,1,2}, and the constant 1:

<Xn71:0Yn71:0)2n+1
Ln/2)

- < 3 (r“) 22 K10+ 1)> .
=0 2m 41

(=2°Xn- 10>2"+1 =
with T® = 25X, + X7.5 and

In our example, we have:

(T + 24 K5y + 1)2"+1,
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Ks.4, = 2. The correction term K is a redundant num-
ber with digits in {—1,0,1}, which must be converted
into a conventional number system prior to its addition.
The complexity of this operation depends on the encod-
ing of T® and Kyiy1.9; for Waiy1.0i—1 = (000)2 and
Wait1:2i—1 = (111)3. We adopt the representation pro-
posed by R. Zimmermann in [23], which allows the design
of a constant-time conversion algorithm:

(1‘\(1)7 K2'i+1:2i)

(2% - 15 _1)
(2" — 2%, 41)

if Wait1:2i—1 = (000)a,
if Wait1:2i—1 = (111)s.

Table 2: Modulo-reduced partial products for radix-4
modified Booth recoding [23].

| Wait12i1 | r | Kit12i |

000 2% 1 —1
001 . _

010 22’l)(n72i71:0 + anlznf?i -1
011 22X _9i_2:0 + Xn—1:n—2i—1 -2
100 22X _2i—2:0 + Xn—1:n—2i—1 +2

101 —

110 22X, 2i 1.0 + Xn—1:n—2i +1

111 on — 921 +1

Lemma 3. Let T{"/21+Y) pe an n-bit unsigned integer
such that K is congruent with T("/21+1) 1.2 modulo (27 +
1). Then, T{"/21+Y) can be computed in constant-time by
means of Tables 3a, 3b, and 3c.

R. Zimmermann designed an equivalent algorithm to
compute T{L?/21+1) by manipulating logic equations when
n is even [23]. It suffices to derive a Karnaugh map from
Tables 3b and 3c to obtain the correction term defined by
R. Zimmermann. L. A. Sousa studied the modulo (2"+1)
multiplication in the diminished-one number system and
also proposed to compute a correction term by rewriting
and simplifying logic equations [19]. We believe that the
approach introduced in this paper allows a much simpler
proof of correctness of such algorithms.

Note that the first modulo-reduced partial product I'(?)
is not equal to zero when X = 2" and w; = 1. It
is therefore impossible to replace the addition of (z, V
Yn)(Xn—1.0 V Yn_1.0) by a bitwise OR, as in Algorithm 2.
We solve this problem by defining Wi.o = 2ZFny1 + yo:
since w; = 0 when X = 2", we guarantee that ro® =o
and Kj.0 = —1 (Table 2). Consequently, the computa-

tion of I’%1 724D pever generates an output carry when

X = 2" and we have to build a new table for T{\7/2/*).
We deduce from (16) that rgég/”“) = 4wz — Ks:20 — 3,

and we obtain Table 3d. We can now perform the mod-
ulo (2™ + 1) multiplication by adding |n/2] 4+ 3 modulo-
reduced partial products and the constant |n/2| + 2 (Al-
gorithm 3).

Algorithm 3 Addition-based modulo (2™ + 1) multipli-
cation with modified Booth recoding.

Require: 0 < X, Y <27

Ensure: P = (XY)

2m 41

1: Whn_1:0 < Yan-1.0; ;lLJn  0; wpyr < 0;

2: Wio  2Z,91 + Yo;

3: Use Wm and compute r© according to Table 2;

4: Compute the |n/2| partial products I, 1 < i <
|n/2], according to Table 2;

if n is even then

n/2|+1
6: Compute I‘S_l/:QH )

@

according to Tables 3a and 3b;

7. Use Wi to compute T{{+Y according to Ta-
ble 3a;

8: else

9:  Compute I‘(TLL%;%ZJH) according to Tables 3b, 3c,
and 3d;

10:  Use Wi, to compute F&Lg/zHl) according to Ta-
ble 3b;

11: Fsll‘f{i{irll) — Wp—_1Wp—2;

12: end if

13: Do in parallel:
-~ A 7Oy (#n Vyn)(Xn-1:0V Yn 1:0);
~AD «TO vie{1,..., [n/2] +1};
- Alln/2142) 22(%%) +2(Tpn ® Yn) + Tnln;
14: Carry out the sum of the (|n/2] + 3) modulo-
reduced partial products A with a modulo (2" + 1)

diminished-one multioperand adder:
|n/2]+2

P:<[n/2j+2+ > A(")> :
2" +1

=0

4.4 Modified Modulo (2" + 1) Multiplica-
tion

The set (Z/(2"+1)Z)* = {X € Z/(2"+1)Z | ged(X, 2" +
1) = 1} is a group of order ¢(2™ + 1) under the operation
of multiplication modulo (2" + 1), where ¢ is the Euler’s
totient function (for m > 1, ¢(m) denotes the number
of integers in {1,...,m} which are relatively prime to
m). Since 2" belongs to the group, each element is an
(n + 1)-bit number. It is however possible to represent
2" by 0 (0 ¢ (Z/(2™ + 1)Z)*) and to save one bit. This
trick implies to define a modified modulo (2" + 1) mul-
tiplication operator ®, which replaces an operand equal
to 0 by 2" prior to modular multiplication, and a prod-
uct equal to 2" by 0. A modified modulo (2! + 1) is
for instance the critical arithmetic operation of the IDEA

INRIA
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Table 3: Computation of the correction term T(L7/2]+1)

‘ Wi or Wi H F§:Lg/2j+1)

(00) 2 - /240
<01)§ 2 [ Wairiois | T3 o [@n=1]2,=0
(10)2 1 (000)2 2 (000) 2 2
(11), 0 (001)2 3 (001), 2 3
o | 1| el
([#/2]F1) 2 )
Wv;?;r Wn1 l;lf [w, 1 =0 (100), 1 (100), 1 1
: = . (101), 1 (101), | © 1
(00)2 2 3 (110), 0 (110)s 0 0
(01), 2 3 (111), 1 a1, 0 X
(10), 1 2 ©) @
(11), 0 1
(b) n even

block cipher [11]. Multiplier- and adder-based operators
studied in Sections 4 only require a small hardware over-
head to perform this operation. Let us convert the inputs
X,Y € (Z/(2" + 1)Z)* into radix-2 integers V and W:

-
X

Then, X OY = ((VW),yn 1),

if X =0,

otherwise,

o if Y =0,

and W:{

5 Implementation Results and

Comparisons

This section describes the implementation of the algo-
rithms discussed in this paper on Xilinx Spartan-ITE and
Virtex-II FPGAs. The tables summarize place-and-route
results obtained with Xilinx’s tools (ISE 5.2.03i).

Our first experiment provides a comparison of modulo
(2™ + 1) adders (Table 4). Our novel algorithm (Equa-
tion (4)) leads to the same area and delay as the basic
algorithm defined by (2), while handling the case where
X' =Y’ = 2" On Spartan-IIE FPGAs, the area of a
multiplexer selecting between two k-bit words is the same
as the one of a k-bit CRA. Consequently, the algorithm
defined by (3) increases the area by a factor of 1.5 com-
pared to our solution. Finally, parallel-prefix networks do
not take advantage of the dedicated carry logic and re-
quire a larger area (Sklansky’s prefix algorithm was used
in this experiment).

Table 5 proposes a comparison of the three multi-
operand modulo (2" + 1) addition schemes discussed in
Section 3.2:

e The best solution, both in terms of area and delay,
consists in computing the sum of the m operands by

RR n° 5316

Y otherwise.

means of a tree of CRAs, and in performing a modulo
correction with a modulo (2" + 1) subtracter (i.e. 2
CRAs). Considering the CRA as the basic building
block, we can define the depth of the operator by
d = [log, m] + 2.

e Our novel modulo (2™ + 1) adder requires 2 CRAs
(Figure 1). Performing the modulo (2" + 1) mul-
tioperand addition by means of a tree of modulo
(2™ +1) adders, as suggested in [9], leads to an oper-
ator of depth d = 2[log, m|, which is therefore larger
and slower.

e As mentioned in Section 3.2, CSA-based architec-
tures require 2 LUTs to implement a single FA cell.
Thus, the operator based on a CSA tree and a
parallel-prefix adder is the more expensive in terms
of hardware resources.

Table 5: Multioperand modulo (2% +
XC2S300E-6 FPGA.

1) adders on an

m=38 m=16
Architecture Area Delay Area Delay
[Slices] [ns] [Slices] [ns]
CRA 39 20 76 25
(A" 4+ B +1)gn g,y 70 28 151 36
CSA & prefix 97 20 208 25

To provide a hardware comparison of modulo (2" + 1)
multipliers, we implemented the three algorithms de-
scribed in this paper, and the following methods proposed
by other researchers:

e As mentioned in Section 4.2, our adder-based mod-
ulo (2" + 1) multiplier was inspired by R. Zimmer-
mann’s work [23]. The main difference between
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Table 4: Comparison of modulo (2" + 1) adders on an XC2S300E-6 FPGA.

n=2_8 n=16 n=24 n=32
Algorithm Z Area | Delay Area | Delay Area | Delay Area | Delay
[Slices] | [ns] [Slices] | [ns] [Slices] | [ns] [Slices] | [ns]
Equation (2) | CRA 10 11 18 17 26 18 34 20
Equation (3) | CRA 15 12 27 18 39 19 51 21
. CRA 10 12 18 16 26 18 34 20
Bquation (4) o139 14 74 19 130 19 141 20

these operators lies in the handling of X = 2" or
Y = 27 R. Zimmermann implemented (13) by
means of a diminished-one modulo (2" +1) CSA tree
which returns two n-bit integers C' and S such that
(C+ 8)ynyy = (XY —1),.,,. He computed in par-
allel two n-bit integers C and S to deal with the cases
where X = 2" or Y = 2™ (see Algorithm 4). Then,
two multiplexers select the inputs of a final mod-
ulo (2" + 1) adder which returns (C' + S + 1),.,, or

<C‘ +5+ 1>2n+1

Note that the operator described in [23] assumes that
the operands belong to (Z/(2" + 1)Z)*. The end-
around-carry parallel-prefix adder returns indeed an
n-bit number. Since XY # k- (2" + 1), Vk € N, the
output 0 corresponds to 2". However, in the gen-
eral case, we can not distinguish between 0 and 2".
For n = 5, R. Zimmermann’s operator returns for
instance (6-11),5 , = 0 and (4-8),5,, = 0. Con-
sequently, we implemented this algorithm with the
parallel-prefix adder studied in Section 3 for our ex-
periments.

an 4
according to x, V yn.-

Algorithm 4 R. Zimmermann’s modulo (2" + 1) multi-
plication scheme [23].

Require: 0 < X, Y <27

Ensure: P =
1:

2:

(X Y>2n+1

Compute the n partial products A, 0 <i<n—1,
according to (14);

Do in parallel:

n—1
- (C,8) « <n+1+ZA(">> :
2n 41

=0

(Yn_10,1) if X =2"and Y # 2",
—(C,8) «{ (Xp_10,1) ifX#£27and Y =27,
(0,0) if X =2"and Y = 2.

if X #2" and Y # 2™ then
P« (C+8S+1)5m;

else o
< <C +5+ 1>2n+1;

end if

e Y. Ma combined radix-4 modified Booth recoding

in the diminished-one number system and Wallace
trees [13]. For n even, he demonstrated that

(2% (—2yh; 1 +yhi +yh 1)X — 1)

>2"+1

VB
L M

<XY>2n+1 = <

NI:

where y'; = g, Ay,,_,. For n odd, he obtained
<XY)2,,,+1
= <(2"1(y;_1 +Yp_2)X — 1)
-1
+ Z (2% (—2y5 1 + v + Y5 1) X — 1)
i=0
n—1
)
2741
where 3y, = g.. Then, he deduced

from Property 2 that, if X # 0,

(2iX — <2an o+ X and

2m 41
<—2’X—1>2,,+1 = <21Xﬁ im1:0 + Xpo1in— z>2n+17
and got rid of the correction term K introduced
in Section 4.3. However, for X = 0 (i.e. X, = 1)
or (=2ys_; + Y3 + Y1) = 0, the resulting
modulo-reduced partial product is the n-bit number
2". Thus, compared to Algorithm 3, each recoding
cell requires the additional bit =] (Figure 2).
Furthermore, the addition of the modulo-reduced
partial products Y9 can not be carried out by the
CSA-base operator studied in Section 3.2, which
supposes that all inputs belong to {0,...,2" — 1}.
Y. Ma first computed the sum of the Y(9’s by
means of a CSA and obtained two (n + |log, n|)-bit
numbers for n even, or two (n + [logy(n + 1)])-bit
numbers for n odd. Then, he designed a carry-save
correction unit based on Property 1.

]‘>2"+1 n—l:n—i
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Unlike the other algorithms described in this paper,
Y. Ma’s method requires less hardware resources to
implement the modified modulo (2" + 1) multipli-
cation than the classic one [2]. Due to the special
encoding of 2", the diminished-one representation of
a number X is X' = (X —1),.. We obtain for ex-
ample (0 — 1),, = 2" — 1, which is the diminished-
one representation of 2". Furthermore, X' and Y’
now belong to {0,...,2" —1}, and z/, is not involved
anymore in the computation of the modulo reduced
partial products Y.

X2i

X2i+1

Y2i+1
Yoi

Yoi-1

Figure 2: Modulo-reduced partial product generation
with modified Booth recoding for (a) Algorithm 3, and
(b) Y. Ma’s algorithm.

Algorithm 5 Y. Ma’s modulo (2" + 1) multiplication
scheme [13].
Require: 0 < X, Y <27
Ensure: P = (XY)y.
X' (X —1)ynyq and V' (Y = 1), 5
if n is even then

Yy, g, Agl_, and T2 « n/2
else

y' g and Y((=D/24D  (p —1)/2 4 1;
end if
for iin 0 to [n/2] — 1 do

T

Tn 2"+ By, - (22 (=295 + vhi + Y1) X — 1>2n+1;
9: end for
10: if n is odd then
11:  YWn=1)/2) .

22" + 2, - (2" (Y Y0) X - 1>2n+1;

12: end if

/2]
13: P<—<Z T(’)> ;
=0 2n 41

e Curiger et al. proposed an ® operator based on an
(n +1) x (n + 1) multiplier [5]?. A. Hiasat indepen-
dently applied the same idea to implement a classic

2Note that the operator depicted by Figure 1 in [5] returns for
instance 1 ® 1 = 2. Replacing the OR gate by a NOT XOR gate
corrects the mistake.

RR n° 5316

modulo (2" + 1) multiplication [10] (Algorithm 6).
Once he computed the (2n+1)-bit product ¥ = XY,
he had to perform a subsequent modulo (2" + 1) cor-
rection defined by:

<XY>2"+1 = <¢2n22n +VUon 102" + lIlnflio>2n-i—1 )
= <(‘IJTL—120 \ ¢2n) - lI;2n—1:n>2n+1 .

Algorithm 6 A. Hiasat’s modulo (2" + 1) multiplication
scheme [10].
Require: 0 < X, Y <27
Ensure: P =(XY)
1: Wyp_1,0 + XY
2: Do in parallel:
—Ap_10 ¢ V10V Yan;
- Bn71:0 — lI’anlzn;
3: P+ (A= B)yny;

2n 41

e X. Lai designed an algorithm for software implemen-
tations of the modified modulo (2" + 1) multiplica-
tion [11] (Algorithm 7). Known as Low-High algo-
rithm, this scheme is based on an n x n multiplication
(the cases where X = 2" or Y = 2" are handled sep-
arately) and a subsequent modulo correction. This
last operation is based on the following rewriting of
the modulo (2™ + 1) subtraction defined by (7):

2"+ A)—-B+1
<A_B>2"+1:{A—B

In software, performing the comparison A < B is in-
deed more efficient than implementing the algorithm
defined by (7), where the single computation of d,
involves masking and shifting instructions. However,
several hardware implementations of the IDEA block
cipher are based on the Low-High algorithm (see for
instance [4, 14,16]), and we will consider it in our
comparison.

if A< B,

otherwise.

Then, we conducted a series of experiments on Xilinx
Spartan-ITE and Virtex-II devices. Table 6 indicates that
the n x n multiplication-based algorithm (Algorithm 1)
leads to the smaller and faster algorithm on Spartan-ITE
FPGAs. This result is related to the architecture of the
Spartan-ITE family, which embeds arithmetic logic to im-
prove the efficiency of multiplier implementation; thanks
to the MULT AND gate associated with each LUT, the
computation of z;y; + z,ys + cin requires a single LUT
(Figure 3a). Consider now the sum of the two modulo-
reduced partial products A and A®) defined in Sec-
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Algorithm 7 Low-High algorithm [11].
Require: 0 < X, Y <27
Ensure: P=XQ0OY

1: if X #0 and Y # 0 then
2: o, 1.0 ¢ XY,
3: elseif X =0 and Y # 0 then
4: l112”,,]_:() «— (2" +1— Y)2n;
5: else
6: 11;2”_1;0 «— (2” +1— X)2n;
7: end if
8 if ¥y, 1., > ¥, 1.0 then
9: P« <\I,n71:0 - \I’anlzn + 1>2n;
10: else
1: P (U 1.0 — Pon_1:n)gn;
12: end if
tion 4.2:

AP 4 A® = (zoy,_3 + T3yn—a)2" " + ...
+ (291 + 73y0)2°
+ (@210 + T39n—1)2*
+ (T2Yn=1 + T3Yn—2)2"
+(

T2Yn—2 + T3Un—_3)-

Synthesis tools still take advantage of the MULT AND
gate to compute (z2yo +Z37, 1)22. However, the evalua-
tion of (Z2¥n—1 +T3Yn—2)2" or (F23Yn—2 +T3¥n_3) requires
an additional LUT (Figure 3b). The same phenomenon
arises for the remaining partial products, thus explaining
the results reported in Table 6.

The Spartan-ITE family also provides multiplexers
which combine two or four LUTs to respectively com-
pute 5- or 6-input functions. The algorithms based on
modified Booth recoding put these features to good use
to implement the partial product generators described in
Figure 2. Consequently, the generation of A® and Y®
respectively require 2n and 4n LUTs. Our experiments
show that reducing the number of partial products does
not compensate for the cost of such partial product gen-
erators on Spartan-IIE FPGAs.

We also performed a series of experiments with CSA-
based multioperand adders. We implemented the Sklan-
sky parallel-prefix algorithm to perform the final modulo
(2™ 4+ 1) addition. Our results indicate that Algorithm 1
and R. Zimmermann’s algorithm lead to equivalent op-
erators, both in terms of area and delay. Since we don’t
have to store C, 39, and z,y,, Algorithm 1 is slightly
better if we pipeline the multioperand adder. Besides the
removal of the correction unit handling the cases where
X =2" or Y = 27, our algorithms have the following
advantages in comparison with R. Zimmermann’s work:

e Thanks to the modulo (2" + 1) adder described in
Section 3, operands are no longer limited to (Z /(2" +
1)Z)*.

e Tables to perform modified Booth recoding of partial
products are provided for any n.

We then studied modified modulo (2'¢ + 1) operators
for FPGA implementations of the IDEA block cipher. Ta-
ble 7 indicates that Algorithm 1 is again the best choice
for the Spartan-ITE family. The partial products Q) in-
volved in Algorithm 2 are n-bit numbers. The architec-
ture of the multioperand adder is therefore more regu-
lar than the one of the multiplier-based algorithm (Al-
gorithm 1). This explains why pipelining the operator
based on Algorithm 1 is more expensive. Finally, these
experiments confirm that Y. Ma’s algorithm requires less
hardware resources for the modified modulo (2" +1) mul-
tiplication than for the classic one.

Virtex-II FPGAs embed multiplier blocks which per-
form a 17-bit x 17-bit unsigned multiplication or a
18-bit x 18-bit two’s complement multiplication. For
n = 16, Algorithm 1 and A. Hiasat’s algorithm both re-
quire a single block to respectively carry out @5, 1.9 +
Xn—1.0Yn-1.0 and ¥y, 1.9 + XY. Consequently, A. Hi-
asat’s algorithm leads to the smallest and fastest opera-
tor for the implementation of the IDEA block cipher on
Virtex-1I devices (Table 8). Due to the comparator and
the multiplexer handling the cases where X =0orY =0,
the ® operator based on the Low-High algorithm requires
about twice as much slices as A. Hiasat’s operator.

6 Conclusions

This paper proposed a novel modulo (2" + 1) addition
algorithm suited for both FPGA and ASIC technolo-
gies, and described multioperand modulo (2" + 1) adders.
Three implementations of a modulo (2" + 1) multiplica-
tion algorithm taking advantage of these adder structures
were then discussed and compared with existing solutions.

Our results show that an n xn multiplication and a sub-
sequent modulo (2" + 1) correction is the best approach
for Spartan-ITE FPGAs. On Virtex-II devices, however,
the algorithm proposed by A. Hiasat [10] leads to the
smallest and fastest operator. As the results depend on
the target technology, our VHDL library is available un-
der GPL license?, so that researchers and engineers can
easily compare the algorithms proposed or described in
this paper.

3http://perso.ens-1lyon.fr/jean-luc.beuchat/ArithLib/
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Table 6: Comparison of modulo (2™ + 1) multipliers on an XC2S300E-6 FPGA.

n=16 n=32
Architecture Z Area | Delay Area | Delay
[Slices] | [ns] [Slices] | [ns]
Multiplier-based operator (Algo. 1) CRA 165 27 655 42
CRA 266 33 1012 47
Adder-based operator (Algo. 2) CSA & profix 504 30 1301 6
Adder-based operator with modified CRA 335 32 1055 43
Booth recoding (Algo. 3) CSA & prefix 460 28 1533 35
Zimmermann’s operator (Algo. 4) CSA & prefix 529 30 1829 48
Ma’s operator (Algo. 5) CRA 348 50 1250 70
Hiasat’s operator (Algo. 6) CRA 181 34 694 47
X1 — LUT j_/()_‘ﬂ X LUT r/0_‘1 X3 — LUT | X2 — LuUT r/o_‘ﬂ
Yo — i Y1 Yn-3 — Yn-2 —
Xo | > D) > x, | > 0) > | = 1> )
N Carl Yo Carry 1 Carry
Iogirg logic logic
, 0 1 0 1 0
MULT_AND MULT_AND MULT_AND
1 1 0
(@) XqY +2x1Y () ADL A

Figure 3: Detail of the computation of partial products on Spartan and Virtex devices.

A  Proof of Lemma 1

If X' =Y'=2" weobtain 2y, =z, Vy,, =1,Up_1.0 =
0, and (X' +Y' +1),, ,, = 2" Tt remains to prove that
our algorithm is equivalent to the one defined by (2) when
X' # 2" or Y' # 2" Note that zl,yl, = 0, Up—1.0 =
Tn—l:O; and

), if X'=2"and Y’ # 27,
t, =<y, if X'#£2"and V' =2",
up if X'#2" and Y’ # 2",
Consequently, t, = =z, V y, V u, and Up_1.0 +

2L Vyl Vuy, =Th_1.0 + tn-

B Proof of Lemma 2

Since A(®) =0 when (z,, V y,) = 1 [21], we have

Q) — A©®
Xn—l:O \ Yn—l:O

if zp, =yn =0,
ifx,=1lory,=1.

For z, = y, = 0, we obtain A =27 — 1, z.y, = 0,
Q) =2 and

<A<°) +AM 4z, + 4> = <A(°> +2" + 3>

2741 2741

RR n° 5316

- <A(0) + 2>2n+1

= <Q(0) n Q(")>

g1

For 2, = yn, = 1, we have A©® = 0, A(® = 27 _ 1,
Tnyn =1, Q0 =27 -1, Q™ =5 and

={2" =1+ 5)y.

- <Q(o> n Q(n>>

<A(°) +A™ 43y, + 4>

on 41
ony1

In the two other cases, A =0, A =X, 1.0V Y, 1.0,

<A(°) +A™ + 2y, + 4>2"+1
= (X 10V Y 10 +4)
= (2@ + )

2741

ony1

C Proof of Lemma 3

Remember that w, = wp41 = 0. Thus, the chosen
encoding of K2i+1;21' for W2i+1;2,’_1 = (000)2 guaran-
tees that the correction term K is negative. The ba-
sic idea of our conversion algorithm is to compute an

n-bit number T(U"/241D) such that (2" + K + 1),.,, =
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Table 7: Comparison of modified modulo (216 + 1) multipliers on an XC2S300E-6 FPGA.

D
Architecture Pipeline [éAlir:eas] [fllsaiy
Multiplier-based operator (Algo. 1) 34 tzlges ;2? i’g
Adder-based operator (Algo. 2) 45 t;ges ;g; ?2
Ma’s operator (Algo. 5) - 248 37
Hiasat’s operator (Algo. 6) 3 st;ges ;22 ﬂ
Low-High (Algo. 7) - 203 30

Table 8: Comparison of modified modulo (21¢ + 1) multipliers on an XC2V250-5 FPGA.

. e e Area | Mult. | Delay

Architecture Pipeline [Slices] | block [ns]
Multiplier-based operator - 32 O 15
(Algo. 1) 3 stages 35 O 7
Adder-based operator - 224 - 25
(Algo. 2) 4 stages 233 - 10
Ma’s operator (Algo. 5) 242 - 28
. , 25 O 17
Hiasat’s operator (Algo. 6) 3 stages 2% 0 3
Low-High (Algo. 7) 57 O 16

(Tn/21+1) 4 2)yn 4, I mis 0dd, we have:

2"+ K+ 1)y, = <2 + (Kpip_1 +1)2771

n—3

7
+ Z(K2i+1:2z’ + 3)221>
=0

Since Ky;11.0; belongs to {—2,—1,1,2} (Table 2), the
computation of Ksp;y1.0; + 3 generates a carry bit o120,
which must be added to Ka;y3.2;42, if and only if
Ksit1:2; > 0. Consider now the sum Ko;13.9,42+3+C2i42
and note that:

2741

{1,2,3}
{4,5,6}

if Koiys:2ir2 <0,
Kjit3:2i42 +3 + 2442 € . ’

e " if Koji3:2i42 > 0.
Consequently, the output carry cg;44 does not depend
on the input carry cg;42, and the Ko;i3:0i42 + 3 + 242
terms can be computed in parallel. Furthermore, we have
established that co;42 = 1 when Koa;y1.9; > 0, i.e. when

W2i4+1 = 1 (Table 2) Consequently, C2j4+2 = W24+1, and

p(ln/21+1)

2i41:2; 1S defined as follows:

([n/2]+1)

Kaiy1:2i + 3 + wai—1 = dwaip1 + Ty 005, (16)

We deduce from Table 2 that

Koip1:2;
-1 if Wait1:2i—1 = (000)a,
=< +1 if Wait1:2i—1 = (111)a,
2’11}2,'4_1 — W2; — W2;—1 otherwise.
Therefore
2 if Waiq1:2i—1 = (000)2,
Tyt =141 if Waiy1:2i-1 = (111),

3 — 2wai4+1 — wo; otherwise.

This equation allows to build Tables 3a and 3c. We apply
the same method to compute K,.,_1 + 1 + w,_o. Since
wy, = 0, we obtain:

plns2l+n) _ )1 i Waorinz = (01)s,
et 0 otherwise,

and the correction term T(l"/21+1) {5 an n-bit positive
integer.
Suppose now that n is even. We have:
(2"+ K +1 )zn+1

21

= <2" +14+Kpp1:,2" + Z K2i+1:2i22i> .
=0 am 41
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(2"+ K +1 )2n+1
n_1

= <(2n +1) =27+ Koip1:0:2”

Remember that w,4+1 = w, = 0. Table 2 indicates that
i=0
n_q

kpn+1 =0 and k, = —1. Thus,
>2n+1
2

-2 + Z K2i+1:2i22i>
2741

= <(2+223-22i)
i=0

1=0
n_1
= <2 - 2"+ Z(K2i+1:2i + 3)22’> )
=0 2n 41

If wy,—1 =1, we know that the computation of rﬁ}f{i{f; )

generates an output carry of weight 2" canceling the con-
stant —2". Otherwise, we perform a modulo (2" + 1)
reduction which simply consists in replacing —2" by +1
to obtain a positive correction term T'(L7/21+1);

(2" + wp—12")yn g = (2" (1 — Wn—1))yn 4y

= (1 — wn—1>2n+1 = Wp—1-

If w,,_1 = 0, we can re-use the results established when n
is odd. According to Table 3a, F%L /2141 belongs to the
set {0,1,2}. Consequently, adding w,,_1 does not gener-
ate a carry bit and we can still compute I‘%i/f%:rl), i >0,
by means of Table 3c. A new table allows to compute

ngtg/ZHl) according to wy, 1, w1, and wy (Table 3b).
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