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Abstract :

This paper presents and analyzes algorithms for computing join and
semi-join of relations in a multiprocessor database machine. First, a
model of the multiprocessor architecture is described, incorporating
I-O0, CPU and message transmission cost parameters, to enable the
evaluation of the execution costs of these algorithms. Then, three <Hoin
algorithms are presented and compared. It is shown that, for a given
configuration, each algorithm has an application domain defined by the
characteristics of the operand and result relations. As semi-join
operator is wuseful for decreasing I-O0 and transmission cost in a
multiprocessor system, we present and compare two equi-semi-join
algorithms and one inequi-semi-join algorithm. The execution costs of
these algorithms are generally linearv proportional to .the-size of the
operand and result relations, and inversely vproportional to the number
of processors. Then, the method by joining two relations and the method
by joining their semi-joins are compared. Finallv it is shown that the
latter method using semi-joins 1is generally better. The various
presented algorithms are implemented in the SABRE database svystem; an
evaluation module selects the best algorithm for performina a join
according to.the results presented here. A first version of the SABRE
system is currently operational at INRIA,

Kerords:' database machine, multiprocessor svstem, relational algebra,
join, semi-join, filtering, performance evaluation.
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ALGORITHMES DE JOINTURE ET SEMI-JOINTURE

POUR UNE MACHINE BASES DE DONNEES MULTIPROCESSEUR

Patrick VALDURIEZ et Georges GARDARIN
Projet SABRE, INRIA

BP 105, 78150 LE CHESNAY, France

Résumé:

Cet article présente et analyse des algorithmes pour effectuer des
jointures ‘et semi-jointures de relations dans une machine bases de
données multlprocesseur. Un modéle d”architecture multiprocesseur est
décrit, avec des paramétres de cofits d“entrées-sorties, de traitement et
communication, pour permettre l1”évaluation des cofits d“exécution de ces
algorithmes. Puis trois algorithmes de jointure sont présentés et
comparés. I1 est montré que, pour une configuration donnée, chaaue
algorithme posséde un domaine d”application défini par les
caractéristiques des relations opérandes et résultat. L”“opérateur de
semi-jointure &tant utile pour diminuer le cofit A”entrées- sorties et Ade
communication dans un systéme multiprocesseur, nous wvrésentons et
comparons deux algorithmes d“equi-semi-jointure et un algorithme
d”inequi~ semi-jointure. Les cofits d“exécution de ces algorithmes =ont
. généralement lineairement proportionnels au volume des . relations
opérandes et résultats, et inversement proportionnels au nombre de

processeurs, La méthode de jointure de deux relations et la méthode

consistant & 301ndre leurs semi- JOlntures sont alors comparées. Il est
finalement montré que la derniére méthode par semi-jointures ‘est
généralement meilleure. Les différents algorithmes présentéds sont
implantés dans le systéme de bases de données SABRE; un module
d“évaluation choisit le meilleur algorithme en fonction des résultats
" présentés ici. Une premiére version du systeme SABRE est actuellement

-

opérationnelle & 1“INRIA.

Mots-clés : machine bases de données, systéme multiprocesseur, algébre
relationnelle, jointure, semi-jointure, filtrage, évaluation de
performances. '



1. INTRODUCTION
Several_relational détabése yachines are currently being developﬁed
(AUERSO, BANETS, DEWI79,"WAH80.). The main objective of these projects
is to answer complex queries, e%pressed in an assertional language
égainst a very large data base, with better performance than
conventional data base systems (CHAM81; STON76). These machines are
genera;ly realized Qith a set of proéessors exeéuting requests in
 para11el. They are exampleé of a design approach whicﬁ tends to
distfibute the ﬁrocessing power in close préximity toithe data storaaqae
units. This relieves the main computer of the data ~orocessing
functions. |

One factor limiting ﬁhe performances of relational systems is the
5oin operation. The.e—join (CODD70) , or join in éhort, of two operand
relations R and S on attributes A from R.and'B from S 1is the result
relation T obtained by concatening each tuple in R with each tuple in S,
such as A 8 B, whe;e ® is an operator chosen among =,<,<,»,>,%¥. Join is
an important operation generally needed to answer muitirelation querieé
and can be very time consuming. A semi;ﬁoin is a special case of Jjoin
where the attributes of the result relation belong'only to one operand
relation.

Several uniprocessor algorithms havé.been presented . and discussed
in (BLAS77, GOTL75, VALD8l). 1In such a context and without indexing,
the obvious method of computing joins by nested loops has an execution
‘time of O(n**é), for relations of cardinality n. A better method bhased
on sortingAcan reduce this cost to O(n*log n) (BLAS77). A still better
method based on hashing (BABB79) can further reduce the cost to O(n).
However, the last method allows pe:fo;minq semi-joins (BERN79a).

This paper presents extensions of these algorithms to



A multiprocessor ' systems and analyzes more precisely -their per formances.
In section 2, the a;chitectUre model that enables wus  to . study ‘the
algorithms 1is preciéély deséribed. It is derived ffom the SABRE
database maqhine project (GARDS81). fhe SABRE database mabhine
compénents involved in computing joins or semi-joins are a set of
filtering processors associated‘to the disk units, a cache memorv, and a
, éet of joiﬁ processors. These pfocéssoré'own a local memory to store
data during time processing time. They are connected together by an
iﬁterconnection network. . In section 3, the analysis criteria are
introduced. These include the performance parameters needed for the
evaluation of the execution costs (I-0, CPU and meésage transmission) of
the algorithms. The basic assumption is tﬁat\the operand relations are
too large to fit into the cache memory or into the join processors”
local memories. 1In section 4, three multiprocessor join algorithms are
presented : the nested 1loop join algorithm (DEWI80), the sort‘mérge
join algorithm and the hashing " join algorithm. Then, the exécution
costs of these algorithms are compared. The results mainly depend on
the number of processors, the size of the operand relations, and the
proportion of matching tuplés in a relation. It turns out that, for a
given configuration, each algorithm has.an application domainvdefihed_hy
the characteristics of the operand and result relations.

Recent works have shown the interest of semi-join to optimize the
query execution. (BERN79a, BERN79b, BERN79c; CHIU80). The cost of this
operation ié substantiélly less than a join and is lineary nroportibnal
to the size of the operand and result relations. Semi~-join is useful in
distributed rélational databases (LEBISO, ROTH80) to reduce the cost of
processing quefies involving binary operationé, by initially selecting

relevant data and thereby reducing the size of the operand relations.
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We show in this papér:that it is also a very useful operation to
optimize join' processing in‘-a multiprocessor database machine. In
‘section 5, two equi-semi-join aigorithms are presented and compared. A
third inequirsemi-join algorithm is also proposed. Their execution cost
is generally proportional to the size of the operand and résult
relations and inversely proportiona;ito the number of processofé. In a
A . \
uniprocessor' environment,semi-join  can .be used efficiently to repléée
the join of relations by the join of their semi-joins (VALDS;). Thus,
comparisons of two joip methods, oﬁe.directly based on the nested loop
algorithm (BORASOf, and the other performing semiFﬁoins before join are

developped. These comparisons indicate the general superiority of

performing joins by using semi—joins.



2. ARCHITECTURAL MODEL

The environment~in which join and semi-join alqorithms are studied
is the SABRE database machine (GARD81){ This machine is composed of a
set of processors interconnected through an interconnection network.
The processors exchange commands directly and data via a. cache memory.
We will now give a simplified . model which describes the main
architectural components thst"a;e useful to implement joins and
semi-joins.
"~ The first 1syer of the architecturs is arranged as a set of.data

filtering processors (FAUD80 BANC80, ROHM81). These processors called

flltsrs perform selections (restrlctlon and projection) on data flows

coming from disks. It has been shown in (BORA81) that, 1f Darallel
‘readout disks would be emploved, the avproach processor per Aisk
together with an sfficient placement strategy gives the best results,
since it avoids channel contention. Furthermofe, this provides a cheap
filtering powek. So, in SABRE, we implement a filter per aisk unit.
Filters are Qery simple processors close to the general form of
automata. They permit realization of asynchronous processinq "on the
fly", or  in other words, filters perform a selection at the disk
rotation speed in a secondary memory page , which generally corresponds
to a track. A selectlon express1on is composed of a set of references
that specify the projection attributes and the selection condition. A

selection condition is a logical combination of ‘predicates of the form

(Ai op C), expressed in normal. conjunctive form, where Ai is an:

attribute of an operanﬁ relation, op an ovperator chosen among
<,&$,=,%¥,%,> and C a value. The number of predicates which can be taken

into account by a filter only depends on the automata characteristics ,

and not on the data flow and the tested expressions. In (FAUD8O),




evaluations show that, for an‘averege memory size of 64 K bits, a filter
can accept up to 200 predicates.

The second layer of the architecture is a cache memorv. The

filters are connected with the cache memory through a multibus (INTE79).

We will assume that this multibus does not: provide any contention.
Selected data are moved via the multibus to the cache menony, divided in
pages. In Sabre, the basic processing end moving unit is the page. The
cache manager should anticipate pege reading and use a revplacement
algorithm to swap the less recently utilized pages to - the disk. A
filter can'be associated to the cache memory to operate selection amona
pages already in cache.

Finally, the third layer of the arch;tecture is a set of djoin
. processors. They are devoted..to computing join of relations. Join
" processors send to the cache reading and w:iting requests to get pages
of relations and to write back result pages. ’Peges are stored in the
local memories of processors during processing. ' Join processors are
connected with the cache memory by a spe01f1c interconnection network.
TheAneeds for this network. are the ability of parallel transfers between
cache and any join processor, and the capabilify of broadcasting a page
from ceche to several Jjoin processors. This kind of interconnection
network is feasible (DEWI?Q); and different altefnatiﬁes( are studied.
The current development of SABRE tries to be independent of the
interconnection netwo;k, as it will affect the performances of the whole
system. For our purpose, we will assume an ideal interconnection
network providing the two needed services, and introducing no

contention. These architectural components are depicted by figure 1,




where the interconnexion networks are reduced to buses, for simplicity.

Join Processor
Cache Manager
Filtering Processor
Local Memory

R3IRN

Figure 1 - Architecture components




3. ANALYSIS CRITERIA

In the folloWiﬁg; we assume that a semi-join or join operation is
performed on relations R and S, producing the result relation T. The
fdllowing notations are needed to estimate the proposed algorithms ¢

m,n : number of pages in R and S, respectively,

b+l : size of local memory (in number of pages) of each Jjoin

processor. (JP), |

P : humber of JP assigned to the operation,

c : cache memory size allocated to the join operation (in nuﬁber of

pages), ' .

d : number of filters assigned to the operation,_

t : number of‘tuples in é page, assumed to be the same for hoth R'

and ‘S, V

Js :'join selectivity factor, defined by size (R join S)/(m*n),

SR : semi-join of (R by 8) selectivity factor is defined by

size(semi-join(R by S))/m,

SS : semi-join of (S by R) selectivity factor is defined by

size(semi-join(~ .by R))/n,

j : average number of distinct join attribute values in a. vage.

So, mj and ‘nj are the total numbers of distinct jpih attribute

values in R and S, respectively,

Nc‘: number of predicateé accepted by a filter,

Ct : occupation factor of join attributes in a tuple, defined by

size of join attribute/\size of tuple. Thus, the number of pages

pf the relation obtainéd "after projecting relation S on join

attributes without duplicate elimination is defined by na = n*Ct.

The presented algorithms will be compared accordinag to their



execution cost, The basic performance parameters necessarv to the
evaluation of the execution cost are those 'detailed ahove. These
parameters a;low ‘to measure ‘the I-0 cost, the CPU cost and the
inter-processor communication cost  to execute a. . multiprocéssor
algorithm. The . identified parameters are dependant of the hardware
capabilities, and will be fixed only for comparison purposés. All the

costs will be expressed in units of time.

3-1. I-O cost

.In a multiprocessor architecture, two kinas of transfers are
considered‘as I-0 operations : these are page transfers from a mass
storage unit or from the cache memory to a processor”s local msmorv.
The page transfer cost from disk to cache is denoted Tdc, and- includes
the selection cost due to the filtering on the fly. The page transfer
rcOSt fromvCache to processor is denoted Tcp. The aversqe cost of a read
by a-join‘processor is now defined by introducing the brobability that
the requested page is alreaay in the cache memory.v The cache manager
hss to maintain high $such a probability by anticipating page reading,
which is made easier by.the fact that a refcrenced ;elation will be read
entirely. This brobability is assimilated to the cache hit ratio,
denoted by F. Thusﬂthe aterage cost of a read defined by CR is :

CR = F*Tcp + (1-F)* (Tcp+Tdc)

The average cost of a write by a join processor can be'evalﬁated in
the same fashion by introducina F*, the btobability that thsre is an
available page‘frame'in the cache duting thé write‘operation. Thus the
'sverage cost of a write defined by CW is :

CW = F"*Tcp + (1-F”)* (Tcp+Tdc)

3-2. Communication cost
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Page mqyss are seen Llike I-0 operations. l.Thereers, the ‘only
communipatibh cost to take into account is the,paée tequest messages ana
~reply messages. This message cost, denoted by M, is then added to the
I-0 cost. So CR is replaced b{ CR + M(request) + M(reply) and CW by CW
4' M(request), +M _(reply). ‘The control msssages , like those used for
processor allocation are in few number and‘smsll in size relative to the

page request messages'and reply messagesp Thus they will be ignored.

3-3. CPU cost
Two basic operationAcosts are defined. O denotés " the cost of a
simpie operation, such as comparing two attributes or computing a
hashing function. Thé cost of moving a tuple in a page of iqcal memorv
is denoted by I. With these .two basic operation costs,‘, we can compute

all dther costs as follows.

igiq_sgst : The pagesfto.be.joined may orbmav'not be sorted. If thev
are unsorted, two methods for joining are possible. The first consists
"of internaly sotting the pages followed by a merge type join operation.
The secoﬁd one, which is simpler, compares each tuple in a vpage with
each tuple in another page ahd is bétter than the first one, since it
only requires comparison Qéerations, which 1is cheaper than tupie
mévemént'that internal sorting nséds. Thus, ths cost of Jjoining two

‘unsorted pages, denoted by CJ0 is: CJO = t**2*0, The cost of joining

‘two sorted pages by a merge type operation is defined by : CJ1 = 2*t*O.

one_ _page _ sort cost : The average cost for internally sorting a page
of t tuples requires t*logzt comparisons and move operations (KNUT73).
It is defined bybz

Cs = t*log,t* (0+1)
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g _page__merge _cost : The merging of g sorted pages needs g*(a-1)*t

- M o P v o . ] e - - -

.comparison operations and g*t move operations. By addina the a page

reading and writing, the g page merge cost is defined hy :

CMg = (g*(g-1)*t*0) + (g*t*I) + (g* (CR+CW))
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4, JOIN ALGORITHMS
4-1. The Nested Loop Join Algorithm

4-1-1. ﬁescription

This algorithm 'is a parallel version of the most unefficient
uniprocessor join algorithm, since it composes the cartesian product of
the relations. This simple algorithm is particularly well suited to
parallel‘execution. The method is to join each page of one relation
&ith the enfire other relation. The algorithm has been described and
evaluated in (BORA80) for processors having three pages of local memory,
where two buffers are used to input pages and one buffer to output
pages. The method 1is now generalized to suppprt execution with more
than three pages of local memory. The execution of this algorithm by p
processors each having (b+1) pages of local memory pfoceéds as
follows. The smaller relation is chosen as the external one and is
-sequentiaily distributed among p join processors in blocks of (b-1)
péges. Next, the second (internal) relation is broadcasted page bv page
to the p processors. Then, each processor joins each (b-1) page block
of the external relation with the entire internal relation. For each
page of the internal relation, each processor computes an internal doin
with (b-1) pages of the external relation, using a result buffer of'dne
page. If the external relation does . not fit into processors'l local
memories, the‘ same process must be repeated for the remaining pages of
the external relation.

Let us point out that, as each ﬁuple of -one relation will be
comparéd' to each tuple of the other one, this algorithm naturally

supports inequi-join.
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4-1-2. Evaluation of the algorithm.
If the external relation (suppose R) fits into the 1local memories

of the processors, that is nlgp*(b-l), each processor reads in parallel

(b-1) pages of R and the execution cost of the nested 1loop join

algorithm C(NL) is :
C(NL) = C(read (b-1) pages of R) + n* C (broadcast one paae of S +
“join (b-1) pages of R with one page of S)
If m> p*(b-1), the process is repeated m/(p*(b-1)) times.  The cost
of joiﬁing (b-1) pages of R with one page of S§ is (b-1)*CJ0, because
they are unsorted. The cost Of‘wrifing the result §f a’'two page join

depends on the Jjoin selectivity factor defined by JS and is JS¥*

((t*I)+CW). Finally, the execution cost of the nested léop‘join

algorithm is :

C (NL) = m/(p*(b-1)) *

((b—l)*CR'+ n* (CR + (b=1)*(CJO0 + SJI*((t*I)+CW))))

This cost is proportional to m/p + (m*n)/p and indicates that the

smaller relation is chosen as external in order to decrease the first

’

term. This ‘equation also shows that the degree of parallelism. is

- constant (i.e. the amount_éf work each processor performs is constant)
during the entire execution of the algorithm. Let us notice ,however,
- that the last pass of the algorithm can use a fewer number of processors

if the ratio m/(p*(b—l)) does not give an integer result.
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4-2. The Sort Merge Join Algorithm

This algorithm employs a parallel sorting of the operand relations
on join attributes followed by a uniprocessor merge type operation of
the two sorted relations to complete the join. For simplicity, we
qonsider thé equiéjoin. The sorting algorithm is a parallel version of
the unibrocessbr ascending (or merge sort) . algorithm described»in'
(KNUT73, p.247). In (BORA8S0), a join algorithm is presented usina a
parallel binary merge sort where the arranged processors are as binarv
tree (PREP78). Pefformance analysis of this join algdrithm shows .that
it 1is generally less efficient than the multiprocessor nested loop join
algorithm, if the nﬁmber of proceséors is high. This is mainly bhecause,
after a certain stage, the degree of parallelism is divided by 2 at each
merge pass, so that af the last pass, one processox' merges the entire
relation.. We propose a parallel b-way merge sorting which is more
efficient in a multiprocessor environment. Moreover, if the number of
processors p 1is less than or equal to b, the last stage bnlv needs one

pass.

4-2-1. Description of the sorting algorithm -
. We will breafly review the b-way merge sort algorithm. Let us
suppose that there are n elements to be sorted. A run is defined as an

\
ordered sequence of elements , so the set to be sorted contains n runs

of one element. The method'conéists of iteratively merging b runs\of K
elements into a sorted run of K*b elements, étarting with K¥1. For pass
i, each set of b runs of b** (i-1) elements is merged into a sorted run
of' b**i eleménts. Starting from i=1l, the number of passes necessary -to
sort n elements is logbn (KNUT73) .

PO

‘We will now describe the applicatioh of this method in a
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multip}ocessor database machine. Let us suppose we have to sort a
relation of n pages which is.large enough to notAfit into. cache memory.
Let .us remind that each of the p processors has a local memorv of b+l
pages , where b pages are used és input pages and one as an output page.
At each pass; each processor merges a set of b runs -of b** (i-1) pages
into a sorted rﬁn' of b**i pages. The merge of b runs is done by
successively reading one necessary page of each run into b input buffers
and then moving ordered tupleé into the output buffer, writting in cache
memory when full. When read at thé first pass, pages are internally
sorted. | To clarify the analysis, we assume that modulo (n,p) =0, i.e.
that p processors divide the relation in equal parts and share.‘éxactlv_
the same amount of work. At each merge pass, the number of runs is
dividéd by b while the size of each run is multiplied by b, and the
whole relation 1is read and written. For the first pass, iet N the
number of runs to be merged; if N is greater than p*b, one step is
necessary for each of the p processors to merge b runs and this step is
repeated N/ (p*b) times until all the runs have been read. When N 1is
equal to p*b, only' one step 1is necessary and each processor merqges
exactly b runs of n/(p*b) pages. This pass is called the optimal stage
(BORA80). The optimal stage then generates p runs of n/o pages and if p.
equals b, one processor can merge them in a single pass. But, as in
certain configurations, p can be very much greater than b, in which case
the solution is to arrange the processors as a tree of ordér b during
the last stage, called post-optimal. The number of necessary processors
is divided by b at each pass. At the last pass, one proéessor merges
the entire relation. The number of passes for the post-optimal stage is
logbp. This stage degrades the degree of parallelism. However, the

result relation 1is sorted on the join attributes, which can be verv
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useful if i; is asked in the query.

Joining two sqrped relations is done by a uﬁiprocessor merage type
operation,where each relation is read one page at a time. The
adaptation of this algorithm to the inequi-join modifies the merge tyve

operation to be more complex and costly.

4;2-2. Evaluation of the sorting algorithm

We evéluate the execution cost of sortiﬁq a relation of n pages;
At the optimal stage corresponding to ‘the pass K, eaCh/ processor
produces a sorted rﬁn of b**K pages. As each of p processors has merged
exactly n/p pages, the following equation is deduced : | |

;b**K = n/p so K = logb(n/p).

In counting the pass from 1, K is the number of passes until the
optimallstage. . During all fhe passes preceding the optimal stage, each
processor is employed and realizes exactly n/fp*b) ﬁerge operations of b
pages at each pass. The cost of a merge éperation of b pages is CMb.
Furthermore, each processor internally sorts n/p pages at the first
pass. The execufion,~cost of the algorithm until the optimgi stage is
then : =

(n/p)*Cs + log N (n/p) * (n/ (b*p) ) *CMb

The optimal stage generates p runs of n/p paages. The number of
passes to merge .p runs 1is logbp. At each pass of the post-optimal
stage, the number of processors needed is divided by b while the work of
each is multiplied by b. First, p/b processors perform n/p merge
operations of b pages, then p/ (b**2) procéssors pefform (b*n)/p merge
operations and so on until only one processor performs exactly n)b merge

operations. The execution cost of the post-optimal stage is then :
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(n/p + b*n/p + (b**2)*n/p + ... + n/b) * CMb

N— T

log D terms
= ((l—b**log P)/(l b)) * (n/p) % CMb
The executlon cost of sortlng a relation of n pages is then :
- C (sort(n)) = (n/p)*Cs + logb(n/p)*(n/(b*p))*CMb |

+ ((1-b**1ogbp)/<1-b>)#(n/p)*CMb

4-2-3, Evaluation of the multiﬁroceésor sort merge join alqorithm

The execution cost of the algorithm is the cost of>sortinq the

relation R plus the cost of sorting the relation S plus the Eost of

joining \the sorted relations by'a merge. The uniﬁrocessor merae type

operation consists in reading the sorted relations ,joining them and
writing the result relation. The costvof meréing m and n pages ié :
C (merge(m,n)) % (m+n)*CR + max(m,n)*CJ1l { m*n*SJ*CW .

Finélly, 'the exécution cost of thé sort merde join algorithm (SM)

is ¢+

'C (SM) (m/p) *Cs + 1ogb(m/p)*(m/<b*p))*CMb
' + ((1-b**log, )/ (1-b))* (m/p) *CMb
+ (n/p)*Cs + 1ogb(n/p)*xn/(b*p>)*cﬁb

+ ((1-b**1ogbp)/(1-b)Y*(n/p)*CMb

+

(m+n)*CR + max(m,n)*CJ1l + m*n*SJI*CW
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4-3, The Hashing Join Algorithm

4-3-1. Description

The proposed method uses hashing teéchniques and \hoolean arrays.
Usfng boolean arrays for iﬁplementing the semi-join operation has been
described by Babb (BA§B795; The idea is to hash the join attribute andv
to use the result as an address into the boolean'arrav. The presence of
a marked hit in the arravy means that matching-tuples'exist. The power
: of the boelean arrays is to eliminate most of the data useless to the
‘result..v In order tq support join as well as semi—join operations, the
method is improved and adapted to a multiprocessor context. For'

simplicity, we describe the equi-join. The method proceeds in two

\

stages, prior to which a boolean array B is initialized in cache memory.
in the first stage,'the'sﬁaller relation. is read into the cache memory
and hashed' on the Jjoin attribute by the cache processor so that each
- tuple is written in a blocklof a hashed file, which is "also maintained
.in the cache ’hemqry.' The hashed file is particular, since we ailowra
'variable.number ofvlinked.pages by block and, for each block, a paqe
frame is maintained in cache memory. This avoids to manage an overflow
gréa, qlmultaneouslv, for‘each join attribute value v, B(h(v)) 'is
vvmarked (set to l),. where h is a hashingrfunction applied to theqjoin
attribute. The flrst staqe completes when the ent1re relation has been

: hashed In the second stage, the boolean arrav is broaﬁcasted to p

i_ processors and the larger relation is seguentlallv dlstrlbuted amona P

processors; “Each processor uses two: buffers as 1nput paqes, one buffer
“‘as the output page and one buffer to. store ‘the boolean arrav. So, each
h.pr0cessor recelves one page of  the larger relation and -does the
"follow1ng proeessihg. For each tuple of - the page such as"the: qun“

attiibute value v~ satisfies B(h(v")) =1, one block of the hashed file
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‘1s accessed by spec1fy1ng the key v° to find the matchinq tuple(s).
~ince a block of the hashed file may contain more than one page, the
block is read page by page. ‘Each tuple of the réad page of the block is
then compared with v° to complete the join. |

vmhis method makes extensive use of hashing . To be applicable, the
number of distlnct join attribute values in the hashed relation must be
51gn1flcantly greater than the number of blocks and the distribution of
the values should be relatively uniform. At the first stage, the choice
of hashing the smaller relation is made to minimize the creation and the
storage costs of the hashed file.

The classical problem‘with hashing is collisions. ‘If vl and v2 are
different join'atttibute values, we can have h(vl)éh(VZ). Since the-
boolean array is accessed by hashing, collisions can lead to useless
- access to the hashed file during the second stage. In order to reduce
lcollisions, several hashing functions hl, h2, ... , hg can be ueed each
associated with aiboolean array Bl, B2, ... ,Bg. Then for each value v,
all of the correséonding bits in each Bi must be set, i.e. Bl((hl(v))=1,
B2(h2(v))=1, «.. Bq(hq(v))=l. In (RABB79), it is shown that increasing
q causes the prebability of collisions to approach 0. |

If the hashing function for the hashed file has the property of
maintening order, i.e. given two attribute values vl and v2, if vl < w2

then h(vl) < h(v2), then the algorithm can support inequi-join.

4-3-2. Evaluation of the algorithm
.The execntion costvof the algorithm comprises the cost of hashing
the smaller relation by the cache processor, the cost of distributing
the larger relation among p processors and the cost of accessing the
hashed file. The cost of broadcasting the boolean arravs is negligible

and, thus, 1is ignored. We remind that c page frames are available in
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cache for the join operation. So the <creation of the hashed file
(éuppose from relation R) consists of creating m blocks if c>m or c
blocks othérwise; In the first case, fhe hashed file could be
maintained in cache memory during the entire executioﬁ of the ijoin
‘operation. In the latter case, pages .of the same block would be linked
and written on disk, and retrieved using a table of phvsical address.

Then, the cost of creating a hashed file is m*C (read one page of R
and hash) + (m-c)* C (write one page of the hashed file on disk). The
cost of reading a paée éf R, taking ingo\ account the ratio F, is
(1-F)*Tdc. The cost of hashing a page of t tuples is t*(0+I). The cost
of writing the hashed file is the cost of writing (m-c) paqes‘since c
pages are reserved in cache memory during the join eiecution.
Furthermore, there can be available page frames in cache with the
probability F“. So the cost of writing (m-c) pages from cache to éisk
is (m-c)*(l—F’)*Tdc. Then, the execution cost of hdéhihg a relation of
m pages 1is : '

C (hash(m)) = m*(((l—f)*Tdc) +(t*(0+I))) + (m-c)* (1-F”)*Tdc

The executiﬁn cost of the second stagé is the cost of readinq thé
relation'S by p processors in parallel, the cost of accessing the'hashed
file and the cost of writing the result relation. Each processor reads
n/é pages of the relation S and for each of the t 'éuéles accesses the
.boolean array, ieading\to the cost of (n/p)*(CR+(t*O)). The acéess to
the hashed file is needed for each matching tuple of S. The ﬁumber of
" matching tuples is defined by the semi-join selectivity factor SS and
each block of the hashed file contains (m/c) péges. So, for each vpage
of S, the number of vages read from'the hashed file is t*SS* (m/c)*cR and
this occurs (n/p) times.for the entire relation S. The cost of writina

the result relation of size m*n*JS .in parallel by p processors is

S
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v

(m*n*JS*CW) /p. Finally, the execution cost of the multiorocessor

hashing join algorithm (H) is :

C (H) = m* (((1-F)*Tdc) + (t* (0+I))) + (m=C)* (1-F")*Tdc

+ (n/p)* ((CR+(t*0)) + (t*SS*(m/c)*CR) + (m*JS*CW))
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4-4. Comparisons

For the purpose of comparisons, we fixe the values for the
parameters discussed in section 3 . The chosen values according to our

current implementation are the following :

O : the time to compare two attributes 10 microseconds,

:I : the time to move a tuple in a page 250 microseconds, basgd on
a page.size of 4K bytes énd a tuple length of 40 bytes,

t : the number of tuples in a page = 100,

'F,F” : cache hit ratios , F=0.8, F*=0.3,

Tdc : the time of a disk-cache page transfer = 30 milliseconds,

Tcp : the time of a cache-processor page transfer = 4 milliseconds,
based on an average bhus bandwidth_of 1 megabyte per second,

M : the cost to process a message which includes sendinq,' transfer
aﬁd receiving time is assumed to be 10‘milliseconds,

Ct : occupation factor of a join attribute = 0.2, so semi-join

attribute length is 8 bytes,

Using these fixed values and the previous equations, the three join
algorithms are'compared. For simplicity, we will denote the nested looo
join algorithm as the NL algotithm , the sort merge Jjoin algorithm as

the SM algorithm and the hashing join algorithm as the H algorithm.

4-4-1. Execution costs versus relation sizes
~Figure 2 -illustrates the behaviour of the algofithﬁs veréus
relation sizes. The sizes of the two relatiéns are assumed to be the
same (m=n). 'The configuration comprises of lGlproéessors each having a
local memory of 5 pages with a cache memory size (allocated to the join)
of 16 pages. Three curves describe the performances of the H algorithm

for three different semi-jbin selectivity factors (0.5, 0.1, 0.01). The



- 23 =

join selectivity factor is assumed to be 0.01l. It appears that ’the SM
algorithm is better than both the NL aigorithm and the H algorithm (with
S$>0.1), Qhen the operand relations are large. The Behaviour of the H
algorithm depends essentially on SS, the semi-join selectivity factor,
providing the number of matching tuples from the distributed relation
with the hashed file. When SS is small (SS<0.61), the number of
accesses to the hashed file is low and the'H algorithm is superiqr. For
the given configuration,” when SS is leés/than.O.S, the H algorithm
a;ways performs better than the NL algorithﬁ. Beyond SS 0.5, the H
algorithm does not perform well (curve HO). The size of cache memory
allocated to the - join (denoted by C) significantly influences the
execution cost of the H algofithmf because if C is high enough the
hashed file can fit into cache without swapping out to disk. |

The previous comparisons»show that; for the givén configuration,
each algorithm has a domain of application wheré it performs better than
others.. Figure 3 illustrates the domains of the NL algo;ithm in
pomparison with the SM algorithm, for wvarying relations sizes.
Similafly, figure 4 depicts the dqmains of the SM algorithm in
comparison with the H algorithm for §S=0.1, which is a realistic
coefficient.

In conclusion, one of the important result of this first compérison
is that no algorithm is predominant. Therefore, a well designed
database machine should implement all the aigorithms and select the best
one to perform a joiﬁ,'according to the estimated cost utilizing the

previous formulas. That is the way the SABRE system performs joins.

4-4-2. Comparisons with respect to the number of processors
The configuration 1is essentially characterized by the number of

join processors and the cache memory size. Figure 5 and 6 show the
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behaviour of the algoriﬁhms for varyinq’number of proceséors_ for sméll
relations (figure 5) and largér relations'(figure 6); The complexity of
the NL Vaigorithm is, 1/p while that of the SM algorithm is 1/1lo0gq o.
Then, when the number of processors increases, the NL algorithm performs
‘better than the SM algorithm. The curve of the H'alqorithm for 8S = 0.5
would be appréximatively the same as that pf the NL algorithm, With a
favoufabie semi-join- selecfivity. factor (0.1), the H aléorithm ﬁives
good results when the number of processors is high. That is‘hecause the
cost of the'second stage of the H algorithm is of complexity . 1/p.
Generally, the semi-join selectivity factor will be 1low and the H
algorithm seems very attractive in that case. It is notable that, for
‘the SM algorithm, after a certain number of processors, duplicating the
number of processoré causes a very little decréase in the execution
cost. This is due to the increasing number of'~passes. of the
post—optimal stage.proportional to the number of processors. In fact,
- the SM algorithm is better for such confiqurétions where p=b/ where onlv
one post-optimal pass is needed. When p becomes greater thaﬁ b, the

post optimal stage degrades the degree of parallelism.
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5. SEMI-JOIN ALGORITHMS
5-1. Equi-semi-join'algorithms

" If the comparison operator 8, in the join definition of section 1,
is :=, and if the result attributes belong to only oné relation, the
operation is called an equi-semi-join. 1In this éection, we will discﬁss
aﬁd evaluate two equi-semi-join algorithms, one using bi£ arrays and the
other using the selection operation performed bv tﬁe filtering

processors.

5-1. Equi-semi-join with bit arrays

The proposed method is an extension of Fhe uniprocessor method to
perform semifjoins, as described in (BABB79). The basic version uses a
bit array to aidbthe Qpération. In our parallei version, this array is
replicated in join processors” local memories. The operatidn in a
multiprocessor environment broceeés in two stages. First, semi-join
source attributes are retrieQed in parallel by 4 filtering processors ,
moved to Ehe cache memory and finally compacted in pages. These paages
are then distributed among p Jjoin processors. Thus, each vrocessor
reads na/p pégés- of the -SOUrce relation S after projection --called

relation S$“-- , and places source attribute values in a local memorv

- resident data structure W, -in ascendina order, if the value is not

already in W. Simultaneously, for each source attribute value v, one
bit in the bit arrav M is marked. The bit address is calculated bv a
~hashing function h, whefe M(h(v)) is set td 1. At the end of this first
stage, the bit array in each processorA represents a part. of the
attribute values of the source relation while the union of all the bit
arrays represents all the distinct attribute values. The loqicai union

of the p arrays is then computed by one processor, which broadcasts the
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result to the p-1 others. The intermediat lists (W) of each processor
" are merged to fdrm a single list containing all the distinct source
attribute values. ‘This step is performed by one processor in one b-way
merge pass .if p{b,. or 1in logb p passes if p>b where the number of
processors is divided by b at eacﬁ pass. The resultant merged list does
not contain any duplicates and is broadcasted to the remaining p-1
processors. TheA main~'assumptién of this method is that a processor”’s
local memory can contain both the bit array and the 1list W. This
assumption holds in most of the cases. If, however the list does not
fit into local memory,.the problem is treated like join problem studied
ih section 4.

The second stage of the algorithm is to distribute the target
relation R (after éelection .by filters). among P pProcessors. Each
processor gets ja page of R, and eéch tuple, whose join attribute value
v”® satisfies M(h(v’))=1, is projected into the result relation if v© is
in W. This latter <checking is necessary bécause of the possible
collisions with hashing. (Note that more than one bit array can be uséd

" to decrease the probability of collisions.)

5-1-1. Evaluation of semi-join algorithm using bit arravs
The total cost‘of the semi-join algorithm using'bit arravs 1is the
‘sum.of the I-O cost and the CPU cost which can be represented as

C (SJH) = C (SJH) + C__ (SJH)
10 CPU

1) I-O0 cost
The. I-O cost consists of the inter-processor page move cést,
incurred by operand relation reading, union, merge overations olus the
cost' of writing tﬁe result relation. First, relationls is projected

over the semi-join attributes to relation S°. This operation requires
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reading S entirely from disk to cache by d filters. This costs
(n/d) *Tdc. The relation S” has na pages and is read in parallel bv p
processors for a cost of (na/p)*CR.

We'suppose.that the g bit arravs in .a processor’s memory are
contained in a page, so the union operation needs p inter-processor
moves plus one more to_btoadcast the result. This costs (§+1)*Tcp. The
merging of p attribute lists is done in 1ogbp passes bv 3 bh-wav merge, .
and assuming an average list size of b/2 pages, the merge I-O cost is
(log, p* (b/2))*Tcp.

‘The cost of the second stage of the alqorithm consists of reading
relétion R, of siée m, with a cost of (m/p)*CR and writinag the result
relation T, whose size depends on the semi-join selectivitv factor -SR,'
for a cost of (m/p)*SR*CW. |

Finally, the I-O cost is :

CIO(SJH) =_(n/d)*Tdc + (na/p)*CR + ((p+1)+(1ogbp*(b/2))) *Tcp

+ (m/p) * (CR+ (SR*CW))

2) CPU cost
The CPU cost of the semi-join algorithm using bit arravs is now
calculated. During the first stage, for each read vage of the relation

S°- (containing t/Ct attribute values) a hashing function is applied to

- each value which is then inserted in list W. We define the cost of

inserting an element in W by Iw. Then, the CPU cost of this stage is
(na/p)* (£/Ct)* (O+Iw)
The merge cost of the p lists is Aenoted by Cm. The union of the o
grrays needs.p comparisons, i.e. p*0 time units. . | |
ﬁuring the éeqond stage, fog eéch read wage of R, a hashina
function is app;ied to the t attribute values. Furthermore, for the

t*SR tuples held in a page, W is accessed to confirm the abhsence of a
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3

collision. The 1list W contains nj attribute values in sorted order.
Thus, binary search (KNUT73, p406) can be applied to W, for a cost of
(logznj)*o per tuple. The move cost of the tuples in the result page is
SR*I for each read page of R. The cost of the second stage is therefore
(m/p)* ((+ (£*SR¥1og n3))¥0 + SR¥I).

Thus, the total CPU cost of this algorithm is :

C CPU(SJH) = (na/p)*(t/Ct)*(0+Iw) + p*0O + Cm

+ (m/P)* ( (t+(t*SR*10g,nj))*0 +SR*I)
5-1-2. Equi-semi-join using selection

This method fully depends on the selection devices offered by the
filtering processors (FAUD80) /to compute the equi-semi—join; The
operation proceeds in .two stages. The first stage is similar to the
previous algorithm”s first stage, however bit arrays are.not used.‘ The
second stage realizes the semi-join by restricting the target relation
to the tuples whose semi-join attribute value is in'the list W. Only
one processor is needed to initiate the operation. From the merged list
W, this processor constructs selection condltlons in the target relation
by constructlng a restrlctlon predicate. ThlS predlcate is a disjunction
of clauses of the form'(A=Bl), where A is the semi-join attribute of R
and Bi are the distinct attribute values in W. If the number of Bi‘s is
greater than Nc, which is the number of predicates acceptéd by a filter,
" several selection oferations are involved. The number of operétions is
then Sup(nj/Nc). Since every selection operation recauires readinq'R
‘ enti;ely,-the performance of this algorithm 'depends on the filtep
processing capabilities.- We should remind that a simple filter could

accept a high number of predicates.

C @D
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5-1-2-1. Evaluation of the semi-join algorithm by selection
The cost of this algorithm also consists of the I-O and the CPU

costs.

1) I-O0 cost :

The algorithm proceeds in two stages. The first stage,similar to
the previous algorithm, is to project relation S over semi-join
attributes into relation S°, which costs (n/d)*Tdc and to read the
relation S” in parallel by p processors for a cost of (na/p)*CR.  The
merge operation costs the same as the merge in the previous algorithm,
which is (loqbp*(b/2)) *Tcp.

The second stage is the selection performed'-in parallel hy d
filter$ on relation R (of size R). One seleétion on thé entire relation
costs (m/d)*Tdc and may have to be repeated nj/Nc times if nj is greater
than Nc. ‘It should be noted that the selection cost includes the write
cost of the result relétion in cache. Then, the cost of this second
stage 1is (nj/Nc)*( (m/d)*Tdc). Finally, the I-O cost of the algorithm
is

CIO(SJSf = (n/d)*Tdc + (na/p)*CR + (1ogbp*(b/2))*Tcp

+ (nj/Nc)*((m/d)*Tdc)

2) CPU cdst
The CPU cost is incurred by the ihsertions in the 1list W
containing the semi-join source attribute yalues. This cost is the same
as in the previous algorithm», which 1is (na/p)* (t/Ct)*Iw. Also, the
merge cost of p lisfs is noted Cm.
The CPU cost of the second stage is due to the'initializétion of
the selection operations. The cost of constructing selection predicates.

- with nj4attributes in list W is nj*0. The CPU cost of the algorithm is
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then

CCHJ(SJS) = (na/p)*(t/Ct)*Iw +Cm +(nj*0)

5-1-3. Comparisons

This section presents performance 'COmparisons of the two
equi-semi-join algorithms using the cost: fpfmulas developed in the
previous sectioﬁs. Results afe shown in figures 7 and 8. Assumptions
Aconcerning the processor capabilities, as parameterized by the costs
defined in seétion 3 are the same as these of section 4.

Figure 7 illustrateé tﬁe behaviour of the a1gorithms with varving
relation sizes. The sizes of both the source andv térget relations are
assumed to be the same (m=n). The configuration chosen to represent a
multiprocessor architecture is composed of 16 filters and 16 join
processors, each owning 5 pages of local memory. A filter is assuﬁed to
accept up to 100 predicates. The stage of ~reading the projécted
relation S° and merging the lists W is the éame for both the algorithms,
therefore parameters Ct, Cm and Iw do not influepce the performance. .
Figure 7 consists of 4 curves. The two\curves representing the cost of
the algorithm using bit arrays (SJH) vary lineary according to the size
of relations (n) and éépend on two different semi-join selectivity
factors. The selectivity factor slightly affects the write cost of the
result. The two cost curves of the algorithm usinq selection (SJS) are
dependent on two distinct nj values, and show that this algorithm is
heavily influenced by the ratio Sup (nj/Nc), which is tﬁe number of
needed selection operations. This cén be seen by the stair form of the
curves. This algorithm is better when there are a few distinct‘
attribute values. More‘génerally,the algorithm by selection is better
than the algorithm using bit arrays when the approximate expression

(m/p) * (CW+ (SR*CW)) - (Sup(nj/Ne) *((m/d)*Tdc)
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‘is strictly positive}l' - \

- The number of join'processots’ﬁ divides the cost of the algorithm
using bit arrays as the number of filters d divides  the cost of the
valgorithm by selection. | |

Figure 8 represents the execution costs as a function of the numbef
of 'processors, assuming that p=d. Perfbrmances of these algorithms are
proportional to thé.number of processofs,_and the difference between the
two curves is aléo due‘to the ratio (nj/Nc). 'Two curves idepict  thé
performances'bf the algorithm by selection (nj=n; nj=4n). The curve for
the selection', algorithm for nj=n is the same as the curve for the
algorithm using bit arrays. For greater values of nj;\the.alqorithm by
selection ‘is. worse. The perfbrmance of the algorithﬁ by~se1éction

dépends ori the number of filters and their cababilitiés.
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5-2. Inequi-Semi-Join Algorithms

Iﬁequi—eemi—join is the case when the comparisen operétor is one of
<, & 20> Iﬁ this sectien, We will'propose a simple algorithm to perform
inequi-semi-join in'a‘multiprocessor database machine. The 'method, is
based upon the folloWing observation : ‘the inequi—semi-join consists of

selecting those tuples r of the target relation such  that their

semi-join attributes satisfy "r.A op X", where X is either the minimum

attribute value in the source relation, if op is » or >, or the maximum
value‘if ep is ¢ or <. The search for a meximum or minimum velue in a
data. set is an eesy functien supported by the filteriné processors,
Each read attribute value is compared by the filter te a maximum of

minimum current value in its local memory and replaces the current value

if the comparison holds. Then, d filters get partial results, which

will be integrated into one result by a processor which can be the
filter controler. The inequi-semi-join is finallv performed by a

restriction in parallel ,by & filters among tuples in the target

relation which " satisfy A op X. Furthermore, this algorithm has the

’advantage of not using the cache.

5-2-1., Evaluation
. Firet, the CPU cost of this algorithm is negligible, since it only
consists of two function calls. The I-O cost is the reading cost of the

source relation ,of size n, necessary to calculate the minimum or

- maximum in parallel by 4 filters, plus the reading cost of the target

relation ,of size m, to apply the selection. The result relation is
written directly in cache, so the write eost is included in the
selection cost. Then, the execution cost of this algorithm is :

- C (ISJ) = ( (p/d) + (m/d)) *Tdc
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It is assumed that the cache manager always maintains
available pages during the operation, in order to not slow down the

filters by waiting.

6. JOIN USING SEMI-JOIN

The previously proposed semi-join algorithms are computed in a time
lineary proportional to the size of the operands. The main advantage of
semi-join operator is to reduce tﬁe'operand relation t6~on1v the tuples
participating in joiﬁ. Therefore, it may Qometimes be advantageous to
replace the join of two relations by the join of two semi-joins. In
order to compare the two alternatives (join or semi-join), ‘we have
chosen the multiprocessor nested loop join algorithm presented in
section 4-1, since it is simple énd generaily good with a high degree of
real parallelism. |

Tﬁe hested loop join of the initial relations is Aenoted by NL and
.is then compared to the nested loop of the semi-joins of each relation
by the other, denoted NLSJ. 'The'semi—join éldorithm Uéinq bitrafravs is
chosen for comparisons, since it is more Aqeneral than the semi-join
algorithm using selection and more freqﬁently used than the
inequi-semi-join algérithm, The condition that has to be satisfied to
apply this 'method is that the entire list of distinct join attribute
values_fit into local ﬁemory; When this condition cannot be satisfied,

semi-join is solved 1like join.  Therefore, it is assumed that the
condition is true for the comparisoés of this section.

Comparisons of the two methods NL and NLSJ are illustrated in
figures 9, '10; 11 and 12. The,basic configuratiqn is the same as in

section 4-4. Figure 9 presents the performances of the two methods

.according to the ratio Js” = size(R join 8):/ (m“*n”), where m” and n”
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are the sizes of fhe semi-joins of R by S and of S b&v R, ‘:eééééti€éiv.
For each method, three join sélectivity;factors are considefed (Jé=0.lé;'
0.016, 0.5) while the relation sizes are kept high (m=n=1024 pages).
The parameter JS” significantly influences' thé "algorithm using
semi-joins. As JS” approaches O;Ithe size 6f the joih résult abproacheé
the size "of the bigest semi-join result;'aé JSf approaches 1, ﬁhe‘size
of the join result appfoaéhes the size_of,the cartesian produét of the
semi-join results. 'In the latter case, semi-join reduces the,size of
-the initial relations significantly. The method using semi-join is
generally better than the nested loop method and becomes verv superior
when the joih selectivity factbr decreases. Figure 10 iliustrates the
domains of the two methods for varying JS and JS*. and shows that fhe ﬁL
method is only competitive when the ratio (JS/JS”) approaches i. In
thgt case, performing semi—join does not reduce the sizes of the overand
relations. | |

Fiéure 11 illustrates the performances of the two methods according
to the size of the ieiations(assumed to be equal) for a join selectivity
ﬁactor of 0.016 and .the ratio Js” equal to 0.4. The curves show the
evident superiority of the method using semi-joins. This is becéuse the
semi-join cost is neéligible compared to the join éost, and the operand
relations to be joined will be smaller with semi-join method than with
join method.

The performance of thg algorithms with increasing number = of
processors as depicted in' figure 12, still indicates that the
performance of the semi-join method is superior for a join selectiVity
factor of 0.016, which is representative. The difference between the
two methods may be reduced a little by increasing that\factor.

The comparisons show that preceding the application of. the nested

’
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: : é
loop join algorithm by a semi-join of the operand relations generallv

decreases the total cost of the join, which confirms the interest for
the semi-join operator. Similar comparisons were made , based on the
sort merge join algorithm and the hashing join algorithm, and similar

result were found.
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8. CONCLUSION

In this paper,-algorithms for computing joins and semi-joins in a
multiprocessor database 'machine have been 'presented and analyzed.
First, the architectural components useful to compute joins in the SABRE
database machine, and the‘ cost parameters including I-O, CPU and
communication costs have been deseribed. .Then, three join algorithms
have been presented and cempared ac¢ording to their execution costs.
‘The nested ioop join algorithm is the srmplest and its execution'cost is
inversely proportional to the number of processors.. It is the best when
the number of processors is very high. Furthermore{ since each tuple is
 compared with‘ every cher tuple, it easily supports inequi-join. The
sort merge join algorithm is more complex and performs better as the
operand relations become\ iarge{ ‘For a certain configuration, the
addition of new precessors causes very little increase in the
performances. But‘it has the advantage of using another useful'operator
(sorting) and produc1ng a result relatlon sorted on the 301n attrlbutes.
The hashlng join algorlthm is better when the number of matching tuples
in the larger relation is snall. In that case, u51ng-b1t arrays results’
' in avoiding a lot of useless access to the hashed file. It is ‘shown
that, for a'given configuration, each of‘the algorithms can be the best
one: according to the ‘characteristics of the operand and result
f'relations,_ Sinee > join is ver§ impdrtant in relational systems, a well
,designed database machine would'imnlement different algorithms and , for
-eaeh join, choose~the best algorithm by computing their.executien costs. -
‘All these algorlthms could be easily implemented on -general purpose
3'm1croprocessors w1thout requ1r1ng special and costly hardware.
Focusing .on the inter-processor transfers ~in a multiprocessor -

. database machlne and con81der1ng that semi-join reduces the. transm1531on'
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cbsts, we presented parallel algorithms for semi-join operations. Two
multiprocessor equi-semi-join algorithms were-analysed. The algorithh
using bit arrays gives good results ; its execution cost is propbrtionai
: Eovna/p + ﬁ/p.+ r/p, where m is the number of pages of " the target
relation, na the‘.number of pages contaihing the projected source
semi-join'attributes, r the number of paées of the resultlrelation énd P
the number of processors. But the,main,assumption.in its apﬁlication is
that the list of distinct seminoin attribute values should fit into
processor”s local memory. A sgcond equi-semi-join algoriéhm using
selection is proposed. It dependé upon 'the parallel filtering power
offered by the selection processoré assigned to the diské;' It is
superior to the first algorifhm when the:Semijjoin can . be computed in
only one »pass,fthat is when the number of distinct semi-join attribute
values is less_than the number of admitted predicates in a filter.
Otherwise, the algorithm using bit ar;ays is better.

An inequi-semi-join algorithm is also proposed. It uses the
maximum and minimum functions provided by the filfer processors énd'does
not need any place in cache during the execution except for writing the
ifinal _result.  This aigorithm has an exeéution éosé proportiona; to m/d
+ n/d, where m and_n'afe thé size of the Qpegand felations and d the
humber of filters associated to the operatioh.

Comparisons are then doﬁe between the two join strategies. The
method to join two operand relations and,thehmethod toAjoin the result
relations of semi-joins are compared ,using the nested 1loop join
algoriéhm. Finally it 1is shown that ﬁhe method by semi-joins 1is
'generally'bettér,~which indicates ;Be implementation of thisAoperator'in
~such a databése machine is useful.

The results can be extended in several directions. First, the
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presented algorithms can be qptimizéd. For example, the post optimal
stage. of ‘theb multiprocessor b-way ﬁerée.which.degrades the degree Qf
parallelism can be improved by using another hore"cémplex method.
Second, oters methods based on index or preevaluated joins can be found.
These index_ would . be organized in such a fashion as to facilitate
parallel execution. The berformanées of the methodé would éSSentially
depend on the placement‘ strategies of relations on disk units. An
original multi-atfribute clustering techniqﬁe (KARL81) will be used in

SABRE and will improve join executions.
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