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RESUME ¢ Ce ranuel ' decrit - le logiciel CREW devetoﬁpe a
LYINRIA sur L'ordinateur CII-HB/DPS68 dote . du systeme
MULTICS, ~Ce rgrogramme emule Lles primitives. multitaches

propcsees pour CFT (Cray-XMP,...). On peut ainsi'utiliser_un
environnement multi-process sur MULTICS. Le manuel donne les

‘iregles:d'utilisation de CREM, -ainsi que quelques exemples.

L

ABS TRACT ¢ This  manual describes the - Software CREM

develooped  at INRIA on CII-HB/DPS68 with MULTICS System
emulate the CFT Multi-tasking facility. This allows

to
to

utilize multi-process environment on MULTICS System. Rules

and examples c¢f use are provided.
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SECTION 1

SYSTEN ENVIRONMENT

1) Using the Multi-tasking facility

The HMultics System orovides multiprocess environment.
Concurrent Frocesses may run on three CPU's, and can cooper-
ate,

The system allows the user to create several Processes,
within Limits defined by System-Administrator. CREM enables
the user to utilize the facility through FORTRAN codes. It
is transmarent to the FORTRAN Lanqguage.

The wuser's code is partitioned into a set of TASKS.
Fach task is allocated into a Process. The programmer must
create himself these partitions and control their interac-
tion. Jasic functions are provided by the Softwares, which
"emulate the crocosed multi-tasking facility for CFT,

2) “ultiProcess system

The user must <create the Processes by interactive or
absentee comrands, which are exnlained in details in Section
4. The numper of Processes is fixed throughout all the
execttion of the job.

The Processes coamunicate through a seagment called the
SECGCYM (Seament of Communication) which is initialized in a
first step(cf. section 4), Its structure 1is described in
Annexe 1, In carticular SEGCOIM contains the parameters of
the system. The user accesses SEGCOM only through the
Software in a transparent fashion,

The Software uses Multics System facilities to synchro-
nize the Processes. In particular, it utilizes =

-~ Inter Process Communication

- Locking Mechanism (only the builtin function STAC
but not the routine SET_LOCK),

CREM USER'S wManuaL 4 . INRIA-MAT 1983
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" See Section 5 for more details.,,

The Software allocates each user task into a Processs,and
coes not wait fcr a Process to become free. A Process can be
reysed - -after RETURN of - 'a task. ~The number of concurrent
tasks’ cannot therefore exceed the number of participating
Processes. . B . , -
' ALL Processes are equal in "Multics System. 8ut from the

“user's point of view, the main proqgram is a Mother Task which
creates the first subtask, Therefore the Software introduces

the notion of Master/Slaves Processes. :
o - The master Process executes the main program
‘= 'The slaves Processes execute other tasks,

‘The user's job beains execution - only,'-when all

"participating Processes are logged in. The ‘main program is

allocated into- the master Process, 'while other slave

. Processes. are waiting' for a task, .-The job  stops when the:

main prograr returns. SLave:Prqcesses are logged in untit
recertion of a STOP message sent by the HMaster Process, at
the-end of the main program. ' :

CREM USER'S MANUAL 5 , INRIA-MATI 1983




SECTION 2

FORTRAN ENVIRONMENT

1) Subroutines and tasks

Task control. functions enable the programmer to start
tasks and wait for their completion (see Section 3),

AL L tasks -main included- are standard FORTRAN
subrcutines, which are called by the Software, after alloca-
tion into a free Process. .

"After & RETURM statement of a subtasks, the Software
frees the allocated slave Process and wakes up the Processes
waiting for completion of the task.

After a RETURN statement of the main task, the Software
controls that all slave Processes are free. In that case, it
stops all participating Processes. ‘ v

Inside a2 task, subroutines are called by the FQRTRAN
CALL statement and are executed on the same Process.

2) Shared variables

The concurrent tasks communicate through shared vari-
ables. In Multics, each Process has @ '
- its own address space
- its own stack(s) of variables
- access to any segqment, oprovided it is made known
and access centrcl conditions are satisfied.

Hence, the Processes can share variables only throuqgh
externally known seaments, 3ccessed in FORTRAN by use of a
lLabelled COMMON whose name begins with a $,(COMMON/name$/...)
AL shared variaktles are therefore declared in a """ COMMON,

In particular, the arguments of a task transmitted by
address must ne stored in shared seqments, Ntherwise differ-
ent Frocesses could not access thenm. ' :

The pathnares of the shared senaments are contained in a
table which facilitates and speeds up 3ddress transmission
from one Process to another (see Section S5),. This table is
initialized with the Segment of Communication. The user must

'
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ceclare all shared segments where parameters of tasks are
stored. (It is not .necessary to declare segments referenced
in FLRTRAN cnly throuagh "3" COMMON), o

3) Compiler considerations. -

It "is nacessary to ensure the oroper ‘uypcating and

~transnission of shared variables between cooperating tasks.

The following policy . . . .
S - makes no assumption on compiler optimizations,

including ccce movement or removal:

.~ allows some flexibility fn‘carameter.trgnsmission

within a task. . ' ' . .
Any variaticn not in accordance to the following rules
is NCT  allcwed in this <code. The simple fact that another
codirg policy werks in one dimplementation with a particular

.compiler will not be considered as a proof -of this program's
validity. ' ‘ C

\

a) Sencing shared variables to other Processes

‘The only two occasions in a program where it can be
assumed that 4 shared variable has been updated in storage
and is accessible from-other tasks are : , : :

- (i) - The variadble is declared in a "..%" COMMON by
the undating nrojgram unit. |
‘ - A CALL to - an external procedure has occured

~» after the local undatiny of the vqkiab[e .in that proaram

uni t . Languine . defined functicns that are  khnown to the
.compiler cannot be reqgarded as external procedure in this
- case, . " : :

, i1y - The wvariable satisfies the above require-
rents in projrasr unit <A>.The variable's uodating occurs in
grogram unit <2> calleds, possibly indirectly, by <A>.

Parareter passina from <A> to <B> can be made by ény means
local to 2 tasks, within FORTRAN rules.’ o
Ir such. a c¢ase , the shared 'variable will be
assumed updated in shared storage after
: ) ' - program unit <B> has returned : _
. = program unit <A> has. performed a call to an
external oprocedure ,in accordance to rule (i) after <@>'s
RETURN, ‘ ‘ o
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b) Receiving shared wvariables from other Processes

Tc access a2 shared variable, that may have been
updated by another Process, any program unit first has to
receive a stgnal .that the wvariable wupdatinag has been
cerfcrmed, At this point, the accessing program unit has to .
obtain a fresh copy of the data. This must be done by

- Havingy the shared variable declared in the
"o B" COMION

- Performing a call to an external program
unit after the reception of the synchronisation signal and

tefore accessing the data, Calling an external program unit
that is kncwn to return upon reception of this signal is
suf ficient; this will be one of the synchronization

routines, See Section 4 for examples of synchronizations,

Although they are known to the CRAY compiler, the
fol lcwing oprocecures can bhe regarded as .external program
uni ts:

TSKSTART ,TSKTEST,TSKWAIT :
LOCK,LOCKASGN,LOCKREL,TLOCK,UNLOCK
EVASGN,EVCLEAR,EVPOST,EVREL,LEVTEST,EVWALT

4) 1/0 library

Each Multics Process owns its user_input (absin) and
user _output (atsout). They can also share files,
crovided Acces_Control conditions are satisfied., The
Multics System sets adequite interlocks. Only necessary
synchronizatinons occur w4hile performing simultaneous I1/0
coerations on ccnflicting files.

The attach description of a shared file has the
follcecwing form

viile_ path -append -blocked (N} =-share {N)
where : oath is the absolute or relative pathname -append
in input_outout openingys, this control argument causes
rut _chars ard write_records operations to add to end of
file 1dinsteacd of truncating when the file position is not

CREM USER'S MANUAL 8 INRIA-MAT 1983
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at - end  of file.. Also the position is initially set to
teginning - cf file, and an existing file is not truncated
at oren, : : , :

-share (N} S . v
: ‘allows a file to be open in more than one

rrocess at the same time,even -though - not all openhings are

for input.  If scecified, N is the maximum time that this
process waits to perform. an operation on the file. A .
value of -1 means the process may wait indefinitely. the
default value of N s 1. : : : -

~blocked (N} : o ‘

. specifies -attachment to a blocked file. If a
nonempty file exists, N is ignored and may be omitted.
Ctherwise, K is wused to set the maximum record size
(by tes) .. ' '
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SECTION 3

THE MULTI-TASKING LIBRARY

The Scftware . emulates the library provided by the
"procosed multi-tasking facility for CFT",

To orcvide the minimal set of functions required for
user directed multi-taskinges three separate = types of
facilities will be provided. They are :

= Task control
- Lock control
- Event control

Some slight differences appear between the CRAY library
and their emulations, dJue 4o #Multics system considerations
and cesijgn rules, (See Section 5 and Notes on the CRAY=XM
system). They are noted with %2%. '

-

) TASK control

Three Llibrary routines will be provided a subroutine
to iritiate a task / a subroutine to wait for completion of a
task 7 a function to determine whether a task already exists.

a) To initiate a task the programmer needs the
rout ine TSKSTART, :

%% The maximal number of arjuments of a3 task is a parameter
cf the Software,

A The arcuments can be transmitted 3

- ty adress : in that case, they must be declared
in 3 "$" COMMON 3nd stored in shared segments., so that any
Frocess can adress and access them.

- by value : for sake of simplicity, one word
variables (integer,real simple precision., logical) can be
rassed by value. The user may therefore transmit variables
stored localtly in a Process to another Process.

p A Two syntaxes are ysed :

CREM USER'S MANUAL 11 INRIA-MAI 1983
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CALL TSKSTART (<task_control_array>,
. <subroutine -name>, N :
<by_adress: argument List>) -
CALL TSKSTART (<task_control array>" -

A <number -of_by_value_ arguments>:'
<subroutine_name>,
<by_value_argument_list>:
<by_adress_argument_List>)‘

The task_control_array must be unique for each active
task the user creates. ‘ - S

~This array <can contain tontrol informatjon that is used by
the mutt1task1nq Library to control - 'the execution of .the
specific task. two entr1es are currently reserved in this
array: the. first word of " the array must contain the total

rumber -of words in the .array = at -least 22 and the second
"word is filled in by the multitaskingy Library with the un1que

task A1dent1f1pr. Aditionnal entries may -be defined in the-
array as neecs are identified. However., upward compatibility
will be 'mairtained because of  the ability to determine the
number of entries the user has provided. The programmer will
reed to wuse this identifier when waiting on task cdmpletion_

cr determining whether a task is still executing, o
' The <subroutine-nime> is the external entry oo1nt that

contains the code for the task, - Because of the design of the

FORTRAN Lahquaqe) t he brogrammer'will also need an EXTERNAL,.
statement in the oroqram for this entry point. .

%% The <by~adress - .argument = List> and the <by-value -
arqument - Llist> are the list  of parameters that needs to be
rassed by adress or by wvalue to the new task when the

" <subroutine-named> is ~entered. What, if anything, is passed

rust be determ1ned by the ‘programmer.,’

%% The <number =~ 6f - by -'vatue_ - arguments> must be equal
to the effective length of <by = value - argument = list>,
Ctherwise, errors can occur that cannot be detected by the
Sof tware.: ‘ ‘ - :

EXAMFLES
CALL TSKSTAQT (ITSK1;CGPAR) : .
CALL TSKSTART (ITSK;CGPARrMDIM'AMAT’VECT)'
CALL TSKSTART (ITSK,2,ASMEF,NTRI,NPT,A)

1

: v b)$To wait for comol9t1on ‘of a task the programmer
needs the follow1nq statement : '

CREM USER'S FANUAL o _ ' - INRIA-MAT 1983



CALL TSKWAIT (<task_control_array>)

The task_control_array must contain the same information
it had on return from the initial TSKSTART call.

' The execution of the program will be suspended until the
ramec task ccmpletes execution. ‘

EXAMPLE ¢ . ,
CALL TSKWATIT (I1TSK)

c). To determine whether a task exists the
grogrammer can use the function :

TSKTEST (<task_control_array>)

The task_ceocntrol_array must contain the same information
it had on return from the initial TSKSTART call.

This function will return a Llogical value,. so the
programmer must also include a LOGICAL type declaration for
it ir the projram, , ' , ‘

A logical  "TRUE™ dis returned if a task exists with an
identifier that matches the task identifier in the
task control_array. This result will be returned no matter
what state cf execution the task is in.

v A loaical "FALSE" is returned if the task was never
created or was created and has compnleted execution,

EXAMFLE
LOGICAL TSKTEST
IF (TSKTEST (ITSK)) GOTO 19

2) LOCK CONTROL

Five Library routines will be provided : a subroutine
to assign a unicue lock identifier 7 a subroutine to set a
lock 7 a sucroutine to clear a lock ; a function to determine

if a lock is' set 7 and a subroutine to release a lock
identifier.-

a) To cause 2 unigue lock identifier to be created
the projrammer needs the following statement :

CALL LOCKASGN (<integer-variable>)

CREM USER'S MANUAL 12 : INRTA-MAT 1983
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.LOCKASGN

-

- The mJlti—tasking support Llibrary -will create an unused
identifier that will be returned in the <integer-variable>.
and can be used by the oroaram as a - Lock. identifier to set,
cltear, or test a3 lock.: ' ' ‘

%% The Software manages the Llocks by "means of ~—a table‘of
Limitéd size, . The maximal  number of assigned locks is

"therefore a rarameter,

FXAAPLE | 3
CALL LOCKASGN (LCOCKLD)

b) To set a lock the programmer needs the follow{nq
statement : ' ‘

CALL LOCKON (<integer_variable>)

1

. .The integer_variable will be set with a unique value

~that - -indicates that the lock is in the locked stat. This
~variable 'must have been initiaL*zed' by a previous call to
LGCKASGN. ' : : - .

%% The integer_variable is positive when it is'init{afi;ed or .

- cleared, and is negative when it is set,’

The functicn of this routine is to set a lock and.return

-execution te -the catling orogram. If the lock has already

heen set{‘the calling program is suspended until the lock has
teen clearec Hy another task and can be set . by this one,

%% The waiting tasks are bartially~qrdered in a cueue in.
order to avoid any starvation problem, '
EXAMPLE &

CALL LOCKON (LOCKIM

¢) Tc clear a Llock the programmer needs the

following statement

CALL .LOCKOFF (<integer>)

The intéder_variable witll be set with a unique value
that indicates that the lock is in the unlocked stat, This
variable must have been initialized by a previous call to

’

INRTA-MAT 1983
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%% The integer_variable is positive when it is initialized or -
cleared, and is negative when it is set.

The functicn of this routine is to clear 3 Llock so that
other tasks may have access to it.

EXAMFLE
CALL LOCKOFF (LOCKID)

3) To determine .if a. lock has already been set the
progjrammer needs the following function

LOCKTEST (<irteger>)

The value in the intejer_variable 1is tested to determine
if it is in the Llocked state. If the variable is in the
unlocked state, it is <changed to the lLocked state, This
variable must have bheen initialized &ty a oprevious call to
LOCKASSN,

If the dirteqger_variable was originally in the locked
state, this function will return 3 logical "TRUE" value., If
not, it is claced in the locked state and a logical "FALSE"
value is returned,

Since the data type for this function does not match. the
normal  FORTRAN cefault, the programmer will need a LOGICAL
LOCKTEST type declaration in the program. )

CEXANMAPLE &
LOGTCAL LOCKTEST
[F (LOCKTEST (LCCKID)Y) GOTO 10

. e) Tc release 3 unique identifier that has been
created by a LOCKASGN call the programmer needs the following
statement : o :

CALL LOCKREL (<inrteger_variable>)

The value cf the inteaer_variable must be the same value
returned frcm the LOCKASGHN call.

The functicn of this routine 1is to detect errors that
ray arise when a3 task is waiting on a lock that will never
ajain be clearea, Any reference to this identifier while it

CREM USER®S NMANUAL 14 INRIA-MAT 1983
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remains unassigned is an error, although it may .agaln be used
after another call to LOCKASGN, - :

EXAMPLE ¢

CALL LOCKREL (LCCKID)

3) EVENT control

Six likbrary routines will bhe orovided tb manage EVENTS L

a subroutine to define an event ; a subroutine to wait for an

event to be pcsted J'a subroutine to post an event / a

‘subrcutine tc clear an event ; a function to determine if an

event has been posted ; and a subroutine to remove the
definition o6f an event. ‘ :

, a) To allocate a unique ‘identifier and cause an
event to -hecome Jefined, the orogrammer needs the following
statement ¢

CALL EVASGH (<integer-variable>)

.~ The multi-tasking supoort Llibrary "will create an unused
identifier that will . be returned 1in the <integer-variabtle>
and can be used by  the program as an event identifier to
grosts, clear, wait on, or test :an event,’

%% - The Software manages the events .by means of a table of
Limited size, The maximal.  number of <created -events is
therefore a carameter. : - : \

EXAMPLE = = o R
CALL EVASGN (IEV)

b) Tc wait for an'event to be posted by another

task. the prcgrammer needs the following statement :
CALL EVWAIT (<intege}-vari$b[e>)

The contents cf the <integer-variahble> must be the value
generated by the multi-tasking support library on a call to
EVASCH, S o » o ' , o
The function of "this routine is to 'suspend. execution of the
task until the named event has been posted. ‘ '
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Any number of tasks may wait for the same event to be posted.

EXAMPLE @ |
CALL EVWAIT (IEV)

c To post an event the programmer needs the
[ f

)
fol lcwina taterent
CALL EVPNST (<integer-variable>)

The contents of the <integer-variable> must be the value
generated by the multi-taskina support library on a call to
EVASGN. .

The function of this routine 1is to mark an. event as
costed and tc cause all tasks waiting on that event to resume
execution, ' :

It is allowed to post an event already posted.
EXAMPLE @
CALL EVPOST (IEWV)

: d4) To <clear an event the wuser needs the following
statement :

CALL EVCLEAR (<integer-variable>)

The contents of the <inteager-variable> must be the value
generated by the multi-tasking support library on a call to
EVAS G, o _

The function of this routine 1is to remove an event from
the rosted state,

1t is allowed tc clear an event not yet posted.

EXAMPLE

CALL EVCLEAR (IEV)

e) To determine whether an event has been posted
the crogramrer needs the following function :

EVTEST (<inteyer-variable>)

CREM USER'S MANUAL 15 ‘ ' INRIA-MAT 1983



The contents of the <integer-variable> must be the value

"~ cenerated by -the multi-tasking support library ~on a call to -

EVASGN,

Otherwise it 'is. an error. : :
This is a losical function and the programmer will also

o,
d

o

need a LOGICAL EVTEST type declaration for it in the program.

This function will return the wvalue "TRUE"™ if the event
Fas teen posted and the value "FALSE"™ if the event has never

‘"been posted c¢cr has been- cleared.

" EXAMPLE &

LOGICAL EVTEST
IF CEYTEST (IEV)) GOTO. 13

f) To release an event identifier that was defined

with an EVASGN call, the programmer needs the following,

statement

CALL EVREL (<integer-variable>)

The contents of the <integer-variable> must be the value

generated by -the multi-tasking support (ibrary on a call to-

EVASGN, 4 S
The function of this routine-is to return the identifier

‘to the ponol of undefined events for re~-allocation at -some.

future call <to EVASGN. Any reference to this identifier

"“while it remains unassigned is an error.

EXAMPLE :
CALL EVREL (IEV)

CREM USER'S MaNUAL - = - 17 . INRTA=HAT 1983
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SECTION ¢4

UTILIZATION OF CREM

1) FORTRAN coding

The user writes standard FORTRAN codes, with the fotlow-
ing restrictions :
- The main oprogram must be a  SUBROUTINE without
cararneter, In facts it is called by the Software.
- The tibrary routines used must be declared, since
they are PL/1 orocedures .
EXTERNAL TSKSTART (DESCRIPTORS)
EXTERNAL LDCK (DESCRIPTORS)
or %include cftmtl
The include file cftmtloincl.fortran (for CFT Mul ti
Tasking Library) contains all those external declarations.
. - In general, the main FORTRAN must contain suffi-
cient calls to TSKWAIT to quarantee that all slaves Processes
are free when the master Process stops execution.

2) Initialization

The segrent of communication SEGCCHM must be initialized
in a preparationr step. It is made by the procedure crem_init

Usage
crem_init <SEGNAME>
where SEGNANE is the name of SEGCOM,
The segment is created or updated in the working-directory.

REMARK : The secment is created if it does not exist.,

The orocedure crem_init initializes the structure SEGCOM
and cefines the parameters of the Software. Default parame-
ters are prcviced, which may be changed by the user, The
shared segments (containing arguments of TSKSTART) must be
cdec lared. The user gives their number and their pathnames.

CREM USER'S WMANUAL 1 INRIA-MAT 1983
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CEXAMFLES @

REMARK : A new initialization 1is not necessary, for reuse

after a normal end of the job. SEGCOM is then automatically

reinitialized. eut it must be done after job abort. (The
SEGCCY is not .deleted after job abort in order to allow the
user to dumr it and analyze at will). '

PARAVETER " DEFAULT VALUE COMMENT

‘n_Prccess 2 , , number of logged in Processes

n_Lock 10 maximum numoer of simultaneously
assigned locks
n_events 10 raximum number of simultaneously
’ assigned events’
n_arg 10 maximum‘length of argument Llist
. - in TSKSTART
n_p-ath ' : 0 ".’A" _ number of shared segments,

The use .of CCAM0N with $§ is standard :

CUSAGE : - : & - . .

cr NAWE'
sfc NAWME

'COMMCN/NAMES/;.-'T

'

'

© 3) {reation 2f the Process
The Processes are logged in by interactive .or absentee

A ~ Interactive commands each connected user owns
a Process. . Different interactive wuser's Processes can cooD-
erate, provided access control conditions' are satisfied. .

, " - Absentee commands -3 the Process is logged in the
absertee nueue C, so 35 to be connected with no delay. (ALl
carticipatinag Processes must be  lojged in to begin
execution). The command ear is used as usual,

i

ear // -a O = Ui 300 -nt *
ear test -ag 0 - Li 930 -tm 1:00

CRE™ USER'S MANUAL SR R INRIA-#AT 1983




0f course, one Process can bHe interactives, while others
are absentees.

4) Execution

The segment of communication must be initialized, and
accessible hy all participating Processes,
ALl Frocesses must have the same working_directory which must
contain the SEGCCH,

The execution starts with the procedure crem_process.
Two syntaxes enable the Software to distinguish the master
Process from the slaves,

- crem_process <SEANAME> <JMAINNAME>
- crem_process <SEGNAYME>

where SEGNAME is the nane of SEGCOM and MAINNAME 1is the
rame of the main FORTRAHN program,.

REMARKS

- The main FORTRAN must be in the
wor king _di '

ectory, -
Cne and only one Process has two arguments, An
error occurs if not.

{ = oo

EXAMFLES @

[}

rea_grncess SEGCOM
rem_process SEGLOM CGMAIN

[g]

(V)

) Search rutgs
Software and Documentation are in the directory:
>udidd>Menusin>Erhel>crem>v3
Synchronizajion titrary routines are in the directory:

>udi>Fenusin>Erhel>crem>v3
>udid>Fenusin>Erhel>crem>synch

They must therefore be in the user's search-list :
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asr >u”i>ﬂenus1n>Erhel>crem>v3'
asr >udj>ﬂenu51n>ErheL>crem>synch

The SEGCON and the MAIN FORTRAN 'must be in the home-

‘directory. Search rules for other FORTRAN subroutines are
stancard. ’

_ The segment crem.info can help ~the user on line, - It
must be ‘in the user's séarch-=list info : ' :

asc irfo >udd>¥enusin>FErhel>crem>v3

. USAGE .2 (standard)
‘heln crem

6) Exarple of wuse'’

KASTER.ABSIN - SLAVE.ABSIY

asr dSudd>Menusin>Erhet>crem>v3 asr >udd>Menus1n>Erhel>crem>v3

cwd ault . cwd mult

hmu . : S hmu )
crem_init SEGCOM . ‘crem -process seecom ’
NOH s : ' , 2

“ear slave -c 9 -nt o : . B
crem_process SEGCHM FTMAIN . o

COMMAND @ A : .
ear master -g L -nt -tm "01:00"

. Two Prccesses will be created like an interactive one at
time 1:00 a.rm, (in the limits. of Multics load control group

st this time!), The second Process is created by the first-
cne, after dinitialization of the segcom,"

7)Y 1/GC Library .
. 0 ‘Taﬁké,can open own files and shared fites, The
FORTRAN READ and WRITE instructions are the same. The
files differ by their attach description.

attach descripticn of a shared files
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io attach file{(N}) vfile_ path -append -share -blocked

wheres
¥ dis a switchname attached to the file and used in

FORTRAN prcgrams. path is the absolute or relative
cathname of the file. -

An output file must be modified after execution
by ecitor, sc as to get off altl control characters.

EXAMFLE OF USE:

ic attach fitel11l vfile_ synchro
'~ -append =-share -blocked 100

subroutine test

write (11,100)
100 format(" this is a shared file"™)
2) Synchronization library '

Scre use ful routines of synchronization
provided by the Software, Theyvy. are :

a2} FCRKJOIN

It realizes the FORK AND JOIN of any number
Processes.

USAGE :
% INCLUDE MLBX
CALL ML3XINIT
CALL FCRKJOIN
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“The sharec - sejment ~ mlbx . contains locks and . events
~identifiers, It must be . declared at the initialization step,
The "subrout ine MLIXINIT must be executed one time before any
call to  FORKJOIN, It assigns locks and evénts identifiers,
"It also reauires the number of tasks to be synchronized,.
(given by the user), g

EXAAPLE @ :

' ‘ DO 1 1 = 1,NITER
‘CALL PARSOLVE
CALL FORKJOIN

1 CONTINUE L

B) WAIT AND WAKEUP

. They realize 3 RENDEZ=-VYOUS between two tasks:

[ o
« WALT : |
. WAKEUP ! '
€ = e e aa - -
= ?==:::::::====:====:==>%3ACK
| |
' WAKEUP. '
----------------------- >
‘ [ ‘ FJALT
BACKKL Tzz=ssssIsssSsI=IsIIsscc

fWALT‘chcks the task until reception of the WAKEUP., A
AAKEUP cannct occur without 3 3ACK of the previous one,

USAGE : ‘ :
DINENSION MIRY(2,N)

CALL RVINIT (N,M3RY) .- : .
CALL #ALIT (ME) ' © CALL WAKEUP (OTHER)

13RV ccnrtains the events identifiers. They are assigned
by the routine rvinit, N is the .number~ of tasks, 2 in

general, ME is the number of the waiting taskswhile OTHER is

the rumber of the waked task. We must have: 1 <= ME,OTHER
<= N, ‘
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The user must take care of a proper correspondance
tetween a3 WAIT and a WAKEUP to avoid deadlocks,

EXAMPLE 3

TASK 1 TASK 2
DC 1T I = 1,10 . DO 1 I = 1,10
CALL WAIT Y(I) = Y(I) + 1
XCI) = X(IY+Y (D) CALL WAKEUP
1 CONTINUE .1 CONTINUE

c) PRODCONS

This is an exanmple of a system of producers/consumers,
"Buf fers ‘realize the interface between them,

USAGE B

PCSTART 1is the main progran

PRODCCNS is the task : CALL PRODCONS (INDEX)

The rgarameter INDEX Jistinghishes a producer from
a ccnsumer This bprogram may bhe adapted to the actual
needs of the user.

9) Detun
Scme errors are signaled by the Software.The

next versicr of CREM will contain some useful tools for
cdebuggina users' nrograms. ’
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“structure

SECTION S

NOTES OF IMPLEMENTATION

1) design rules

. /

The design of the Software was quided by several rules :.

. - to emulate ~.as closely as possible the CFT
rul ti-taskina facility

-~ to be easy to use S C

~ to forbid active wait loops. The waiting

’

"Processes are systematically blocked. .

= to avoii long critical sections. The locking

. mechanism is distributed among the variables of SEGCOM,

- to minimize calls, to system subroutines.

2) Structuress, variabltes and procedures

Two structures define the system in each Process.

Comments identify them by different symbols in the Software

codes : : _ ‘ o _ . g

A - SEGCCN, noted B in comments, is shared by all the

carticipating Processes. A protection mechanism guarantees
its coherence (bty-using the.builtin function STAC),

: - VMY_PRDCESS, noted & in comments, "is_an external

known locally in the Process. It is described in Annexe 1.
. The orocedures use also narameters, noted > in
commentss, 4nd tccal variables noted =-in comments, :

The pointers declared in the structure $SEGCOMS
have no other sense.than a comment, The real pointers are
declared . in the structure RMY-PROCESS? or are local
variablles. - - -
To soeed up “the access -to . the wvariables of

$SEGCOM%, . pecinters definad by integqer-offsets address the

begqinning of-each table in SEGCOM,

The Software  orovides the routines nf the library
for multi-tasking. They are written in PL/1 but. can be

'
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cal Led
schecule the Processes. They are 3
crem_1init crem_process crem_master

cren_slave crem_wait crem_abort
pointer_receive pointer_send.

’

Comments and explanations are included in the PL/1

codes.

) 26 INRIA-MAT 1983
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Organization ¢

mSmmm e me $E55SBE3TS
I CREM_INITl==-==c====->3% SEGCOM %
S T 3P TETDSEE
. : —————- >ICREM_MASTERI
SIETE5ES TS mmemmetemmeeem I eeestcsacae=-
$ SEGCOM $<==========>|(CREM_PROCESS | ~---1 .
34335555 T3 | mmmdmmememeee- - mmemteemeea-
P el >I CREM_SLAVE |

- - - - -

- e s - - -

k okkok ok ok ok kkok kK kode ok ok ok ok ok ok kk

N CREM_MASTER I =====m==>| FTHAINI===1===>IMULTITASK ING-LIBRARY |

- - - -

==> | C(REM_SLAVE | =========

- - - - — e - -
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- e - - - s -

: |
==z==== ! ***********y***£*}***g
>ITASK ==mmm f===>IMULTITASKING-LIBRARYI

=xz=== 1 Kkhkhkkkhkdhh kb kxkkhkkhkkk
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3) Arqument=-Llist of a task

on a new

Two syntaxes are allowed to start a task

Process 1’

TSKSTART (<task_id>, <subroutine_name>.,

<by_adress_argument_List>)
TSKSTART

<numter_of_by_value_arquments>,

‘ <subroutine_name>,

<by _value_arqument _List>,

<by_adress_argument_List>)

(<task_id>,

The routine‘cu_Sérg_List_otr gqgives the opointer of the

arqgurent _List of TSKSTART :

arg_list_ptr => ==----mmmmemme————Seoc-ooo-soo—a- R ittt
! nb_arqg /% number of arguments */ !
! arq_ptrs [/x pointers of arquments */ !
' arg_desc /* descriptors of arguments */ !

- o — - - = e e - — - e W = A R R e A - D Mm A e SR W R e e AN R W R W e e

: <subroutine_name> is identified by the entry descriptor.
TSKSTART constructs the valid argument_List of the allocated

Process. Pointers "are . local to Processes : See a).
Therefore the Software must translate the entry and the
arqumwents :

- <sybroutine_name> is converted in a pathname

a) Pointer and entry

CREM USER'S VMANUAL

See h) - values of 'by_value_arquments must be transmitted
instead of their adress See ¢). - adresses of
ty_acress_arquments must be converted : See d)

format

The oointer format is the following :
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Even word 1. 1 SEGNO | . o

PR e I R R I R X

R

0dd word 1| WORDNO | 1 BITND | i

- —— W W W, e TS G W n e W e

SEGNO is the segment number. WORDNO and BITNO
are. the offset cf the pointer in the segment,

The seqment number is assigned by the system to "the
Process and is local. The offset refers to the begin of the
segment and 'is of course the same in any Process.

b) Entry_translation

<subroutine_name> is an entry variable. But the entries
are made kncwn in each Process by different segment numbers.
Therefore they must be translated beéfore transm1ss1on to
another Process. This is. performed in two stages : ‘
- The sending Process (uwhich executes the TSKSTART
Crdcedure) translates the entry into a character string :
: ** codeptr gives ‘the pointer to: the:- segment
conta1n1nq the entry.
x hces_$fs_qget_ Dath name and qet entry_name give ‘the
pathname'of the entry.
- The receiving - Process (where the task s
altocated) translates the character string into ‘an entry
* cv_entry converts-the pathname.. '

c.)> 8y value arquments . o

The transm\tted arqument_Llist must contain the 'value of
by_value_arguments instead of their -adress, which may be

local to the Process (stacke...) : , o .
- The  sending Process. updates the pointer (in
arg_gtrs) by the value of the argument,: ‘ . v
" - The receiving Process puts this value in a local
.variable, the ‘acress of which becomes the valid pointer in

.arg_cﬁrs.

) d) ¥y address arguments : v

The by _airess_arguments must be stored in Multics seg-
mentss, which are made known to each Process through a seagment
number, The oq1nt9rs of the by adress arqunents in arg_ptrs

\
1
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contain those segment numbers (see a)). They must be
converted by TSKSTART in order to become available to the
receiving Process.

The table of shared segments, noted SHSEGTABLE, give the
corresnonding segment number for each Process. It is
accessed by all Processes.

index =>! gcathname ' segno in P1 ¢t ... ! segno in Pn !

- - — . —— - - e - W A e e M P m S EB G R NS NS e R WS W W WS Ws 4D wm e

Segno is first dinitiatized tol(-=1), When a pointer
refers to the shared segment of index say i, the Software
makes known seqno(i) for the corresponding Process. '

- sending pointers (procedure pointer_send)

The pointer 1s translated into a structure
(address_pointer), according to the opointer format a).,
containing MY_SEGNO,

Cnly M™MY_SEGND is converted, while other wvariables remain
unc hanged. g :

The sending Process searches the pathname of the segment
of number MY_SEGNO, Two cases can occur :

- if the segment was already referenced 1in the
Processs, the SHNMEG_TA3LE contains MY_SEGNO, and its index can
be easily retreived, ,

.= if rct, the routine hcs_%fs_3et_path_name is used
to find the index of the segment in SHSEGTA3LE. Segno is
undated prcecerly 1in the table . Finally, the segment is
pointed by an index ISES5 in  SHSEG_TABLE, which gives the
seqno  3ssianed into the receiving Process (say HIS_SEGNO).
Once more, twd cases can occur 3

- if the segment was made known in this Processy,
HIS_SEGNO is valid and SEGNO is uondated by HIS_SEGNO.
- if ncts SEGNO is uprdated by -ISEG.

-. Receivinj pointers (procedure pointer-receive)
The pointer is read by using the structure
address=nointer, containin:y SEGND,
' - if.SEGND > 0, then the pointer is valid.
- if SEGNO < ), then the Process must "translate
the pgointer, -SEGNO gives the pathname through $HSEGTABLE,
Then, the routine cv_ptr_converts the pathname into a valid
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-gointer, -The correspond1ng seqment numbqr’is copied in the

croper storage of SHSEGTABLE,

4) Inter-Process-Communication

Proces ses are synchronized with help of the Multics
facility Inter Process Communication IPC. 4

Each Process has its own channel where .it receives
messages. . The Process-id and the channel-info are stored in
SEGCCM to be shared by all Processes, They are assigned
tefore starting execupion-of FORTRAN code (see crem_prdc9531

“Section 4.4),

The IPC routines used are ':
.= dipc_%read_ev_channel
- ioc_%bhlock
. - hcs_%wakeup. . - o
They perform ~ exchanges of ‘messages . between the

Processes, ‘They help to realize conditional waits and to

wakeup other Processes.

a) Conditional waits .

The routine - crem_process and crem_slave must perform
unconditionnals waits, Theé following routines 1induce a

‘conditional wait which depends an _the'value~of‘an‘ﬁdentifier
ID ¢+ TSKWALT, LOCK, EVWAIT, The test is always perfcrmed:

with the indivisible builtin function STAC, so ‘as to guaran-
tee its coherence. When the test. succeeds, the Process can
Go on. Otherwise it has to wait. - ' ’ '

The waitina mechanism marks the Process "waiting”, in

order to receive 4 wake message. But while this operation is
perfermed, the waking Process may modify the. identifier 1D,
withcut ‘therefore sending 2 message to the not .yet marked
Process. . o : - o

To remedy this case., the mark d Process Derforns another
test on the identifier ID (always by using the PL1 builtin
function stac). But . a saking message may happen to he sent
in the interval, and is by the fact obsolete, S

Hence it is necessary to quarantee each message to be
unigques so as to identify it without ambiguity.,

n) Structure of 3 mes ge
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A message is a two-words variable in the Multics System
(see the structure event_wait_info).
In the Software, they are structured in two types ¢
1- mess_task
tyce of the message "A3ORT"
' "STOP"
“TSKSTART"
"TSKEND"
identifier of the task (unique by definition)

2- mess_Llock_event
tyce of the messaye "UNLNCK"
: "EVPOST"
identifier of the lock/event (not unique)
counter of waits (unique),

¢) Receiving messaqyes

The routines which induce waits update the variable
WAITED (in SEGCOM) of the Process.

It is assigned to the corresponding waited message (that
will be sent by the waking Process)., Then the effective wait
mechanism is performe:d by the procedure crem_wait, by using
Inter Process Communication :

- ioc¢c_%read_ev_chn
- inc_%tblock

First of at L, the procedure reads atl the received
mes sages then it remains blocked until reception of a new
mes S age . Three types of messaie cause the Process to cease
wat ting

- a message of type ABORT” : - ‘the procedure
crem_abort 1is called, so as to stop the Process.

- 3 message of type "STOP" & it is sent by the
master Process. The slave Process is free and waits for
allocation of a task. This message means the normal end of
the jobs, and the procedure returns, o

- a message equal to WAITED : the procedure can
return, because the received message means the end of the
walt, )

Before returnings, the wvariable WAITED is updated to
zern.,

d) Sending messajes
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The following routines may send messageS, by using
hts _twakeup . '

oo . crem_process, ' crem_master, - crem_slave,
crem_abort., : : . ' ‘
‘ - tskstarty, unlock ,evpost, - .

First of all, they assign the correct value to the sent

ressaje SENT", Then they send it: .either to all the-
Prgcesses'markéd' with the variable WAITED gcual toc SENT, or
cnly to the. first Process of the queue in. case of

UN&OCKrooeration.

5) Starvation problem

The LOCK Llibrary may.introduce starvation if no priority

"is given to the waiting Processes.’

1

ASK1 " _ TASK?2

SET LOCK I ' O TEST LOCK 1
NLOCK T

T

EXAUPLE QF STARVATION

"~ To prevent .this problem, the Software provides a queue
rec hanism, The waiting Processes (on some lock identifier
ID), are rpartially ordered in a queue. . Only the first
Process ‘is wiked up when the lock ID is cleared by UNLOCK.
The cartial . order is sufficient to quarantee the absence of
starvation in the lock  mechanism, The queue itself is
accessed without starvation : the problem is really solved
and not simply moved ' : S

The queue 'is implemented with two-variables and one

crocedure . . . S

’ - = aglohal clock shared by all Processes : CLOCK
a local clock owned by each Process : MY-CLOCK
- a procedure yget-clock
A Process which has failed in testing a lock gets

intO‘the queue by performing7the procedure get-clock :
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. PROCEDURE GET_CLOCK

. PRESENT_CLOCK = CLOCK

o MY_CLOCK = PRESENT_CLOCK + 1

. CK = STACQR(CLOCK, MY_CLOCK, PRESENT_CLOCK)
. END GET_CLOCK

The procedure's effect is to increment the global clock
if tnis is not already made meanwhile., The CLOCK 1is updated.
only by means o¢f the function STACQ so as to stay coherent.
The waiting Processes are then partially ordered by their
local clocks (FY_CLOCK). No lodp occurs to increment the
qlobal clocks therefore no starvation is incurred.

6) Deadlock problem

The wuse of LOCKS and/or EVENTS may induce deadlocks
where 3ll tasks are waiting.

TASK 1 ‘ TASK 2

LCCK 1D LNOCK ID2

T Tlock 102 “Lock 101
CNLOCK 102 UNLOCK 1D

ORLOCK 1D2 UNLOCK 1D 2

EXAMPLE OF DEADLOCK

In this example, bhoth tasks are blocked if task 1 sets
the tock IDT1 and task 2 sets the lock ID2.

It 1s the responsability of the nrograamer to avoid
aeadlocks. 1o dJetection is made by the Software., The
#ul tics system grovides a safety mechanisn : Processes which
remain inactive for ton long a time are automatically logged
out . Hencesr a jeadlock problem does not consume CPU time
(there is no active wait Loop) and is "solved"” bHy Multics.
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STRU&TURE OF COYMUNICATION. SEGMENT

AMMEXE 1

tbh_process
th_Llock

1
'
i
1
parameters !
)
'
tb_event !

]

> - = om - = = . R Gm Wt tm W R M A mP AR W He e A m en e A R P TR . e R R e e G N e T W A -

' n_grocess
' n_lock

P n_event

' n_gath

' h'_al"q

]

number of process
number of locks

number of events »
number of shared segments

3e ss e ss ss

number of arquments in tsk

G A Y e WD W e Y R W S L W WS ER TR W b N G e S A P R R R MR R R e G N R G e e e ME G Cm P e v o W W

? ' nr_inec
' pr_status
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A oth_lock (i

Lock_value

¥
! tock_assgin
t
t

- - —— e W - . ah v - W " A M W R Y e WP A TS S NE e WD WD R Wh R R VD W WP W WS W W S W

event _val ue

]
! event_ass ign
]
]

CREM
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refer(n_Llock))

identifier of the lock
status of the tock

identifier of the event
status of the event
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nproc

ANNEXE 2
EXAMPLES OF MULTITASKING PROGRAMS

TESTS OF SYNCHRONIZATION

1Y fork and join‘rpufjne

subroutine chef

TEST. FCR FORK-AND-JOIN

FORK -  FORK
) T R S | S > . . .
TSKSTART | tdornt - ! T JOI!
-------- >'.--_----‘->|==== ---—--.—>' .-...-..‘- c====l
{ ! ! ! | !
' [P > fmmmcm—— >1 '
!

MAIL;EOX’FQQ SYNCHQONIZATION 3ETWEEN TASKS

e et e - - —— = = w— = - —— - — - e = -

idlock lock=-1dentifier on the critical section:

idevent = event-identifiers on the -critical section
fliop = flip/flop on the event to be posted
nwait =- number of tasks w3aiting
‘ "(they have already executed‘
‘the critical section) _
= numhor of tasks .to be synchronxzed'

c0mmon/mtbx5/idtock)idevent(2)'flioppnwaif:nproo
integqer fliop :

external esclave :

external tskstart(descrintors)

external ‘tskwait (descriotors)

3

dimensian itask(3,10)
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‘do 4 i=1,10
itask(1,3) =
itask(2,1) =

qontinue

2
9

call mlobxinit
print 190
if (nproc.te. 1) goto 19

orint 330

format(" nsynch=? - ntask=? - format i3")
read 11),nsynchs,ntask

format(i3,i3)

TSKSTART @
J=NUMBER OF TSKSTART - I=IDENTIFIER OF TASK

do 3 j = l,ntask
write (11,4C0) j
do 1 i=1,(nproc-1)
call tskstart(itask(1,1),2,esclavesrirnsynch)
continue

call escLave(nproc,nsynch)

TSKWAIT

do 2 1 = 1,(noroc=-1)
call tskwait(itask(1,i))
continue

continue

print 230

format (" SEGINNING OF MULTITASKING™)
format ("END OF MULTITASKING'")
format (" TSKSTARTS:",i13)

return

call esclave(nprocsnsynch)

1683
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return
en:d
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TASK ¢ JOIN->FORK=RANDOM_TIME->JOIN->,,,.
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subroutine esclave(itsksnsynch)

MAIL-B80X FOR SYNCHRONIZATION BETWEEN TASKS

idlock = lock-identifier on the critical section
idevent = event-identifiers on the critical section
flioo = flio/flop on the event to be posted
nwait = number of tasks waiting
‘(they have already executed
_ the critical section)
nproc = number of tasks to be synchronized

common/nlbxi/idlock:idevent(2),fLiooonwait,nproc
integer fliop ' '

MULTICS

external random_sleep (descriptors).

iseed = 31xitsk
40 1 i1i=1lsnsynch
-- fork = random_time
call random_sleep(iseed)

_ -- join = write in shared file
write (11,100) itsk,i
call fcrkjein
continue
return .
format (" TASK:",i3," SYYCHRD:",»13)

end

>



subroutine forkjoin

c .

c FORK AN) JOIN OF NPROC TACHES

c ~mm e e e m e mm e e e ———————— -

c _ .

¢ ALL TASKS MUST EXECUTE THISVCRITICAL~SECTION

C THEY. ARE WAITING UNTIL. THE LAST ONE POST AN EVENT

C . ~
“incluce mlbx .

c . :

c MAIL-BCX FOR SYNCHRONIZATION BETWEEN TASKS

C R R it Rl e e e

¢ ‘ .

C idlock = lock-identifier .on the critical section

c jdevent = event-identifiers on the critical section

¢ flion = flip/flop on the event to be posted

c . nwait = number of tasks waiting

o : (they have already executed

c the critical section)

¢ nproc = number of tasks to be synchronized

c

common/mibxb/idlocksidevent(2),fliops,nwaitenproc
integer fliop

c MULTICS
external lockon (descriptors)
externral lcckoff (descriptors)
‘exterral evpost (descriptors)
external evwait (descriptors).
external evclear (descriptors)
external evtest (descriotors)

c FIN MULTICS .

: Llodical evtest

call leckon Gidlock)

¢ -~ enter .into the Critical S2ction
nNwait = nwait + 1 ’
C ’ - . .
if (nigait .ge. noroc) goto 19
c _ ‘ -- nwait < noproc => wait for the others
tocflp = fliop ' T
call lockaff (idlock)
c , -~ exit from the Critical Section
' call svwait(idevent(locflp))
return ' :
-- nwait = nproc => wakeup the others

I
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19 nwait = 1)
call evrost(1devent(fl7oo)) _ )

c ‘ -- ¢hange the flipflop. .
flicg = fliop + 1 :
if (fliop.eg.3)" fliop = 1
if (evtest (idevent (fl1oo)))

S call evclear(idevent(flion))
call tlockoff(idlock) ' t
c -- exit from the Critical Section
return ’
c
en.
c
c '
subroutine mlbxinit
c
c INITIALIZATION OF AL3X '
€ emmemmmemmeeememeee—m————
c
C .
c HAIL-ROX FOR SYNCHROMIZATION RETWEEN TASKS
€  ~memmmmemmmmmem e mmmmmmm—mmm—m————————————
c . .
c idlock = lock~identifier an the criticdil .section
¢ idevent = event-identifiers on the critical section
c flion = flin/flon on the event to be posted
c nwait = number of tasks waiting
c {(they have already executed )
c ) the critical section)
c nproc = numher of tasks to be synchronized
C . f
common/nlbx£/1jlock;1devenr(?)'fl1oo,nwa1t,noroc
integer flioo
external lockasawn(descriptors)
~external =2vasgn (descriptors) ~
c ,
call lockasgnCidlock)
call evasgn(idevent (1))
call evasgn(idevent(2)) i
. . .
nuwailt = 9
fliop. = 1
print 300
read 32170 ,nproc
200 format ("nproc = ? - format i3")

319 format (33),
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return
en:i ‘
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raster.absin

cwd crem>synch

el //*.absout ~-tf
¢l synchro =tf
atsh 11 synchro
Rat tach

crem_init s eg

©

Tlbx .

ear // -1 3

ear /1 -q C

ear [/2 -q C |
crem_process seqg chef

4
2 5
det 11

//.aktsin

hau

cwd crem>synch
atsh 11 synchro
cat

crem_process seq

8
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raster,absouyt

Absertee user Erhel Menusin Logged in: 03/31/83 1308,5 hfe Thu
r 13:03 2,056 3¢ ’ '

cwd crem>synch
r 13:08 N.074 )

cl //«x,absout ~tf
r 13:08 0,138 1

dl synchro -=-bf
r 13:08 2.097 0

atsh 11 synchro
io_call: No I/0 switch, filell
r 13:08 2.517 1¢ B

crem_init seg

PARN"IETRE(S FPAR DEFAUT .
n_process=p=2 n_lock=l=30 n_eventzez30 n_arg=a=30
n_shseg=zs=5C

underflow=u=0  dumo=d=) ot

CHANGER LES PARAMETRES ?

repcndre par ouisnons, ou :<pathname>

C

c=* {=*x e=z=%x g=x g=z=+* y=0/1 d=0/1 °
£=47 ' : .
£=b;

PATHNAMES - DES SEGWMENTS PARTAGES 7
terminer La Liste par un blanc suivi d'un point
ribx . ' :

r13:08 0.353 1

N

ear // =-q 0 :
ID: 110843.2: 1 already reqguested,
r 13:08 D.8%¢ 15 '

ear //1 ~-a C

ID: 110345,.27 2 already requested;
r 13:08 0,152 1
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ear //2 -a C
ID: 110845,6, 3
r 13:08 2,152 2

already requested,

crem_process seg.chef

4

PROCESS MASTER NUMERO
noroc = ? - format 13
4

RE GINNING
nsynch=?
S 2

END CF MULTIT

CF MULTITASKING
ntask=z? format

i3

ASKING

INTER_PROICESS_CCY¥MUNICATION
nombre de messages recus
nombre d2 messages envoyes
r 13:09 1.599 490

cdet 11

r 13:09 J.754 3

Absentee user Erhel Menusin-logged out 03/31/83%
CPU usafge 6 sec, memory usige 2.0 units
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//.atsout

P

Frhel Manusin loyged in: 03/31/83 1308%.7 hfe Thu

Absertee use
.11 ?

.
r13:08 2,118

hmu

tyul tics MR9.1.12, load 464.0/110.0; 44 users, 36 interactive, 4 daemons,
Absenrtee users 4/9 ’ . :
r13:08 9.936 1

cwd crem>synch
r 13:0% 2,060 0

atsh 11 synchro _
jo_calls: No I/0 switch. filell
r 13:08 1.528 3 :

rat
error_outout . syn_ user_i/o
-inh close get_Lline get_chars
user _input : syn_ user_i/0
-inh close cut_chars
user_i/o abs_i0_
">user _dir_dir>Menusin>Erhel>crem>synch>//,absin”
stream_1inout_outout _
user _outout . syn_ user_i/o
-inh close get_Lline get_chars
file1?

vfitle_ >uddd>Menusin>Erhel>crem>synch>synchro
-apvend -ne_and -blocked 130 -share 100
(not open) ’ :
r 13:08 0,147 0

crem_process segqg

PROCESS SLAVE NUNMERQ 1
INTER_PROCESS_COMIUNICATION
nombre de messanes recus

nombre de messanes =nvoves
r 15:00 1.463 14

ve e
—_
—
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_Absentee user Erhel Menusin logged out 03/31/83 1309.1 hfe Thu
-CPU usage2 4. secs memory usage 0.0 units
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shared file synchro

——— e . —— - - - - - - -

TSKSTARTS: 1

TASK: 1 SYNCHRO: 1
TASK: 2 SYWCHRO: 1
TASK 4 SYNCHYRC: 1
TASK: 3 SYNCHRC: 1
TASK: 1 SYNCHRGs: 2
TASK: 2 SYNCHRO: 2
TASK: 4 SYNCHRO: 2
TASK: 3 SYNCHROC: 2
TASK ¢ 1 SYNCHRO: 3
. TASK: 2 SYNCHROC: 3
TASK: 3 SYNCHRC: 3
TASK: &4 SYNCHRC: 3 /
TASK: 1 SYNCHRO: 4
TASK 2 SYNCHROQC: 4
TASK @ 3 SYNCHRO: 4
TASK: &4 SYNCHROC: &
TASK : 4 SYNCHRO: 5
TASK: 3 SYNCHRC: S
"TASK: 2 SYNCHRQ: S
TASK: 1 SYNCHRGC: 5
TSKSTART 5 2
TASK: 1 SYNCHROC: 1
TASK ¢ 2 SYNCHRQ: 1
TASK: 3 SYNCHRO: 1
TASK: & SYNCHRO: 1 ,
TASK: 4 SYNCHRO: 2
TASK: 2 SYNCHRGC: .2
TASK @ 3 SYNCHRCQC: 2
TASK: 1 SYNCHRO: 2
TASK: 1 SYNCHRO: 3 !
TASK : 2 SYNCHRO: 3
TASK ¢ 3 SYNCHRO: 3
TASK: 4 SYNCHRO: 3
TASK: 1 SYNCHROC: &
TASK: 2 SYNCHRC: 4
TASK: 3 SYNCHRGC: 4
TASK: &4 SYRNCHRC: &
TASK: &4 SYNCHRO: 5
TASK: 35 SYNCHRO: 5
TASK: 2 SYNCHRG: S
TASK : 1 SYNCHRO: 5
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dez_vous routines

FOR THE RENDEZ-VOUS SUBROUTINES WAKEUP AND WAIT

- = s i o - - P MR M - e W e Y R W e W W W =

subroutine rvme
ccmmon/mbrv$/nrv,nwake:nwa1tpmbox(Z:Z)
nrv = total number of rendez-vous

. rwake = number of wakeuo

nwait =-number of wait

Tho x mail-box for the rendez-vous
mbox(1,3i) = waited by receiver i
rbox(2,i) = posted back by receiver i

external tskstart (descriptors)

external tskwait (descriptors).
external random_sleep (descriptors)
external rvother (descriptors)
inteqger other

dimension itsk(2)

me = 1
other .= 2
. iseed = 13

100

-

USER'S

‘call rvinit (2,mbox)

crint 100

format(" nrv - nwake - nwait ?? format 3*id")
read 110s,nrvsnuaker,nwait

fcrmat(3 (i4) )

itsk (1)=2

call tskstart ( itsk;Z'ryother’o;her;me)

do 1 i=l,nrv
do 2 j=1s,nuwake
.call random_sleep(iseed)
call wakeup (othersmbox)
S write(11,200) mesisj
continue-
gn 3 j=lr,nuwait
call random sleep(1seed)
_write(11,300) mesisj
call wait(me,mbox)
continue
continue
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call tskwait(itsk) _
200 format ("TASK"™,i2," RENDEZ-VOUS",i3," WAKEUP",i3)
300 format("TASK",12," RENDEZ-VOUS":i3'“ WAIT “,4i3)

return
end
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subroutine rvother (mes,other)
commcn/mbrv$/nrv,nwake'nwait;mbOx(Z,Z)

iseecd = 7
do 1 i=ls,nrv
do 2 j=1s,nwake
call random_sleep(iseed)
write(11,200) mes,i,j
call wait (me,mbox)
2 continue
do 3 j=1l,nwait :
call random_sleep(iseed)
call wakeup(other,mbox)
write(11,300) mesrisj

3 continue ‘
1 continue '
C
200 format("TASK",i2," RENDEZ-VOUS",i3," WAIT ",i3)
00 format("TASK",i2," RENDEZ-VOUS".,i3," WAKEUP",i3)
return '
end
1
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RENDEZ-VOUS BETWEEN TWO TASKS

- — - - D W e W e

one task is sender and the cher is receiver
toth emission and reception are bloguant :

~the sender must.wait for the previous rebeption
the receiver must wait for the actuaL . emission
SUSBRCUTINE WAKEUP . : ‘B SUBROUTINE WAIT
’ PARAMETERS (IN): PARAMETERS (IN):
- other = number of the receiver - me = my number
= mbrv = mail-box for the rendezvs - mbrv = mail-box
- mbrv(1,1) = event posted by sender
‘ ~and waited by receiver 13
- mbrv(2,1) = back event posted by receiver i

and waited by sender

OO0 0000000 000000000000 000O00oO0

ALGORITHIA: ) : ALGORITHM :
- wait for back mhrv(2,0ther) - wait for in
o mbrv(i,me)
- nost the in mbrv(l,other) - ‘- post the back
' ' mbrv(2,me)
C ———————————————————————————————————————————————————————————
c
subroutine wakeup (other,mhryv)
dimension mbrv(2,1)
integer other -
external. evnost (descriptors)
external avclear (dJescriptors) C "
external  evwait (descriptnrs)
c -- wait for the previous bkack

call evwait (mbrv(2,0ther))
. call evclear(mbrv(2,0ther))

c . -- post the sent
call evpost (mbrv(l,other))

C
return
end
C
subroutine wait{me,mbrv)
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cimension mbrv(2,1) .

integer me )

external evpost (descriptors)
external evclear (descriptors)
external evwait (descriptors)

: -- wait for the emission
call evwait (mbrv(1,me))
" call evclear(mbrv(l,me))
' -- post the back
call ‘evpost (mbrv(2,me))

return
end

stLbroutine rvinit(ntasksmbrv)

rarameter ntask = number of tasks
cimension: mbrv{(2,ntask)

external evpost (descriptors)
external evasgn . (descriptors)

-- assign the events
-- 3and post the backs
10 1 i=1,ntask
call evasgn(mbrv(1,1))
call evasan(mbrv(2,3))
call evpost(mbrv(2,1))
continue ‘

return
end
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shared

- TASK
TASK
TASK
TASK
TASK
TASK
TASK
TASK
- TASK
TASK
TASEK
TASK
TASK
TASK
TASK
TASK
TASK
TASK
TASK
TASK
TASK
TASK
TASK
TASK
TASK
TASK
TASYK
TASK
TASK
TASY
TASK
TASK

N - —

el AY I A REAY IR e I A

NS = DU =AY 2N -y

v — =i =N -

CREA USER'S

N

file RENDEZ_VOUS

- - o v e - e e e

RENGEZ-VOUS
RENDEZ-VOUS
RENDEZ-VOUS
RENDEZ-VOUS
RENDEZ-VOUS
RENDEZ~-VOUS
RENDEZ-VOUS
RENDEZ=-VOUS
RENDEZ=-VOUS
RENDEZ=-VOUS
RENDEZ=~VOUS
RENDEZ=-VOUS

RENDEZ-VOUS -

RENDEZ-VOUS
RENDEZ=VOUS
RENDEZ-VOUS
RENDEZ=VOUS
RENDEZ=VOUS
RENDEZ-VOUS
RENDEZ-VOUS
RENDEZ=-VOUS
RENDEZ=-VOUS
RENDEZ-VOUS
RENDEZ-VOUS
RENDEZ=-VOUS
RENDEZ-VOUS
RENDEZ=VOUS
RENDEZ=-VOUS
RENDEZ=-VOUS
RENDEZ=-VOUS
RENDEZ=-VO0US
RENDEZ=VOUS

NNV NN NN NN NN N VN N Y = = ad e S

WAK EUP
WATT
WAIT
WAKEUP
WAKEYP
WATT
WAK EUP
WALT .
WAKEUP
WALT
WALT
WAKEUP
WATT
WAKENP
WALT
WAKEYP
WAKEUP
WAILT
WAKEUP
WAIT
WAKEUP
WAIT
WAKEUP
JATT
WAK EIJP
WALT
WALT
WAKEUP
WAKEYP
WATT
WALT
WAKEUP

WA N = =3 1 VT 8 BN WW NN = 3 (WY = N = BB W W N DY S

- i s m ar v i v v am e em em wm
P =g ==
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