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Abstract: Scicos (Scilab Connected Object Simulator) isa Scilab package for modeling and simulation of hybrid dynam-
ical systems. More specifically, Scicosis intended to be a simulation environment in which both continuous systems and
discrete systems co-exist. Unlike many other existing hybrid system simul ation softwares, Scicos has not been constructed
by extension of a continuous simulator or of a discrete ssimulator; Scicos has been developed based on a formalism that
considers both aspects from the beginning. Scicos includes a graphical editor which can be used to build complex models
by interconnecting blocks which represent either predefined basic functions defined in Scicos libraries (pal ettes), or user
defined functions. A large class of hybrid systems can be modeled and simulated thisway.

Key-words: Nonlinear ssmulation, hybrid systems, block-diagram modeling, dynamic systems.

(Résumé : tsvp)

The development of Scicosis part of the ongoing project “ Scilab” at INRIA. All the programs developed in this project are distributed free, with all
the sources, through Internet and other media.

The objective of the development of Scicosis along the lines of that of Scilab, that isto provide the scientific community with a a completely open
and free environment for scientific computing. Just like Scilab, Scicosis morethan just aresearchtool, it hasalready been used in anumber of industrial
projects. Even thoughits applications so far havebeen mostly limited to the areas of control and signal processing, Scicos, and specially this new version
of it, should find other applicationsin other areas.

This version of Scicos is a built-in library (toolbox) of Scilab 2.3.  For information on Scicos and Scilab in general, consult
http://ww+rocqg.inria.fr/scilab and newsgroup conp. soft-sys. nat h. scil ab. The latest version of Scilab can be obtained
by anonymousftp fromft p. i nri a. f r . The source codeand binary versionsfor various platforms can be foundin the directory / | NRI A/ Sci | ab.
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SCICOS
Un éditeur bloc-diagramme et un ssimulateur de systemes dynamiques

Résumeé: Scicos (Scilab connected object simulator) est une boitea outils Scilab dédiée aladescription et alasimulation
des systemes dynamiques hybrides. Plus préci sement, Scicos et un environnement de simul ation de systemes, incluant des
parties “continues’ et “événementielles’. Contraitrement a d’ autres simulateurs de systémes hybrides, Scicos n’a pas éé
construit par extension d’ un simulateur de systemes continus ou de systémes discrets. Scicos est basé sur un formalisme
qui prend en compte les deux aspects. Scicos comprend un éditeur graphique de schéma-blocs qui peut étre utilisé pour
décrire des modé es compl exes en connectant des blocs qui représentent des foncti onsde base prédéfinies, disponiblesdans
des“palettes’, ou desfonctions utilisateur. Une large classe de systemes hybrides peuvent &re modélisés.

Mots-cle: Simulation non lin&aire, systemes hybrides, description bloc-diagramme, systémes dynamiques.
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1 Introduction

Even though it is possible to simulate mixed discrete and continuous (hybrid) dynamics systems in Scilab using Scilab’s
ordinary differential equation solver (the ode function), implementing the discrete recursions and thelogic for interfacing
the discrete and the continuous parts usually requires a great deal of programming. These programs are often complex,
difficult to debug and dlow.
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There have been anumber of models proposed in the literaturefor hybrid dynamical systems (seefor example[3, 4]).
A simple, yet powerful mode isthefollowing:

& = f(z) D
if hi(x) =0, then z :=g(i,2), 1 =1,2,...,m, )

wherez € R™isthestateof thesystem, f isavector fieldonR™, g isamapping fromN xR™ — R™ and h;’sare continuous
functions. (2) should beinterpreted as. when h; () crosses zero, the statejumpsfrom z to g(:, z); and of course, between
two state jumps, (1) describes the evolution of the system. Thezero crossing of h; () isreferred to asan event i. An event
then causes ajump in the state of the system.

Thismodel may seem very simple, yet it can model many interesting phenomena. Consider for exampl e the dependence
ontime. It may seem that (1)-(2) cannot model time-dependent systems. This, however, can be doneby state augmentation.
For that it sufficesto add ¢ = 1 to system equations and augment the state by adding ¢ to it.

To model discrete-time systems, i.e., systems that evolve according to

§(k+1) = f(k,&(k)), ©)

first, an event generator isneeded. A simple event generator would be
e = -1 4
if e=0, then e := 1. 5)

So e startsoff as 1 and with constant slope of —1, it reaches zero one unit of time later. At thispoint, an event isgenerated
and e goes back to 1 and the process starts over. These events can then be used to update £. The compl ete system would
then be:

=0 (6)

£ =0 ()

e = —1 (8)
ife=0, then e:=1,6 := f(k, &),k =k + 1. 9

State augmentation isanice way of modeling hybrid systemsin theform (1)-(2), however, itisin most cases not useful
for the purpose of simulation. Itisclearly too costly tointegrate (5) for realizing an event generator, or integrate 1 to obtain

RT n°® 0207
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t. Evenfor mode construction, (1)-(2) doesnot provideavery useful formalism. To describehybrid modelsinareasonably
simpleway, aricher set of operatorsneed to be used (even if they can dl, at least in theory, berealized by state augmentation
as (1)-(2)). Scicos proposes afairly rich set of operators for modeling hybrid systems from a modular description. The
modul ar aspect (possibility of constructingamodel by interconnection of other model s) introduces additiona complexity
concerning, mainly, event scheduling and causality.

Scicos basic operators suffice to model many interesting problemsin systems, control and signal processing applica-
tions. Scicos editor provides an easy to use graphical editor for building complex models of hybrid systemsin a modular
way, a compiler which converts the graphical description into Scicos executable code, and a simulator. The simple ses-
sion presented in Chapter 2, the examples of Chapter 6 and specidly the demos provided with the package, should allow
new users to start building and simulating simple models very quickly. It is however recommended that users familiarize
themselves with basic concepts and elementary building blocks of Scicos by reading Chapters 3, 4 and, at least the first
section of Chapter 5.

Scicos Version 1.0isstill abetatest version; it has not been fully tested. Questions, discussions and suggestionsshould
be posted to newsgroup

conp. soft-sys. mat h. sci |l ab

and bug reportsshould be senttosci | ab@nri a. fr.

INRIA
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2 Getting started

Thissection presentsthe stepsrequired for modeling and simulating asimpledynamic systemin Scicos. In Scicos, systems
are modeled in amodular way by interconnecting subsystemsreferred to asblocks. The model we construct here uses only
existing blocks (available in various pal ettes); the procedure for creating new blocks will be discussed | ater.

2.1 Constructingasimple model

In Scilab main window, typesci cos() ; . Thisopens up an empty Scilab graphic window with a menu bar on the side
(Figure 1). By default, thiswindow isnamed Unt i t | ed.

[+ |ScilabGraphicO [l Sl
| |

|2D Zoom||UnZoom|§E§E} o,

Undtled
Mew
Purge
Save
FSave
Load

Back

Figure 1: Scicos main window

ClickontheEdi t . . buttonto obtainthe Edi t menu bar. To open up apaette, click onthePal et t es button. You
are then presented with a choice of palettes (Figure 2). Click on | nput s/ Qut put s; thisopens up a paettewhich isa
new Scilab graphic window containing a number of blocks (Figure 3). To copy a block, click first on the copy button
in Scicos main window, then on the block to be copied in the palette, and finally somewhere in the Scicos main window,
where the block isto be placed.

1K Scilab Choose[™

Choosze a Palette

InputsAutputs
Lirnear

Hom linear
Event=
Treshold
Others
Branching

|

Figure 2: Choice of paettes
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Inputs_Outputs

1
A 4 A 4 A 4
" § random /\ o
>N -
" 1 Trash generator >
1
h 4 A 4 h 4 A 4
- MScopd square wave,. _readfr_om - @
generator input file

v v v A 4 v

N L )
N “ 3 sinusoid . M writeto sawtooth §,. N
" generator output file generator > +00000.00
1

Figure 3: Inputs/Outputs Pal ette

Using this procedure, copy the MScope block, thesi nusoi d gener at or block and the O ock block (the clock
with an output port on the bottom) into Scicos main window. The result should look like in Figure 4.

ac
[N

165 HE
2 %gv

Untitled

Move

py)
3
&
@

Align
Link
Delete

sinusoid .
generator M Scopg

wlo|<|F|cS -n
=< < o
EHE%HEIIII

Figure 4: These blocks have been copied from the Inputs/Outputs Pal ette

OpenthelLi near paletteand copy theblock 1/ s (integrator) into Scicos main window. Connect theinput and output
portsof theblocksby clickingfirstonthel i nk button, then ontheoutput port and then on theinput port (or onintermediary
pointsif you don’t just want a straight line connection), for each new link. Connect the blocks as illustrated in Figure 5.
To make a path originate from another path, i.e., be split, click on the Li nk button and then on an existing path, where
splitisto be placed, and finally on an input port (or intermediary points before that).

The d ock generates atrain of impulses which tellsthe MScope block at what times the value of itsinputs must be
displayed. Toinspect (and if needed change) the Cl ock parameters, click onthe Tl ock block. Thisopens up adia ogue
panel asillustratedin Figure6. Atthispointtheperiod,i.e. thetimeperiod between eventsand thetime of thefirst event can
bechanged. Let’sleavethemunchanged; click on Cancel or OK. Similarly you can inspect the parameters of other blocks.
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Figure 5: Complete model

You can now save your diagram by clicking onthe Save button. Thissavesyour disgraminafilecalledUnti t | ed. cos
in the directory where Scilab was launched.

|| - |Scilab Mdialog Panel|I™

Set. Clock block parameters

Period 2.1

Init time 0.1

=

Figure 6: Cl ock’sdiaogue panel

2.2 Modd simulation

It is now time to do a simulation. For that you need to leave the Edi t . . menu; click on back. You are now back to
themain menu. Click on Si mul at e. . , you have now the simulation menu. Click on Run. After a short pause (time of
compilation), the simulation starts; see Figure 7.

The simulation can be stopped by clicking on the st op button on top of the Scicos main window. It isclear at this
point that the MScope’s parameters need to be adjusted. So, click on the MScope block; this opens up a dialogue box
(see Figure 8).

Clearly to improve the display, we must change Yri n and Ymax of the two plots. The first input ranges from O to 2
and the second form-1to 1; Yni n and Yrmax can now be adjusted accordingly. Increasing the Buf f er si ze can speed
up thesimul ation, but can makethe display "jerky”. Therefresh periodisthe maximum timedisplayed inasinglewindow.
We can aso change the colors of the two curves. Modify the parameters in the dialogue box asin Figure 9.

Click now on CK to register the new parameters and get back to the Scicos main window. You can now restart the
simulation by clicking on Run and selecting Rest ar t among the proposed choices. The result is depicted in Figure 7.
Note that this time the simulation starts right off, no need for re-compilation.
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To make your diagram look good, you can go back to the main menu and click on Bl ock. . . Here you can change the
background colors of the blocks (Col or ), the texts or pictures displayed insidethem (I con) and their sizes (Resi ze).
For exampleto color theblock M Scope, click on the button Col or , thenontheblock. Thisopensup acolor palette; select
the desired color by clicking on it, and confirming by OK. To change the color of alink, smply click onit.

You can also place text on your diagram by copyingtheblock Text inQt her s paletteintoyour diagram and changing
the text, the font and the size by clicking oniit.

Finally, you can print and export, in variousformats, your diagram using the Fi | e menu on top of the corresponding
graphics window. Make sure to do a replot before to clean up the diagram. The result will be like the diagrams in this
document.

2.3 Symbolic parametersand “context”

Inthe above example, the block parameters seem to be defined numerically. Butin fact, even when anumber isenteredina
block’sdialogue, it isfirst treated and memorized symbolically, and then evaluated. For exampleintheblock si nusoi d
gener at or , we can enter 2- 1 instead of 1 for Magni t ude and the result would be the same (see Figure 11); opening
up the dialogue the next time around would display 2- 1. We can go further and for example use a symbolic expression
suchassin(cos(3)-.1).

| - |Scilab Mdialog Panel|™

Set Gen_SIMH Block

Maznitude 271,

Freguency A

phase

=

Figure 11: Symbolic expression as parameter

In fact we can use any vaid Scilab expression, including Scilab variables. But, these variables (symbolic parameters)
should be defined at some point. For that click onthe cont ext buttonintheedi t menu. You are then presented with
a“Diaogue Pand” (see Figure 12) in which you can define symbolic parameters (in this case anpl ). Once you click on
K, thevariableanpl can beused in al the blocksin the diagram. It can for example be used to change, in si nusoi d
gener at or block, the magnitude of the sine-wave (see Figure 13).

Scilab Dialog Panel’

LN

You may enter here =scilab instructions to define
zsumbolic parameters used in block definitions using
Scilab instructions: comments are not allowed,

These instructionz are evalusted once confirmed. i.e..qou
click on OK and every time diagram iz loaded, For blocks to

take into account the changes. they must be re—evaluated
by clicking on them and then confirming,. or by wuszing Eval .

ampl = 2

|E =]

Figure 12: Context is used to give numerical valuesto symbolic expressions
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| - |Scilab Mdialog Panel|™

Set Gen_SIMH Block

Maznitude anpl,

Freguency A

phase

=

Figure 13: Use of symbolic expressionsin block parameter definition

The context of the diagram issaved withthediagram and theexpressions are re-eval uated when the diagram isrel oaded.
Note however that if you change the context, you must re-evaluate the diagram if you want the blocksto take into account
the changes. That can be done either by clicking ontheeval buttoninthe Si mul at e menu, or by clicking on the con-
cerned blocksand confirming.

24 Useof Super Block

It would be very difficult to model a comlex system with hundreds of component in one diagram. For that, Scicos pro-
vides the possibility of grouping blocks together and defining sub-diagrams called Super Blocks. These blocks have the
appearance of regular blocks but can contain an unlimited number of blocks, even other Super Blocks. A Super Block can
be duplicated using the copy buttonin the Edi t menu and used any number of times.
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Figure 14: Super Block in the diagram

To define a Super Block, copy Super Bl ock from Ot her s paetteinto your diagram (see Figure 14) and click on
it. This opens up anew Scicos panel with an empty diagram. Edit this diagram by copying and connecting a S/ H block
(sample and hold), a discrete linear system, and input and output Super Block portsasin Figure 15.

Once you exit (using Exi t button) from the Super Block panel, you get back to the original diagram. Note that the
Super Block now has the right number of inputs and outputs, i.e., one event input port on top, one regular input port and
oneregular output port. To drive thisdiscrete component, we need aCl ock; just copy theCl ock aready in the diagram

RT n°® 0207



Ramine Nikouknan , Serge Jeer

Super Block

a4

> —sH

Num(z)

P oF|=
555@355%%5
~ o o

o A L

v}
[0}
@
(5]

gm
=

c
>
Q
o

S.;U
EE

@/ o
g%

Figure 15: Super Block content

(see Figure 16). Notethat there is no need to disconnect the linksto MScope to change the number of itsinputs. Simply

update its parameters asin Figure 17; the input ports adjust automatically.

sinusoid

©

Untitled

generator

s

MScope

“z
§-o

&
2
)

ign

Py [@)
glslgls|glzIE 5|z 18|85
I =B = e e

vs)
g

Figure 16: Complete diagram with Super Block

Before simulating, set the period of thisnew Cl ock to 2 (to observe the discrete behavior, period of discretization
must be larger than that of the scope). You can now Run the diagram.
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3 Basic concepts

Modelsin Scicos are constructed by interconnection of Basic Blocks. There exist four types of Basic Blocks and two types
of connecting paths (links) in Scicos. Basic Blocks can have two types of inputs and two types of output: regular inputs,
event inputs, regular outputs and event outputs. Regular inputs and outputs are interconnected by regular paths, and event
inputs and outputs, by event paths (regular input and output ports are placed on the sides of the blocks, event input ports
are ontop and event output ports are on the bottom). Blocks can have an unlimited number of each type of input and output
ports).

Regular paths carry piece-wise right-continuous functions of time whereas event paths transmit timing information
concerning discrete events.! Oneway to think of event signals as physical signalsisto consider them asimpulses, soina
sense event paths transmit impul ses from output event portsto input even ports. To see how event signals (impulses) are
generated and how they affect the blocks, alook at the behaviors of Basic Blocksis necessary.

3.1 Basc Blocks

There are four types of Basic Blocksin Scicos.

3.1.1 ContinuousBasic Block

ContinuousBasic Blocks (CBB) can have both regular and event input and output ports. CBB’s can model more than just
continuousdynamicssystems. A CBB can haveacontinuousstatez and adiscrete statez. Let thevector function« denote
theregular inputsand y the regular outputs. Then a CBB imposes the following relations

© = f(t,z,z,u,p) (10)
y = h(t,x, zu,p) (11)

where f and h are block specific functions, and p isavector of constant parameters. Constraints (10)-(11) areimposed by
the CBB aslong as no events (impul ses) arrive on itsevent input ports. An event input can cause ajump in the states of the
CBB. Let’s say one or more events arrive on CBB’sevent portsat timet., then the states jump according to the following
equations:

IS

Tr = gc(te; r(te )1 (te_)¢ U(te_),p, nevprt) (12)

2 = gd(te,l‘(te_), (t )’u(te_):p:nevprt) (13

IS

where g. and g4 are block specific functions; n...,,: designates the port(s) through which the event(s) has (have) arrived;
z and z are the vectors of continuous state and discrete state. z(¢_ ) isthe previousvalue of the discrete state z; = remains
constant between any two successive events.

Finally, CBB’scan generate event signalson their event output ports. These events can only be scheduled at thearrival
of aninput event. If an event has arrived at timet., the time of each output event is generated according to

teyo i= k(tea Z(te)a u(te),p, nevprt) (14)

for a block specific function £ and where t.,, is a vector of time, each entry of which corresponds to one event output
port. Normally all the elements of ¢.,, are larger than t.. If an element islessthan ., it ssimply means the absence of an
output event signal on the corresponding event output port. ¢.,, = ¢ should be avoided, the resulting causality structure
isambiguous. Notethat evenif ¢.,,, = t, this does not mean that the output event is synchronized with the input event;
synchronization of two eventsisavery restrictive condition (see Synchro blocks). Two events can have the same time but
not be synchronized.

Event generations can also be pre-scheduled. In most cases, if no event is pre-schedul ed, nothing would ever happen
(at least asfar as events are concerned). Pre-scheduling of eventscan be doneby settingthe”initid firing” variable of each
CBB with event output ports. Initia firingisavector with as many e ements as the block’ soutput event ports. Initid firing
can be considered astheinitial conditionfor ¢.,,. By setting the ¢-th entry of theinitial firing vector to¢;, an output event
is scheduled on the i-th output event port of the block at timet¢; if ¢; > 0; no output event is scheduled if ¢; < 0. This
event isthen fired when timereaches ¢;.

Only one output event can be scheduled on each output event port, initially and in the course of the simulation, this
means that by thetime anew event isto be scheduled, the old one must have been fired. Thisisnatura because theregister

1Regular paths are vectorized in a sensethat each link can carry a set of functions; event links are not.
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Figure 18: A ContinuousBasic Block

that contains firing schedule of a block should be considered as part of the state, having dimension equa to the number
of output event ports. Another interpretationis that as long as the previously scheduled event has not been fired, the cor-
responding output port is considered busy, meaning it cannot accept a new event scheduling. If the simulator encounters
such aconflict, it stopsand returnsthe error message event conflict.

In the unlikely event that a block receives two (or more) successive events having the same time (without them being
synchronized). For the second event, the ¢ should be interpreted as previous value of. Note that in that case, the values
of z and u a ¢t. and t_ are not uniquely defined; this meansthat thetime ¢ is not the proper independent variable in terms
of which we should express system’s equations but rather a more general concept of time such as the time of simulation
should be used. Expressed in such atime frame, at the arrival of one or more events at timet ., the variable ¢ freezes and
the states are updated and then ¢ goes on.

3.1.2 Discrete Basic Block

The CBB monitors permanently itsinputsand updates continuously its outputsand continuousstate. In contrast, Discrete
Basic Blocks (DBB) act only when they receive an input event and their actions are instantaneous. DBB’s can have both
regular and event input and output portsbut they must have at least oneevent input port. DBB’scan model discrete dynam-
icssystems. A DBB can have adiscrete state z but no continuous state. Let u denote the regular inputsand y the regular
outputs, then, upon the arrival of an event (or events) at timet., the state and the outputs of a DBB change as follows

2 = fd(teaz(te_):u(te_):p:nevprt) (15)
y = hga(te, z,u(te), p) (16)

where f; and h4 are block specific functions, and p is a vector of constant parameters and n.,,,; designates the port(s)
through which the event(s) has (have) arrived. Needless to say that y remains constant between any two successive events
so that the output y and the state =z are piece-wise constant, right-continuous functions of time. Like CBB’s, DBB’s can
generate output events according to (14). These events can also beinitiaized asin the case of CBB'’s.

The difference between a CBB and a DBB is that a DBB cannot have a continuous state and that its outputs remain
constant between two events. It isvery simpleto emulate a DBB by a CBB, so why ause aDBB? The reason is that by
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Figure 19: A Discrete Basic Block

specifying the block to be a DBB, the simulator knows that the outputs of this block remain constant between events and
uses thisinformation to optimize simulation performance.

Note that the regular output signal of a DBB is aways piece-wise constant (we refer to it as discrete signal). Being
piece-wise constant does not imply necessarily that asignal is discrete, for example the output of an integrator (whichis
a CBB with continuous state) can in some specia cases be constant; the discrete property characterizes signals that are
piece-wise constant based solely on the basic properties of the blocks that generate them. In particular, in Scicos, every
regular output signal of aDBB isdiscreteand every regular output signal of astate-lesstimeinvariant CBB receiving only
discrete signasonitsinputsis aso discrete. Thus, the discrete nature of signalsin amodel can be specified off-line; the
compiler does thisand uses thisinformation to optimize simulation performance.

Most of the elementary blocksin Scicos are either CBB’sor DBB’s: the followingsare a few examples.

Static blocks A static block is one where the (regular) outputs are static functions of itsinputs. For example the block
that "redlizes’ y = sin(u) isastatic block. Static blocks have no input or output event ports, and they have no state.
Clearly these blocks are specia cases of CBB's.

Even though Static blocks are CBB's, they can be used even in purely discrete models. It is of course possible to
congtruct static DBB’s(i.e. blocksthat realize static functionsof their inputsontheir outputsonly when eventsare received
on their event input ports) but it turns out that a static DBB does not necessarily perform any better than a static CBB if
itsinputsare discrete signals. In particul ar, knowing the discrete nature of its inputs, the compiler does not make useless
repested calls to the static CBB, it makes only one call every time one of the inputsjumps.

TheNon | i near palette containsanumber of examples of Static blocks.

Discrete-time state-space systems A discrete-time system
E(k+1) = m(E(k) u(k)) (17)
y(k) = n(E(k), u(k)) (18)

can be implemented as a DBB if the block receives, onits event input port, event signalson aregular basis. In thiscase z
isused to store ¢, and thereis no event output port.

INRIA



LICOS A Dynamic System Bullaer and Smulator User's Guide - Version 1.0

Clocks A clock isagenerator of event signalson a periodic basis. CBB’s and DBB’s cannot act as a clock. The reason
isthat, except for a possible pre-scheduled initial output event, CBB’sand CDD’smust receive an event signal on one of
their event input portsto be able to generate an output event. The way to generate a clock in Scicosis by using an " event
delay block”. An event delay block isa DBB which has no state, no regular input or output. It has one event input port
and one event output port. When an event arrives, it schedules an event on itsevent output port, i.e., after aperiod of time,
it generates an event on its event output port. By feeding back the output to the input (connecting the event output port to
the event input port, see Figure 20), a clock can be constructed. For that, an output event should be pre-scheduled on the
event output port of the event delay block. Thisisdone by setting the block’sinitial firing vector to 0 (or any ¢ > 0 if the
clock isto start operating at timet).
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Figure 20: Constructing an event clock using feedback on adelay block

Thisway of defining clocks may seem complicated, however it providesalot of flexibility. For example systemswith
multiple asynchronous clocks driving various system components are very easy to model thisway, so is modeling clocks
with variable frequencies, etc...

3.1.3 Zero Crossing Basic Block

Zero Crossing Basic Blockshave regular inputsand event outputsbut no regular outputs, or event inputs. A Zero Crossing
Block can generate event outputsonly if at least one of the regular inputs crosses zero (changes sign). In such acase, the
generation of the event, and itstiming, can depend on the combination of the inputswhich have crossed zero and the signs
of the inputs (just before the crossing occurs). The simplest example of a surface Crossing Basic Block is the ZCROSS
block in Thr eshol d palette. This block generates an event if al the inputs cross simultaneoudy 0. Other examples are
+ to - and- to + which generate an output event when the input crosses zero, respectively, with a negative and a
positive slope. The most general form of thisblock isrealized by the block GENERAL in the Thr eshol d palette.

Inputs of Zero Crossing Basic Blocks should not remain zero. This situationis ambiguousand is declared as an error.
Note however that these inputs can start off at zero. Similarly the input of a zero Crossing Basic Block should not jump
across zero. If it does, the crossing may or may not be detected.

Zero Crossing Basic Blocks cannot be modeled as CBB’s or DBB'’s because in these Blocks, no output event can be
generated unless an input event has arrived beforehand.

3.1.4 Synchro Basic Block

These are the only blocks that generate output events that are synchronized with their input events. These blocks have a
unique event input port, a unique (possibly vector) regular input, no state, no parameters, and two or more event output
ports. Depending on the value of the regular input, the incoming event input is routed to one of the event output ports.
An exampleof such ablock istheevent sel ect blockintheBr anchi ng paette. Theotheristhel f -t hen- el se
block in the same pal ette.
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Figure 22: A Synchro Basic Block

These blocks are used for routing and under-sampling event signals.

3.2 Paths(Links)

There are two different types of pathsin Scicos. The function of regular pathsis pretty clear but that of event pathsismore
subtle. An event signal is a timing information which specifies the time when the blocks connected to the output event
port generating the event signal are updated according to (12)-(13) or (15)-(16) and (14). Thistiming information (event
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impulse) is transmitted by event paths. These paths specify which event output ports are connected to which event input
ports, and thus specify which blocks should be updated when an output event isfired.

321 Event split

If event paths are considered as links that transport event impulses from output event portsto input event ports, a split on
an event path becomes an impulsedoubler: when the split receives an impulse, it generates one on each of itstwo outputs.
Even though it is not implemented as a block, the behavior of the event split resembles that of Synchro blocks.

3.2.2 Event addition

Besides split, there exists another block which operates on event paths: the event addition in the Br anchi ng palette.
Just like the event split, event addition is not really a Scicos block because it is discarded during compilation. Adding
two timing information corresponds simply to merging the two information. In terms of event impulses, this operation
corresponds to superposition of thetwo signals. If two input event impul ses on different inputs of the addition block have
the same time but are not synchronized, the output would still consist of two event impul ses, having the same time as that
of theinput event signals. If the two input events are synchronized, only one gets through.
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Figure 23: Event links: Split and addition

3.23 Synchronization

Synchronizationis an important issue in Scicos. Aswe have seen, even if two event signals have the same time, they are
not necessarily synchronized, meaning oneisfired just before or just after the other but not " at the same time”. The only
way two event signals can be synchronized is that they can be traced back, through event paths, event additions, event
splitsand Synchro blocks alone, to a common origin (a single output event port). This means, in particular, that a block
can never have two “synchronized” output event ports; Super Block’showever can have synchronized output event ports;
seefor examplethe2-freq cl ock intheEvent palette, thisblock isillustratedin Figure24. The events on the second
event output port of this Super Block are clearly synchronized with a subset of events on itsfirst ouput event port. In fact
the events on the first output event port of the Super Block are the union of the output events on both output event ports of
theM freq. cl ock. Thisblock generatesn — 1 timesan event onitsfirst output event port, then one event on its second
output event port, always with the same delay d with respect to the input event; and starts over. This means that second
ouput event port actslike aclock having afrequency n timeslower than the input frequency of the block, whichisaso the
first event output of the Super Block. Specifically, the frequency of the train of events generated on the first output event
portis1/d and onthesecondisn/d.
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Figure 24: Super Block defining a 2-frequency clock.

4 Block construction

In additionto the blocksavailablein Scicos' palettes, user can use custom blocks. Super Blocks allow block functionality
to be defined by graphically interconnecting existing bl ocks and new bl ocks can be constructed by compiling Super Blocks.
But the standard way of constructing anew block isby defining apair of functions: onefor handling the user-interface (In-
terfacing function) and the other for specifyingitsdynamic behavior (Computational function). Thefirst functionisaways
writtenin Scilab but the second can bein Scilab, C or Fortran. C and Fortran routines dynamically linked or permanently
interfaced with Scilab can be used and give the best results as far as simulation performanceis concerned. The Sci f unc
and GENERI C blocks in the ot her s palettes are generic Interfacing functions, very useful for testing user-devel oped
Computational functionsin the early phases of development.

4.1 Super Bl ock

Not al blocksin Scicos' palettes are Basic Blocks; some are Super Blocks. A Super Block is obtained by interconnecting
Basic Blocks and other Super Blocks. The simplest example of such a block is the CLOCK which is obtained from one
regular Basic Block and two event paths and one output event port. As far asthe user is concerned, in most case, thereis
no real distinction between Basic Blocks and Super Blocks.

To construct a Super Block, user should copy the Super Bl ock block fromtheQt her s paletteinto the Scicos win-
dow and click onit. Thiswill open up anew Scicoswindow inwhich the Super Block should bedefined. The construction
of the Super Block model isdoneas usual: by copying and connecting blocksfrom various pa ettes. Input and output ports
of the Super Block should be specified by input and output block portsavailableinthel nput s/ out put s palette. Super
Blocks can be used within Super Blocks without any limit on the number or the depth.

A Super Block can be saved in various formats. If the Super Block is of interest in other constructions, it can be saved
or converted into ablock using the Newbl k button and placed in auser paletteusing Pal edi t or .. menu.

If the Super Block is only used in a particular construction, then it need not be saved. A click onthe Exi t will close
the Super block window and activate the main Scicos window (or another Super block window if the Super Block was
being defined within another Super block). Saving the block diagram saves automatically the content of al Super Blocks
used inside of it.

A Super Block, like any other Block, can be duplicated using the Copy buttonintheedi t .. menu.

At compilation, al the Super Blocks in the Scicos model are expanded and a diagram including only Basic Blocksis
generated. This phase is completely transparent to the user.
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4.2 Sci func block

The Sci f unc block allows using Scilab language for defining Scicos blocks. 1t provides a generic Interfacing function
and a generator of Computational function. The Computational function is generated interactively, user needing only to
define block parameters such as the number and sizes of inputs and outputs, initial states, type of the block, the initial
firing vector and Scilab expressions defining various functions defining the dynamic behavior of the block. Thisis done
interactively by clickingontheSci f unc block, once copied inthe Scicoswindow. Besidesitsperformance (the generated
function being a Scilab function) the main disadvantage of Sci f unc isthat the dialogue for updating block parameters
cannot be customized.
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Figure 25: Diagram with a Scifunc block

4.3 GENERI Cbhlock

The GENERI Cblock also providesa generic Interfacing function but the Computational function needs to be defined sep-
arately, either asa Scilab function, or aFortran or C function. Compared tothe Sci f unc block, GENERI Cblock requires
more information on the properties of the corresponding Computational function. Besides the name of the function, user
should specify information such as the type, and whether or not the block contains a direct feed-through term it istime-
varying (i.e, at least one of the outputs depend explictly on one of the inputsor on time).

Another important differencewith Sci f unc isthat the Computational function of Sci f unc ispart of the data struc-
ture of the diagram, and thus it is saved along with the diagram. But in the case of GENERI C block, only the name of
the function figuresin the data structure of the diagram. This means that the functions realizing Computational functions
of GENERI Chlocks of a Scicos diagram must be saved aong with the diagram, and loaded or dynamically linked before
simulation. One way to make such a diagram self-contained, if the Computational functions of all GENERI Cblocks are
Scilab functions, isto define these functionsin the “ contexts’ of the diagram, more on that later.

4.4 Interfacing function

For defining a fully customizable basic block, user must define a Scilab function for handling the user interface. This
function, referred to as the Interfacing function, not only determines the geometry, color, number of ports and their sizes,
icon, etc..., but also theinitia states, parameters, and also handles the dial ogue for updating them.

The Interfacing function is only used by the Scicos editor to initialize, draw, and connect the block, and to modify its
parameters. What the interfacing function should do and should return depends on an input flag j ob. The syntax is as
follows:
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441 Syntax
[ x,y, typ] =bl ock(j ob, argl, arg2)

Parameters
e job=="plot": the function draws the block.
— ar gl isthe datastructure of the block.

— ar g2 isunused.
— X, ¥, typareunused.

In general, we can use st andar d_dr awfunction which draws arectangular block, and theinput and output ports.
It also handles the size, icon and color aspects of the block.

e job=="getinputs': the function returns position and type of input ports (regular or event).

— ar g1l isthe data structure of the block.

— ar g2 isunused.

— X isthevector of x coordinates of input ports.

— y isthevector of y coordinates of input ports.

— t yp isthevector of input portstypes (1 for regular and 2 for event).

In genera we can usethe st andar d_i nput function.

e job=="getoutputs': returns position and type of output ports (regular and event).

ar gl isthe data structure of the block.

ar g2 isunused.

x isthevector of x coordinates of output ports.
y isthe vector of y coordinates of output ports.
— t yp isthe vector of output portstypes.

In genera we can usethe st andar d_out put function.

e job=="getorigin': returns coordinates of the lower left point of the rectangle containing the block’s silhouette.

ar g1 isthe data structure of the block.

ar g2 isunused.

x isthe x coordinate of the lower left point of the block.
y isthey coordinate of the lower Ieft point of the block.
— typ isunused.

In genera we can usethe st andar d_ori gi n function.
e job=="st’: function opens up a dialoguefor block parameter acquisition, if any.

— ar g1l isthe data structure of the block.
— ar g2 isunused.
— X isthe new data structure of the block.
— y isunused.
— typ isunused.
e job=="define: initializationof block’sdatastructure (name of corresponding Computational function, type, number
and sizes of inputsand outpults, €tc...).
— argl, arg2 areunused.
— X isthe data structure of the block.
— y isunused.
— typ isunused.
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4.4.2 Block data-structure definition

Each Scicos block is defined by a Scilab data structure (list) as follows:

list(’Block’,graphics, nodel, unused, GUl _functi on)

where GUI _f unct i on isastring containing hte name of the corresponding Interfacing function and gr aphi cs isthe
structure containing the graphics data:

gr aphi cs=..
list([xo,y0],[!,h],orient,dlg,pin,pout, pcin, pcout,gr_i)

x0: X coordinate of block origin

yo: y coordinate of block origin

I: block width

h: block height

orient: boolean, specifies if block isflipped

dig: vector of character strings, contains block’s symbolic parameters.

pin: vector, pi n(i ) isthe number of thelink connected toi th regular input port, or O if thisport is not connected.

pout: vector, pout (i) isthe number of thelink connected to i th regular output port, or O if thisport is not con-
nected.

pcin: vector, pci n( i) isthe number of thelink connected toi th event input port, or O if thisport is not connected.

pcout: vector, pcout (i) isthenumber of thelink connected toi th event output port, or O if thisport is not con-
nected.

gr_i: character string vector, Scilab instructionsused to draw theicon.

and nodel isthedatastructurereativeto ssmulation

nodel =l i st (eqns, #i nput, #out put , #cl k_i nput, #cl k_out put, . .

state, dstate, rpar,ipar,typ,firing,deps,|abel, unused)

egns: list containing two elements. First element is a string containing the simulation function name (fortran, C, or
Scilab function). Second element is an integer specifying the type. The type of a Computational function specifies
essentially its calling sequence; more on that | ater.

#input: vector of size equal to the number of regular input ports. Each entry specifies the size of the corresponding
input port. A negativeinteger standsfor “to be determined by the compiler”. Specifying the same negative integer
on more than one input or output port tellsthe compiler that these ports have equd sizes.

#output: vector of sizeequal to thenumber of regular output ports. Each entry specifies the size of the corresponding
output port. Specifying the same negative integer on more than oneinput or output port tellsthe compiler that these
ports have equdl sizes.

#clk_input: vector of size equal to the number of event input ports. All entries must be equal to 1. Scicos does not
support (for the moment) vectorized event links.

#clk _output: vector of size equa to the number of event output ports. All entries must be equal to 1. Scicos does
not support (for the moment) vectorized event links.

gtate: vector (column) of initial continuousstate
dstate: vector (column) of initia discrete state

rpar: vector (column) of real parameters passed to corresponding Computational function.
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ipar: vector (column) of integer parameters passed to corresponding Computational function.

typ: string: "¢ if continuous, 'd’ if discrete, *Z' if zero-crossing, and ' I’ if Synchro basic block

firing: vector of initial firing times of size -number of clock outputs- which includes preprogrammed event firing
times (<0 if no firing).

deps: [udep timedep |

— udep boolean, true if system has direct feed-through, i.e., at least one of the outputs depends explicitly on one
of theinputs.

— timedep boolean, true if system output depends explicitly on time

label: character string, used as block identifier. This field may be set by the | abel buttonin Bl ock menu (see
Appendix B).

443 Examples

Exampleof astaticblock Theblock ABSBLK that realizes the absolute valuefunctionintheNon | i near palettehas
asimple Interfacing function because there is no parameters to be set in this case.

function [x,y, typ] =ABSBLK f (j ob, argl, arg2)
/] Absol ute val ue bl ock
x=[1;y=[1;typ=[1];
sel ect job
case 'plot’ then
st andar d_draw ar g1)
case 'getinputs’ then
[x,y,typ] =standard_i nputs(argl)
case 'getoutputs’ then
[x,y,typ] =standard_out put s(argl)
case 'getorigin then
[x,y]=standard_origi n(argl)
case 'set’ then
x=argl;
case 'define’ then
in=-1// ports have equal undefined di nension
nodel =l ist(list(’absblk’,1),in,in, []1,[],[],[]..-

(1. 01,7¢ . [1.[% %], ", list())
gr_i="xstringb(orig(l),orig(2),’  Abs'’,sz(1),..
sz(2),""fill'")’
x=standard_define([2 2], nodel,’” ’',gr_i)

end

Example of a static block with parameter The LOGBLK block interfacing function is somewhat more complicated
because the basis of thelog function can be set.

function [X,y,typ] =LOGBLK f (j ob, argl, arg2)
x=[1;y=[1;typ=[1];
sel ect job
case 'plot’ then
standar d_draw ar g1)
case 'getinputs’ then
[x,y,typ] =standard_i nputs(argl)
case 'getoutputs’ then
[x,y,typ] =standard_out put s(argl)
case 'getorigin then
[x,y]=standard_origi n(argl)
case 'set’ then
INRIA



LICOS A Dynamic System Bullaer and Smulator User's Guide - Version 1.0

x=argl;
dl g=x(2)(4) // synbolic paraneters
while % do
/1 open di al ogue w ndow
[ ok, a, dl g] =get val ue(’ Set | og bl ock paraneters’,.
"Basis (>1)',list(’vec’,1),dlg)
if "ok then break, end
/1 Check user answers consi stency
i f a<=1 then
X_message(’ Basis nust be larger than 1')
el se
if ok then
/1 update block’s data structure
X(2)(4)=dl g //paraneter expressions
x(3)(8)=a [//paraneter val ue

br eak
end
end
end
case 'define’ then
a=%
nodel =list({'logbl k’,0},-1,-1,[],[1.[1.[1.a,11]...

e[l % %, L Tist())
/1 synbolic paraneters
dl g=" %’
[linitial icon definition
gr_i=[’xstringb(orig(l),o0rig(2)," ' Log ’',sz(1),sz(2),..
S T I R I
sz=[2 2] //initial block size
x=st andar d_defi ne(sz, nodel ,dl g, gr_i)
end

Example of a complex CBB The following is the Interfacing function associated withthe Junp (A, B, C, D) block
intheLi near palette. Thisblock realizes acontinuous-timelinear state-space system with the possibility of jumpsinthe
state. The number of inputsto thisblock istwo. Thefirst input vector isthe standard input of the system, the second is of
sizeequal tothesize of the continuousstate . When an event arrives at the unique event input port of thisblock, the state
of the system jumps to the val ue of the second input of the block. This system is defined by four matrices A, B, C and D
which are coded intor par and an initia condition z.

function [X,y,typ] =TCLSS f(j ob, argl, arg2)
x=[1;y=[1;typ=[]
sel ect job
case 'plot’ then
st andar d_draw ar g1)
case 'getinputs’ then
[x,y,typ] =standard_i nputs(argl)
case 'getoutputs’ then
[x,y,typ] =standard_out put s(argl)
case 'getorigin then
[ x,y]=standard_origi n(argl)
case 'set’ then
x=argl
dl g=x(2)(4) // synbolic expressions
while % do
/1 Expose di al ogue wi ndow
[ ok, A B, C, D, x0, dl g] =.
getval ue(’ Set system paraneters’, ..
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["Amtrix’ ;"B matrix’;"’Cmatrix’ ;..
"Dmatrix’ ;' Initial state'], ..
list("mat’,[-1,-1],
"mat’,[’size(x1,2)’,' -1
"mat’,[’-1","size(x1,2)
"mat’ ,[-1 -1],..
"vec',’size(x1,2)'),dlg)
if "ok then break, end
/1 Check user answers consi stency
out=size(C,1);if out==0 then out=[], end
i n=size(B,2);if in==0 then in=[], end
[ ms, ns] =si ze(A)
if me<>ns then
x_message(’ A matri x nust be square’)
el se
[/ updat e bl ock i nput and out put
[ model , gr aphi cs, ok] =check_i o(x(3), ..
x(2),[in;me],out,1,[])
if ok then
/1 update block’s data structure
x(2) =gr aphi cs
x( 3) =nodel
x(2)(4)=dlg; //synbolic paraneters
X(3)(8)=[A(:);B(:);C(:);D(:)];//set val ues
X(3)(6)=x0(:) // set newinitial state
//'updat e i nput dependency
if D<>[] then
if norm(D, 1)<>0 then
x(3)(12)=[% %];
el se
x(3)(12)=[% %];
end
el se
x(3)(12)=[% %];
end
br eak
end
end
end
case 'define’ then
/linitial values of synbolic paraneters
x0=0; A=0; B=1; C=1; D=0;
i n=1; nx=si ze(x0, " *’"); out =1;
nodel =list(list('teslti’,1),[in;nx],out,1,[],x0,..
[1.[ABCD.[], ¢, [].[% %]," ", list())
/1 synbolic paraneters
dl g=[ strcat (sci 2exp(A));
strcat (sci 2exp(B));
strcat (sci 2exp(Q));
strcat (sci 2exp(D));
strcat (sci 2exp(x0))]
/1 initial icon definition
gr_i=["txt=[""Junmp’ ;""" (ABCD"'];";
"xstringb(orig(1l),orig(2),txt,sz(1),sz(2), " fill’")’"]
sz=[3 2] //initial block size
x=st andar d_defi ne(sz, nodel ,dl g, gr_i)
end

1, ..
1, ..
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Theonly hard part of defining an Interfacing functionisthe* set ' case which handlesuser dialogueand determines
system parameters. For example, in the case of TCLSS f , the interfacing function should determine whether or not the
block has a direct feedthrough term. The def i ne case on the other hand is only used once when the block isfirst copied
into a palette.

4.5 Computational function

The Computational function should eval uate outputs, new states, continuous state derivative and the output events timing
vector depending on the type of the block and theway it iscaled by the simulator.

451 Behavior
There are different tasks that need to be performed for the simulator by the Computational function:

Initialization The Computational function is called onceright at the beginning for initialization. At this point, the con-
tinuousand discrete states and the outputsof the block can beinitialized (if necessary —notethat they are already initialized
by theinterfacing function). Other tasks can also be performed at this occasion, for example blocksthat read or write data
from and to files, open the corresponding files on disk, scope block initializes the graphic window, memory allocation
can be done, etc... Theinputsof the block are arbitrary at this point

Re-initialization Thisisanother occasion to initiaize the states and the outputs of the block. But thistime, the inputs
are available. A block can be called a number of timesfor re-initialization.

Outputs update The simulator is requesting the vaues of the outputs which means that the Computational function
should compute them as a function of the states, the inputs and the input events (if any).

Statesupdate Uponarrival of one or more events, the simulator callsthe Computational function which must updatethe
states z and z of the block. The states are updated in place (this avoids usel ess and time consuming copies, in particular
when part, or dl of z or z are not to be changed).

State derivative computation During the simulation, the solver calls the Computational function (very often) for the
value of &. Thismeansthe function £ in (10).

Output eventstiming If ablock has output event ports, then upon the arrival of an event, the simulator calls the Com-
putational function inquiring the timing of the outgoing events. The Computational function should returnt.,,, as defined
in(14).

Ending Oncethesimulationisdone, thesimulator callsthe Computational function once. Thisisuseful for examplefor
closing files which have been opened by the block at the beginning or during the simulation and/or to flush buffered data,
to free allocated memory, €tc...

The simulator specifies which task should be performed through a flag (see Table 1).

Flag | Task

Outputs update

States update if event(s) received

State derivative computation in absence of event
Output eventstiming

Initiaization

Ending

Re-initiaization

OO, WNDNE

Table 1: Tasks of Computational function and their corresponding flags
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452 Types

There exist various types of Computational functions supported by Scicos (see Table 2). Computational function typeis
given by the second field of eqns (see Section 4.4.2).

Functiontype | Scilab | Fortran | C | comments
0 yes yes yes | Obsolete. Calling sequence fixed
1 no yes yes | Varying calling sequence
2 no no yes | Cdling sequence fixed
3 yes no no | Inputsoutputsare Scilab lists.

Table 2: Different types of the Computational functions

Computational function type O Inthis case, the simulator constructs a unique input vector by stacking up all theinput
vectors, and expects the outputs, stacked up in a unique vector. This type is supported for backward compatibility but
should be avoided since it is not efficient.

The calling sequenceis similar to that of Computational functions of type 1 having one regular input and one regular
output.

Computational function typel The simplest way of explaining thistypeis by considering a special case: for a block
with two input vectors and three output vectors, the Computational function has the following synopsis.

Fortran case

subroutine nyfun(flag, nevprt,t, xd, x, nx, z, nz, tvec,
& ntvec, r par, nrpar, i par, ni par, ul, nul, u2, nu2,
& yl,nyl,y2,ny2,y3, ny3)

doubl e precision t,xd(*),x(*),z(*),tvec(*), rpar(*)
doubl e precision ul(*),u2(*),yl(*),y2(*),y3(*)

i nteger flag, nevprt, nx, nz, ntvec, nrpar,ipar(*)

i nt eger nipar, nul, nu2, nyl, ny2, ny3

See Tables 3 for the definitions of the arguments.

C case Type 1 Computational functions can also be written in C language, the same way. Simply, arguments must be
passed as pointers; see Example on page 33.

The best way to learn how to write these functionsis to examine the routines in Scilab directory “routines/Scicos”’.
Thereyou will find the Computational functionsof al Scicos blocksavailablein various pal ettes, most of which arefortran
typeOand 1.

Example Thefollowingis Computational function associated with the Abs block; it isof type 1 (also 0 since the input
and output are unique).

subrouti ne absbl k(fl ag, nevprt,t, xd, x, nx, z, nz,
& tvec, ntvec,rpar, nrpar,ipar,nipar,u,nu,y,ny)

c Sci cos bl ock sinul at or
c returns Absol ute value of the input vector
c
doubl e precision t,xd(*),x(*),z(*),tvec(*), rpar(*)
doubl e precision u(*),y(*)
i nteger flag, nevprt, nx, nz, ntvec, nrpar,ipar(*)
i nt eger ni par, nu, ny
c

do 15 i=1, nu

INRIA



LICOS A Dynamic System Bullaer and Smulator User's Guide - Version 1.0

/0| Args. description
I flag 1, 2,3, 4,5, 6indicating what function should do, see Table 1.
| | nevprt | binary coding of event port numbers receiving events, e.g.
eventsreceived on ports2 and 3imply 011, i.e. nevprt =6
I t time
O xdot derivative of the continuous state
/0 X continuous state
I nx size of X
/0 z discrete state
I nz sizeof z
O tvec | timesof outputeventsif f |1 ag=3.
I ntvec | number of event output ports
I r par parameter
I nrpar | sizeof rpar
I i par parameter
I ni par | sizeofi par
I ui i thinput (regular),i =1,2,..
I nui sizeof i thinput
O Y j thoutput (regular),j =1,2,..
I nyj size of j th output

Table 3: Arguments of Computational functionsof type 1. I: input, O: output.

y(i)=abs(u(i))
15 conti nue
end

Thisexampleis particularly simple because absbl k isonly called withf | ag equal to 1,4 and 6. That is becaue this
block has no state and no output event port.

The C version of this block would be:

#i ncl ude "<SCl DI R>/ routi nes/ machi ne. h"
voi d absbl k(fl ag, nevprt,t, xd, x, nx, z, nz,
tvec, ntvec, rpar, nrpar, i par, ni par, u, nu, y, ny)

/*
Ret urns Absol ute val ue of the input vector
*/
double *t,xd[],x[],z[].,tvec[],rpar[],u[],y=[] ;
i nteger *flag, *nevprt, *nx, *nz, *ntvec, *nrpar,ipar[], *ni par;
i nteger *nu,*ny ;
{
int i ;
for (i==0;i<*nu;i++)

y[i]=abs(u[i]) ;
}

Example Thefollowingisthe Computational function associated withtheJunp (A, B, C, D) block. Thisfunctionis
clearly of type 1.

subroutine tcslti(flag, nevprt,t, xd, x, nx, z, nz, tvec,
& ntvec,rpar, nrpar,ipar, ni par, ul, nul, u2, nu2,y, ny)

continuous state space linear systemwth junp

rpar (1: nx*nx) =A

r par ( nx* nx+1: nx* nx+nx*nu) =B

r par ( nx* nx+nx* nu+1: nx* nx+nx* nu+nx*ny) =C

O o000
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c r par ( nNx* nx+nx* nu+nx* ny+1: nx* nx+nx* nu+nx* ny+ny* nu) =D
c!

doubl e precision t,xd(*),x(*),z(*),tvec(*),rpar(*)
doubl e precision ul(*),u2(*),y(*)

i nteger flag, nevprt, nx, nz, ntvec, nrpar,ipar(*)

i nt eger nipar, nul, nu2, ny

la=1
[ b=nx*nx+l a
if(flag.eq.1) then
c y=c*x+d*ul
[ d=I c+nx*ny
[ c=I b+nx*nul
call dmmul (rpar(lc), ny, x, nx,y,ny, ny, nx, 1)
call dmmul 1(rpar(ld), ny,ul, nul,y, ny, ny, nul, 1)
el seif(flag.eq.2.and. nevprt.eq.1) then
c X+=u2
call dcopy(nx,u2,1,x,1)
el seif(flag.eq.2.and. nevprt.eq.0) then
c xd=a*x+b*ul
cal I dmmul (rpar (Il a), nx, x, nx, xd, nx, nx, nx, 1)
cal | dmmul 1(rpar (I b), nx, ul, nul, xd, nx, nx, nul, 1)
endi f
return
end

Computational function type 2  This Computational function typeis specific to C code. The synopsisis

#i ncl ude "<SCl DI R>/ routi nes/ machi ne. h"
voi d sel ector(flag, nevprt,t, xd, x, nx, z, nz, tvec, ntvec,
rpar, nrpar,ipar, nipar,inptr,insz,nin,outptr, outsz, nout)

i nteger *flag, *nevprt, *nx, *nz, *ntvec, *nrpar;
i nteger ipar[],*nipar,insz[],*nin,outsz[], *nout;

double x[],xd[],z[],tvec[],rpar[];
doubl e *inptr[], *outptr[], *t;

See Table 4 for a description of arguments.

Example Thefollowingisthe Computational function associated with the Sel ect or block. Itisassumed herethat at
most one event can arrive on input event ports of thisblock, at atime.

#i ncl ude "../machi ne. h"
voi d sel ector(flag, nevprt,t, xd, x, nx, z, nz, tvec, ntvec,
rpar, nrpar,ipar, nipar,inptr,insz,nin,outptr, outsz, nout)

i nteger *flag, *nevprt, *nx, *nz, *ntvec, *nrpar;
i nteger ipar[],*nipar,insz[],*nin,outsz[], *nout;

double x[],xd[],z[],tvec[],rpar[];
double *inptr[],*outptr[], *t;
{

int k;

doubl e *y;
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/0 Args. description
I *fl ag indicates what the function should do.
I | *nevprt | binary coding of event port numbers receiving events
I *t time
0] xd derivative of the continuous state if f | ag=2 and nevprt =0
/0 X continuous state
I *nx size of X
/0 z discrete state
I *nz Sizeof z
O tvec times of output eventsif f | ag=3.
I *ntvec | number of event output ports
I r par parameter
I *nrpar | sizeof rpar
I i par parameter
I *ni par | sizeofi par
I i nptr inptr[i] ispointertobeginningof i thregular input
I insz insz[i] isthesizeof thei thregular input
I *nin number of regular input ports
I outptr |outptr[j] ispointertobeginning of j thregular output
I out sz out sz[]] isthesize of thej thregular output
I *nout number of regular output ports

Table 4: Arguments of Computational functionsof type 2. I: input, O: output.

doubl e *u;

i nt

nev, i c;

ic=z[0];
if ((*flag)==2) {

/* store index of

}

ic=1,

nev=*nevprt;

while (nev>=1) {
i c=i c+1;
nev=nev/ 2;

}
z[ 0] =i c;

el se {
/* copy selected input on the output */
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if (*nin>1) {

i nput event port fired */

y=(doubl e *)outptr[O];

u=(double *)inptr[ic];

for (k=0; k<outsz[O0]; k++)
*(y++) =F (u+t);

}
el se {
y=(doubl e *)outptr[ic];
u=(double *)inptr[O0];
for (k=0; k<outsz[O0]; k++)
*(y++) =F (u++);
}
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Computational function type3 This Computational function typeis specific to Scilab code. The calling sequenceisas
follow:

[y, X, z,tvec, xd] =test(flag, nevprt,t,x, z, rpar,ipar,u)

See table 5 for adescription of arguments.

/0| Args. description
flag indicating what the function should do (scalar)
nevprt | binary coding of event port numbers receiving events (scalar)

t time (scalar)
X continuous state (vector)
z discrete state (vector)

r par parameter (any type of scilab variable)
i par parameter (vector)

00000 ———————~—
X

u u( i) isthevector of ith regular input (list)
y y(j) isthevector of j-th regular output (list)
new x if f | ag=2andnevprt > 0,orfl ag=4,50r 6
z new zif f | ag=2and nevprt > 0,orfl ag=4,50r 6
xd derivativeof x if f | ag=2and nevprt =0, [ ] otherwise
tvec times of output eventsif f | ag=3 (vector), [ ] otherwise

Table 5: Arguments of Computational functionsof type 3. I: input, O: output.

There is no predefined computational function written in Scilab code (for efficiency, al blocks are written in C and
Fortran). The examples below are just toy codes.

Example The following is the Computational function associated with a block that displaysin Scilab window, every
timeit receives an event, the number of eventsit has received up to the current tie and the values of itstwo inputs.

function [y, X, z,tvec, xd] =test (fl ag, nevprt,t, x, z, rpar,ipar, u)
y=list();tvec=[];xd=[]
if flag==4 then
z=0
el seif flag==2 then
z=z+1
wite(%o(2), Number of calls:’ +string(z))
[ul, u2] =u(1:2)
wite(%o(2), first input’);disp(ul)
wite(%o(2),’ second input’);disp(u2)
end

Example Theadvantageof codinginputsand outputsaslistsisthat thenumber of inputsand outputsneed not be specified
explicitly. In this example, the output is the element-wise product of all the input vectors, regardless of the number of
inputs.

function [y, X, z,tvec, xd] =..
el emprod(fl ag, nevprt,t,x, z, rpar,ipar, u)

tvec=[]; xd=[]
y=u(1)
for i=2:1ength(u)

y=y. *u(i)
end
y=list(y)

INRIA



LICOS A Dynamic System Bullaer and Smulator User's Guide - Version 1.0

5 Evaluation, compilation and simulation

5.1 Evaluation

We have seen in Section 2.3 that block parameters in Scicos can be defined symbolicaly. Therea utility of thissymbolic
capability isthat we can use Scilab instructionsfor eval uating Sci cos block parameterswithout having to modify the Scicos
diagram. Let ussay thevariable par a has been defined in the Scilab environment, before Scicoswasinvoked. In that case,
we can use par a for setting parameters of one or more blocks. When the diagram is saved, thename par a and itscurrent
value are saved. This means that the next time we invoke Scicos, the vaue used for ssimulationisthis original value even
if the Scilab variable par a hasadifferent value. To tell the block that it should adopt the new vaue of par a, we should
click on the block (open the dialogue) and confirm (click on OK). This re-evaluates the symbolic parameters of the block.
Tore-evauate al the block parametersin adiagram, we can usethe Eval buttoninthe Si mul at i on menu.

The possiblity of using symbolic expressions for defining parameters allows us to construct generic diagrams. For
exampleauniquediagram can reaize an LQG conroller feedback diagramfor dl linear systems; even the number of inputs
and outputs of the system can be parameterized. To implement a particular LQG setup, it suffices to define, in Scilab
environment, variables having the same names as those of symbolic parametersin question, invoke Scicos, |oad thegeneric
diagram and then re-evaluate. An example of a generic diagram isgivenin Section 6.2.

Another situation where the symbolic capability is useful, is when the same parameter is used in different blocks. It
would bevery tediousto visit every such block to update the numerical value of the parameter. Defining symbolically such
aparameter by using the same name, in all of the blocks concerned, we simply need to update the value of parameter in
Scilab environment and re-evaluate the diagram.

To redefine a symbolic parameter, we can of course leave scicos (after saving the diagram), redefine the parameter
(variable) in Scilab environment, invoke Scicos, reload the diagram and re-eval uate (the diagram or just the corresponding
blocks). This procedureisin genera not very practical. Another way to update a parameter isby clicking on Cal ¢ inthe
Edi t menu. Thisstops Scicos and returnsthe control to Scilab. We can then redefine our Scilab variable. However, since
thisvariableisonly locally defined, we need to send it up to Scicos environment. Thiscan be done by using ther esune
command. For example to assign the value of 3 to parameter par a, you should use the following instruction in Scilab:

-1-> para = resune(3)
To assign values to more than one parameter, say to assign 3and 4 to par al and par a2, theinstructionis

-1-> [paral, para2] = resune(3,4)

Themost versatileway to define symbolic parametersisby using cont ext (intheEdi t menu). cont ext isaset of
Scilab instructions associated to a diagram which can be used to define symbolic parameters. By clickingon cont ext ,
we are presented with a Dialogue Panel in which we can write, in Scilab language (except for comments which are not
allowed), instructions which are evaluated once we confirm (click on OK) and everytime the diagram is reloaded. The
advantages of thismehtod are that we do not need to |eave the Scicos environment to change numerical values of symbolic
parameters, and more importantly, theinstructionsthat evaluate them are part of diagram’s datastructure so they are saved
along with the diagram.

Notethat, each Super Block hasacont ext of itsown. When ablock isre-evaluated, it looksfirstinthecont ext of
itsdiagram. If it does not find its symbolic parameters, it looksup at thecont ext of the diagram that contains the Super
Block defined by itsdiagram (if any), and so on.

5.2 Compilation

When the diagram is completed, the graphical information describing the diagram isfirst converted into a compact data
structure using the function c _pass1. Only information useful to the compiler and simulator is preserved (in particular
all graphical datais discarded). Then, this data structureis used by the compiler which isthe functionc pass?2.

Theresult of the compilation contai nsessentially i nformeati on concerning the blocks and the order inwhich these blocks
should be called in different circumstances. For example, the result of the compilation may be: when event ¢ isfired, then
blocks j and & should be called with flag 2, then block j and [ with flag 1 and finaly blocks i, j, [ with flag 3. The order
only mattersfor thecase of flag 1. Thisinformationisstoredin“scheduling tables’. Similarly, thelist of blocksthat should
be called during “continuous operation”, i.e., between two events, are also computed and put into scheduling tables.
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5.2.1 Scheduling tables
There are a number of scheduling tables constructed by the compiler. A brief desciption can befoundin table 6.

Tablesname | flag | Short description

cord 1 | list of blockswhose outputs evolve continuously
oord 1 | subset of cord whose outputs affect computation
of continuous state derivatives
zord 1 | subset of cord whose outputs affect computation
of zero-crossing surfaces
ordclk 1 | list of blocks whose outputs may change when an
eventisfired
execlk 2,3 | list of blocksand corresponding input event

coding whose discrete state or output event
times need to be updated when an event isfired
exexd 2 | list of blocks having continuous states

zcro - list of zero-crossing blocks

Table 6: Scheduling tables generated by the compiler

Scheduling tables associated with flag 1 are ordered lists, i.e., blocks called with flag 1 must be called in the specific
order indicated in the Table. But Scheduling tables associated with flags 2 and 3 are not ordered.

Tableordclk isavector of integers; it containsthelist of blockswhich must be called with flag 1 when events arefired.
In particular it containsthelist of blockswhich must be called with flag 1 when event number 1 (i.e., event associated with
thefirst output event port of the first block containing an event output port) isfired, followed by the list of blocks which
must be called with flag 1 when event number 2 isfired, and so on.

Table execlk isatwo-column matrix of integers; the first column containsthe list of blocks which must be called with
flag 2 when eventsarefired coded asin the case of ordclk. Thesecond column of execlk containsthe corresponding binary
coding of eventsreceived on the input event ports of the corresponding block.

A two-column matrix (ordptr) is used to indicate which section of ordclk and execlk correspond to which event: the
first column of ordptr is apointer to ordclk and the second is a pointer to execlk. See Figure 26.

The information concerning which output event port of which block corresponds to which event number is stored in
vector clkptr. In particular, the event number associated with event output port j of block i isclkptr(i)+-1.

Finally, exexd isavector of integerscontaining block numbers of blockswith continuousstates. Inthe current version,
theblocksare organized such that these blocksare placed at the beginning so exexd issimply [1:nxblk] wherenxblk isthe
number of such blocks. Similarly, the zero-crossing blocks are placed at the end and thus zcro is [nblk-ndcblk+1:nblk]
where ndcblk isthe number of zero-crossing blocks and nblk the total number of blocks.

522 Memory management

Scicos compiler (function c _pass2) also initializesthe memory used during simulation and sets up the appropriate point-
erstoit. Thismemory contains blocks' states and links' registers. The compiler stacks up al the continuous states of al
theblocksinto one vector x and similarly the discrete states are stored in z. Pointer vectors xptr and zptr are used to spec-
ify respectively which parts of x and z belong to which block. For example, the continuous state of the i-th block can be
found at x([xptr (i):xptr (i+1)-1]).

The situation for link registersis more complicated because each link has one register but can be the input and output
of anumber of blocks(because of splits). Thelinksare numbered and their registers are stacked up into one vector (outtb).
Accessing these registersis done through two levels of indirection as indicated in Figure 27. Note that the tables in this
figure contain the necessary information to reconstruct the complete connection diagram of regular paths.

523 Agenda

The simulator uses an agendato schedul e events. Thisagendaiscomposed of two vectors. Thefirst one (evtspt) isavector
of integers; if event i isthe next event scheduled to befired, evtspt(i) containsthe number of next scheduled event, or zero
if no other event is scheduled. The time of the next event is stored in the second vector, tevts(i). Notethat evtspt isa salf
pointing pointer vector. See Figure 28. The compiler setsup theagendaand initializesitusingthei ni t fi ri ng vectors
of different blocks.
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number event inputs

Figure 26: Graphical representation of execlk, ordclk and ordptr.

5.2.4 Compilation result
The result of the compilationisstoredin alist
cpr=list(state, simcor,corinv)

where st at e isalist containing block states, agenda and outtb, i.e. thingsthat evolvein time. si misalist contain-
ing pointers (xptr, zptr, ipptr, inplnk, Inkptr,..), scheduling tables (cord, oord, execlk,..), parameters, function names
and their types. si mremains constant during simulation, so do cor and cor i nv which are liststhat allow making the
correspondance between block numbersin c_pass?2 and block numbersin the Scicos original diagram.

5.3 Simulation

Thefunctionsci cosi misScicos' s main simulation function for compiled Scicos diagrams (see Appendix B for details).
This function uses the scheduling tables generated by the compiler.

The simulation starts off with an initialization phase depicted in Figure 29. At this stage, using a fixed-point iteration
scheme, theinitial states and initia values of the link registers are computed.

In the simulation phase, the simul ator keeps an agenda of all scheduled events. When it istimefor an event to befired,
the simulator uses the scheduling table corresponding to this particular event and calls the Computational functions of
corresponding blocks, first to update their states, then to update their outputs (link registers), and finally to schedule their
output events. At this point, the simulator removes the event just fired from the agenda and looks for the next scheduled
event.
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inpptr outptr
PlUS bIOCk p|us
input number output
port # port #
inp|nk outink
link #
link #
Inkptr
outtb
(link registers)

Figure 27: Memory management of link registers. The link number of the link connected to input i of block j is
[=inplnk(inpptr (j)+i-1). Similarly, that of thelink connected to output i of block j isl=outlnk(outptr (j)+i-1). The mem-
ory allocated tolink | isouttb([Inkptr(I):Inkptr (I+1)-1]).

If the next event is scheduled at current time, the simulator firesit. If the next event is scheduled at some future date,
the smulator calls the differential equation solver | sodar [5, 6] to advance the time, up to thisfuture date. During this
period, the outputs of al the discrete blocks are held constant.

The solver either succeeds in going all way to thisfuture date, or it stopsif it detects a zero-crossing. At this point the
continuous states of al CBB’s are updated and the simulator, using precomputed tables, updates the link registers which
are affected by these changes.

If the solver stops because of a zero-crossing, it obtainsthe time of the eventsthat may need to be scheduled by calling
the corresponding zero-crossing block(s). These events are then scheduled in the agenda.

At this point the simulator checks to make sure the final time has not been reached and that a pause has not been re-
guested by the user. Inthat case it starts over again with the next scheduled event. See Figures 30 and 31.

When time t reaches the final simulation time, the ending phase is executed and all the blocks are called with flag 5
(Figure 32).
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event
times
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Figure 28: Agendais composed to two vectors. The number of next event is stored in pointi.

6 Examples

Scicos comes with anumber of examples which are part of the Scilab demos. These diagrams can be examined, modified,
simulated and copied. They present a good source of information on how the blocks should be used.

6.1 Simpleexamples

Figures 33 through 36 illustrate some of the simple examples provided in the demos.

6.2 Anexampleusing“context”

To define a generic diagram in Scicos, symbolic parameters should be defined in the “context”. For a generic System-
Observer diagram for example, we may have a*“context” asin Figure 38, where A, B and C are system parameters, dt is
the sampling period, x0 istheinitia condition of the system and K the observer gain matrix.

The corresponding Scicos diagram is given in Figure 39; the observed system isthe Super Block in Figure 40) and the
hybrid observer isthe Super Block in Figure 41).

The A and B matrices are used both in the definition of the linear system and theJunp | i near systemusedin
the two Super Blocks; the difference is that in the case of the system, theinitia conditionx0 isused (Figure 42) whereas
inthe case of observer, theinitial conditionisset to zero. The Cand K matricesare used inthe Gai n blocks. In particular,
theobserver gainisgivenin Figure43. Thedt parameter isusedintheCl ock. Theresult of the simulation (which gives
the observation error of al the components of the state) isgiven in Figure 44.

Note that in this diagram, not only the system matrices, but also their dimensions are arbitrary. You can for example
change the C matrix so that the number of outputs of the system changes.

This example is part of Scicos demos. You can experiment by changing the context (don’t forget to Eval for your
modificationsto be effective).
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from Scicos

Initialization
flag 4 used once/block

Link regitersupdate
flag 1 using cord

Re-initialization -
flag 6 (all blocks)

Link registersupdate
flag 1 using cord

¢

converg

no

| yes Tosmulation

Figure 29: Initialization phase.

7 Futuredevelopments

The development of Scicos is actively pursued. There are a number of new features which should be operational in the
near future. A few of these developments are presented in this chapter.

7.1 Different typesof linksand states

In the current version of Scicos, all the link registers are coded as “double precision” numbers. This means that for the
moment, blocksinputs and outputs cannot be of type integer, boolean, etc... In the next version of Scicos, each link will
have its own type (we are considering fortran types only, but that can be changed). The link typeisinherited from input
and output types of the blocks connected to it. This means that in defining a block, in addition to specifying the size of
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link reg.
Agenda update
(cord)
T
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Te timeof ' No zero-crossing
next event N
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link reg. update
% q
update = integrate = lagenda|~
(cord) continuous part
fr(_)r_n o t<Te of the system
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zero-crossing
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t=Tf
update discr. Jink reg.
Toending agendd - :(aetcﬁus' i update ||
(flag 2) rdclk
update
agendal
Figure 30: Simulation phase.
ODE SOLVER
(Isodar)
new cont. derivative new cont. ZEr 0-Cr 0SS
state of cont. state surfaces
state
) evaluate
update link derivative update link Zer o-cross
registers computed registers surfaces
(oord) (exexd) (zord) (zcro)

Figure 31: Continuous part evolved by the solver. Note that only relevent link registers are updated during integration.

each input and output, the type of each input and output must & so be specified. The compiler of course verifiesthat ports
of different types are not connected together.

RT n° 0207



44 Ramine Nikouknan , Serge Jeer

all blocks called with flag 5

%
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Scicos

Figure 32: Ending phase.
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Figure 34: A ball trapped in abox bounces off the floor and the boundaries. The z and y dynamics of the ball are defined
in Super Blocks

Similarly thediscrete stateswill be allowed to be composed of subsetsof different types. The continuousstates however
remain as they are.
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Figure 36: A thermostat controls a hester/cooler unit in face of random perturbation
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A

Figure 37: Simulation result corresponding to the thermostat controller in Figure 36
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You may enter here scilab instructionz to define
zymbolic parameters used in block definitions using
Scilab instructicons: comments are not allowed,

These instructions are evaluated once confirmed. i.e..you
click on OK and every time diagram iz loaded, For blocks to
take into account the changesz. they must be re-—evaluated
by clicking on them and then confirming. or by using Eval .

A=C-,17, .03, ,1:0,0,,2:0,0, 051:B=01:23]7:C=01,1,2:0,2,3]:
dt=3 fAd=expn (dt=A2
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K=irw fAd »=ppol (Ad” C7  O=ones (=00 37 2

| B e |

Figure 38: Context of the diagram.

7.2 Real-time code generation

To be ableto generate real-time code for various processors realizing Scicos diagrams, an interfaceto SynDEX is currently
being developed (for information on SynDEX, see [9, 10]).

The objective isto have an environment where user can select a portion of his Scicos diagram, usually coresponding
to aadiscrete controller, click on abutton and end up in SynDEXx environment loaded with the graph corresponding to this
portion. From there, user can generate optimized multi-processor rea -time code for almost any target processor.

7.3 Blocksimposing implicit relations

Currently, al the CBB’sare explicit in asensethat they cannot imposeimplicit constraintsamong signal son different ports;
thereisclear distinction between inputs and outputs, even though as far as memory management is concerned, inputsand
outputsare handled in a compl etely analogousway in Scicos. Inafutureversion, it would be possibleto define blocksim-
posingimplicit rel ations (al gebraic constraints). Thisoftenleadsto having to solvedifferential-al gebrai cequations (DAE),
for which we shall usedassl [7, 8] as solver.
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Figure 44: Simulation result.

A Using the graphical user interface

A.1 Overview

This section describes various functions of the graphical user interface of Scicos. To invoke Scicos, user should type
sci cos(); inaregular Scilab session. This opens up a Scicos window inside a Scilab graphics window. By default,
thiswindow isentitled Unt i t | ed and contains an empty model.

An existingmodd can beloaded at thispoint using thel oad buttoninFi | e. . menu (this can also be done directly
by using the string containing the name of the file containing the existing model, as argument of thesci cos command)
or anew model can be constructedintheUnt i t | ed window. The model can be saved on filein various formats.

All the operationsin Scicos are done by clicking on various buttonsin the Scicos windows. A detailed descriptionis
givenin Appendix B. Description can also be obtained on each button by clicking first on the Hel p button, then on the
button in question. For help on blocks, user can click first on the Hel p, then on the block in question.

The most common way of constructing Scicos models is by using existing blocksin Scicos' palettes. Click on the
Pal et t es buttonintheedi t .. menu to open the palettes. In various pa ettes, user can find e ementary blocks such
as addition, gain, multiplication, ..., linear system blocks (continuous, discrete both in transfer function and state-space
forms), nonlinear blocks, input output devices (reading from and writingto file, scope, ...), event generating blocks (clock,
event delay, ...) and more. Any number of palettes can be open and active at any time.

A.1.1 Blocksin palettes

Blocksin palettes can be copied into Scicos window by clicking on the Copy buttoninthe Edi t . . menu, then on the
block to be copied and finally where the block is to be placed in Scicos window. See Tables 7 through 13 for alist and a
short description of available blocksin different palettes.

By clicking on ablock in Scicos window, adia og opens up and the user can set block parameters. Help onablock can
be obtained by clicking onthe Hel p button, then on the block (in the palette or in the Scicos window).

Event input portsare always placed ontop, and event output portson the bottom. regular input and output portshowever
can be placed on either side. User can usethe Fl i p button to change the places of input and output ports. The regular
input and output ports are numbered from top to bottom, and the event input and output ports, from left to right (whether
or not the block isflipped).

A.1.2 Connecting blocks

Connecting blocks can be accomplished by clicking on the Li nk buttoninthe Edi t. . menu, then on the output port
and then the input port. This makes a straight line connection. For more complex connections, before clicking on the
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Interfacing function | Computational function | Short description
AFFICH_f affich.f display input valuein diagram
ANIMXY _f scopxy.f animation; inputs are x-y coord.
CLOCK _f super block generate events periodically
CONST f cstblk.f constant output
CURV f intplt.f signal defined by interpolation
EVENTSCOPE_f evscpef visualization of events
GENSIN._f gensin.f sinusoid generator
GENSQR f gensqr.f square wave generator
M SCOPE_f mscope.f multi-display scope
RAND_f rndblk.f random generator
RFILE_f readf .f read formfile
SAWTOOTH.f sawtth.f sawtooth generator
SCOPE_f scope.f scope; one (vector) input
SCOPXY f scopxy.f plots second input as function of first
TIME_f timblk.f output istime
WEFILE_f writef. f writetofile

Table 7: Blocksin Inputs Outputs pal ette

Interfacing function | Computational function | Short description
CLR-f csdlti.f cont. lin. sys. (transfer function)
CLSS f csdlti.f cont. lin. sys. (state space)
DELAYV f delayv.f variable delay
DELAY _f super block fixed delay
DLR-f dsslti.f discr. lin. sys. (transfer function)
DLSS f dsdlti.f discr. lin. sys. (state space)
DOLLARf dollarf single scalar register
GAIN_f gainf matrix gain
INTEGRAL _f integr.f scalar integrator
REGISTER_f delay f shift register
SAMPLEHOLD f samphold.f sample and hold block
SOM _f sum2 and sum3 addition
TCLSSf tedti f cont. lin. sys. with jump

Table 8: Blocksin Linear palette

input port, user can click on intermediary points on Scicos window, to guide the path. Whenever possible, Scicos draws
perfectly horizontal or vertical paths. Obvioudly only output portsand input ports of the same type can be connected. The
color of the path can be changed by clicking on the path.

For some blocks, the number of inputs and outputs ports may depend on block parameters. In this case, user should
adjust block parameters before connecting its ports (it is not possible to remove connected ports).

A path can originatefrom a path, i.e., apath can be split, by clicking on the Li nk button and then on an existing path,
where splitisto be placed, and finally on an input port (or intermediary points before that).

A.1.3 How tocorrect mistakes

If ablock is not correctly placed it can be moved. This can be done by clicking on the Move button (inthe Edi t . .
menu) first, then by clicking on the block to be moved, dragging the block to the desired location where alast click fixes
the position (pointer position corresponds to the lower |eft corner of the block box).

If ablock or apath is not needed, it can be removed using the Del et e Button. This can be done by clicking first on
Del et e and then clicking left on the object to be removed (or right to delete aregion). If ablock is removed, al paths
connected to thisblock are aso removed.

If an incorrect editing operation is performed, it can be taken back. See help on the Undo button.
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Interfacing function | Computational function | Short description
ABSBLKf absblk.f abs value of vector
COSBLK f cosblk.f cosine operation

DLRADAPT f diradp.f
EXPBLK_f expblk.f exponentiation
INVBLK _f invblk.f inversion
LOGBLK_f logblk.f logarithm
LOOKUP-_f lookup.f lookup table
MAX_f maxblk.f maximum of inputs
MIN_f minblk.f minimum of inputs
POWBLK _f powblk.f computes to the power of
PROD _f prod.f multiplication
QUANTf gzrnd.f
SAT f lusat.f saturation
SINBLK _f sinblk.f sine operation
TANBLK _f tanblk.f tangent operation

Table 9: Blocksin Non Linear palette

Interfacing function | Computational function | Short description
ANDLOG f andlog.f
EVTGEN_f none generates event at specified time
EVTDLY _f evtdly.f delay on event
HALT_f hitblk.f stop simulationif event received
MCLOCK _f super block multi frequency clock
MFCLCK _f mfclck
TRASH_f trash.f does nothing

Table 10: Blocksin Events palette

Interfacing function | Computational function Short description
GENERAL f zcrossf detects conditional zero crossing
NEGTOPOS f zcross.f zero crossing with positive slope
POSTONEG._f zcross.f zero crossing with negative slope
ZCROSS f zcrossf detects zero crossing

Table 11: Blocksin Treshold palette

Interfacing function | Computational function Short description
scifunc_block generated used to define blocksin Scilab
generic_block user supplied generic Interfacing function

SUPER_f super block
TEXT_f text.f used to includetext in diagram

Table 12: Blocksin Others palette

A.1.4 Savemodd and smulate

Once the Scicos model is constructed, it can be saved, compiled and simulated. Normally a finished model should not
contain any unconnected input ports (if some regular input ports are left unconnected, the corresponding bl ocks are deacti-
vated). To simulatethe model, user should click onthe Run buttonintheSi rrul at i on. . menu. Simulation parameters
can be set before using the set up button.

System parameters can be modified in the course of thesimulation. Clicking on St op button on top of the main Scicos
window haltsthe simulation and activates the Scicos panel. The system can then be modified and the simulation continued
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Interfacing function | Computational function Short description
DEMUX_f demux.f one vector input demultiplexed
ESELECT_f eselect f input event directed to one output
IFTHEL _f ifthel .f
MUX_f mux.f inputs multiplexed to one output
SELECT_f selector.c one of regular inputs gets out

Table 13: Blocksin Branching palettes

or restarted by clicking on the Run button. The compilation is done automatically if needed. If after a modification the
simul ation does not work properly, amanua compilation (Conpi | e button) may be necessary. Such situationsshould be
reported.

A.15 Editing palettes

Scicos provides a number of predefined palettes (see Section A.1.1). The Palette editor can be used to create and modify
new palettes. To useit, user shouldclick onthePal edi t or. . buttonof themain Scicosmenu. A new window appears
with amenu similar to Scicos' main menu. Thisisthe Palette editor.

Creating and modifying a palette To modify an existing palette, user should load it in the Palette editor window by
clickingfirstonFi | e. . andthenLoad (Scicospredefined pa ettesmay befoundin<SCl DI R>/ macr os/ sci cos/ *. cosf
files). It isthen possible to copy blocks from palettes or from main Scicos window using Copy buttonintheEdi t . .
menu, or add newly defined blocks. For that, user should click onthe AddNewbuttonintheEdi t . . menu (inthe Pal ettes
editor mode). A dialogue box inquires then the name of the I nterfacing function associated with the new block.?

If the Interfacing functionis not yet defined in Scilab, afile selection dia ogue opens up and user is requested to select
thefilethat containsit; in this case the correspondingget f instruction needed to load the function for further useisadded
automatically tothe. sci | ab startup filein user’s home directory.

To have modificationstaken into account user should save the modified palette (using Save if it hasthe desired name,
or Save As or FSave buttonsintheFi | e. . menu) before leaving the Pal ette edition mode (using Exi t button).

Creating a new palette can be done exactly the same way (except that thereisno palette to load initially). At the end,
Scicos attemptsto customizeuser’s. sci | ab startup file by adding the path and the name of the new palette and if neces-
sary the instructionsnecessary to get block Interfacing functions (user is asked to confirm or refuse these modifications).

Converting a Super Block into a block I user wants to freeze a Super block in a single block before adding it to a
palette, he should first click on it to open the Super block’s diagram. Then it must click on the Newbl k button in the
Fi l e.. menu. A dialogue box will appear asking user to set the path of the directory where he wants to place thefile
containing the new block’s Interfacing function. The name of the created file is <pat h><wi ndow nane>. sci . To
change the window name before freezing the Super block, it is necessary to save the super block inafileusing Save As
buttonintheFi | e. . menu.

Once frozen, Super block’s structure cannot be changed. Clicking on itk opens one after the other, al set dialogues
of every block present in the Super block.

It is possible to recover the Super block by modifying (using a text editor) the generated Interfacing function by re-
placingthe’ csuper’ character stringby ' super’ innodel (1) definition.

2Not the name of the file that containsit.
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B Referenceguide

C Scicoseditor

C.1 <cicos. Block diagram editor and GUI for the hybrid smulator scicosm
CALLING SEQUENCE :

sys=sci cos()
sys=sci cos(sys, [ menus])
sys=sci cos(file,[nenus])

PARAMETERS:

Ssys : aScicosdatastructure

fil e : acharacter string. The path of afile containing the image of a Scicos data structure. These filesmay have. cos
or.cosf extensions.

nmenus : avector of character strings. It allows to select some of the Scicos menus. If nenus==[] Scicos draws the
diagram and the contents of each super blocks in separate windows without menu bar. This optionis useful to print
diagrams.

DESCRIPTION:

Scicosisavisual editor for constructing models of hybrid dynamical systems. Invoking Scicos with no argument opens
up an empty Scicos window. Models can then be assembled, loaded, saved, compiled, simulated, using GUI of Scicos.
Theinput and ouput arguments are only useful for debugging purposes. Scicos serves as an interface to the various block
diagram compilers and the hybrid simulator scicosim.

SEE ALSO : sci cosi m77, sci cos_nmai n71, sci cos_nenu 53

C.2 sticos.menu: Scicos menusdescription

DESCRIPTION :
Hereisalist of operationsavailable in Scicos:

Mai n nenu :

Hel p : To get help on an object or menu buttons, click first on Help button and then on the selected object or
menu item.

Edi t.. : Click on thisbuttonto open the diagram edition menu.

Si mul at e.. : Click on thisbutton to open the compilation/execution menu.

Fi 1 e.. : Click on thisbutton to open the file management menu.

Bl ock. . : Click on thisbutton to open the block management menu.

Pal editor.. : Clickon thisbuttonto open the palette edition window and pal ette management menu.

Vi ew : To shiftthediagramtoleft, right, up or down, click first on the View button, then on apoint inthe diagram
where you want to appear in the middle of the graphics window.

Exit : Click onthe Exit button to leave Scicos and return to Scilab session. Save your diagram before leaving
Scicosor it will belost.

Di agram edi ti on menu. : Thismenu alowsto edit diagram and pal ettes

Hel p : To get help on an object or menu buttons, click first on Help button and then on the selected object or
menu item.

W ndow : opensup adia oguewhere user may change the Scicos edition window size. Usethisinstead of standard
window manager way.

Pal et t es : opensup aselection dialogue where user may select a desired pal ette among all defined pal ettes.

Cont ext : opensup adia oguewhere user may enter and modify Scilab instructionsto be executed when diagram
isloaded (Edi t . . / Load menu) or evaluated (Si mul at e. . / Eval menu) (of courseinstructionsare a so
evaluated when did ogue returns).These instructions may be used to define Scil ab variables whose names are
used in the block parameters definition expressions.

Move : Tomove ablock in main Scicos window, click first on the Move button, then click on the selected block,
drag the mouse to the desired block position and click again to fix the position.
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Copy : To copy ablock in main Scicos window, click first on the Copy button, then click |eft on the to-be-

copied block (in Scicos window or in a paette) , and finally click where you want the copy to be placed in
Scicos window.
To copy aregion in main Scicos window, click first on the Copy button, then click right on a corner of the
desired region (in Scicos window or in a palette) , drag to select the desired region, click to fix the selected
region and finaly click where you want the copy to be placed in Scicos window. If source diagram is abig
region, selection may take awhile.

Al'i gn : To obtain nice diagrams, you can align ports of different blocks, vertically and horizontally. Click first
on the Alignbutton, then on thefirst port and finally on the second port. The block corresponding to the second
port ismoved. Connected blocks cannot be aligned.

AddNew : Thisbutton is exists in Palette edition mode. To add a newly defined block to the current palette click
first on this button, a dialogue box will pop up asking for the name of the GUI function associated with the
block. If thisfunctionis not already loaded it is searched in the current directory. The user may then click at
the desired position of the block in the pal ette.

Li nk : Thisbuttonisdefined only in diagram edition mode. To connect an output port to an input port, click first
on the Link button, then on the intermediate points, if necessary, and finally on the input port. Scicos triesto
draw horizontal and vertical linesto form links.

To split alink, click first on the Link button, then on the link where the split should be placed, and finally on
an input port. Only onelink can go from and to a port. Link color can be changed directly by clicking on the
link.

Del et e : Todeeteablock or alink, click first onthe Delete button, then click |eft on the selected object. If you
delete ablock all links connected to it are del eted as well.

To delete aregion in main Scicos window click first on the Delete button, then click right on a corner of the
desired region (in Scicoswindow or inapal ette), drag to select de desired region, click tofix the sel ected region.
If source diagram is a big region, selection may take awhile.

Fli p : Toreversethe positionsof the (regular) inputsand outputsof ablock placed onitssides, click onthe Flip
button first and then on the selected block. This does not affect the order, nor the position of the input and
output event portswhich are numbered from left to right. A connected block cannot be flipped.

Save : SeeSave huttoninFile.. menubeow.

Undo : Click on the Undo button to undo the last edit operation.

Repl ot : Scicoswindow storesthe complete history of the editing session. Click on the Replot buttonto erase the
history and replot the diagram or palette. Replot diagram before printing or exporting Scicos diagrams.

Vi ew : Seethedescriptionof Vi ew inthe main menu above.

Cal ¢ : When you click on this button you switch Scilab to the pause mode (see the help on pause). In the Scilab
main window and you may enter Scilab instructionsto compute whatever you want. to go back to Scicos you
need to enter ""return”” or "[...]=return(...)” Scilabinstruction.’ If youuse”[...]=return(...)” Scilabinstruction
take care not to modify Scicos variablessuch as”scs_m”,”scs_gc”, "menus’,”datam”,... * If you have modified
Scicos graphic window you may restore it using the Scicos ” Replot” menu.

Back : goback tothe main menu.

Si mul ati on nmenu :

Hel p : See Help button above.

Set up : Inthemain Scicos window, clicking on the Setup button invokesadia ogue box that allowsyou to change
integration parameters. absoluteand relativeerror tolerancesfor the ode solver, thetimetol erance (the smallest
time interval for which the ode solver is used to update continuous states), and the maximum time increase
realized by asingle call to the ode solver.

Conpi | e : Thisbutton need never be used since compilationis performed automatically, if necessary, before the

beginning of every simulation (Run button).
Normally, a new compilation is not needed if only system parameters and interna states are modified. In
some cases however modifications are not correctly updated and a manual compilation may be needed before
aRestart or aContinue. Click on thisbuttonto compiletheblock diagram. Please report if you encounter such
acase

Cont ext : See Cont ext definition below.

Eval : blocks dialogues answers can be defined using Scilab expressions. These expressions are evaluated im-
mediately and they are also stored as character strings. Click on the Eval button to have them re-evaluated
according to the new vaues of underlying Scilab variables defined by context for example.
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Run : To start the simulation. If the system has already been simulated, a dia ogue box appears where you can
choose to Continue, Restart or End the ssimulation. You may interrupt the simulation by clicking on the” stop”
button, change any of the block parameters and continue or restart the simul ation with the new va ues.

Save : SeeSave huttoninFile.. menubeow.

Calc : SeeCal ¢ buttoninEdit.. menuabove.

Back : goback tothe main menu.

File nenu :

Hel p : See Hel p buttonin main menu above.

New : Clicking on the New button creates an empty diagram in the main Scicos window. If the previous content of
the window is not saved, it will be lost.

Pur ge : Suppressde eted blocksout of Scicos datastructure. Thismenu changes block indexing and impliescom-
pilation of the diagram before compilation.

Renane : Click on this button to change the diagram or palette’s name. A dial ogue window will pop up.

Newbl k : Click on thisbutton to save the Super Block as a new Scicos block. A Scilab function is generated and
saved in <window_name>.sci filein the desired directory. <window_name> isthe name of the Super Block
appearing ontop of thewindow. A dia ogueallowschoosing thedirectory. Thisblock may be added to apalette
usingPal editor../Edit/AddNew menu.

Save : Savestheblock diagram inthe current binary file selected by apreviouscall to SaveAs orLoad button.
If no current binary file, diagram is saved in the current directory as <wi hdow_nane>. cos.

Save As : Savestheblock diagramin abinary file. A file selection dialoguewill pop up.

FSave : Savethediagramin aformatted ascii file. A dialogue box allows choosing the file name which must
have a.cosf extension.

Formatted save is slower than regular save but has the advantage that the generated file is system independent
(usefull for exchanging data on different computers.
Load : Loads an ascii or binary file containing a saved block diagram. A file selection dialoguewill pop up.
Back : Go back to the main menu.

Bl ock nenu :

Hel p : SeeHel p buttonin main menu above.

Resi ze : To change the size of a block , click first on this button, click next on the desired block. A dialogue
appears that alowsyou to change the width and/or height of the block shape.

I con : To change theicon of ablock drawn by st andar d_dr aw, click first on this button, click next on the
desired block. A dialogue appears that allowsyou to enter Scilab instructionsused to draw theicon. Thesein-
structionsmay refertoori g andsz variablesand moregeneraly to the block datastructurenamed o inthis
context (see sci cos_bl ock). If Icon description selects colors for drawing, it isnecessary to get it through
scs_col or functionto have Col or buttonwork properly.

Col or : To changethe background of ablock drawn by st andar d_dr aw, click first on thisbutton, click next on
the selected block. A color palette appears where user may select the block background color.

Label : Tochange or define the blockslabel, click first on thisbutton, click next on the desired block. A dialogue
appears that allows you to enter the desired label. Labels may be used within blocks computationa functions
as anidentification (see get | abel function).

Back : Go back to the main menu.

Pal editor nenu :ThePal editor.. menuissimilartothemain Scicosmenu. Clickingon thisbuttonopens
anew Scicoswindow inwhich palettescan beedited. TheEdit. . ,Fil e..,Bl ock..,Vi ew,andExit menus
can be used to create, save, load and modify palettes. Palettes have same data structure as diagrams and menus act
almost exactly the same way. The only differences are:

Addnew : thisbuttoninEdit.. menu alowsuser to add anew block in a palette. A dia ogue box will appear
where user may input the name of the interfacing function. If the required interfacing function is not aready
present in Scilab environment, Scicos opens up afile selection window to get thefile containing theinterfacing
function.

Save and SaveAs : Whenapaletteissaved, if necessary, Scicos proposesto add linestothefile™/ . sci | ab
which isthe user Scilab startup file.

SEE ALSO : sci cos 53
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D Blocks
D.1 ABSBLK_f: Scicos absblock

DIALOGUE PARAMETERS:

None.

DESCRIPTION :

This block redlizes element-wise vector absolute value operation. This block has a single input and a single output port.
Port dimension is determined by the context.

D.2 AFFICH_f: Scicos numerical display
DIALOGUE PARAMETERS:

font : integer, the selected font number (see xset)

font si ze : integer, the selected font size (set xset)

col or : integer, the selected color for the text (see xset)

Total numer of digits : aninteger greater than 3, the maximum number of digitsused to represent the number
(sign, integer part and rationa part)

rati onal part nunber of digits : aninteger greater than or equal 0, the number of digits used to represent
the rational part

DESCRIPTION:
This block displays the value of its unique input inside the block (in the diagram) during simulation. The block must be
located in the main Scicos window.

Warning: each time the block is moved user must click on it to set its parameters. The display position is then auto-
matically updated.

SEE ALSO : SCOPE_f 67

D.3 ANDLOG.f: Scicoslogical AND block

DIALOGUE PARAMETERS:

None.

DESCRIPTION :

This block, with two event inputs and aregular output, outputs+1 or -1 on itsregular ouput depending on input events.

+1 : When events are synchronoudly present on both event input ports
-1 : When only one event is present.

SEE ALSO: | FTHEL_f 63

D.4 ANIMXY_f: Scicos 2D animated visualization block

DESCRIPTION:
This block realizes the visualization of the evolution of the two regular input signas by drawing the second input as a
function of thefirst at instants of events on the event input port.

DIALOGUE PARAMETERS:

Curve col ors : aninteger. It isthe color number (>=0) or marker type (<0) used to draw the evolution of the input
port signal. Seexset () for color (dash type) definitions.

Li ne or mark size : aninteger.

Qut put wi ndow nunber : The number of graphicwindow used for the display. It isoften good to use high valuesto
avoid conflict with pal ettes and Super Block windows. If you have more than one scope, make sure they don’'t have
the same window numbers (unless superposition of the curvesis desired).

Qut put wi ndow position : a2 vector specifying the coordinates of the upper Ieft corner of the graphic window.
Answer [] for default window position.

Qut put wi ndow si ze : a2 vector specifying the width and height of the graphic window. Answer [] for default
window dimensions.
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Xm n, Xmax : Minimum and maximum values of the first input; used to set up the X-axis of the plot in the graphics
window.

Ym n, Ymax : Minimum and maximum values of the second input; used to set up the Y-axis of the plot in the graphics
window.

Buf f er size : aninteger. Inorder to minimize the number of graphics outputs, data may buffered.

REMARKS:
Output window number, Output window size, Output window position are only taken into account at theinitialisationtime
of the simulation.

SEE ALSO : SCOPE_f 67, EVENTSCOPE_f 60, SCOPXY_f 68

D.5 BIGSOM _f: Scicosaddition block

DIALOGUE PARAMETERS:
I nput si gns : avector sgn of weights(generaly +1 or -1). The number of input signsfix the number of input ports.

DESCRIPTION:

Thisblock realize weighted sum of theinput vectors. The output isvector kth component isthe sum of thek th components
of each input portsweighted by sgn( k) .

SEE ALSO: GAI N f 61, SOM f 69

D.6 CLINDUMMY f: Scicosdummy continuoussystem with state

DESCRIPTION:
Thisblock should be placed in any block diagram that contains a zero-crossing block but no continuous system with state.
The reason for that isthat it isthe ode solver that find zero crossing surfaces.

SEE ALSO: ZCRGOSS f 71

D.7 CLKIN_f: Scicos Super Block event input port

DESCRIPTION:

This block must only be used inside Scicos Super Blocksto represent an event input port.

In a Super Block, the event input ports must be numbered from 1 to the number of event input ports.
DIALOGUE PARAMETERS:

Port nunber : aninteger defining the port number.

SEEALSO: I N f 63, QUT_f 65, CLKOQUT_f 57

D.8 CLKOUT._f: ScicosSuper Block event output port

DESCRIPTION :

This block must only be used inside Scicos Super Blocksto represent an event output port.

In a Super_Block, the event output ports must be numbered from 1 to the number of event output ports.
DIALOGUE PARAMETERS:

Port nunber : aninteger giving the port number.

SEEALSO: I N f 63, QUT_f 65, CLKI N f 57

D.9 CLKSOM f: Scicosevent addition block

DIALOGUE PARAMETERS:

None.

DESCRIPTION:

This block is an event addition block with up to three inputs. The output reproduces the events on al the input ports.
Strictly speaking, CLKSOM isnot a Scicos block because it is discarded at the compilation phase. The inputsand output
of CLKSOM are synchronized.
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D.10 CLKSPLIT_f: Scicosevent split block

DIALOGUE PARAMETERS:
None.
DESCRIPTION:
Thisblock isan event split block with an input and two outputs. The outputs reproduces the event the input port on each
output ports. Strictly speaking, CLKSPLIT is not a Scicos block because it is discarded at the compilation phase. This
block isautomatically creasted when creating a new link issued from alink.

The inputs and output of CLKSPLIT are synchronized.

D.11 CLOCK f: Scicosperiodic event generator

DESCRIPTION :

Thisblock isaSuper Block constructed by feeding back the output of an event delay block into itsinput event port. The
unique output of this block generates aregular train of events.

DIALOGUE PARAMETERS:

Peri od : scalar. Oneover thefrequency of the clock. Period isthetime that separates two output events.
Init time :scdar. Starting date. if negative the clock never starts.

SEE ALSO: EVTDLY_f 61

D.12 CLR_f: Scicoscontinuous-timelinear system (SISO transfer function)

DIALOGUE PARAMETERS:

Nurrer at or : apolynomiains.
Denom nat or : apolynomidins.

DESCRIPTION:
Thisblock realizesa SISO linear system represented by itsrational transfer functionNurrer at or / Denomi nat or . The
rational function must be proper.

SEE ALSO: CLSS f 58, | NTEGRAL_f 63

D.13 CLSSf: Scicoscontinuous-timelinear state-space system

DESCRIPTION:

This block realizes a continuous-timelinear state-space system.

xdot =A* x+B* u

y =C*x+D*u

The system is defined by the (A,B,C,D) matrices and the initia state x0. The dimensions must be compatible.
DIALOGUE PARAMETERS:

A : sguare matrix. The A matrix

B : theB matrix,[] if system hasno input

C : theC matrix,[] if system has no output

D : theD matrix,[] if syssemhasnoD term.
x0 : vector. Theinitid state of the system.

SEE ALSO: CLR f 58, | NTEGRAL_f 63

D.14 CONST f: Scicosconstant value(s) generator

DIALOGUE PARAMETERS:

const ant s : areal vector. The vector size givesthe size of the output port. The valueconst ant s(i) isassigned
to the ith component of the output.

DESCRIPTION :
Thisblock isa constant value(s) generator.
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D.15 COSBLK _f: Scicoscosine block

DIALOGUE PARAMETERS:

None.

DESCRIPTION :

This block realizes vector cosine operation. y(i ) =cos(u(i)). The port input and output port sizes are equa and
determined by the context.

SEE ALSO : SI NBLK_f 69, GENSI N_f 62

D.16 CURV_f: Scicosblock, tabulated function of time

DIALOGUE PARAMETERS:
Tabulated functionis entered using a graphics curve editor (see edit_curv in Scilab documentation)
DESCRIPTION :
This block defines a tabulated function of time. Between mesh points block performs a linear interpolation. Outside
tabulation block outputslast tabulated value.
User may define the tabulation of the function using a curve editor.

D.17 DELAYV_f: Scicostime varying delay block
DIALOGUE PARAMETERS::

Nunber i nputs : sizeof the delayed vector (-1 not alowed)
Regi ster initial state : registerinitia state vector. Dimension must be greater than or equal to 2
Max del ay : Maximum delay that can be produced by thisblock

DESCRIPTION:
This block implements a time varying discretized delay. The value of the delay is given by the second input port. The
delayed signd entersthefirst input port and leaves the unique output prot.

Thefirst event output port must be connected to uniqueinput event port if auto clocking isdesired. But the input event
port can also be driven by outside clock. In that case, the max delay is size of initial condition times the period of the
incoming clock.

The second output event port generates an event if the second input goes above the maximum delay specified. This
signal can be ignored. In that case the output will be delayed by max delay.

SEE ALso : DELAY_f 59, EVTDLY_f 61, REQ STER f 66

D.18 DELAY _f: Scicosdeay block
DIALOGUE PARAMETERS::

Di scretization time step : postivescaar, delay discretization time step
Regi ster initial state : registerinitia state vector. Dimension must be greater than or equal to 2

DESCRIPTION:
Thisblock implements as a discretized delay. It isin fact a Scicos super block formed by a shift register and a clock.
value of the delay is given by the discretization time step multiplied by the number of states of the register minus one

SEE ALso : DELAYV_f 59, EVTDLY_f 61, REG STER f 66

D.19 DEMUX_f: Scicosdemultiplexer block
DIALOGUE PARAMETERS:
nunber of output ports : positiveinteger lessthan or equa to 8.

DESCRIPTION:

Given avector vaued input thisblock splitsinputsover vector valued outputs. Sou=[ y1; y2. .. .; yn] ,whereyi are
numbered from top to bottom. Input and Output port sizes are determined by the context.

SEE ALSO : MUX f 65
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D.20 DLRADAPT f: Scicosdiscrete-timelinear adaptive system
DIALOGUE PARAMETERS::

Vector of p mesh points : avector which definesu2 mesh points. Numerator roots: ameatrix, each line gives
the roots of the numerator at the corresponding mesh point.

Denom nat or roots :amatrix, each linegivestheroots of the denominator at the corresponding mesh point.

gai n : avector, each vector entry givesthe transfer gain at the corresponding mesh point.

past inputs : avector of initia value of past degr ee( Nuner at or) inputs

past out puts : avector of initial value of past degr ee( Denoni nat or) outputs

DESCRIPTION:
Thisblock realizes a SISO linear system represented by itsrationa transfer function whose numerator and denominator
roots are tabulated functions of the second block input. The rational function must be proper.

Roots are interpol ated linearly between mesh points.

SEE ALso: DLSS f 60, DLR _f 60

D.21 DLR_f: Scicosdiscrete-timelinear system (transfer function)
DIALOGUE PARAMETERS::

Nurrer at or : apolynomial inz.
Denom nat or : apolynomial in z.

DESCRIPTION:
This block realizes a SISO linear system represented by its rational transfer function (in the symbolic variable z). The
rational function must be proper.

SEE ALso : DLSS f 60, DLRADAPT_f 60

D.22 DLSSf: Scicosdiscrete-timelinear state-space system

DESCRIPTION :

This block realizes a discrete-time linear state-space system. The system is defined by the (A,B,C,D) matrices and the
initia state x0. The dimensions must be compatible. At the arrival of an input event on the unique input event port, the
state is updated.

DIALOGUE PARAMETERS:

A : sguare matrix. The A matrix

B : the B matrix

C : the C matrix

x0 : vector. Theinitid state of the system.

SEE ALso: DLR f 60, | NTEGRAL_f 63, CLSS f 58, DLSS f 60

D.23 EVENTSCOPE_f: Scicosevent visualization block

DESCRIPTION:
Thisblock realizes the visudization of the input event signals.

DIALOGUE PARAMETERS:

Nurber of event inputs : aninteger givingthe number of eventinput portscolors: avector of integers. Thei-th
element isthe color number (>=0) or dash type (<0) used to draw the evolution of thei-th input port signal. See
xset for color (dash type) definitions.

Qut put wi ndow nunber : The number of graphic window used for the display. It is often good to use high values
to avoid conflict with palettes and Super Block windows. 1f you have more than one scope, make sure they don’t
have the same window numbers (unless superposition of the curvesisdesired). Output window position: a2 vector
specifying the coordinates of the upper |eft corner of the graphic window. Answer [] for default window position.
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Qut put wi ndow si ze : a2 vector specifying the width and height of the graphic window. Answer [] for default
window dimensions.

Refresh period : Maximum value on the X-axis (time). The plot is redrawn when time reaches a multiple of this
value.

REMARKS:
Output window number, Output window size, Output window position are only taken into account at theinitialisationtime
of the simulation.

SEE ALSO : SCOPXY_f 68, SCOPE_f 67, ANl MXY_f 56

D.24 EVTDLY_f: Scicosevent delay block

DESCRIPTION :
Oneeventisgenerated Del ay after an event entersthe uniqueinput event port. Block may aso generate aninitial output
event.

DIALOGUE PARAMETERS:

Del ay : scdar. Time delay between input and output event.
Aut 0- exec : scaar. If Aut o- exec>=0 block initialy generates an output event at date Aut o- exec.

SEE ALsO : CLOCK f 58

D.25 EVTGEN._f: Scicosevent firing block

DESCRIPTION :

One event is generated on the unique output event port if Event ti ne islarger than equal to zero, if not, no event is
generated.

DIALOGUE PARAMETERS:

Event tinme : scdar. dateof theinitial event

SEE ALso : CLOCK_f 58, EVTDLY_f 61

D.26 EXPBLK_f: Scicosa’u block
DIALOGUE PARAMETERS:
a : red positivescaar

DESCRIPTION:
Thisblock redlizesy (i ) =a” u(i) . Theinput and output port sizes are determined by the compiler.

D.27 GAIN_f: Scicosgain block
DIALOGUE PARAMETERS:
Gai n : ared matrix.

DESCRIPTION :
This block isagain block. The output isthe Gain times the regular input (vector). The dimensions of Gain determines
the input (humber of columns) and output (number of rows) port sizes.
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D.28 GENERAL f: Scicosgeneral zero crossing detector

DESCRIPTION:

Depending on the sign (just before the crossing) of the inputs and the input numbers of the inputsthat have crossed zero,
an event is programmed (or not) with a given delay, for each output. The number of combinations grows so fast that this
becomes unusable for blocks having more than 2 or 3 inputs. For the moment this block is not documented.

DIALOGUE PARAMETERS:

Si ze of regular input :integer.

Nurmber of output events : integer.

the routing matrix : matrix. number of rows isthe number of output events. The columns correspond to each
possiblecombination of signsand zero crossingsof theinputs. Theentries of the matrix givethedelay for generating
the output event (<0 no event is generated).

SEE ALSO : NEGTOPOS_f 65, POSTONEG f 65, ZCROSS f 71

D.29 GENERIC.f: Scicosgenericinterfacing function

DESCRIPTION:
Thisblock can redize any type of block. The computational function must already be defined in Scilab, Fortran or C code.

DIALOGUE PARAMETERS:

si mul ati on function : acharacter string, the name of the computational function

function type : anonnegativeinteger, the type of the computationa function

i nput port sizes : avector of integers, size of regular input ports.

out put port sizes : avector of integers, size of regular output ports.

i nput event port sizes : avector of ones, size of event input ports. The size of the vector gives the number of
event input ports.

out put event port sizes : avector of ones, size of event output ports. The size of the vector gives the number
of of event output ports.

Initial continuous state : acolumn vector.

Initial discrete state :acolumnvector.

System type : astring: c,d, zor | (CBB, DBB, zero crossing or synchro).

Real parameter vector : columnvector. Any parameters used intheblock can be defined here as acolumn vector.

I nt eger paraneter vector : columnvector. Any integer parameters used in the block can be defined here as a
column vector.

initial firing :vector. Sizeof thisvector corresponds to the number of event outputs. The value of thei-th entry
specifies the time of the preprogrammed event firing on the i-th output event port. If less than zero, no event is
preprogrammed.

di rect feedthrough : character "y” or "n”, specifiesif block has adirect input to output feedthrough.

Ti me dependance : character "y” or "n", specifiesif block output depends explicitly on time.

SEE ALso: sci func_bl ock 71

D.30 GENSIN_f: Scicossinusoid generator

DESCRIPTION:
This block isasine wave generator: M*sin(F*t+P)
DIALOGUE PARAMETERS:

Magni t ude : ascaar. The magnitude M.
Frequency : ascaar. Thefreguency F.
Phase : ascalar. ThephaseP.

SEE ALSO : GENSQR f 63, RAND f 66, SAWTOOTH_f 67
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D.31 GENSQR._f: Scicossguarewave generator

DESCRIPTION:

This block is a sguare wave generator: output takesvalues- M and M Every time an event is received on the input event
port, the output switchesfrom-M toMorMto -M

DIALOGUE PARAMETERS:

Anplitude :ascdar M
SEE ALSO : GENSI N_f 62, SAWTOOTH_f 67, RAND_f 66

D.32 HALT_f: Scicos Stop block
DIALOGUE PARAMETERS:

State on halt : scaar. A valueto be placed in the state of the block. For debugging purposesthis allows to distin-
guish between different halts.

DESCRIPTION:
This block has a unique input event port. Upon the arrival of an event, the simulation is stopped and the main Scicos
window is activated. Simulation can be restarted or continued (Run button).

D.33 IFTHEL _f: Scicosif then else block

DIALOGUE PARAMETERS:
None.
DESCRIPTION:
One event isgenerated on one of the output event portswhen an input event arrives. Depending on the sign of the regular
input, the event is generated on thefirst or second outpuit.
Thisisasynchro block, i.e., input and output event are synchronized.

D.34 INTEGRAL _f: Scicossmpleintegrator

DESCRIPTION:
Thisblock isan integrator. The output isthe integra of the input.
DIALOGUE PARAMETERS:

Initial state :ascdar. Theinitial condition of theintegrator.

SEE ALsSO: CLSS f 58, CLR f 58

D.35 INVBLK_f: Scicosinversion block

DIALOGUE PARAMETERS:

None.

DESCRIPTION:

This block computesy (i ) =1/ u(i) . Theinput (output) size is determined by the context

D.36 [IN_f: Scicos Super Block regular input port

DESCRIPTION :

This block must only be used inside Scicos Super Blocksto represent a regular input port. The input size is determined
by the context.

In a Super Block, regular input ports must be numbered from 1 to the number of regular input ports.

DIALOGUE PARAMETERS:

Port nunber : aninteger giving the port number.

SEE ALsO: CLKI N_f 57, QUT_f 65, CLKOUT_f 57
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D.37 LOGBLK_f: Scicoslogarithm block

DIALOGUE PARAMETERS:
a: real scalar greater than 1

DESCRIPTION:
Thisblock realizesy (i) =l og(u(i)) /1 og(a). Theinput and output port sizes are determined by the context.

D.38 LOOKUP_f: ScicosL ookup tablewith graphical editor

DESCRIPTION:
This block realizes a non-linear function defined using a graphical editor.

D.39 MAX_f: Scicosmax block

DIALOGUE PARAMETERS:

None.

DESCRIPTION:

The block outputs the maximum of the input vector: y=max( ul, ... un). Theinput vector sizeis determined by the
compiler according to the connected blocks port sizes.

SEEALSO: M N _f 64

D.40 MCLOCK f: Scicos 2 frequency event clock

DESCRIPTION:

This block isa Super Block constructed by feeding back the outputs of an MFCLCK block intoitsinput event port. The
two outputs of thisblock generate regular train of events, the frequency of the first input being equal to that of the second
output divided by an integer n. The two outputs are synchronized (thisisimpossiblefor standard blocks; thisis a Super
Block).

DIALOGUE PARAMETERS:

Basi ¢ peri od : scdar. equals Uf, f being the highest frequency.
n :anintger >1. thefrequency of thefirst output event isf/n.

SEE ALSO : MFCLCK f 64, CLOCK f 58

D.41 MFCLCK f: Scicosbasic block for frequency division of event clock

DESCRIPTION:

Thisblock isused in the Super Block MCLOCK. The input event isdirected once every ntimesto output 1 and the rest of
thetimeto output 2. Thereisadelay of "Basic period” in the transmission of the event. If this period >0 then the second
outputisinitialy fired. It isnot if thisperiod=0. In the latter case, theinput isdriven by an event clock and in the former
case, feedback can be used.

DIALOGUE PARAMETERS:

Basi ¢ peri od : positivescaar.
n : aninteger greater than 1.

SEE ALSO : MCLOCK f 64, CLOCK f 58

D.42 MIN_f: Scicos min block

DIALOGUE PARAMETERS:
None.
DESCRIPTION:
The block outputs the minimum of theinput vector: y=mi n(ul, ... un). Theinput vector size is determined by the
compiler according to the connected blocks port sizes.
SEE ALso: MAX f 64
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D.43 MUX_f: Scicos multiplexer block
DIALOGUE PARAMETERS:
nunber of output ports : integer greater than or equal to 1 and lessthan 8

DESCRIPTION:
Givenn vector valued inputsthis block merges inputsin an single output vector. Soy=[ ul; u2. ... ; un] ,whereui
are numbered from top to bottom. Input and Output port sizes are determined by the context.

SEE ALSO : MUX f 65

D.44 NEGTOPOS.f: Scicosnegativeto positive detector

DESCRIPTION :
An output event is generated when the uniqueinput crosses zero with a positive slope.

SEE ALSO : POSTONEG f 65, ZCROSS_f 71, GENERAL_f 62

D.45 OUT._f: ScicosSuper Block regular output port
DIALOGUE PARAMETERS:
Port nunber : aninteger giving the port number.

DESCRIPTION:

This block must only be used inside Scicos Super Blocksto represent aregular output port.

In aSuper Block, regular output ports must be numbered from 1 to the number of regular output ports.
size of the output is determined by the compiler according to the connected blocks port sizes.

SEE ALSO: CLKI N_f 57, I N_f 63, CLKOUT_f 57

D.46 POSTONEG f: Scicospositiveto negative detector

DESCRIPTION :
An output event is generated when the uniqueinput crosses zero with a negative slope.

SEE ALSO : NEGTOPCS f 65, ZCROSS f 71, GENERAL_f 62
D.47 POWBLK _f: Scicosu ablock

DIALOGUE PARAMETERS:

a : rea scaar

DESCRIPTION:
This block realizesy (i ) =u(ii ) " a. Theinput and output port sizes are determined by the compiler according to the
connected blocks port sizes.

D.48 PROD._f: Scicoselement wise product block

DESCRIPTION:
The output is the e ement wize product of the inputs.
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D.49 QUANT_f: ScicosQuantization block
DIALOGUE PARAMETERS:

St ep : scaar, Quantization step
Quanti zati on net hod : scalar with possiblevalues1,2,3 or 4

: Round method

. Truncation method
: Floor method

. Cell method

A WNBE

DESCRIPTION:
This block outputsthe quantization of theinput according to a choice of methods
for Round method
y(i)=Step*(int(u(i)/Step+0.5)-0.5) ifu(i)<0.
y(i)=Step*(int(u(i)/Step-0.5)+0.5).ifu(i)>=0.
For truncation method
y(i)=Step*(int(u(i)/Step+0.5)) ifu(i)<O.
y(i)=Step*(int(u(i)/Step-0.5)) ifu(i)>=0.
For floor method
y(i)=Step*(int(u(i)/Step+0.5))
For ceil method
y(i)=Step*(int(u(i)/Step-0.5))

D.50 RAND._f: Scicosrandom wave generator

DESCRIPTION:

Thisblock is arandom wave generator: each output component takes piecewise constant random values. Every time an
event isreceived on theinput event port, the outputstake new independent random values.

output port sizeisgiven by thesizeof A and B vectors

DIALOGUE PARAMETERS:

flag : Oor 1. Oforuniformdistributionon[ A, A+B] and 1 for normal distribution N( A, B* B) .
A : scalar
B : scaar

SEE ALSO : GENSI N f 62, SAWIOOTH f 67, GENSQR f 63

D.51 REGISTER._f: Scicos shift register block

DESCRIPTION:
Thisblock realizes a shift register. At every input event, the register is shifted one step.
DIALOGUE PARAMETERS:

Initial condition :acolumnvector. It containstheinitial state of the register.

SEE ALso : DELAY_f 59, DELAYV_f 59, EVTDLY_f 61

D.52 RFILE_f: Scicos”read from file’" block
DIALOGUE PARAMETERS:

Time record Sel ection : anempty matrix or a positiveinteger. If aninteger i isgiven thei th element of the
read record is assumed to be the date of the output event. If empty no output event exists.

Qut put record sel ecti on : avectorof positiveinteger. [ k1, . ., kn] ,Theki thelement of theread record gives
thevaueof i th output.

I nput file name : acharacter string defining the path of thefile

| nput Format : acharacter string defining the Fortran format to use or nothing for an unformatted (binary) write
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Buf f er size : Toimprove efficiency it is possible to buffer the input data. read on the file is only done after each
Buf f er size cal totheblock.
si ze of output : ascdar. Thisfixesthe number of "value’ read.

DESCRIPTION:
Thisblock alows user to read datas in afile, in formatted or binary mode. Qut put record sel ection andTi e
record Sel ection dalowstheuser to select data among file records.

Each call to the block advance one record in thefile.

SEE ALsSO: WFI LE f 71

D.53 SAMPLEHOLD f: Scicos Sampleand hold block

DIALOGUE PARAMETERS:

None.

DESCRIPTION:

Each time an input event is received block copy itsinput on the output and hold it until input event. For periodic Sample
and hold, event input must be generated by aCl ock.

SEE ALSO : DELAY f 59, CLOCK f 58

D.54 SAT_f: Scicos Saturation block

DESCRIPTION :
This block realizes the non-linear function: saturation.
DIALOGUE PARAMETERS:

M n : ascaar. Lower saturation bound
Max : ascaar. Upper saturation bound
Sl ope : ascalar. Thedope of thelinegoing through the origin and describing the behaviour of the function around zero.

SEE ALSO : LOOKUP_f 64

D.55 SAWTOOTH f: Scicossawtooth wave generator

DESCRIPTION:

This block is a sawtooth wave generator: output is (t-ti) from ti to t_(i+1) wheret_i and t_(i+1) denote the times of two
successive input events.

DIALOGUE PARAMETERS:

None.

SEE ALSO: GENSI N f 62, GENSQR f 63, RAND f 66

D.56 SCOPE_f: Scicosvisualization block

DESCRIPTION:

This block redlizes the visualization of the evolution of the signals on the standard input port(s) at instants of events on
the event input port.

DIALOGUE PARAMETERS:

Curve col ors : avector of integers. Thei-th element is the color number (>0) or dash type (<0) used to draw the
evolution of thei-thinput port signal. See pl ot 2d for color (dash type) definitions.

Qut put wi ndow nunber : The number of graphicwindow used for the display. It isoften good to use high valuesto
avoid conflict with pal ettes and Super Block windows. If you have more than one scope, make sure they don’'t have
the same window numbers (unless superposition of the curvesis desired).

Qut put wi ndow position : a2 vector specifying the coordinates of the upper Ieft corner of the graphic window.
Answer [] for default window position.

Qut put wi ndow si ze : a2 vector specifying the width and height of the graphic window. Answer [] for default
window dimensions.
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Ymi n, Ymax : Minimum and maximum values of theinput; used to set up the Y-axisof the plot in the graphics window.

Refresh period : Maximum value on the X-axis (time). The plot is redrawn when time reaches a multiple of this
value.

Buf f er size : Toimproveefficiency itispossibletobuffer theinput data. Thedrawingisonly doneafter each Buf f er
si ze call totheblock.

Accept herited events :if 0 SCOPEf drawsanew pointonly when an event occurs on itsevent input port. if
1SCOPEf drawsanew point when an event occurs on itsevent input port and when it’sregular input changes due
to an event on an other upstrem block (herited events).

REMARKS:
Output window number, Output window size, Output window position are only taken into account at theinitialisationtime
of the simulation.

SEE ALSO : SCOPXY_f 68, EVENTSCOPE_f 60, ANl MXY_f 56

D.57 SCOPXY _f: Scicosvisualization block

DESCRIPTION:
This block realizes the visualization of the evolution of the two regular input signas by drawing the second input as a
function of thefirst at instants of events on the event input port.

DIALOGUE PARAMETERS:

Curve col ors : aninteger. Itisthe color number (>0) or dash type (<0) used to draw the evolution of theinput port
signal. Seepl ot 2d for color (dash type) definitions.

Li ne or mark size : aninteger.

Qut put wi ndow nunber : The number of graphicwindow used for the display. It isoften good to use high valuesto
avoid conflict with pal ettes and Super Block windows. If you have more than one scope, make sure they don’'t have
the same window numbers (unless superposition of the curvesis desired).

Qut put wi ndow position : a2 vector specifying the coordinates of the upper Ieft corner of the graphic window.
Answer [] for default window position.

Qut put wi ndow si ze : a2 vector specifying the width and height of the graphic window. Answer [] for default
window dimensions.

Xm n, Xmax : Minimum and maximum values of the first input; used to set up the X-axis of the plot in the graphics
window.

Ym n, Ymax : Minimum and maximum values of the second input; used to set up the Y-axis of the plot in the graphics
window.

Buf f er size : Toimproveefficiency itispossibletobuffer theinput data. Thedrawingisonly doneafter each Buf f er
si ze call totheblock.

REMARKS:
Output window number, Output window size, Output window position are only taken into account at theinitialisationtime
of the simulation.

SEE ALSO : SCOPE_f 67, EVENTSCOPE_f 60, ANl MXY_f 56

D.58 SELECT_f: Scicossdaect block
DIALOGUE PARAMETERS:

nunber of inputs :ascaar. Number of regular and event inputs.
initial connected input :aninteger. It must be between 1 and the number of inputs.

DESCRIPTION:

Thisblock routes one of the regular inputsto the unique regular output. the choice of which input is to be routed isdone,
initially by the"initial connected input” parameter. Then, every time an input event arrives on thei-thinput event port, the
i-th regular input port is routed to the regular outpuit.
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D.59 SINBLK _f: Scicossineblock

DIALOGUE PARAMETERS:

None.

DESCRIPTION :

Thisblock realizes vector sineoperation. y (i ) =si n(u(i)) . Theinput and output port sizes are equa and determined
by the context.

D.60 SOM _f: Scicosaddition block
DIALOGUE PARAMETERS:

I nput si gns : a(1x3) vector of +1 and -1. If -1, the corresponding input is multiplied by -1 before addition.

DESCRIPTION:
This block isasum. The output is the el ement-wise sum of theinputs.

Input ports are located at up, left or right and down position. You must specify 3 gain numbers but if only two links
are connected only thefirst values are used, ports are numbered anti-clock wise.

SEE ALSO: GAI N _f 61

D.61 SPLIT_f: Scicosregular split block

DIALOGUE PARAMETERS:
None.
DESCRIPTION:
Thisblock isaregular split block withan input and two outputs. The outputsreproducestheinput port on each output ports.
Strictly spesking, SPLIT isnot a Scicos block because it is discarded at the compilation phase. Thisblock isautomatically
created when creating a new link issued from alink.
Port sizes are determined by the context.

D.62 STOP_f: Scicos Stop block
DIALOGUE PARAMETERS:

State on halt : scaar. A valueto be placed in the state of the block. For debugging purposesthis allows to distin-
guish between different halts.

DESCRIPTION:
This block has a unique input event port. Upon the arrival of an event, the ssimulation is stopped and the main Scicos
window is activated. Simulation can be restarted or continued (Run button).

D.63 SUPER._f: Scicos Super block

DESCRIPTION :
Thisblock opens up anew Scicoswindow for editing anew block diagram. This diagram describestheinterna functions
of the super block.
Super block inputsand outputs (regular or event) are designated by specia (input or output) blocks.
Regular input blocks must be numbered from 1 to the number of regular input ports. Regular input ports of the super block
are numbered from the top of the block shape to the bottom.

Regular output portss must be numbered from 1 to the number of regular output ports. Regular output portsof the super
block are numbered from the top of the block shape to the bottom.

Event input blocks must be numbered from 1 to the number of event input ports. Event input ports of the super block
are numbered from the left of the block shape to theright.
Event output ports must be numbered from 1 to the number of event output ports. Event output ports of the super block
are numbered from the left of the block shape to theright.

SEE ALsSO : CLKI N_f 57, QUT_f 65, CLKOUT_f 57, I N_f 63
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D.64 TANBLK_f: Scicostan block

DIALOGUE PARAMETERS:

None.

DESCRIPTION:

This block realizes vector tangent operation. input (output) port size is determined by the compiler.

SEE ALSO : SI NBLK f 69

D.65 TCLSSf: Scicosjump continuous-timelinear state-space system

DESCRIPTION:

This block redlizes a continuous-timelinear state-space system with the possibility of jumpsin the state. The number of
inputsto thisblock istwo. The firstinput is the regular input of the linear system, the second carries the new value of the
state which is copied into the state when an event arrives at the unique event input port of thisblock. That means the state
of the system jumps to the value present on the second input (of size equal to that of the state). The system is defined by
the (A,B,C,D) matrices and the initial state x0. The dimensions must be compatible. The sizes of inputs and outputs are
adjusted automatically.

DIALOGUE PARAMETERS:

A : sguare matrix. The A matrix

B : the B matrix

C : the C matrix

D : the D matrix

x0 : vector. Theinitid state of the system.

SEE ALsSO: CLSS f 58, CLR f 58

D.66 TEXT_f: Scicostext drawing block
DIALOGUE PARAMETERS:

t xt : acharacter string, Text to be displayed
font : apositiveinteger lessthan 6, number of selected font (see xset)
si z : apositiveinteger, selected font size (see xset)

DESCRIPTION:
This specid block isonly useto add text at any point of the diagram window. It has no effect on the simulation.

D.67 TIME_f: Scicostime generator

DIALOGUE PARAMETERS:

None.

DESCRIPTION :

Thisblock isatime generator. The unique regular output isthe current time.

D.68 TRASH_f: Scicos Trash block

DIALOGUE PARAMETERS:

None

DESCRIPTION:

This block does nothing. It simply allows to safely connect the outputs of other blocks which should be ignored. Useful
for sinking outputs of no interest. The input size is determined by the compiler.
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D.69 WFILE_f: Scicos”writetofile’ block

DIALOGUE PARAMETERS:

i nput si ze : ascaar. Thisfixestheinput size

Qut put file name : acharacter string defining the path of thefile

Qut put For mat : acharacter string defining the Fortran format to use or nothing for an unformatted (binary) write

Buf f er si ze : Toimproveefficiency it is possible to buffer the input data. write on the file is only done after each
Buf f er size calstothe block.

DESCRIPTION:
Thisblock alowsuser to save datain afile, in formatted and binary mode. Each call to the block correspondsto a record
in thefile. Each record has the following form: [t, V1, ..., Vn] wheret isthevalue of timewhen block iscalled

and Vi istheithinput vaue
SEE ALSO : RFI LE f 66

D.70 ZCROSSf: Scicos zero crossing detector

DESCRIPTION:
An output event is generated when all inputs (if more than one) cross zero simultaneoudly.
DIALOGUE PARAMETERS:

Nurmber of i nputs : apostiveinteger.

SEE ALSO : POSTONEG f 65, GENERAL_f 62

D.71 scifunc_block: Scicos block defined interactively

DESCRIPTION:

This block can redlize any type of Scicos block. The function of the block is defined interactively using dial ogue boxes
and in Scilab language. During simulation, these instructions are interpreted by Scilab; the simulation of diagrams that
include these types of blocksis slower. For more information see Scicos reference manual.

DIALOGUE PARAMETERS:

nunber of inputs :ascdar. Number of regular input ports

nunber of outputs : ascaar. Number of regular output ports

nunber of input events : ascaar. Number of input event ports

nunber of output events : ascaar. Number of output event ports

Initial continuous state : acolumn vector.

Initial discrete state :acolumnvector.

System type : astring: cor d (CBB or DBB, other types are not supported).

Syst em par anet er : column vector. Any parameters used in the block can be defined here a column vector.

initial firing :vector. Sizeof thisvector corresponds to the number of event outputs. The value of thei-th entry
specifies the time of the preprogrammed event firing on the i-th output event port. If less than zero, no event is
preprogrammed.

I nstructi ons : other diaoguesare opened consecutively where used may input Scilab code associated with the com-
putations needed (block initialization, outputs, continuous and discrete state, output events date, block ending),

SEE ALSO : GENERI C f 62

E Data Structures

E.1 scicos.main: Scicoseditor main data structure
DEFINITION:

scs_n¥list(paranms,o0_1,....,0_n)
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PARAMETERS:
par ans : Scilablist, parans=l i st (wpar,title,tol,tf, context))

wpar : viewing parameters: [w, h, Xshi ft, Yshift]
w : real scalar,Scicos editor window width
h : rea scdar,Scicos editor window height
Xshift :real scaar, diagram drawing x offset within Scicos editor window
Yshift :real scaar, diagram drawing y offset within Scicos editor window

title :character string, diagram title and default name of save file name

tol :1x4vector[atol,rtol,ttol, maxt],whereatol ,rtol arerespectively absoluteand reativetol-
erances for theode solver, t t ol istheminimal distance between to different eventstime and maxt ismax-
imum integrationtime interval for asingle call to the ode solver.

tf :rea scalar, final timefor simulation.

cont ext : vector of character strings, Scilab instructionsused to define Scilab variables used in block definitions
as symbolic parameters.

o_i : block or link or deleted object data structure.
Seesci cos_bl ock andsci cos. i nk).

Deleted object datastructureismarked | i st (' Del eted’ ).
SCS_m : main Scicos structure

DESCRIPTION:
Scicos editor uses and modifies the Scicos editor main data structureto keep all information relativeto the edited diagram.
Scicos compiler usesit asainput.

SEE ALSO: sci cos 53, scicos_block72, scicos_link 74

E.2 scicos block: Scicosblock datastructure
DEFINITION

bl k=I'i st (" Bl ock’ , graphi cs, nodel , voi d, gui )
PARAMETERS:

"Bl ock" : keyword used to define list as a Scicos block representation

graphi cs : Scilab list, graphic properties data structure

nodel : Scilablist, system properties data structure.

voi d : unused, reserved for future use.

gui : character string, the name of the graphic user interface function (generally written in Scilab) associated with the
block.

bl k : Scilab list, Scicos block data structure

DESCRIPTION:

Scicos editor creates and uses for each block a data structure containing al information relative to the graphic interface
and simulation part of the block. Each of them are stored in the Scicos editor main data structure. Index of thesein Scicos
editor main data structureis given by the creation order.

For Super blocksnodel (8) containsadatastructure similar tothesci cos _nai n data structure.

SEE ALSO: sci cos_graphi cs 72, sci cos_nodel 73

E.3 scicos graphics: Scicos block graphicsdata structure
DEFINITION:

graphi cs=list(orig,sz, flip,exprs,pin, pout, pein, peout,gr_i)
PARAMETERS:

ori g : 2x1vector, the coordinate of down-Ieft point of the block shape.
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sz :vector [ w, h],wherew isthewidthand h theheight of the block shape.

flip : boolean, the block orientation. if true the input ports are on the left of the box and output ports are on the right.
if false the input portsare on the right of the box and output ports are on the | ft.

exprs : column vector of strings, contains expressions answered by the user at block set time.

pi n : columnvector of integers. If pi n( k) <>0 thenkthinput portis connected tothepi n( k) <>0 block, esethe
port is unconnected. If no input port exist pi n==[1] .

pout : column vector of integers. If pout (k) <>0 then kth output port is connected to the pout (k) <>0 block,
else the port is unconnected. If no output port exist pout ==[] .

pei n : column vector of ones. If pei n( k) <>0 thenkth event input port is connected to thepei n( k) <>0 block,
else the port is unconnected. If no event input port exist pei n==[] .

peout : columnvector of integers. If peout (k) <>0 thenkth event output port isconnected to theepout ( k) <>0
block, else the port is unconnected. If no event output port exist peout ==[] .

gr i : column vector of strings, contains Scilab instructionsused to customize the block graphical aspect. Thisfield may
be set with" | con" sub_menu.

gr aphi cs : Scilab list, Scicos block graphics data structure.

DESCRIPTION :
Scicosblock graphi csdatastructure containsall informationrel ativeto graphical display of theblock and to user dialogue.
Fields may be fixed by block definition or set as aresult of user dialogue or connections.

SEE ALSO: sci cos 53, scicos_nodel 73, scicos_main 71

E.4 scicos.mode: Scicosblock functionality data structure
DEFINITION:

nodel =l'i st(simin, out,evtin,evtout, state,dstate, ..
rpar,ipar, bl ocktype, firing,dep_ut,|abel,inport)

PARAMETERS:
si m: list(fun,typ) or fun. Inthe latest case typ is supposed to be 0.

f un : character string, the name of the block simulation function (alinked C or Fortran procedure or a Scilab func-
tion).
typ : integer, calling sequence type of simulation function (see documentation for more precision).

i n : column vector of integers, input port sizes indexed from top to bottom of the block. If no input port existi n==[1] .

out : columnvector of integers, output port sizesindexed fromtopto bottomof theblock. If nooutput portexisti n==[] .

evtin : column vector of ones, thesize of evt i n givesthe number of event input ports. If no event input port exists
evtin mustbeeguato[].

evt out : column vector of ones, the size of evt out givesthe number of event output ports. If no event output port
existsevt out must beequa to[] .

st at e : column vector, theinitial continuous state of the block. Must be[ ] if no continuous state.

dst at e : column vector, theinitia discrete state of the block. Must be[] if no discrete state.

r par : column vector, the vector of floating point block parameters. Must be[ ] if no floating point parameters.

i par : column vector, the vector of integer block parameters. Must be[ ] if no integer parameters.

bl ockt ype : acharacter with possible values:

"¢’ block output depend continuoudly of the time.
"d’ block output changes only on input events.

'Z' zero crossing block

"I" logical block

firing : avector whose sizeisequd to the size of evt out > It contains output initial event dates (Events generated
before any input event arises). Negative values stands for no initia event on the corresponding port.

dep_ut : 1x 2 vector of boolean[ dep_u, dep_t],dep_u must betrueif output depends continuously of the input,
dep_t must betrueif output depends continuously of the time.

| abel : acharacter string, used as an identifier.

i mport : Unused.

nodel : Scilablist, Scicos block model data structure.
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DESCRIPTION:
Scicos block model data structure containsall information rel ativeto the simulation functionality of theblock. Fields may
be fixed by block definition or set.

If block isasuper block, thefilds st at e,dst at e,i par ,bl ockt ype,firing,dep_ut, areunused.

Ther par field containsadata structuresimilar tothesci cos mai n datastructure.

SEE ALSO: sci cos 53, scicos_nodel 73, scicos_main 71

E.5 scicos.link: Scicoslink datastructure

DEFINITION:

[ nk=list(’'Link,xx,yy, drawink’,” ',[0,0],ct,fromto)
PARAMETERS:

"Li nk" : keyword used to define list as a Scicos link representation

xX : vector of x coordinates of the link path.

yy : vector of y coordinates of the link path.

ct :2x1lvector,[col or,typ] wherecol or definesthe color used for thelink drawing andt yp definesitstype
(Ofor regular link ,1 for event link).

from: 2x1vector, [ bl ock, port] wherebl ock istheindex of theblock at the originof thelink and por t isthe
index of the port.

to : 2x1vector, [ bl ock, port] wherebl ock istheindex of theblock at theend of thelinkand por t istheindex
of the port.

DESCRIPTION :

Scicos editor creates and uses for each link a data structure containing all information rel ative to the graphic interface and
interconnection information. Each of them are stored in the Scicos editor main data structure. Index of these in Scicos
editor main data structureis given by the creation order.

SEE ALSO: sci cos 53, sci cos_mmi n 71, sci cos_graphi cs 72, sci cos_nodel 73

E.6 scicos cpr: Scicoscompiled diagram data structure
DEFINITION:

cpr=list(state,simcor,corinv)

PARAMETERS:

state : Scilabtli st containsinitia state.

state(’ x’) : continuousstate vector.
state(’z') : discrete state vector.
state(’tevts’) : vector of event dates
state(’ evtspt’) : vector of event pointers
state(’ pointi’) : pointertonext event state(’ npoint’) : not used yet state(’ outtb’) : vector of inputs/outputs
initial values.
sim: Scilabt | i st. Usually generated by Scicos Conpi | e menu. Some useful entries are:

sim(’ rpar’) : vector of blocks floating point parameters
sim(’rpptr’) :(nblk+1)x 1 vector of integers,

sim(’rpar’)(rpptr(i):(rpptr(i+1)-1)) isthevectorof floating pointparametersof thei thblock.
sim(’ipar’) :vector of blocks integer parameters
sim(’ipptr’) :(nblk+1)x 1 vector of integers,

sim("ipar’)(ipptr(i):(ipptr(i+1)-1)) isthevector of integer parameters of thei th block.
sim(’ funs’) : vector of stringscontaining the names of each block simulation function
sim(’ xptr’) :(nblk+1) x 1 vector of integers,

state(’x’ ) (xptr(i):(xptr(i+1)-1)) isthecontinuousstate vector of thei th block.
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sim(’ zptr’) : (nblk+1) x 1 vector of integers,
state('z’ ) (zptr(i):(zptr(i+1)-1)) isthediscretestate vector of thei th block.
sim(’inpptr’) :(nblk+1) x 1 vector of integers,
i npptr(i+1)-inpptr(i) givesthenumber of input ports. i npptr (i) th pointsto the beginning of
i th block inputswithintheindirectiontablei npl nk.
si m(’ i npl nk’) : nblink x 1 vector of integers,
i npl nk(inpptr(i)-1+j) istheindexof thelink connectedtothej thinput port of thei thblock. where
j goesfroml toinpptr(i+1)-inpptr(i)).
sim(’ out ptr’) :(nblk+1) x 1 vector of integers,
outptr(i+1)-outptr(i) givesthenumber of output ports. out pt r (i ) th pointsto the beginning of
i th block outputswithintheindirectiontable out | nk.
si m(’ out | nk’) : nblink x 1 vector of integers,

out I nk(outptr(i)-21+j) istheindex of thelink connected to the j th output port of the i th block.
wherej goesfroml1 tooutptr(i+1)-outptr(i)).

si m(’ I nkptr’) :(nblink+1)x 1 vector of integers,
kth entry pointsto the beginning of region withinout t b dedicated to link indexed k.

si m(’ funs’) : vector of strings containing the names of each block simulation function

sim(’ funtyp’) : vector of block block types.

cor :isalistwith samerecursive structureas scs.m each leaf containstheindex of associated block incpr datastruc-
ture.
corinv :corinv(i)isthepathof i thblock definedincpr datastructureinthescs_m data structure.

DESCRIPTION:
Scicos compiled diagram data structure contains all information needed to simul ate the system (see sci cosi mj.

SEE ALSO: sci cos 53, scicos_nodel 73, sci cos_main 71, sci cosi m77

F Useful Functions

F.1 standard_define: Scicosblock initial definition function
CALLING SEQUENCE :

o=st andar d_defi ne(sz, nodel ,dl g, gr_i)

PARAMETERS:

0 : Scicos block data structure (see scicos_block)

sz : 2vector, givingtheinitial block width and height

nodel : initia model datastructure definition (see scicos_model)
dl g : vector of character strings,initial parameters expressions

gr . : vector of character strings, initial icon definition instructions

DESCRIPTION:
Thisfunction createstheinitial block datastructuregiventheinitia sizesz, thisinitial model definitionnodel , theinitia
parameters expressionsdl g and initia icon definition instructionsgr _i

SEE ALSO: sci cos_nodel 73

F.2 standard draw: Scicosblock drawing function
CALLING SEQUENCE :

st andar d_dr aw 0)

PARAMETERS:

0 : Scicos block data structure (see scicos_block)
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DESCRIPTION:

st andar d_dr aw isthe Scilab function used to display standard blocks in interfacing functions.

It draws a block with arectangular shape with any number of regular or event input respectively on theleft and right faces
of the block (if not flipped), event input or output respectively on the top and bottom faces of the block. Number of ports,
size, origin, orientation, background color, icon of the block are taken from the block data structure o.

SEE ALSO: sci cos_bl ock 72

F.3 standard_input: get Scicosblock input port positions
CALLING SEQUENCE :

[x,y,typ] =standard_i nput (0)

PARAMETERS:

0 : Scicosblock data structure (see scicos_block)

X vector of x coordinates of the block regular and event input ports
y : vector of y coordinates of the block regular and event output ports
typ : vector of input portstypes (+1 : regular port; -1:event port)

DESCRIPTION:

st andar d.i nput isthe Scilab function used to get standard blocks input port position and typesin interfacing func-
tions.

Port positions are computed, each time they are required, as afunction of block dimensions.

SEE ALSO: sci cos_bl ock 72

F.4 standard_origin: Scicosblock origin function
CALLING SEQUENCE :

[ X, y] =st andar d_dr aw( 0)

PARAMETERS:

0 : Scicosblock data structure (see scicos_block)
X : x coordinate of the block origin (bottom | eft corner)
y :y coordinate of the block origin (bottomIeft corner)

DESCRIPTION:
st andar d.ori gi n isthe Scilab function used to get standard blocks positionin interfacing functions.

SEE ALSO: sci cos_bl ock 72

F5 standard_output: get Scicosblock output port positions
CALLING SEQUENCE :

[ x,y, typ] =st andar d_out put ( 0)

PARAMETERS:

0 : Scicosblock data structure (see scicos_block)

x : vector of x coordinates of the block regular and event output ports
y : vector of y coordinates of the block regular and event output ports
typ : vector of output portstypes (+1 : regular port; -1:event port)

DESCRIPTION:
st andar d_out put isthe Scilab function used to get standard bl ocksoutput port position and typesininterfacing func-
tions.
Port positions are computed, each time they are required, as afunction of block dimensions.
SEE ALSO: sci cos_bl ock 72
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F6 scicosim: Scicossimulation function

CALLING SEQUENCE:

[state,t]=scicosimstate,0,tf,sim’start’ [,tol])
[state,t]=scicosimstate,tcur,tf,sim’run’ [,tol])
[state,t]=scicosimstate,tcur,tf,sim’finish’ [,tol])

PARAMETERS:

state : Scilabtlist contains scicosim initia state. Usually generated by Scicos Conpi | e or Run menus (see
scicos_cpr for more details).

tcur :initial simulationtime

tf : final simulationtime (Unused with options’ start’ and’ fi ni sh’

sim: Scilabt|i st. Usually generated by Scicos Conpi | e menu (see scicos_cpr for more details).

tol :4vector[atol,rtol,ttol,deltat] whereatol,rtol arerespectively the absoluteand reativetoler-
ancesfor ode solver (seeode), t t ol istheprecision onevent dates. del t at  ismaximum integrationinterval for
each call to ode solver.

t : fina reached time

DESCRIPTION :
Simulator for Scicos compiled diagram. Usually sci cosi m iscaled by sci cos to perform simulation of adiagram.
Butsci cosi m may aso becaled outside Scicos. Typical usage in such a case may be:

1 Use Scicos to define ablock diagram, compileit.
2 Save the compiled diagram using Save, SaveAs Scicos menus.
3 In cilab, load saved fileusing | oad function. You get variablessci cos ver,scs_mcpr

scs_m isthe diagram Scicos main data structure.
cpr isthe datastructurel i st (state, si m cor, corinv) if the diagram had been compiled before saved, else
cpr=list()

4 Extract st at e, si m out of cpr

5 Execute[ state,t] =scicosin(state,0,tf,sim’start’ [,tol erances]) forinitiaisation.

6 Execute[ state,t]=scicosin(state,0,tf,sim’run" [,tol erances]) forsmulationfrom0O totf.
Many successives such cals may be performed changing initial and final time.

7 Execute[state,t]=scicosin(state,0,tf,sim’finish’ [,tol erances]) a thevery end of the
simulation to closefiles,...

For advanced user it is possibleto "manually” change some parameters or state values

SEE ALSO: sci cos 53, sci cos_cpr 74

F.7 curblock: get current block index in a Scicos simulation function

CALLING SEQUENCE :
k=cur bl ock()

PARAMETERS:
k : integer, index of the block corresponding to the Scilab simulation function where thisfunctionis called.

DESCRIPTION:

During simulationit may beinteresting to get theindex of the current block to trace execution, to get itslabel, to animate
the block icon according to simulation...

For block with acomputational functionwrittenin Scilab, Scilab primitivefunctioncur bl ock() alowsto get theindex
of the current block in the compiled data structure.

To obtain path to the block in the Scicos main structure user may usesthe cor i nv table (see scicos_cpr).

For block with a computational functionwritten in C user may uses the C function k=C2F( get cur bl ock) () . Where
C2F isthe C compilation macro defined in <SCl DI R>/ r out i nes/ machi ne. h

For block with a computational function writtenin Fortran user may usesthe integer function k=get cur bl ock() .
SEEALSO: get bl ockl abel 78, get sci cosvars 78, setsci cosvars 79, sci cos_cpr 74, sci cos_nai n
71
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F.8 getblocklabel: get label of a Scicosblock at running time
CALLING SEQUENCE :

| abel =get bl ockl abel ()
| abel =get bl ockl abel (k)

PARAMETERS:

k : integer, index of the block. if k isomitted kis supposed to be equal to cur bl ock() .
| abel : acharacter string, Thelabel of kth block (see Label buttonin Bl ock menu.

DESCRIPTION :
For display or debug purpose it may be usefull to give label to particular blocks of a diagram. This may be done using
Scicos editor (Label buttonin Bl ock menu). During simulation, value of these 1abels may be obtained in any Scilab
block withget bl ockl abel Scilab primitivefunction.
For C or fortran computational functions, user may useC2F( get | abel ) togetablocklabel. Seer out i nes/ sci cos/ i mport.c
filefor more details
Block indexes are those rel ative to the compile structurecpr .

SEE ALSO: cur bl ock 77, get sci cosvars 78, set sci cosvars 79

F.9 getscicosvars. get Scicos data structurewhilerunning

CALLING SEQUENCE :
v=getscicosvars(hame)
PARAMETERS:

name : acharacter string, the name of the required structure
v : vector of the structurevalue

DESCRIPTION:

This function may be used in a Scilab block to get value of some particular global data while running. It allowsto write
diagram monitoring blocks.

for exampletheinstructiondi sp(get sci cosvars(’ x’)) displaysthe entire continuousstate of the diagram.

x=get sci cosvars(’ x');
Xpt r=get sci cosvars(’ xptr’);
di sp(x(xptr(k):xptr(k+1)-1))

displaysthe continuous state of thek block
name | data structure definition
"X’ | continuous state
"xptr’ | continuous state splitting vector
'Z | discrete state
"zptr' | discrete state splitting vector
rpar’ | red parameters vector
"rpptr’ | rpar splitting vector
'ipar’ | integer parameters vector
"ipptr’ | ipar splitting vector
"outtb’ | vector of al input/outputsvalues
"inpptr’ | inplnk splitting vector
"outptr’ | outlnk splitting vector
"inplnk’ | vector of input port values addressin Inkptr
"outlnk’ | vector of output port values address in Inpkpr
"Inkptr’ | outtb splitting vector
Seesci cos_cpr for moredetail on these data structures.
For C or fortran computationa functionthe C procedure C2F( get sci cosvar s) may used. Seer out i nes/ sci cos/i nport.c
filefor more details.

SEE ALSO: set sci cosvars 79, scicosi m77, curbl ock 77, sci cos_cpr 74, get bl ockl abel 78
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F.10 setscicosvars: set Scicosdata structurewhilerunning

CALLING SEQUENCE :
Ssetscicosvars(name,v)
PARAMETERS:

name : acharacter string, the name of the required structure
v : vector of the new structure value

DESCRIPTION :

This function may be used in a Scilab block to set value of some particular global data while running. It allowsto write
diagram supervisor blocks.

for example the instructions

x=get sci cosvars(’ x');
xptr=get sci cosvars(’ xptr’);
x(xptr(k):xptr(k+1)-1)=xk
set sci cosvars(’x’', Xx)

Changes the continuous state of thek block to xk.
name | data structure definition
"X’ | continuous state
"Xptr’ | continuous state splitting vector
'Z | discrete state
"zptr' | discrete state splitting vector
rpar’ | red parameters vector
"rpptr’ | rpar splitting vector
'ipar’ | integer parameters vector
"ipptr’ | ipar splitting vector
"outtb’ | vector of al input/outputsvalues
"inpptr’ | inplnk splitting vector
"outptr’ | outlnk splitting vector
"inplnk’ | vector of input port values addressin Inkptr
"outlnk’ | vector of output port values address in Inpkpr
"Inkptr’ | outtb splitting vector
Seesci cos_cpr for moredetail on these data structures.
For C or fortran computationa functionthe C procedure C2F( set sci cosvar s) may used. Seer out i nes/ sci cos/i nmport.c
filefor more details.
Warning: The use of thisfunction requires a deep knowledge on how scicosim works, it must be used very carefully. Un-
predicted parameters, state, link values changes may produce erroneous simulations.

SEE ALSO: get sci cosvars 78, scicosi m77, curbl ock 77, sci cos_cpr 74, get bl ockl abel 78
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