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Abstract

Temporal graphs arise when modeling interactions that evolve over time. They usually

come in several flavors, depending on the number of parameters used to describe the temporal

aspects of the interactions: time of appearance, duration, delay of transmission. In the point

model, edges appear at specific points in time, while in the more general interval model, edges

can be present over multiple time intervals. In both models, the delay for traversing an edge

can change with each edge appearance. When time is discrete, the two models are equivalent

in the sense that the presence of an edge during an interval is equivalent to a sequence of point-

in-time occurrences of the edge. However, this transformation can drastically change the size

of the input and has complexity issues. Indeed, we show a gap between the two models with

respect to the complexity of the classical problem of computing a fastest temporal path from a

source vertex to a target vertex, i.e. a path where edges can be traversed one after another in

time and such that the total duration from source to target is minimized. It can be solved in

near-linear time in the point model, while we show that the interval model requires quadratic

time under classical assumptions of fine-grained complexity. With respect to linear time, our

lower bound implies a factor of the number of vertices, while the best known algorithm has

a factor of the number of underlying edges. We show a similar gap for computing a shortest

temporal path, i.e. with minimum number edges. Interestingly, we show that near-linear time

for fastest temporal path is possible in the interval model when restricted to all delays being

zero, i.e. traversing an edge is instantaneous.

Keywords: Temporal graphs, Dynamic networks, Time-dependent networks, Fastest temporal
path, Shortest temporal path, Fine-grained complexity

1 Introduction

Graphs are the standard mathematical framework for representing relationships within networks.
However, in many real-world scenarios, such as transportation systems or social networks, these
relationships are time-sensitive and evolve over time. Temporal graphs address this dynamic
nature by modeling networks where connections change over time. Their study traces back to

∗This work was supported by the French National Research Agency (ANR) through project Tempogral with
reference number ANR-22-CE48-0001.
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positive delays non-negative delays

point temporal graph Õ(M) [9, 10] and [25, 26] Õ(M) [2]

interval temporal graph Õ(mM) = Õ(M2) [8]

Table 1: State of the art on the complexity of computing a fastest temporal path in a temporal
graph with n vertices and M edge appearances. We let m denote the number of underlying edges,
i.e. the number of distinct vertex pairs connected at some time. We assume n ≤ m ≤ M without
loss of generality as isolated vertices can easily be handled.

time-dependent networks [7] in the context of road networks. They were later re-introduced under
various flavors of models, see e.g. [5, 16, 22, 19]. In the simplest model, each edge appears at specific
points in time. In the most advanced model, each edge is present during full time intervals, and
the delay for traversing it is given by a time-dependent function which is often assumed to be
piece-wise linear (and linear in each interval of appearance without loss of generality). We are
interested in highlighting the difference in complexity between these two models, which we will
call point temporal graph and interval temporal graph, respectively.

Note that the interval model obviously encompasses the point model, since a point in time
corresponds to a time interval with equal bounds. In both models, each appearance of an edge
can be represented by a tuple storing the two vertices of the edge with the few associated time
parameters (assuming linearity in each appearance interval for the interval model), and the size
of the input can be measured by the total number M of such edge appearances. If we remove the
time information from the list of tuples describing a temporal graph and forget the multiplicities,
we obtain what we call its underlying graph. If time is discrete, the two models may seem
equivalent, since an edge appearance during an interval of length ℓ can be seen as ℓ point-by-point
appearances (with a specific delay for each point). However, the size of the input can then grow
by an exponential factor, leading to incomparable complexity in solving a problem in one model
or the other.

A recent strand of research revisits all classical graph problems in the context of temporal
graphs, see e.g. [18, 23, 6, 1, 13, 21]. Most of these works focus on the point model while the
interval model may have been overlooked. Interestingly, the natural notion of connectivity in
temporal graphs arises from temporal paths whose computation is the subject of various works in
both models (see e.g. [4, 26]). A temporal path is a path whose edges can be traversed one after
another sequentially in time. Surprisingly, it appears that the complexity of the basic problem of
computing a temporal path with minimum duration is not completely settled yet.

More precisely, when considering all temporal paths between a source vertex and a target
vertex, the time aspect gives rise to several notions of shortest path: in particular, a foremost
temporal path arrives at the target as early as possible, a shortest temporal path uses a minimum
number of edges, and a fastest temporal path has a minimum duration, i.e. the time span between
leaving the source and arriving at the target is minimal. In the interval model, the problem of
finding a foremost temporal path can be solved in near-linear time [11, 4], while the best algorithms
for computing a shortest temporal path [4, 17] or a fastest temporal path [8] are slower by a factor
depending on the size of the underlying graph, respectively n and m if the underlying graph has
n vertices and m edges. In the point model, the three problems can be solved in near-linear
time [26], even when waiting restrictions are imposed [2]. As we mostly focus on fastest temporal
path computation, Table 1 gives a summary of the best known algorithms. To the best of our
knowledge, no non-trivial lower bounds are known. Thus, we ask whether a slowdown factor
proportional to the size of the underlying graph in the interval model is necessary to compute a
fastest temporal path?

Our contribution First, we give strong elements towards a positive answer to the above ques-
tion. More precisely, we provide a subcubic reduction from negative triangle detection to fastest
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temporal path computation. The former consists in detecting whether a weighted graph has a
triangle of negative total edge weight. This reduction implies that, for any ǫ > 0, an O((nM)1−ǫ)-
time algorithm for fastest temporal path in interval temporal graphs with n vertices and M edge
appearances would break the state of the art for several classical problems, including e.g. all
pair shortest path (APSP), the replacement paths problem on weighted directed graphs, verifying
the correctness of a matrix product over the (min,+)-semiring among others [24]. Our reduc-
tion is restricted to undirected interval temporal graphs with constant delays, i.e. each edge can
be traversed in both directions with symmetric constant delay in each time interval in which it
appears.

Second, we provide a deterministic combinatorial near-linear-time algorithm for finding a
fastest temporal path in undirected interval temporal graphs with uniform delay zero, i.e., the
delay for traversing an edge is always zero. This restricted setting is particularly interesting as it
is classically used to model social interactions [16, 19]. Although it is quite natural to use dynamic
computation of connected components for computing fastest temporal paths, we have a stronger
result since our algorithm solves the profile problem which consists in computing, given a source
vertex and a target vertex, a representation of the (profile) function that assigns to each possible
departure time from the source, the corresponding earliest arrival time at the target. Note that
the duration of a fastest temporal path can be inferred from the profile function.

Third, we show that this restricted setting to undirected temporal graphs with uniform zero
delay is the widest possible in which we can expect a near-linear time combinatorial algorithm by
providing two other similar lower bounds based on the conjecture that there is no O(n3−ǫ)-time
combinatorial algorithm for finding a triangle in an undirected graph. More precisely, we provide
one lower bound in undirected interval graphs with uniform delay one, and the other in directed
interval graphs with uniform delay zero. Note that triangle detection is a classical problem in fine-
grained complexity which is, for example, subcubic equivalent to combinatorial Boolean matrix
multiplication [24].

See Table 2 for a summary of our results concerning fastest temporal paths. In addition, we
prove a similar lower bound of Ω((nM)1−ǫ) time for computing a shortest path based on the
same conjecture that there is no O(n3−ǫ)-time combinatorial algorithm for finding a triangle in
an undirected graph. Although the reduction we provide has a similar flavor of the previous ones,
it constructs a graph of linear diameter rather than constant. This is indeed necessary as the
algorithm of [4] finds a shortest temporal path in Õ(Dm) where D ≤ n is the largest length of a
temporal path (in terms of number of edges) and m is the size of the underlying graph. Note that

it uses a sorted data structure which can be pre-computed in Õ(M) time. Here, our reduction
holds within undirected temporal graphs with uniform delay zero, and we do not expect a faster
algorithm in that case.

Related work The difference in complexity between the interval model and the point model has
already been noticed in [3] where the authors consider the profile problem and solve a generalization
of it in the point model. Profile computation cannot be performed in polynomial time if the delay
for traversing an edge is represented by a polyline [12]. However, it can be done in quadratic time

non-negative delays uniform delay one uniform zero delay

undirected
Ω((nM)1−ε)∗ Th. 1 Ω((nM)1−ε)+ Th. 2

Õ(M) Th. 4

directed Ω((nM)1−ε)+ Th. 3

Table 2: Summary of our results on the complexity of computing a fastest temporal path in an
interval temporal graph with n vertices and M edge appearances. The lower-bounds are given
for any ǫ > 0. Those marked with a ∗ correspond to a sub-cubic reduction from negative triangle
detection, while those marked with a + correspond to a sub-cubic reduction from triangle detection
and concern combinatorial algorithms.
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in the interval model with constant delays [8], and in near-linear time in the point model [10].

Structure of the paper After formally introducing temporal graphs, we first show our lower
bounds based on reductions from classical problems of fine-grained complexity in P . We then
present an algorithm that escapes these bounds by restricting the input to zero delays.

2 Preliminaries

We represent times with integers for the sake of simplicity and use greek letters to name times.
An interval of time [τ1, τ2] with τ1 ≤ τ2 represents all times τ satisfying τ1 ≤ τ ≤ τ2. For τ1 < τ2,
we similarly define (τ1, τ2] ([τ1, τ2) respectively) as the set of times τ satisfying τ1 < τ ≤ τ2
(τ1 ≤ τ < τ2 respectively).

An interval temporal graph, hereafter referred to simply as a temporal graph, is a pair G =
(V,E), where V is a set of vertices and E is a set of temporal edges. Each temporal edge is a
quintuple e = (u, v, τ1, τ2, δ), where u and v are vertices, τ1, τ2 and δ are integers with τ1 ≤ τ2 and
δ ≥ 0 that represent its starting time, its ending time and its delay (or traveling time) respectively.
Such a temporal edge represents the presence of edge uv during [τ1, τ2], that is, it can be traversed
starting from its tail u at any time τ ∈ [τ1, τ2] to arrive in its head v at time τ + δ. We say that
e connects uv during interval [τ1, τ2] with delay δ. We let tail(e) = u, head(e) = v, start(e) = τ1,
end(e) = τ2, and delay(e) = δ denote its tail, its head, its starting time, its ending time, and its
delay respectively. We mostly consider undirected temporal graphs where edges can be traversed
in both direction. In that case, it is assumed that E is symmetric: for each (u, v, τ1, τ2, δ) ∈ E, the
symmetrical temporal edge (v, u, τ1, τ2, δ) is also in E. In other words, G is said to be undirected
when E is symmetric.

The underlying graph of G is the (static) graph G′ = (V,E′) with same vertex set V and edge
set E′ = {uv : ∃(u, v, τ1, τ2, δ) ∈ E}. Note that we let uv denote the directed edge from u to v.
We say that an edge uv of the underlying graph is present during [τ1, τ2] with delay δ when there
is a temporal edge (u, v, τ1, τ2, δ) in E. When the temporal graph is undirected we also assume
that the symmetrical edge is in E. When τ1 = τ2, we say that uv is present at point τ1 with
delay δ. When a temporal graph is clear from the context, we let n = |V | denote its number
of vertices, M = |E| denote its number of temporal edges, and m = |E′| denote its number of
underlying edges. It should be noticed that M can be much larger than m, since an edge in E′

may correspond to many temporal edges in E. For the sake of simplicity, we assume that any
vertex appears at least in one temporal edge so that we have n = O(m).

A temporal walk in G is a sequence of pairs Q = (e1, τ1), . . . , (ek, τk) where, for each i ∈ [k] =
{1, . . . , k}, ei ∈ E is a temporal edge and τi is a traversal time in the presence interval of ei, i.e.
satisfying start(ei) ≤ τi ≤ end(ei). It is also required that head(ei) = tail(ei+1) for all i ∈ [k− 1],
in other words it induces a walk in the underlying graph G′, and that τi + delay(ei) ≤ τi+1

for all i ∈ [k − 1], that is each temporal edge is traversed one after the other in time. When
s = tail(e1) and head(ek) = t, we say that Q is a temporal st-walk. We also says that Q is a
temporal walk departing from s at time τ1 and arriving in t at time τk + δk. We let dep(Q) = τ1,
arr(Q) = τk + δk and len(Q) = k denote its departure time, its arrival time and its length in
number of edges respectively. Its duration is defined as dur(Q) = arr(Q)− dep(Q) = τk + δk − τ1.
Q is said to be a loop when tail(e1) = head(ek). When all vertices tail(e1), head(e1), . . . , head(ek)
are pairwise distinct, Q is said to be a temporal path, or a temporal st-path if s = tail(e1) and
head(ek) = t. Note that any temporal st-walk with s 6= t can be transformed into a temporal
st-path by removing sequences of temporal edges forming loops. A fastest temporal st-path is
defined as a temporal st-path with minimum duration. A shortest temporal st-path is defined as
a temporal st-path with minimum length.
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3 Lower bounds for fastest temporal path

Theorem 1. Assuming the APSP Conjecture, for any ε > 0, there is no O((nM)1−ε)-time
algorithm for computing a fastest temporal path in a temporal graph, even if the temporal graph is
undirected.

Proof. The Negative Triangle Detection problem asks for the existence in an edge-weighted
graph of a triangle whose total weight is negative. Assuming the APSP Conjecture, for any ε > 0,
there is no O(n3−ε)-time algorithm for this problem [24]. So in what follows, in order to prove the
theorem, we present an O(n+m)-time reduction from Negative Triangle Detection to the
problem of computing a fastest temporal path in a temporal graph. For that, let G = (V,E,w) be
an arbitrary undirected edge-weighted graph with n nodes and m edges where w : E → Z assigns
a weight we to each edge e ∈ E. Without loss of generality, V = {0, 1, 2, . . . , n − 1} and G is
loopless. Let T = 2nmaxe∈E |we|. We construct from G an undirected temporal graph HG as
follows:

• The vertex set is {s, t} ∪ V1 ∪ V2 ∪ V3 where V1, V2, V3 are disjoint copies of V and s, t are
two additional vertices. For every v ∈ V , let v1 ∈ V1, v2 ∈ V2, v3 ∈ V3 denote its copies.
V1, V2, V3 are independent sets.

• The underlying edge set includes {sv1, v3t : v ∈ V }∪{u1v2, u2v3 : uv ∈ E} (and symmetrical
edges).

• For every uv ∈ E, edges u1v2, u2v3 are present during [0, 2mT ] with delay T/2 + wuv.

• Finally, let E = {e1, e2, . . . , em} be an enumeration of the edge set E. For each i ∈ [m],
let u and v be the endpoints of ei such that u < v. Then, edge su1 is present at point
2(i− 1)T with delay (T + wei)/2 and edge v3t is present during [2(i − 1)T, 2iT ] with same
delay (T + wei )/2.

s t

w1

v1

u1

w2

v2

u2

w3

v3

u3

V1 V2 V3

Figure 1: A schematic view of the reduction from Negative Triangle Detection to Fastest Temporal
Path.

We have M = 8m (counting also symmetrical temporal edges) and the construction takes
linear time.Figure 1 shows a schematic view of the resulting temporal graph.

We claim that there is a temporal st-path in HG with duration less than 2T if and only if G
contains a negative triangle. For that, let us fix a temporal st-path P of minimum duration. By
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the construction of HG, its first temporal edge is present at time 2(i− 1)T for some i ∈ [m]. Let
uv be the endpoints of ei so that P starts with edge su1. If the duration of P is less than 2T , then
P ends with the only edge with head t appearing in [2(i−1)T, 2iT ), that is edge v3t. Let k < n be
the number of edges of P . The duration of P must be at least k(T/2−maxe∈E |we|) > (k/2− 1)T
while it less than 2T . So, we assume k ≤ 5 in what follows. Furthermore, since by construction
HG is bipartite (with respective partite sets {s, t} ∪ V2 and V1 ∪ V3), we must have k = 4. In
this situation, there must exist a vertex x such that uvx is a triangle of G and the underlying
edges of P are su1, u1x2, x2v3, v3t. As the temporal edges connecting su1 and v3t have same delay
(T +wei)/2, the duration of P is at least 2T +wei +wux +wxv, which is less than 2T if and only
if the triangle uvx is negative. Conversely, if uvx is a negative triangle, then up to reordering we
can assume that its edges are e1, e2, e3. Then, there exists a temporal (s, t)-tpath that starts at
time 0, has no waiting time, and has duration less than 2T . Therefore, the claim is proved.

Remark. The known reduction to negative triangle detection usually requires weights in the
range {−nc, . . . , nc} for some large enough integer c [24]. It yields an Ω(nm1−ǫ) bound for APSP
in the regime m = Θ(n2). Note that a similar bound of Ω(nm1−ǫ) is also conjectured to hold in
the sparse regime m = Θ(n1+1/ℓ) for any integer ℓ > 0 [20].

The following hardness result is inspired from that of Theorem 1, but it requires some adjust-
ments (and a different complexity hypothesis) in order to cope with uniform delay one.

Theorem 2. If, for every ε > 0, there is no combinatorial O(n3−ε)-time algorithm for detecting
a triangle in a graph, then for every ǫ′ > 0, there is no combinatorial O((nM)1−ǫ′)-time algorithm
for computing a fastest temporal path in a temporal graph, even if the temporal graph is undirected
and all temporal edges have delay one.

Proof. Let G = (V,E) be an arbitrary unweighted graph. Without loss of generality, V =
{0, 1, 2, . . . , n − 1} and G is loopless. Let N be some large enough constant (say, N = 10).
The undirected temporal graph HG is constructed from G as follows:

• The vertex set is {s, t} ∪ V1 ∪ V2 ∪ V3 where V1, V2, V3 are disjoint copies of V . For every
v ∈ V , let v1 ∈ V1, v2 ∈ V2, v3 ∈ V3 denote its copies.

• The underlying edge set includes {sv1, v3t : v ∈ V }∪{u1v2, u2v3 : uv ∈ E} (and symmetrical
edges).

• For every uv ∈ E, edges u1v2, u2v3 are present during [0, n×N + 3].

• For every v ∈ V , the edge sv1 is present at point v × N , while edge v3t is present at point
u×N + 3 for each u ∈ N(v).

• Finally, all temporal edges have delay one.

Note that we can construct HG from G in O(n+m) time.
We claim that G contains a triangle if and only if the shortest duration for reaching t from s

equals 4. Indeed, if uvw is a triangle of G, then there exists a temporal path starting at time uN ,
going by vertices s, u1, v2, w3, t, with zero waiting time and total duration 4. Conversely, assume
the existence of a temporal path P from s to t, with total duration at most 4. As edges have delay
1, it must have 4 edges at most, which is the least it can have as V1, V2, V3 are vertex separators
of the underlying graph (i.e. the removal of any Vi for i ∈ [3] disconnects s from t). We can thus
write P = s, u1, v2, w3, t for a triplet u, v, w ∈ V satisfying uv, vw ∈ E. This path has su1 and
w3t as first and last edges respectively. Then, the starting time of P must be u × N and edge
w3t must be present at time uN + 3 which happens only when u 6= v (since G is loopless) and
u ∈ N(v). Therefore, G contains the triangle uvw. This proves the claim.
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Note that the above proof does not hold with delay zero. If we consider zero delays in the above
reduction, then the fastest path from s to t has duration 3 if and only if G contains an odd cycle
which is an easier problem than detecting a triangle (it can be tested in linear time). However, if
we construct a directed temporal graph H ′ where all underlying edges are directed from s to V1,
from V1 to V2, from V2 to V3 and from V3 to t, then it holds that H ′ contains a temporal st-path
of duration 3 if and only if G contains a triangle. We can thus state the following.

Can this Theorem 2 be extended to a hardness of approximation result?

Theorem 3. If, for every ε > 0, there is no combinatorial O(n3−ε)-time algorithm for detecting a
triangle in a graph, then for every ε′ > 0, there is no combinatorial O((nM)1−ε′ )-time algorithm
for computing a fastest temporal path in a directed temporal graph, even if all temporal edges have
delay zero.

The proof is almost identical to that of Theorem 2 and is left to the reader.

4 Fastest temporal path in a zero-delay undirected tempo-

ral graph

Given a temporal graph G and a pair of distinct vertices s and t in this graph, we define the
st-profile Pst as the function Pst(τ) associating each departure time τ from s to the earliest arrival
time at t, in other words, Pst(τ) is the minimum arrival time of any temporal path leaving s at
a time no earlier than τ . This function is non-decreasing and piece-wise linear. Furthermore, the
slope of each linear piece is either zero or one. The reason is that we can define a profile function
Euv for each underlying edge uv. The slope is one in intervals where the edge is present: for each
temporal edge (u, v, τ,τ2, δ), the earliest arrival time in V is τ + δ for τ ∈ [τ1, τ2]. The slope is zero
in intervals where it is not present, as the earliest arrival is τ1 + δ for τ < τ1 if the next presence
of uv is during interval [τ1, τ2] with delay δ. Similarly, the profile function fP of a path v1, . . . , vk
can be obtained by composition of Ev1v2 , . . . , Evk−1vk , resulting in a polyline whose slopes are
obtained by multiplying slopes of the composing function and must be in {0, 1}. Finally, we have
Pst = minP∈P fP which is thus also a polyline with slopes in {0, 1}. See [8] for more details.

One way to represent this function is by a collection of triples {(αi, βi, si)}ki=1, where (αi)
k
i=1

is non-decreasing, βi = Pst(αi) and for every τ ∈ (αi−1, αi], we have Pst(τ) = βi + si(τ − αi)
where we define α0 = −∞. The minimum collection of such triples is what we call a minimal
representation of the st-profile. Note that when s = t, the profile is the identity function and
requires a specific representation. For a detailed study of a general algorithm to find the profile of
a pair of vertices in an interval temporal graph with arbitrary delays in O((n log n+m)M) time,
we refer the reader to [8].

Theorem 4. Given an undirected interval temporal graph G with M temporal edges having all
zero delay, and two vertices s and t, it is possible to compute in Õ(M) time a fastest temporal
path from s to t.

To prove the above theorem, we first propose a profile algorithm that given the list of temporal
edges of an interval temporal graph G = (V,E) and two distinct vertices s, t ∈ V , computes a
minimal representation of the profile function Pst from s to t. The idea of the algorithm is to
perform a time scan of temporal edge starts and ends while maintaining connected components
for edges present at time τ . We also maintain for each connected component c the last departure
time LDT [c] allowing to reach it at time τ from s. In other words, LDT [c] is the maximum time
λ such that there exists a temporal path from s to any vertex w in the component that starts at
time λ and arrives no later than time τ . Note that this definition does not depend on w: such a
temporal path to w can be extended to a temporal walk that arrives at any other vertex of the
component at time τ since all edges of the component are present at time τ and have zero delay.
(And a temporal path can be extracted from that temporal walk by waiting instead of following
any loop.)
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For that purpose we consider each temporal edge (u, v, τ1, τ2, 0) as two events : a starting
event (resp. ending event) which occurs when the edge starts at time τ1 (resp. ends at time τ2)
and which is defined as the quadruple (u, v, τ1, start) (resp. (u, v, τ2, end)). As we consider an
undirected temporal graph G, we generate only one starting event and one ending event for each
pair of symmetrical temporal edges. We assume that the temporal graph G is given as a sorted
event list, ordered by the time of the events (i.e., the third coordinate). If several events share the
same time, starting events appear before ending events, breaking ties arbitrarily among events of
the same type. Note that this list can easily be obtained from the list of temporal edges of G in
O(M logM) time using sorting.

We then make use of the dynamic connectivity algorithm of [15] that allows to dynamically add
and remove edges from a graph in poly-logarithmic amortized time. We rely on the fact that it
maintains a rooted spanning tree for each connected component (the authors refer to [14] for that
part). We can thus assume that a procedure CC(u) allows to retrieve in O(log n) time the ID of
the root of the spanning tree of the component of u. We use this ID (a number between 1 and n) to
identify the component, so that the expression CC(u) = CC(v) allows to test whether u and v are
in the same connected component. We further let CC AddEdge(uv) and CC RemoveEdge(uv)
denote the procedures that allow dynamic updates of edges of the graph with O(log2 n) amortized
time complexity. We let CC Init(n) denote the initialization procedure for an empty graph with
n vertices. Processing the event list in order, we can thus update the graph of edges present at
the time of each event.

The update of last departure times is then rather simple. When two components merge because
of the appearance of an edge uv at time τ , the last departure time LDT [c] of the resulting
component c is set to the maximum of the last departure times of the components of u and v
before merging since a temporal path reaching one component can now be extended to reach any
node in the other component. When a component splits because of the disappearance of an edge
uv at time τ , the two new components get same last departure time as the component before
splitting since temporal paths reaching that component are still valid until time τ . Special care
has to be taken concerning the connected component of the source s for which the last departure
time is always the time τ of the current event. Obtaining the last departure time λ of the connected
component of t after an event at time τ basically indicates that Pst(λ) ≤ τ . We will see that when
a higher value of λ is observed, τ corresponds to the earliest arrival time when departing at λ and
we then have Pst(λ) = τ . Each time an event affects the connected component of the target t, we
update a list Prof of triples accordingly so that it represents the profile Pst up to that event. See
the pseudo-code of Algorithm 1 for more details.

Proposition 1. Given an undirected interval temporal graph G with M temporal edges having
all zero delay, and two vertices s and t, Algorithm 1 computes a minimal representation of the
st-profile in O(M(logM + log2 n)) time.

First note that Theorem 4 easily follows from Proposition 1 since the duration of a fastest
temporal st-path as well as the starting time λ of such a fastest temporal path can easily be
obtained by scanning the st-profile in O(M) time. We can then find a fastest st-path departing at
time λ by computing an earliest-arrival st-path departing at time λ in O(M logM) time. Indeed,
after an O(M logM) pre-processing for obtaining for each underlying edge uv the sorted list of
temporal edges connecting uv, we compute such a path through a temporal version of Dijkstra’s
algorithm [11, 4] in O(m logM + n logn) time. Note that the logM factor accounts for the time
required to find with binary search the first temporal edge connecting uv that can be traversed at
a certain time τ for a given neighbor v of a node u reached at time τ . It also takes into account
the time to pre-process temporal edges in order to remove overlaps, see [17] for more details.

Proof of Proposition 1. Considering all events up to an event e ∈ E, let Ge be the temporal graph
with the same set of vertices as G and all temporal edges (u, v, τ1, τ2) of G such that the event
(u, v, τ1, start) is not after e in the event list E. The temporal edges of Ge that correspond to
temporal edges of G whose ending events come after e in E are called unclosed temporal edges as
their ending events have not been processed yet. We let τe denote the time at which event e occurs.
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Input: A temporal graph G given by a sorted list E of edge events with vertex set
V (G) = [n], a source node s ∈ V (G) and a target node t ∈ V (G) \ {s}.

Output: The st-profile.
1 Prof := ∅ // initial st-profile
2 CC Init(n) // initially empty graph

3 LDT [c] := −∞ for all c ∈ [n] // last departure time of a walk from s to any

vertex in a connected component c
4 For e = (u, v, τ, evt) ∈ E do

5 LDT [CC(s)] := τ // s can reach its component at time τ
6 λt := LDT [CC(t)] // last departure time to reach t
7 st connected := CC(s) = CC(t) // true if s and t are connected

8 If evt = start then // edge uv appears

9 λ := max{LDT [CC(u)], LDT [CC(v)]}
10 CC AddEdge(uv)
11 c := CC(u) // connected component containing u and v
12 LDT [c] := λ
13 If CC(t) = c and λ > λt then Prof := Prof ∪ {(λ, τ, 0)}

14 else // edge uv disappears

15 c := CC(u) // connected component containing u and v
16 λ := LDT [c]
17 CC RemoveEdge(uv)
18 LDT [CC(u)] := λ
19 LDT [CC(v)] := λ

20 If st connected then Prof := Prof ∪ {(τ, τ, 1)}

21 Return Prof

Algorithm 1: One-to-one profile.

We define the last departure time λe(w) from s to reach w at e or before in Ge as the maximum
time λ such that there exists an sw-walk departing at time λ in Ge and arriving no later than τe.
We also denote by P e

st the st-profile in Ge up to τe (i.e. with support restricted to (−∞, τe]) and
let last(P e

st) denote the maximum time τ ≤ τe for which P e
st(τ) is defined (last(P e

st) = −∞ when
Ge does not contain any temporal path from s to t). Similarly, we use CCe, LDT e and Profe to
refer to the values stored in CC, LDT and Prof respectively after the algorithm has processed
the event e. We aim at proving the following claim.

Claim 1. For each event e, we have LDT e[CCe(w)] = λe(w) for any vertex w 6= s and Profe is
a representation of P e

st.

Note that applying this claim to the last event l proves the correctness of Algorithm 1 as it
ensures that Prof l is a representation of the st-profile in G = Gl. The complexity of the algo-
rithm directly follows from the amortized time complexities of the dynamic connected component
procedures.

Proposition 1 will thus follow from the proof of this claim. Before proving it, let us state some
simpler claims.

We shall rely on the correctness of the dynamic connected component procedures which implies
that CCe(w) ∈ [n] uniquely identifies the connected component of w in the graph induced by the
temporal edges that are present in G at time τe and whose ending event is after e in E. The
ordering of E, with all starting events at a given time τ preceding all ending events at time τ ,
implies that these temporal edges are exactly the unclosed temporal edges of Ge. We say that u
and v are e-connected when CCe(u) = CCe(v), or equivalently when they are connected through
unclosed temporal edges of Ge which leads to the following claim.
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Claim 2. For any pair u, v of e-connected vertices (i.e. CCe(u) = CCe(v)), there exists a temporal
uv-path in Ge that departs and arrives at time τe.

This simply follows from the fact that all unclosed temporal edges of Ge are present at time
τe. This then leads to the following.

Claim 3. For any pair u, v of e-connected vertices (i.e. CCe(u) = CCe(v)), we have λe(u) =
λe(v).

Consider a temporal su-path P in Ge departing at time λe(u) and arriving no later than τe.
According to Claim 2, P can be extended by a temporal uv-path. The resulting temporal walk
departs at time λe(u) which implies λe(v) ≥ λe(u). Symmetrically, we also have λe(u) ≥ λe(v)
and the claim follows.

The following is a simple consequence of the definition of Ge.

Claim 4. For any two consecutive events e, f in E, we have either Ge = Gf if f is an ending
event, or if f is a starting event Gf differs from Ge by the addition of the two symmetrically
temporal edges associated to f .

As a direct corollary, we obtain the following since any temporal path in Ge is also a temporal
path in Gf .

Claim 5. For any two events e and f such that e precedes f in E, and any vertex w, we have
λf (w) ≥ λe(w).

We also obtain P f
st(λ) ≤ P e

st(λ) for any time λ ≤ last(P e
st). We also have P e

st(λ) ≤ τe since
a temporal path arriving after τe in Ge uses only unclosed temporal edges after τe, and since
these edges start at τe or before we can transform the temporal path into one arriving at τe. This
implies that we have equality of profiles for λ ≤ last(P e

st) since no temporal path in Gf can arrive
before P e

st(λ) ≤ τe as the possible additional temporal edges of Gf start at τe or later. We can
thus state the following.

Claim 6. For any two events e and f such that e precedes f in E, and any time λ ≤ last(P e
st),

we have P f
st(λ) = P e

st(λ).

We now prove Claim 1 by induction on the number of events processed. Initially, we consider
an empty temporal graph G0 = (V (G), ∅) (with no temporal edge). As expected, we initially have
LDT e[CCe(w)] = −∞ for w 6= s and Prof is empty reflecting that there exists no temporal walk
from s to t in G0. We assume the induction hypothesis for event e, that is LDT e[CCe(w)] = λe(w)
for any vertex w 6= s and Profe is a representation of P e

st. Let us consider the next event f .

Ending event case. First suppose that f is an ending event (u, v, τf , end) generated for
the temporal edge f ′ = (u, v, τ1, τ

f ) of G. We have Ge = Gf by Claim 4. Consider a temporal
sw-path P = (e1, τ1), . . . , (ek, τk) in Gf . For each τi > τe, the corresponding temporal edge ei
must correspond to an unclosed temporal edge of Ge, and if we replace each such τi by τe, we
then obtain a valid temporal path in Ge arriving at time τe instead of τk. For all w satisfying
λf (w) ≤ τe, this implies λe(w) ≥ λf (w) and thus λe(w) = λf (w) by Claim 5. Observe that w = t
leads to λe(t) = λf (t) if λf (t) ≤ τe.

Now consider a vertex w 6= s such that λf (w) > τe and let P = (e1, τ1), . . . , (ek, τk) be a
temporal sw-path departing at time τ1 = λf (w) > τe in Gf . As P is a temporal path, we have
τi > τe for all i ∈ [k] and P uses only unclosed temporal edges. We thus have CCe(w) = CCe(s).
Indeed, for any node w satisfying CCe(w) = CCe(s), there exists a temporal sw-path departing
at time τf and arriving at time τf , implying λf (w) = τf . As we updated LDT [CCe(s)] to τf

at Line 5, and report this value to both CCf (u) and CCf (v) if CCe(s) = CCe(u), we have
LDT f [CCf (w)] = λf (w) for all w satisfying CCe(w) = CCe(s).

Note that we have LDT f [CCf (w)] = LDT e[CCe(w)] as long as CCe(w) 6= CCe(s) since
LDT [CC(w)] is not modified if CCe(w) 6= CCe(u) and the value of LDT e[CCe(w)] is copied to
LDT f [CCf (w)] otherwise. We have thus proved LDT f [CCf (w)] = λf (w) for all w 6= s.
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By Claim 6, we have P f
st(λ) = P e

st(λ) for λ ≤ last(P e
st). Moreover, as observed above, if

λf (t) ≤ τe, we have λf (t) = λe(t) ≤ last(P e
st) and P f

st = P e
st. The only case where P f

st differs
from P e

st is thus when CCe(t) = CCe(s), that is when st connected is true. This implies that we

have last(P e
st) = τe and P e

st(τ
e) = τe, and that P f

st the identity over [τe, τf ] as reflected by the
addition of the triple (τf , τf , 1) at the end of Prof in that case at Line 20. Proff is thus a valid

representation of P f
st.

Starting event case. Now suppose that f is a starting event (u, v, τf , start) for the temporal
edge f ′ = (u, v, τf , τ2) of G. By Claim 4, Gf then differs from Ge by having the two extra temporal
edges f ′ and its symmetrical temporal edge f ′′ = (v, u, τf , τ2).

First consider a vertex w which is f -connected to s, i.e. satisfying CCf (w) = CCf (s). Its last
departure time should be updated to τf . The updates at Lines 5 and 12 ensure that we indeed
get LDT f [CCf (w)] = τf .

Now consider a vertex w which is f -connected to u and v, but not to s, i.e. CCf (w) =
CCf (u) = CCf (v) and CCf (w) 6= CCf (s). Claim 3 implies λf (w) = λf (u) = λf (v). We then
prove λf (u) = λf (v) = max{λe(u), λe(v)}. As λf (u) ≥ λe(u) and λf (v) ≥ λe(v) by Claim 5, we
get λf (u) = λf (v) ≥ max{λe(u), λe(v)}. Consider a temporal sv-path P = (e1, τ1), . . . , (ek, τk)
departing at time τ1 = λf (v) in Gf . As P is a temporal path arriving in v, it does not traverse
f ′′. If this path does not traverse f ′, it is also a temporal path of Ge and we have λe(v) ≥ λf (v).
Otherwise, its prefix before f ′ is a temporal su-path of Ge and we get λe(u) ≥ λf (v) = λf (u).
In both cases, we have max{λe(u), λe(v)} ≥ λf (u) and we indeed have equality. The induction
hypothesis and the update by Lines 9 and 12 thus ensures LDT f [CCf (w)] = λf (w) in this case.

Finally, consider a vertex w satisfying CCf (w) 6= CCf (u) and CCf (w) 6= CCf (s). Let
P = (e1, τ1), . . . , (ek, τk) be a temporal sw-path departing at time τ1 = λf (w) in Gf . We now
show that P cannot contain f ′ or f ′′. Suppose for the sake of contradiction that there exists
i such that ei = f ′ or ei = f ′′, we then have τi = τf and τj ≥ τf for j ≥ i. This implies
that all temporal edges after ei are unclosed, in contradiction with CCf (w) 6= CCf (u). We thus
deduce that P is also a temporal path of Ge, leading to λe(w) ≥ λf (w) and then λf (w) = λe(w)
by Claim 5. As LDT [CC(w)] is not modified in that case, the induction hypothesis leads to
LDT f [CCf (w)] = λf (w). We have thus proved LDT f [CCf (w)] = λf (w) for all w.

Let us now consider the st-profile in Gf . P f
st is the identity during interval [τe, τf ] when

CCe(s) = CCe(t) in correspondence with the addition of (τf , τf , 1) to Prof at Line 20 in that
case. Note that we then have last(P e

st) = τe and P e
st(τ

e) = τe.
If t is connected to u or v, we have λf (t) = LDT f [CCf (u)] = λ as we just proved. Note that

we have λt = LDT e[CCe(t)] = λe(t) by induction hypothesis. If λ > λt, this is in correspondence
with the addition of (λ, τf , 0) at Line 13 as a temporal st-path departing at time λ must use f ′ or
f ′′ and cannot arrive before τf . Note that we have λ = τf = λt when CCe(s) = CCe(t) and the
triple is not added in that case. Otherwise, λ ≤ λt can only occur when λf (t) = λe(t) by Claim 5.

We then have λf (t) = last(P e
st) implying P f

st = P e
st which justifies to not modify Prof in that

case.
If t is not in the connected component of neither s, nor u, nor v, then P f

st = P e
st since a

temporal st-path in Gf cannot traverse f ′ or f ′′ in that case as proved above, and must also be
an st-path in Ge with the same departure time. This is indeed reflected by the fact that Prof is
not modified in that case, yielding to Proff = Profe. We finally obtain that Proff is a valid
representation of P f

st in all cases. This concludes our proof by induction of Claim 1.

5 Lower bound for shortest temporal path

Theorem 5. If, for every ε > 0, there is no combinatorial O(n3−ε)-time algorithm for detecting
a triangle in a graph, then for every ǫ′ > 0, there is no combinatorial O((nM)1−ǫ′)-time algorithm
for computing a shortest temporal path in a temporal graph, even if the temporal graph is undirected
and all temporal edges have delay zero.

Proof. Let G = (V,E) be an instance of Triangle Detection and suppose V = {v1, . . . , vn}. A

11



temporal graph HG is constructed as follows. Here, a permanent temporal edge between vertices
u and v indicates that the edge is present during the interval [1, n]. All delays are zero.

• The vertex set of HG consists of the vertices s, t, and 4 disjoint copies of V , denoted
V1, . . . , V4. For j ∈ {1, 2, 3, 4} and i ∈ V , let vij represent the vertex vj in the copy Vi.

• In V1 and V4, permanent temporal edges are defined to form a path that respects the vertex
ordering. Specifically, for j ∈ {1, 4} and i ∈ {1, . . . , n − 1}, we add a permanent temporal
edge between vji and vji+1

. Additionally, permanent temporal edges are defined to connect
the source vertex s to v1n and the target vertex t to v41 .

• For each edge vivj ∈ E with i < j, the temporal edges v1i v
2
j and v3j v

4
i are both present at

time i. Additionally, a permanent temporal edge v2i v
3
j is added.

Observe that HG can be constructed in O(n+m) time, where m is the number of edges of G.
The correctness of the reduction comes from the following claim. The theorem thus follows from
its proof.

Claim 7. There is a triangle in G if and only if there exists a temporal path in HG from s to t
using at most n+ 4 edges.

First, suppose there is a triangle in G formed by the vertices vi1 , vi2 , vi3 with i1 < i2 < i3.
Using the permanent edges within V1, we can construct a temporal path starting at s and arriving
at v1i1 at time 1 ≤ i1. Let this path be denoted by P1 and note that it contains n+ 1 − i1 edges.
By the existence of the triangle, we know that the temporal edges e1 = (v1i1 , v

2
i2
, i1, i1, 0), e2 =

(v2i2 , v
3
i3 , 1, n, 0), e3 = (v3i3 , v

4
i1 , i1, i1, 0) form a temporal path (e1, i1), (e2, i1), (e3, i1) in HG. Denote

this temporal path as P2. Using the permanent edges within V4, we can construct a temporal path
P3 from v4i1 to t that uses i1 edges. The paths P1, P2, and P3 are constructed such that they
can be concatenated into a single temporal path from s to t. The total number of edges in this
concatenated path is n+ 4. See Figure 2 for an illustration of such a temporal path.
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V1 V2 V3 V4

Figure 2: A temporal path in HG corresponding to a triangle in G.

Now, suppose there exists a temporal path P from s to t of length at most n + 4. Let P ′ be
the temporal path obtained from P by removing its first and last edges (those incident to s and
t respectively). Let e be the first temporal edge of P ′ that is not within V1, and let g be the last
temporal edge of P that is not within V4. By the structure of HG, e connects a vertex in V1,
say v1i1 , with a vertex in V2, say v2i2 , and it is present only at time i1. Similarly, g is incident to
vertices v3i3 and v4i4 , and it is present only at time i4. Moreover, by definition, g appears after e in
P . Thus, i1 ≤ i4.

12



Finally, observe that the distance from s to v1i1 in the underlying graph is at least (n+1)− i1,
the distance from v1i1 to v4i4 is at least 3, and the distance from v4i4 to t is at least i4. This implies
that P uses at least n+4+(i4− i1) temporal edges. Since the length of P is at most n+4, we get
that i4 ≤ i1. We thus have i1 = i4. Now, the three temporal edges that P uses between v1i1 and
v4i1 is 3 connect the pairs v1i1v

2
i2 , v

2
i2v

3
i3 and v3i3v

4
i1 . By the way that HG is constructed, we have

that vi1 , vi2 , vi3 form a triangle in G.

6 Conclusion

We have presented non-trivial lower bounds showing a complexity gap between point temporal
graphs and interval temporal graphs. They also show a complexity gap between the computation
of a foremost temporal path and that of a fastest temporal path. As far as we know, these are the
first results proving these gaps. Several questions arise from this work.

First, can we close the gap between our Ω(nM) lower bound for the computation of a fastest

temporal path and the Õ(mM) upper bound given by the best-known algorithm?
Combinatorial algorithms for computing a shortest path in a graph can usually be extended

to compute one-to-all shortest paths. In the case of uniform zero delay, can we similarly hope
to find an Õ(M) algorithm for computing one-to-all fastest durations, i.e., given a source vertex
s, an algorithm that computes the duration of a fastest temporal path from s to each possible
target vertex t? Note that we cannot hope to turn Algorithm 1 into a one-to-all profile algorithm
with the same complexity, since a profile can be of size Ω(M). But it can easily be turned into

an Õ(nM)-time algorithm for one-to-all profiles. More generally, does this complexity also apply
to interval temporal graphs with constant delays? Note that a positive answer would also apply
to the computation of one-to-all fastest durations, and thus would probably also solve our first
question.
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