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Designing interrupts for ML and OCaml
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Leo White†

Stephen Dolan‡

14th June 2023

This talk reports on ongoing work to propose a sound design for asynchronous
exceptions (or interrupts, in ML parlance) in the OCaml language, inspired by
fault-tolerance concepts and Rust’s design for exceptions.

We first describe the problems of recovering from interrupts in Standard ML and
OCaml, and how these language deficiencies have been worked around, notably in
the implementation of proof assistants and other interactive tools.

We then aim to explain more conceptually how safe interrupt handling is possible
by evolving ML exceptions. We emphasize key notions: exception-safety concepts
originating from C++ and Rust’s extension of Erlang’s “let it fail” approach to
shared mutable state. Lastly we will discuss considerations specific to the OCaml
language.

This work suggests, in the spirit of structured programming, that while the ML
notion of exception lacks structure, it refines into better-structured abstractions for
error handling, suggested by its relevant usage by programmers.

Interrupts in ML ensure the prompt termination of the program due to external events, such as
the user pressing Ctrl-C on the keyboard. We first review the usage of interrupts in ML and
OCaml. We first underline its use in proof assistants and other interactive tools, based on a
survey of existing OCaml code published on the public opam repository. We also point out its
use in Multicore OCaml due to the need for task cancellation.

Interrupts in ML and OCaml are implemented as asynchronous exceptions: exceptions that
can arise out of thin air at an arbitrary point in the program. This design comes with considerable
challenges, for instance to reason about the state of the program when an interrupt is caught,
and thus the ability to recover and proceed with further user interaction. This challenge is
exacerbated in application domains closer to systems programming—an application area which
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is explicitly targeted by Multicore OCaml. We review how these challenges are approached in
OCaml with the Coq proof assistant, in Isabelle/ML, and in Haskell.

Then, we propose to reframe the issue using concepts from exception safety in C++ (Abra-
hams 2000) and fault tolerance (Armstrong 2003; Siedersleben 2006). We specifically borrow
from Rust a concepts extending Erlang’s “let it fail” approach to concurrent and parallel pro-
gramming with shared mutable state (Crichton and Rust team 2015), which we recast in this
context. We build on this in order to outline a design for interrupts in ML.

Lastly, devil lurks in the details as we will discuss more specific considerations for the OCaml
language. Four key points of our design for OCaml are: 1) a new kind of exceptions, not caught
by current catch-all handlers, 2) a separation between raising and non-raising asynchronous
callbacks, 3) a straightforward design for the interruption of system calls, 4) consideration for
backwards-compatibility.

We conclude with some perspective for exceptions in OCaml, and research questions for the
community.
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