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Software security has become a highly focused area nowadays. One key problem
in this field is to expose software vulnerabilities effectively. Traditional testing
methods have shown inadequacy in terms of path coverage and bug detection,
due to their reliance on concrete input values. In this paper, we present the idea
of combining symbolic execution with runtime annotation checking. By using
symbolic input values instead of concrete ones, the specified program properties
can be checked on all the corner cases.
We introduce two implementations of symbolic runtime annotation check-

ers: one for C, using the ANSI/ISO C Specification Language, and one for
WebAssembly, using the Weasel specification language designed by us. Our
approach combines the ease of use and the expressiveness of runtime annotation
checking, as well as the power of program analysis.

1 Introduction

Assertions are widely used in programs. They are capable of stating and checking the desired
program properties, such as the range of function arguments, the result of test cases, or loop
invariants, etc. Many programming languages have assertions as built-in primitive, or as
part of the standard library [CR06]. The desired program properties should be encoded as
boolean values within the programming language, upon which assertions are applied.
Working directly with assertions can be tedious, as it requires mixing code written for

functionality with code written for assertion checking. Moreover, programming language
may not be best suited for specifying properties in terms of expressiveness and conciseness.
Therefore, one way to enhance using assertions is Runtime Annotation Checking (RAC), a
formal method to check annotations written in a specification language at runtime [BS24].
Using specification languages brings several benefits. They provide better interfacing with
respect to the task of RAC, thanks to their non-invasive style, i.e. do not having to touch the
source code, of writting formal specifications, and the possibility of generating monitored
code automatically. Nowadays, there exist many behavioral interface specification languages
designed for mainstream programming languages, such as the ANSI/ISO C Specification
Language (ACSL) [Bau+], Java Modeling Language (JML) [LBR99], Pearlite [DJM21] for
Rust, and Gospel [Cha+19] for OCaml.
Much as specification languages facilitate checking properties at runtime, they cannot

be used to show the absence of property violations, because annotations are still checked
on concrete values during execution. This approach is as opposed to deductive verification,
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which guarantees properties hold for any program execution. For that reason, we propose to
combine RAC with the technique of symbolic execution. Instead of concrete inputs, it allows
us to check annotations on symbolic values, which are considered as implicitly universally
quantified over the annotation. This combination augments the power of RAC. Furthermore,
we demonstrate in Section 3.3 and 3.4 that having symbolic values can also optimize the
code generated for RAC, and extend the specification language by releasing the constraint
on bounded quantification.
We implement symbolic runtime annotation checkers for C and WebAssembly (Wasm)

[Haa+17] programs, respectively. Our work is based upon Owi [And+21], a state-of-the-art
symbolic interpreter [And+24] for Wasm. It can also work on C and Rust via Wasm
compilation, making its symbolic execution engine reusable for cross-language programs. We
integrate into Owi two specification languages, the Executable ANSI/ISO C Specification
Language (E-ACSL) [Sig21] and the WEbAssembly SpEcification Language (Weasel), the
latter being designed on our own. Together with dedicated code generators, the whole
toolchain can be used to generate executable symbolic annotations from annotated C and
Wasm programs: the program is first processed by the RAC code generator, which parses
the formal specifications and instruments the program with additional codes checking the
specified properties. The instrumented program is then compiled to Wasm, so as to perform
symbolic execution using Owi.
Inspired by ACSL and based on the Wasm custom annotations extension, Weasel is the

first standard-compliant Wasm specification language, meaning that Weasel annotations
are a part of valid Wasm programs. The syntax and implementation of Weasel will be
elaborated in Section 4.2. The support to multiple specification languages within a single
symbolic execution tool allows for cross-language Symbolic Runtime Annotation Checking
(SRAC), for instance in the context of a C program calling functions exported from a Wasm
module.
The contributions of our work are summarized as follows:

� Methods of using symbolic values to optimize code generated for RAC.

� Methods of using symbolic values to lift the constraint on bounded quantification in
specification languages used for RAC.

� Implementation of the first cross-language SRAC tool1.

� Design and implementation of Weasel, the first standard-compliant specification
language for Wasm.

In the rest of this paper, we will first present symbolic execution of Wasm and C using
Owi in Section 2. In Section 3, we showcase how we generate symbolically executable
annotations from C programs annotated with E-ACSL. We also demonstrate how the
presence of symbolic values can evolve the design and implementation of E-ACSL. After that,
in Section 4, we present the Weasel specification language for Wasm, including its design,
its implementation along with an evaluation. We also present how we generate symbolically
executable annotations from Wasm programs annotated with Weasel. In Section 5, we will
discuss some related works on RAC and Wasm specification languages. Finally, Section 6 is
devoted to conclusions and perspectives.

2 Symbolic Execution of Wasm and C code

The Wasm symbolic interpreter Owi serves as the backend of our symbolic runtime annotation
checker. We provide essential background information to better understand the functioning
of Owi, focusing on the target language Wasm, and the technique of symbolic execution. We

1The tool is integrated in Owi, https://github.com/ocamlpro/owi
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(module

(memory 1)

(import "symbolic" "assert" (func £owi_assert (param i32)))

(func £plus_three (param £x i32) (result i32)

;; [ ]: the stack is empty at the beginning

local.get 0 ;; [ x ]: the function parameter $x is added to the

stack↪→

i32.const 3 ;; [ 3 ; x ]: the i32 number 3 is added to the stack

i32.add ;; [ 3 + x ]: the two i32 numbers are poped from the

stack, added together, the result is pushed back to the stack↪→

;; [ 3 + x ]: the stack contains one value of type i32 at the end,

this value is returned by the function↪→

)

(func £start

;; [ ]: the stack is empty at the beginning

i32.const 42 ;; [ 42 ]: the i32 number 42 is added to the

stack↪→

call £plus_three ;; [ 45 ]: the function $plus_three is called,

consuming the i32 number 42 and returning the i32 number 45↪→

i32.const 45 ;; [ 45 ; 45 ]: the i32 number 45 is added to the

stack↪→

i32.eq ;; [ 1 ]: the two i32 numbers are poped from the

stack, checked for equality, the result (represented by a i32

number) is pushed back to the stack

↪→

↪→

call £owi_assert ;; [ ]: the function $owi_assert is called,

consuming the i32 number 1↪→

;; [ ]: the stack is empty at the end, no value is returned

)

)

Listing 1. Example of a Wasm module in text format.

proceed by exemplifying using Owi as a symbolic execution engine without the intervention
of specification languages.

2.1 Introduction to Wasm

As its name suggests, WebAssembly is intended to resemble assembly languages. It is a
binary instruction format designed to become the new standard for the web. Featuring
portability, efficiency, and safety, it is especially useful as a compilation target for high-level
programming languages, such as C, Rust, or OCaml [ACF23], rather than being written
manually.
A Wasm program is organized into modules, each module corresponds to a separate file,

which can take either binary format (.wasm extension) or a human readable text format
(.wat extension). The two formats are different representations of one same module. Each
module contains its local definitions of global variables, types, functions, memories (vectors
of bytes), and tables (vectors of references)2. Modules can communicate through imports
and exports. Listing 1 shows an example of a Wasm module in text format.
In this example, the first clause (memory 1) defines a linear memory whose internal

representation is a vector of bytes. The initial size of this memory is indicated by the number

2For a detailed documentation, see https://webassembly.github.io/spec/core/syntax/modules.html#syntax-
table
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1, i.e. one page of 64 KB. Memories can be accessed by load and store instructions with a
memory address and value type.
The second clause imports the "assert" function defined in the module "symbolic"

under the name £owi_assert and specifies its type: [i32] → []. There are four primitive
types in Wasm, namely i32, i64, f32 and f64, for 32-bit integer, 64-bit integer, 32-bit
floating-point number and 64-bit floating-point number, respectively.

The third and forth clauses define two functions £plus_three and £start . Each function
definition is composed of a name, a type, and a function body which is itself composed
of a sequence of instructions. Functions have access to global and local variables, which
can be referenced with zero-based indices or with symbolic identifiers. In the body of the
function £plus_three , the first instruction local.get 0 gets the zero-th, hence the first
local variable, which is the parameter £x of type i32.

The execution of Wasm instructions is based on a stack machine, where each instruction
manipulates an implicit stack. The state transitions of the implicit stack are illustrated in
the comments of Listing 1. Note how the states of the stack correspond to the function
types

£plus_three : [i32] → [i32]

,
£owi_assert : [i32] → []

and
£start : [] → []

.
The limited set of data types and stack-based instruction semantics facilitate the interpre-

tation and property checking of Wasm programs.

2.2 Introduction to Symbolic Execution

Symbolic execution is a technique used to analyze all the possible execution paths of a
program [Kin76]. Rather than using concrete input values, symbolic execution works
with symbols, which represent all the possible input values. During execution, each time
a conditional branch is met, the symbolic execution engine constructs a logical formula
representing the necessary constraints on input values to enter that branch. The formulas
constructed along the execution path form together the path condition, which represents
the constraints on input values in order to realize a specific execution path.

The reachability of execution paths corresponds to the satisfiability of their path conditions.
After an exhaustive search over all the execution paths, the symbolic execution engine calls
a SMT solver, such as Z3 [MB08], CVC5 [Bar+22], or Alt-Ergo [Con+18]. An execution
path is reachable if the SMT solver can find an initial value to each symbol which satisfies
the path condition.
Similar to reachability, it is possible to verify assertions along the execution path. It

suffices to check whether the current path condition implies the assertion with the SMT
solver. Listing 2 illustrates the execution paths and path conditions of symbolic execution
on a Wasm module:
In Wasm, unreachable denotes a trap which should not be reachable. The SMT solver

checks if the path condition up to that point is unsatisfiable.

2.3 Symbolic Execution of Wasm Code in Owi

The symbolic interpreter Owi implements the aformentioned procedure. Apart from checking
the satisfiability of path condition when trapped by unreachable , it also provides a
module named "symbolic", which contains facilities of symbolic execution. For example,
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(module

(import "symbolic" "assert" (func £owi_assert (param i32)))

(func £f (param £x i32) (param £y i32)

;; if x > y

(if (i32.gt_s (local.get £x ) (local.get £y ))

(then

;; Path condition: x > y

;; assert x + 1 > y

(call £owi_assert (i32.gt_s (i32.add (local.get £x ) (i32.const 1))

(local.get £y )))

;; SMT solver checks if x > y implies x + 1 > y

)

(else

;; Path condition: x <= y

;; if x >= y

(if (i32.ge_s (local.get £x ) (local.get £y ))

(then

;; Path condition x <= y ∧ x >= y

;; this path is unreachable

unreachable

;; SMT solver checks if x <= y ∧ x >= y is unsatisfiable

))

))

)

)

Listing 2. Execution paths and path conditions of symbolic execution on Wasm code.

(module

(import "symbolic" "i32_symbol" (func £owi_i32 (result i32)))

(import "symbolic" "assert" (func £owi_assert (param i32)))

(func £f (param £x i32) (param £y i32)

(if (i32.gt_s (local.get £x ) (local.get £y ))

(then

(call £owi_assert (i32.gt_s (i32.add (local.get £x ) (i32.const 1))

(local.get £y ))))

(else

(if (i32.ge_s (local.get £x ) (local.get £y ))

(then unreachable ))

))

)

(func £start

call £owi_i32

call £owi_i32

call £f

)

(start £start )

)

Listing 3. Symbolic execution of Wasm code using Owi.
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£i32_symbol generates a symbol of type i32, and £assert checks an assertion. In Listing 3,
we call the function £f on two i32 symbols to perform symbolic execution.

In the case of running into an assertion violation or an unreachable trap, Owi gives the
witnessing input values. Below shows the results of symbolic execution on Wasm code using
Owi:

$ owi sym paths.wat --fail-on-assertion-only

Assert failure: (i32.gt (i32.add symbol_0 (i32 1)) symbol_1)

Model:

(model

(symbol_0 (i32 2147483647))

(symbol_1 (i32 -2147483648)))

Reached problem!

$ owi sym paths.wat --fail-on-trap-only

Trap: unreachable

Model:

(model

(symbol_0 (i32 1085352552))

(symbol_1 (i32 1085352552)))

Reached problem!

The significations of options --fail-on-assertion-only and --fail-on-trap-only are
inferable from name. We can verify that the generated values correspond to witnesses of
assertion violation and unreachable trap.

2.4 Symbolic Execution of C Code in Owi

Owi’s primitives are exposed to C through the owi.h header file, enabling it to perform
symbolic execution on C code in a manner similar to that of Wasm. The C program
containing Owi primitives is then compiled to Wasm and executed in the same way.
Listing 4 shows using owi.h to perform symbolic execution of C code. The function

primes implements the algorithm of the Sieve of Eratosthenes, setting all the elements in
the array with prime index to one. We test if the algorithm computes all the primes within
the range by running the algorithm on symbolic inputs and verify the results on an extra
function is_really_prime.

By running Owi, we can confirm that the function behaves correctly for all the arrays of
size bigger than two and smaller than MAX_SIZE.

$ owi c primes.c

All OK

3 Using E-ACSL for Symbolic Runtime Annotation
Checking of C Code

We have seen that checking the behavior of the function primes requires an extra primality
testing function. Generally, expressing properties in a programming language requires some
work, and it would be easiler to write them as mathematical propositions. We demonstrate
in this section how the behavioral interface specification language E-ACSL can enhance the
runtime annotation checking of C code.

3.1 Introduction to ACSL and E-ACSL

ACSL is a specification language for C, while E-ACSL stands for the executable subset of
ACSL. It is executable in the sense that some codes containing assertions can be generated

JFLA 2024 – 35es Journées Francophones des Langages Applicatifs 6
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#define MAX_SIZE 100

#include <owi.h>

#include <stdlib.h>

void primes(int *is_prime, int n) {

for (int i = 0; i < n; ++i) is_prime[i] = 1;

is_prime[0] = is_prime[1] = 0;

for (int i = 2; i * i < n; ++i) {

if (!is_prime[i]) continue;

for (int j = i; i * j < n; ++j) is_prime[i * j] = 0;

}

}

int is_really_prime(int n) {

for (int i = 2; i < n; ++i)

if (n % i == 0) return 0;

return 1;

}

int main(void) {

int *is_prime = malloc(MAX_SIZE * sizeof(int));

int n = owi_i32();

owi_assume(n >= 2 && n <= MAX_SIZE);

primes(is_prime, n);

for (int i = 2; i < n; ++i)

if (is_prime[i]) owi_assert(is_really_prime(i));

else owi_assert(!is_really_prime(i));

free(is_prime);

return 0;

}

Listing 4. Symbolic execution of C code using Owi.
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/*@ requires 2 <= n <= MAX_SIZE;

requires \valid(is_prime + (0 .. (n - 1)));

ensures \forall integer i; 0 <= i < n ==>

(is_prime[i] <==>

(i >= 2 && \forall integer j; 2 <= j < i ==> i % j != 0));

*/

void primes(int *is_prime, int n) {

for (int i = 0; i < n; ++i) is_prime[i] = 1;

is_prime[0] = is_prime[1] = 0;

for (int i = 2; i * i < n; ++i) {

if (!is_prime[i]) continue;

for (int j = i; i * j < n; ++j) is_prime[i * j] = 0;

}

}

Listing 5. Example of E-ACSL function contract.

in order to verify the properties specified in annotations, in the same way as asserting on
the results of is_really_prime verifies the correctness of the function primes. We call
these codes executable annotations.

E-ACSL is intergrated as a plug-in in Frama-C [Sig+12]. It takes as input an annotated
C file and generates an instrumented C file containing executable annotations, which can be
run to check program properties. The instrumented file behaves functionally equivalent to
the original file as long as the properties are not violated, and gets aborted if any property
violation is detected.

Annotations should be written in regular C comments starting with an "@", there are
various kinds of Annotations available in E-ACSL, such as function contracts, loop variants,
loop invariants, data invariants, type invariants, and so on. In this paper, we only focus
on function contracts, as they play the major role in a behavioral interface specification
language.

Listing 5 shows the same primes function with E-ACSL annotations, this example takes
inspiration from the paper [SKV17].
Surrounded by /*@ ... */ is the function contract of primes. There are two kinds

of clauses in the example. requires specifies the precondition of the function, which
means the property should hold before entering the function. And ensures specifies the
postcondition of the function, which is the property that should hold after the function
returns. Consequently, the clauses in Listing 5 specify that:

� n should be between 2 and MAX_SIZE when the function is called.

� The memory locations between is_prime and is_prime + n - 1 can be safely read
and written when the function is called.

� The non-zero elements in is_prime should have prime indices after the function
returns.

E-ACSL generates a function __e_acsl_primes to check the function contract. It contains
in proper order the assertions checking preconditions, a call to the annotated function, and
the assertions checking postconditions. The assertions utilize E-ACSL library functions
declared in eacsl.h, which also take charge of recording assertion metadata, interacting
with the E-ACSL memory model, etc. Examples of E-ACSL generated code can be found in
Listing 7 and Listing 9.
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#define MAX_SIZE 100

#include <owi.h>

#include <stdlib.h>

/*@ requires 2 <= n <= MAX_SIZE;

requires \valid(is_prime + (0 .. (n - 1)));

ensures \forall integer i; 0 <= i < n ==>

(is_prime[i] <==>

(i >= 2 && \forall integer j; 2 <= j < i ==> i % j != 0));

*/

void primes(int *is_prime, int n) {

for (int i = 0; i < n; ++i) is_prime[i] = 1;

for (int i = 2; i * i < n; ++i) {

if (!is_prime[i]) continue;

for (int j = i; i * j < n; ++j) is_prime[i * j] = 0;

}

}

int main(void) {

int *is_prime = malloc(MAX_SIZE * sizeof(int));

int n = owi_i32();

owi_assume(n >= 2 && n <= MAX_SIZE);

primes(is_prime, n);

free(is_prime);

return 0;

}

Listing 6. Example of a faulty program with E-ACSL annotations, to be executed symbol-
ically.

3.2 Symbolic Execution of E-ACSL Instrumented Code

Executable annotations generated by RAC tools are generally run on concrete values, which
limits the guarantees on program correctness. It is possible to combine this approach with
symbolic execution to run annotations on symbolic values, thus increasing the coverage of
execution paths.
Listing 6 shows symbolic execution on a faulty primes function, where 0 and 1 are not

marked as non-primer initially.
Running this program with Owi generates a symbolic model where an assertion fails for

n = 2:

$ owi c --e-acsl primes.c

Assert failure: false

Model:

(model

(symbol_0 (i32 2)))

Reached problem!

If we correct the function, we can see that symbolic execution on a E-ACSL instrumented
program verifies the correctness of the function contract.

$ owi c --e-acsl primes2.c
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/* int x = 1;

int y = 2;

int z = 3; */

int __gen_e_acsl_and;

__e_acsl_assert_data_t __gen_e_acsl_assert_data = {.values = (void *)0};

// ...

if (y > x) {

// ...

__gen_e_acsl_and = z > y;

}

else __gen_e_acsl_and = 0;

// ...

__e_acsl_assert(__gen_e_acsl_and, & __gen_e_acsl_assert_data);

Listing 7. Code generated by E-ACSL to check a logical conjunction.

Assert failure: false

All OK

To make E-ACSL compatible with symbolic execution, we had to adapt its execution
environment. In particular, we had to reimplement the E-ACSL runtime library, such as
those related to memory model and assertions, by the corresponding Owi mechanisms.
This approach brings several advantages:

� It allows to reuse already annotated code without having to write specific assertions
for Owi.

� It makes it possible to verify a new code base without having to integrate assertions
into the program.

� It facilitates the automatic generation of test harnesses from specifications.

� It opens the way to function-by-function verification in Owi, instead of analyzing an
entire program at once.

3.3 Using Symbols to Generate Better Code

To calculate the truth value of an expression, the code generated by E-ACSL sometimes
uses branches and indroduces additional variables. This multiplies the number of possible
execution paths, and increases the complexity of program state. Listing 7 shows a case
where E-ACSL uses a branch and an additional variable for the assertion y > x && z > y.

The aim of using branches is to simulate the behavior of short circuit operators, such
that a false on the first subexpression prematurely terminates the calculation. However,
this is not likely to happen during a symbolic execution. Moreover, though additional
branches and variables do not make much difference for a concrete execution, they are
critical performance-wise for a symbolic execution. The dual effect motivates an optimization
on the code generated for a concrete RAC. For instance, Listing 8 shows the code optimized
for SRAC.
It clearly has less branching, and thus is better for symbolic execution.
Some logical connectors in E-ACSL do not exist in C, such as the logical implication and

logical equivalence. But since the set of C logical connectors are functionally complete, any
quantifier-free assertion can be encoded as a single C boolean expression after a certain
transformation.
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/* int x = owi_i32();

int y = owi_i32();

int z = owi_i32(); */

__e_acsl_assert_data_t __gen_e_acsl_assert_data = {.values = (void *)0};

// ...

__e_acsl_assert(y > x && z > y, & __gen_e_acsl_assert_data);

Listing 8. Code optimized by using symbols to check a logical conjunction.

int __gen_e_acsl_forall = 1;

int __gen_e_acsl_i = 0;

__e_acsl_assert_data_t __gen_e_acsl_assert_data = {.values = (void *)0};

while (1) {

if (__gen_e_acsl_i <= 10) ; else break;

{

int __gen_e_acsl_valid_read;

// ...

if (*(a + __gen_e_acsl_i) <= 100) ;

else {

__gen_e_acsl_forall = 0;

goto e_acsl_end_loop1;

}

}

__gen_e_acsl_i ++;

}

e_acsl_end_loop1 : ;

// ...

__e_acsl_assert(__gen_e_acsl_forall,& __gen_e_acsl_assert_data);

Listing 9. Code generated by E-ACSL to check an universal quantification.

It is possible to optimize code generated by assertions with quantifiers, too. Consider the
following E-ACSL annotation, which states the first ten elements of an array are less than
or equal to 100:

//@ assert \forall int i; 0 <= i <= 10 ==> a[i] <= 100;

To perform RAC, E-ACSL generates the code shown in Listing 9.
This loop is necessary for concrete execution. However, by introducing a symbol for the

quantified variable i, we can encode this specification more efficiently. The generated code
could be optimized as shown in Listing 10.

3.4 Using Symbols to Handle Unbounded Quantifiers

E-ACSL is limited to the executable subset of ACSL, notably with restrictions on quantifiers
that must be bounded. This is because checking quantifications during a concrete execution
involves enumerating all possible values, which becomes impractical if the quantifiaction is
unbounded.
For example, the annotation below stating that the integer variable x is odd can not be

written using E-ACSL:

//@ assert \forall int i; x != 2 * i;
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int __e_acsl_i = owi_i32();

if (0 <= i && i <= 10) {

owi_assert(a[i] <= 100);

}

Listing 10. Code optimized by using symbols to check an universal quantification.

int __e_acsl_i = owi_i32();

owi_assert(x != 2 * i);

Listing 11. Code checking unbounded quantifications by using symbols.

Running this with E-ACSL emits the following warning:

$ owi --e-acsl unbounded.c

...

Warning:

E-ACSL construct `unguarded \forall quantification' is not yet supported.

Ignoring annotation.

...

Symbolic execution allows some of these constraints to be lifted. Listing 11 shows how
the above annotation can be checked by using symbols.
To perform this transformation in the general case, it is necessary to correctly handle

existential quantifiers as well as nested quantifications. Since all the symbols are introuced
in the program state, functions such as model_exist(var, prop) and model_forall(var,

prop) should be added to be able to refer to a single symbol.
It is necessary to follow several steps:

� Convert the propositions to prenex normal form.

� Perform skolemization in the presence of existential quantifiers.

� Associate each quantifier with a symbol of the appropriate type.

� Encode the inner quantifier-free proposition using program expressions.

� Call functions model_exist(var, prop) and model_forall(var, prop) to iterate
over leading quantifiers.

� Finally, assert on the result.

4 Introducing Weasel for Symbolic Runtime Annotation
Checking of Wasm Code

Much as Wasm is often used as a compilation target, it is also common for Wasm code to
be written manually, for example to create a runtime environment or to replace assembler
segments. Being able to annotate and verify Wasm code in this context thus becomes useful.
In this section, we present the design of a specification language dedicated to Wasm and the
implementation of a runtime annotation checker based on that.
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(module (@name "I'm a module with a fancy name")

(@custom "my-fancy-section" "Hello, I'm useless don't try to understand

me")↪→

(func (@inline) £lambda (@name "λ") (param £x (@name "α") i32) (result

i32)↪→

(local.get £x )

)

)

Listing 12. Example of custom annotations in Wasm.

(module

(@contract £plus_three

(ensures (= result (+ £x 3)))

)

(func £plus_three (param £x i32) (result i32)

local.get £x

i32.const 3

i32.add

)

(func £start

i32.const 42

call £plus_three

drop

)

(start £start )

)

Listing 13. Example of Weasel function contract.

4.1 The Custom Annotations Proposal

In order to annotate Wasm programs in the text format, we have chosen to implement the
Wasm custom annotations proposal [par18] in Owi. It allows writting annotations while
respecting the standards of Wasm. According to Wasm’s specification, custom annotations
can appear wherever a space is allowed, and will be ignored by all the tools unable to
recognize them. They are similar to attributes in OCaml, and they always take the form of
(@annotation-id ...) in Wasm. Listing 12 shows an example of custom annotations in
Wasm.

4.2 Weasel: a WEbAssembly SpEcification Language

Weasel is a behavior specification language of Wasm inspired by ACSL. Listing 13 shows an
example of a function contract written in Weasel. It specifies the function should return
three plus the function parameter.

In order to be coherent with Wasm, Weasel utilizes a syntax of S-expression. Below shows
a slightly simplified abstract syntax of Weasel:

⟨ind⟩ ::= $ id | i32

⟨contract⟩ ::= (@contract ind clause∗ )
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⟨clause⟩ ::= ( requires prop ) | ( ensures prop )

⟨prop⟩ ::= ( pprop ) | true | false

⟨pprop⟩ ::= binpred term term | unconnect prop | binconnect prop | binder binder type
prop

⟨term⟩ ::= ( pterm ) | ind

⟨pterm⟩ ::= i32 i32 | i64 i64 | f32 f32 | f64 f64 | param ind | global ind | binder ind |
binop term | result i32 | memory term

⟨binpred⟩ ::= >= | > | <= | < | = | !=

⟨unconnect⟩ ::= !

⟨binconnect⟩ ::= && | || | ==> | <==>

⟨binder⟩ ::= forall | exists

⟨binder type⟩ ::= i32 | i64 | f32 | f64

⟨binop⟩ ::= + | - | * | /

Firstly, ind represents the index of functions or variables. It can either be a zero-based
index number or "$" followed by an identifier, which is again coherent with Wasm text
format syntax.
Currently, Weasel specification focuses on function contracts, which are written imme-

diately before function definitions. A function contract begins with (@contract ind and
follows with zero or more clauses. Each clause can either begin with requires or ensures,
specifying the preconditions and postconditions of the function.
The nonterminals prop and pprop represent propositions, pprop standing for parenthe-

sized propositions. Propositions can be literals, predicates, connectors, or quantifications.
Quantifiers are refered to by de Bruijin indices [de 72] in the above syntax, though using
identifiers is also possible in our implementation.
The nonterminals term and pterm represent terms. Terms can be literals of primitive

types, parameters, global variables, binder variables, operations, function return values, or
memory contents.

4.3 Generating (Symbolic) Runtime Annotations From Weasel

We implement a code generator in Owi which generates executable annotations from Weasel
specifications.

$ owi instrument plus_three.wat

This augments the original Wasm file with an extra function £__weasel_plus_three ,
which calls £plus_three and checks all the properties specified in annotations. Calls
and exports of the annotated function are replaced with the monitored version, imposing
a module-level abstraction of RAC. Listing 14 shows the code generated from Weasel
annotations to check the function contract.
This file performs runtime annotation checking of Wasm functions, and is directly exe-

cutable in a concrete environment as long as the host provides the function £assert . In
addition to this, the owi instrument command also provides a --symbolic option that
generates symbolically executable annotations, to be executed on symbolic values.
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(module

(import "symbolic" "assert" (func £assert (param i32)))

(func £plus_three (param £x i32) (result i32)

local.get £x

i32.const 3

i32.add

)

(func £start

i32.const 42

call £__weasel_plus_three

drop

)

(func £__weasel_plus_three (param £x i32) (result i32)

(local £__weasel_temp i32) (local £__weasel_res_0 i32)

local.get £x

call £plus_three

local.set £__weasel_res_0

local.get £__weasel_res_0

local.get £x

i32.const 3

i32.add

i32.eq

call £assert

local.get £__weasel_res_0

)

(start £start )

)

Listing 14. Code generated by Weasel to check a function contract.

JFLA 2024 – 35es Journées Francophones des Langages Applicatifs 15



Cross-Language Symbolic Runtime Annotation Checking Zhicheng Hui and Léo Andrès

struct list {

int element;

struct list *next;

};

/*@ ghost

int sorted(struct list* l) {

if (l == NULL || l->next == NULL) return true;

if (l->element > l->next->element) return false;

return sorted(l->next);

}

*/

void merge_sort(struct list **headRef) {

struct list *head = *headRef;

if (is_empty(head) || is_empty(head->next)) return;

struct list *l1, *l2;

split(head, &l1, &l2);

merge_sort(&l1);

merge_sort(&l2);

*headRef = merge(l1, l2);

//@ ghost int p = sorted(*headRef);

//@ assert p != 0;

}

Listing 15. C implementation of merge sort on a linked list, using functions from a Wasm
module.

4.4 Evaluation

With the support of E-ACSL and Weasel, it is possible to generate our approach to cross-
language programs. Listing 15 shows a C implementation of merge sort on a linked list,
using list manipulating functions in a small hand-written Wasm module. These functions
are declared in C by the __attribute__ mechanism:

bool is_empty(struct list *) __attribute__((import_module("list"),

import_name("is_empty")));↪→

void push(struct list**, int) __attribute__((import_module("list"),

import_name("push")));↪→

void split(struct list*, struct list**, struct list**)

__attribute__((import_module("list"), import_name("split")));↪→

struct list* merge(struct list*, struct list*)

__attribute__((import_module("list"), import_name("merge")));↪→

This piece of C code carries E-ACSL annotation specifying its partial correctness by using
ghost codes. And the underlying Wasm module functions are themselves annotated by
Weasel function contracts. By compiling the E-ACSL instrumented C code to Wasm and
linking it with the Weasel instrumented module functions, we can use Owi to check runtime
annotations at different program levels symbolically.
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Since Weasel is still in its prototype stage, there are some gaps in its ability to support
truly practical and useful annotations. In particular, this requires integrating more Wasm
constructs into Weasel, and implementing a memory model that checks the separation of C
and Wasm program memories.

5 Related Work

Runtime Annotation Checking. Being a lightweight formal method, RAC dates back
to assertions in programming languages, such as the extension of the Program Evaluator
and Tester System for FORTRAN [SF75], and the C preprocessor macro assert. In recent
decades, RAC tools typically rely on a specification language, and take charge of generating
executable annotations from specifications. Apart from the example of E-ACSL, the tool
OpenJML [Cok11] is a RAC implementation of the JML specification language.

RAC is often used together with fuzz testing. The tool JMLKelinci+ [Nil+24] combines it
with a coverage-guided fuzzing tool in order to cover branches with valid inputs and detect
semantic bugs. The OCaml runtime annotation checker Ortac [FP21] also comes with a
fuzzing frontend which tests the program with random inputs in the hope to detect assertion
violations. However, since fuzz testing is by nature incomplete, none of these works can
provide guarantee on program properties as using symbolic execution.
It is also possible to combine RAC with static analysis. In the work of Julien Signoles

[KS13], two static analyzers, WP [Bla+24] and VALUE [Büh17], are combined with the
E-ACSL plug-in in Frama-C. It works by discharging some verification conditions with static
analyzers, and let E-ACSL take care of the remaining part.

WebAssembly Specification Languages. Currently, there are not many specification
languages for Wasm. The work of Munuera Mazzaro [Mun23] proposes VerifiWasm, where
specifications are written in a separate file. Their tool verifies that the specifications are
respected for a given Wasm binary. Similar to our approach, they use symbolic execution to
generate verification conditions that are later transmitted to SMT solvers.

However, their method has several limitations compared to ours. First, they do not produce
a Wasm module integrating executable assertions from the original program. Moreover,
their system is limited to binary modules distinct from the specifications, which complicates
the implementation and maintenance. Their implementation is also restricted to a small
part of the Wasm standard: integer operations are incomplete, floating-point numbers are
not supported, and global variable and memory management are absent. These limitations
contrast sharply with Owi, which offers much broader support.

Finally, their tool supports only one SMT solver (Z3), while Owi is able to interact with
multiple solvers, thanks to the use of Smtml [PMA23], a multi back-end front-end for SMT
Solvers in OCaml. This offers greater flexibility in terms of solving assertion formulas.

In addition to this, there have been some works focusing on the Wasm specification itself.
The work of Conrad Watt [Wat18] presents a mechanised Isabelle specification for the
WebAssembly language. Based upon that, a verified executable interpreter and type checker
are implemented in the proof assistant Isabelle. This facilitates the specification of Wasm
language, as well as the analysis and verification of Wasm programs. SpecTec [You+24] is a
domain-specific language to express Wasm’s formal semantics. Various backends have been
integrated into this tool, which generates different styles of spefication documentds, and
gives a reliable interpretation of Wasm programs. They can help with the standardisation
of future Wasm features, as well as validating existing specifications.

6 Conclusion and Perspectives

In this paper, we present how to combine symbolic execution and RAC, with the help
of specification languages. Compared to monitoring a concrete program execution, the
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introduction of symbols increases the coverage of execution path, hence strengthens the
power of verifying program properties. We have also shown how to optimize code for RAC
in the presence of symbols, and how to release the restriction on bounded quantifiers.

We back up the idea of SRAC with two implementations: C and Wasm, using E-ACSL and
Weasel respectively. These two tools are currently integrated in the tool Owi. We demonstrate
specification languages make it possible to specify richer set of program properties, and to
verify a new code base without having to integrate assertions into the program. Moreover,
the notion of function contracts boosts modular function-by-function verification.

We present the design and implementation of Weasel, the first standard-compliant specifi-
cation language for Wasm program. It is based on the custom annotations extension, which
makes Weasel annotations portable to text and binary format. We imitate the approach of
E-ACSL for code generation, and have integrated a small set of core Wasm instructions.

There are several possible directions to continue our work. First, we plan to improve the
code generation of E-ACSL. This could increase the efficiency of our tool. Second, we plan
to continue the development of Weasel, which is still at an early stage. Many improvements
remain to be made, in particular to extend the specification language to a wider range of
Wasm constructs.

Another interesting perspective concerns the verification of code combining several lan-
guages, each annotated with its own specifications. For example, it would be relevant
to verify an optimized library written in Wasm, embedded in a C algorithm, where the
correctness proofs of one depend on the assertions generated from the specifications of the
other.

Furthermore, we plan to apply this approach to other languages, such as Rust. By reusing
Pearlite, a deductive verification tool for Rust, and its specification language Creusot, it
would be possible to generate instrumented code executable via Owi.

Finally, another promising path would be to compile specification languages, such as those
used in C, to Weasel, which would allow unifying verification tools for different languages
through a common infrastructure.
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