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Abstract

Cyber-Physical Systems development requires the collaboration of
various stakeholders from multiple domains. Whilst the functional
exchanges between the design artifacts are captured using classical
software engineering methods, it is common to have interactions
between different domains that go beyond mere functional ones.
These may not even be fully understood or known at design-time,
making more difficult the rationalization of the design choices
and generally speaking the collaboration. Collaborative simulation
appears as a solution to observe the emerging behaviors of such
systems. However, it does not help identifying the cause of changes
in the emerging behaviors, e.g., when different teams made changes
concurrently on their artifacts. In this paper, we propose to make
explicit how some elements of the design artifacts are known (more
or less precisely) to influence the behavior of other design artifacts.
We argue this is beneficial for the collaborative development of
CPS since it provides an enrichment of the (potentially not fully
understood) semantics that exist between different elements of the
systems, beyond mere functional ones. Based on our example, the
paper presents a first categorization for our notion of influences as
well as a discussion about potential usages and their benefits.

Keywords
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1 Introduction

Cyber-Physical Systems (CPS) have emerged as a transformative
technology, integrating physical and computational processes. CPS
are composed of interconnected parts, each designed to fulfill spe-
cific roles within the system [3, 13]. These parts are typically defined
based on domains of expertise, such as hardware, software, net-
work, and can be further divided into more specialized parts. They
are often developed independently in silos by different developers,
teams, and organizations.

Before delivery, the material created during this process (e.g.,
code, models, configurations), hereafter called design artifact [6],
needs to be evaluated realizing simulations, experimentation, and
tests. However, analysing the behavior of individual parts running
isolated simulations is not sufficient as interaction across design
artifacts from the different parts needs to be considered.

Collaborative simulation has emerged as an essential technique
for evaluating the interactions between multiple system parts. Sim-
ulation results related to a part of the system are considered in
relation to others, providing simulation outcomes that reflect the
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emerging behavior of the system [5]. However, despite paving the
way of understanding the complete system behavior, some limita-
tions still remain.

Co-simulation typically produces large volume of raw logs, from
which it is difficult to assess the impact of a novel design choice on
the whole system. Design choices made in one design artifact may
have far-reaching consequences, especially when dealing with large
and heterogeneous design spaces as in CPS [12]. Design choices in
one part of the system may influence other parts’ behavior, possibly
violating their requirements or worsening their outcomes. Without
clear visibility on how different artifacts influence each other, be-
yond mere functional exchanges captured using classical software
engineering methods, it becomes difficult to identify (statically or
dynamically using co-simulation) the consequences of changes and
to ensure that the system behaves as intended. As a result, it be-
comes challenging to make accurate decisions and progress through
the development lifecycle.

In this paper we argue that, beyond the abstractions, and speci-
fications identified by a development team to reach the system’s
desired goals, making explicit how design choices on design arti-
facts, or elements of design artifact, influence the behavior of other
design artifacts is beneficial for the collaborative development of
CPS.

The objective of this paper is to propose a definition of the
concept of influence together with a conceptual workflow to exploit
this novel knowledge during CPS development. Our contribution is
focused on the definition and classification of influences, which we
illustrate and motivate this concept using a mobile robot use case.
We describe a conceptual workflow for the development of CPS,
incorporating the concept and the exploration of influences into
the system development. By improving the comprehension of these
influences, we intend to enhance decision-making and collaboration
between the various users involved in a system development.

The remainder of the paper is organized as follows. Section 2
presents our motivating example. Section 3 introduces the concept
of influences. Section 4 outlines the conceptual framework we aim
to implement. Section 5 positions our contribution within the state
of the art and Section 6 concludes.

2 Mobile Robot Use Case

In this section, we introduce our exploration robot as a use case
from which we extracted design scenarios that motivate the need
for extra information to ease collaborative development.

The robot used is a Cherokey 4WD Arduino mobile robot [4].
This simple robot, equipped with useful but limited hardware, is
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often used for student competitions/teaching and research activities.
The requirements for the robot are simple: the robot must explore
an indoor environment while avoiding obstacles.

The robot moves by using two gearboxed DC motors. It uses a
RoMeo V1 Board, which is based on Arduino Uno and includes an
ATmega328 microcontroller. The robot is equipped with a servo
rotary motor that allows an ultrasonic sensor to sweep the envi-
ronment and detect obstacles. The ultrasonic sensor measures the
proximity of objects with the transmission of ultrasonic pulses. It
is worth mentioning that our contribution is not focused on the do-
main of robotics but on the exploration of the system development
process for motivating our work. In the following, we detail the
different parts of the system, their model, and key design artifacts.

2.1 System Design Model Description
The system is divided into the following six parts (see Figure 1):

Wheel Controller This part receives move commands and
applies the power to the right and left wheels accordingly.

Examples of move commands are forward, stop, or turnLeft.

Dynamic Detection : Checks for dangerous obstacles while
sweeping the environment in front of the robot. This part
is active while the robot is moving.

Static Detection : scans for obstacles in front and on the
sides of the robot; for a better understanding of the envi-
ronment and accurate avoidance decisions.

Avoidance Strategy : From an ordered set of detected obsta-
cles, decides the maneuvers necessary to avoid detected
obstacles. These maneuvers are provided as timed moves,
i.e., a set of move command and their duration.

Normal Move : Sends move commands to explore the envi-
ronment.

Avoidance Move : Receives a set of timed moves and applies
them iteratively for the specified duration.

These different parts are not all enabled at the same time and
are orchestrated as specified by the State Chart represented in
Figure 2. The name of the states corresponds to the name of the
parts introduced in Figure 1. When a state is entered, the behavior
of the part is started. When a state is exited, the behavior is aborted.
At the start of the system, both the normal move and the dynamic
detection (of obstacles) are performed. If an obstacle is detected,
both stop, and the static detection (of obstacles) is started. When
finished, the avoidance strategy is executed. Either the avoidance
strategy decides to continue as is and reenter the parallel state with
the normal move and dynamic detection; or some maneuvers to
avoid the obstacles are computed; followed by the parallel execution
of the avoidance move and the dynamic detection.

Finally, the behavior of some of the individual system parts is
detailed in Figure 3 using activity diagrams. These activity dia-
grams are given for record and we detail only specific parts of each
behavior here.

In the Dynamic Detection, the servo motor position is changed
(to sweep the environment); followed by an obstacle check by using
the ultrasonic sensor. The designer of this part’s behavior decided
to consider that a dangerous obstacle is one whose distance is less
than 15 cm from the robot (see decision node’s predicate). If it
occurs, an event is emitted, firing a transition in the orchestrator
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state chart. If not, sleep is realized before restarting the obstacle
checking.

During Static Detection, the stop move command is sent in order
to realize a precise object scanning. The sweep of the environment
is done almost like in the dynamic detection part except that the
sweep is wider, all detected obstacles are put in a FIFO, and that no
sleeps are realized. Once the whole sweep of the environment is
done, the behavior is stopped, and the avoidance strategy is started.

In the avoidance strategy, if the danger is confirmed, a set of
timed move commands are generated and sent to the avoidance
move, which is started in turn (in parallel with the dynamic de-
tectionAvoidance commands are then sent as appropriate. Once
all maneuvers are completed with no new obstacle detection, the
normal move is restarted.

2.2 Motivating scenario

This use case is small but sufficient to illustrate some difficulties
that may appear during the collaborative development of a CPS.
We illustrate these difficulties through the definition of scenarios.

Alice, Bob, and Charlie are software developers working on
the autonomous robot. Alice works on the Static and Dynamic
Detection parts, Bob works on the Avoidance Strategy part,
and Charlie works on the Wheel Controller part. They collab-
orate through the usage of a common artifact repository and co-
simulation of the developed artifacts, the physical environment,
and the model of the robot.

At some point in the development, Charlie was required to speed
up the exploration to better handle large buildings. He decided to
increase the power on each wheel of the robot with the objective of
increasing its speed when managing the forward command. The
whole system was then co-simulated, including Charlie’s modifica-
tions.

Charlie observed a beneficial speed-up in the exploration. How-
ever, he also observed an increasing number of collisions. Charlie,
not being an expert on this topic, he created an issue about the
collision problem. Both Alice and Bob checked if the problem was
on their side. Alice observed in her logs that the obstacles were
successfully detected and notified. Bob observed in his logs that the
avoidance strategy was defined and executed properly as originally
planned, but that sometimes the car collided as if the robot did not
see the obstacle on time. Alice confirmed that it was not due to an
obstacle detection problem. Alice contacted Charlie and asked him
to check that the stop command she sent was correctly realized.
Charlie answered that yes, the power on each wheel was set to 0
less than 10ms after the command was sent.

All together, they started investigating the global logs to under-
stand the problem. Since the logs were extensive, it took time, but
after a deep investigation, they understood that despite the robot
being asked to stop on time, the inertia of the robot was delaying
the actual stop, causing it to sometimes collide. As a fix, Alice sim-
ply increased the distance threshold used to detect an obstacle (in
the Dynamic Detection part). After this fix, the robot speeds up
the exploration with no collisions.

This problem appeared because there is a relationship between
the speed of the robot and the time required to immobilize the
robot, due to inertia. This factor should be taken into consideration
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Figure 2: High level coordination of system parts using State
Charts

when choosing the distance threshold for the dynamic detection
of obstacles. Later in the development process, drawing on their
experiences, each time Alice wanted to change this threshold, she
notified Charlie so that he could adapt the wheel power; and vice
versa. Since Alice is also in charge of developing the static detection,
which is triggered when the robot is immobilized, she added a
delay between the stop command sending and the start of the
environment sweep. Of course, the length of this delay is also
influenced by the speed of the robot.

This scenario illustrates that, despite many relationships being
made explicit in the various artifacts, some (cyber-physical) rela-
tionships are missing and stay only in the heads of the stakeholders.
Keeping hidden some of these relationships may lead to communi-
cation problems and a longer time to delivery. This motivates the
requirement for a tool-supported solution for making explicit these
relationships during the collaborative CPS development. Existing
models and design artifacts shall be enriched with the extra infor-
mation describing how design choices on design artifacts influence
the behavior of other design artifacts, including from other parts.

In the following sections, we introduce our novel concept of
Influence to address this requirement and we discuss how it can be
exploited as part of a CPS collaborative development process.

from our motivating example a set of requirements that must be
addressed:

Enriching existing models (R;) :Beyond functional exchanges,

it shall be possible to enrich existing models and design
artifacts with the extra information of influence making
explicit how design choices on design artifacts influence
the behavior of other design artifacts.
Motivation: CPS development teams typically use classi-
cal software engineering methods, languages and models
to specify the behavior of the different parts of a system.
Agreements and decisions are made to define the right ab-
straction and granularity level for their models with respect
to their objectives. As a result of this abstraction, these mod-
els may overlook some interplay between design choices
when various stakeholders are collaborating through (possi-
bly different and heterogeneous) artifacts. Whilst the func-
tional exchanges between the design artifacts are captured
using classical software engineering methods, it is common
to have interactions between different domains that go be-
yond mere functional ones. Considering our example, there
is no information about the possible influence of changing
the power on wheels onto the rest of the system.

Cross design parts and domains (R;) It shall be possible to
define influences that span across multiple system parts
from different domains of expertise and possibly from dif-
ferent stakeholders.

Motivation: CPS are composed of interconnected parts with
specific objectives, which are typically designed by different
domain experts. To enhance collaboration, it is important
to facilitate the understanding of the influence of one de-
signer’s choice on their collaborators’ parts. In our example,
Alice focuses on the domain of detection and does not have
details on the movement control and obstacle strategy
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parts. It would be counterproductive for her to include all
the details of other domains in her system specification
since it is not part of her expertise and would overcompli-
cate the system development. As a result, she is unaware
of the impact of the changes introduced by Charlie on her
part and she has to investigate this manually, e.g., exploring
co-simulation logs. Specifying influences between some el-
ements of her part to elements of Charlie’s parts could help
Alice in her investigation.

Cyber-Physical interactions (R3) : Influences shall be able

to represent Cyber-Physical interactions between design
artifacts.

Motivation: CPS are operating in the physical realm and
interactions between the system and its environment can
have a critical impact on its proper functioning. An influ-
ence may relate not only to software interaction but also

to the interaction between software elements and the phys-
ical world. Considering our motivating example, there is a
relationship between the power on wheels parameter and
the time required to immobilize the robot due to (i) inertia
and (ii) the topology of the ground.

Abstraction (Ry) : It shall be possible to define influences at

different levels of abstractions and granularity, yet they
should contain enough information to enable static and
dynamic analysis of the CPS.

Motivation: Depending on the constraints and criticality
of an influence with respect to the system requirements,
one might want to characterize an influence more or less
precisely. In some cases, high-level definitions are suffi-
cient to provide simple feedback to the developer about
the impact of his choice. By contrast, in some situations
when the influence is critical for the proper functioning
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of the system, it is necessary to precisely define it. Over
time, the definition of an influence might evolve, e.g., it is
refined based on experience and trials. This can be due to
several factors : (i) evolving requirements call for a more
precise definition, (ii) experience, trials, and co-simulation
needs to be performed to iteratively refine the definition
of an influence (because experts were not able to precisely
define the interaction at first or because it is discovered
after execution or simulation of the system). In the context
of our motivating example, the impact of inertia can be
refined after several co-simulation runs, while the ground
topology might remain at a high level of abstraction as it is
unpredictable.

Considering the requirements aforementioned, we define an
influence as: "the characterization and abstraction of a non fully
specified cyber-physical interaction between design choices, which
goes beyond the abstractions, models, and specifications identified to
address the system requirements."

It is important to note the distinction with the concept of func-
tional exchange. Functional exchange is a relationship based on
functionalities and data exchanges that is intentional and well-
documented. In contrast, influences are impacts that one design
choice or component can have on another. They are not necessarily
(i) identified during design time or (ii) part of the domain. Functional
exchanges can lead to the emergence of influences, but influences
do not rely on those interactions. Additionally, influences capture
behaviors that emerge from the collaboration, which may not be
straightforward when designing functional exchanges.

In our exploration of the concept of influence, we have defined
characteristics, categories, and metadata of influences. These aim to
be identified by or provided to the users. During CPS design, users
can partially define an influence between two artifacts, without
being certain about its impacts. For example, they may suspect that
their system part is related to another one, but be uncertain about
what the impact is or how to represent this impact. They can state
that uncertainty about the influence, and represent what they know
about that. Through collaborative simulation, it is possible to vali-
date or contradict this influence and further explore its semantics.
Moreover, it is possible to identify influences after observing the
emerging behavior during simulation.

To provide a clear understanding of influences, Figure 4 repre-
sents examples of identified influences during the development
of the mobile robot use case. Those examples will be referenced
throughout the following subsections.

3.1 Characteristics of Influences

3.1.1 Endpoints. An influence has two endpoints: a source and a
target; a change in the source will influence the target. Considering
requirements Ry and R3, possible endpoints include design artifacts,
parts of the system, and elements of the physical environment (i.e.,
natural factors and other systems not in control of any users of
the CPS under development). The notion of endpoint provides a
means to (i) clearly pinpoint the elements involved in the influ-
ence and (ii) support the notion of directionality of influence (cf.
3.1.2). In Table 1, we exemplify sources and targets within our use

case. For example, we observed influences between the parame-
ters DistanceThreshold (source) and MotorSpeed (target), as well
as between the hardware artifact UltrasonicSensor (source) and
the part Avoidance Strategy (target). The ambient noise (source)
influences the quality of the ultrasonic sensor measurement (tar-
get), and the ambient wind (source) influences the movement part
(target) of the robot.

In our case study, we did not propose influences targeting the
environment in which the robot navigates. Nevertheless, such in-
fluence could exist, for instance, a requirement can be related to the
sound level in the room, and different configurations of the speed
parameters can lead to the violation of such requirements.

Table 1: Source and target definitions

Source/Target | Artifact System part

Artifact DistanceThreshold UltrasonicSensor
and MotorSpeed and Avoidance
Strategy

System part | Dynamic Detection | Avoidance Strategy
and UltrasonicSensor | and Wheel Con-
troller

Environment| Noise and Ultrasonic- | Wind and Wheel
Sensor Controller

3.1.2  Directionality. We observed that influences typically have a
directionality from a source to a target, i.e., one element influences
another. We consider bidirectional influences when two elements
interact with each other, each influencing the behavior of the other.
In such cases, each endpoint is considered as both a source and a
target. An example of bidirectional influence is the influence be-
tween Motor Speed and Detection threshold, as illustrated in Figure
4. If the speed of the robot is changed, the detection threshold
must be modified. The same for the other way around, if the detec-
tion threshold is modified, the Motor Speed needs to be adjusted
accordingly.

Classifying the directionality is important to determine how to
perform integration and collaboration within the CPS development.
An unidirectional influence indicates a clear flow of impact, al-
lowing for a straightforward system integration. A bidirectional
influence requires a more careful consideration, especially when the
influence exists between two different system parts. Characterizing
these influences helps to understand how design changes propagate
in the system, and, consequently, improve system troubleshooting.

3.1.3 Influence Semantic. It is crucial to explicitly define the se-
mantics of each influence as this will be key to statically or dy-
namically analyze the behavior of the system and the impact of a
design choice. It provides a deeper comprehension of an influence,
more than its identification, but detailing how the source impacts
the target. Following requirement Ry, this can be expressed in a
continuum from the highest to the lowest level of abstraction, for
instance using rules, conditions, constraints, etc.

Influences can, for instance, be expressed using algebraic expres-
sions and defined boundaries of parameters and components. The
influence between the Motor Speed and the Detection Threshold
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Figure 4: Identified Influences in the autonomous mobile robot use case

can be quantitatively expressed with a function, such as D = f(S),
where D is the detection threshold distance, and S expresses the mo-
tor speed. This mathematical representation helps in characterizing
how changes in the motor speed influence the detection threshold,
providing a clear understanding of their impact and establishing
allowed ranges for adjustments.

3.2 Categories of Influences

3.2.1 Direct and indirect influences. A direct influence depicts the
relation between a source and a target without any intermediary.
One element directly impacts another, without involving other
elements; therefore changes in one influence the behavior of the
other. An influence is considered indirect when the interaction
between the source and the target involves a physical phenomenon
related to the environment in which the CPS is operating. As shown
in 4, an example of such influence is the relation between the Motor
Speed and the Detection Threshold for which inertia needs
to be considered. It is important to distinguish between these two
type of influences. An indirect influence implies that part of the
interaction between the source and target (i.e., the environment) (i)
is not fully under the control of the development team, (ii) can vary
depending on the context of the system (e.g., different locations
will lead to differents interactions), (iii) is unpredictable, all possible
changes cannot be anticipated at design-time.

3.22  Endogenous, exogenous and external influences. Endogenous
influences emerge between design artifacts of the same system
part. The users who work on that part are experts and in control
of the parameters, algorithms, and overall design choices. Exoge-
nous influences emerge when they are between design artifacts
from different parts. The users do not work on the same system

part, and could even work in different organizations. They are not
necessarily experts in the domain of both the source and target
parts. External influences happen when the source or the target
of an influence is not part of the CPS under development. It can
involve environment factors, or other systems not in control of the
users. Sometimes, those factors are not included during modeling
due to their complexity. So, it may exist an influence between two
artifacts, caused by an external element that can vary according to
context and is not expressed by a functional exchange within the
system.

As illustrated in Figure 4, the influence between the design arti-
facts Detection Threshold from the Dynamic Detection system
part and Motor Speed from the Wheel Controller part is exoge-
nous. The influence between the environmental factor Noise and
the Compute Distance, in which the ambient noise influences the
proper functioning of the Ultrasonic Sensor is external.

This categorization of influence is particularly relevant to iden-
tify the stakeholder whose work might be impacted by an influence
and to adapt the feedback accordingly. In case the influence is en-
dogenous, it will be defined by an expert in the domain (both source
and target are from the same domain) and the influence can be used
to provide detailed and domain-specific feedback on design choices.
Exogenous influences are beneficial for promoting a better inte-
gration between different system parts. In the case of exogenous
influences, and by contrast with endogenous influences, different
domain experts are impacted and feedbacks need to be tailored for
their common understanding. External influences imply that the
physical environment surrounding the CPS is involved and thereby
all the uncertainties pertaining to CPS must be considered.
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3.3 Metadata of Influences

As detailed in requirement Ry, an influence can be more or less pre-
cisely defined, thereby representing the underlying Cyber-Physical
interaction with different degrees of fidelity. To leverage influences
in an informed way when analyzing the system and to understand
the impact of certain design choices, it is important to provide
indications on the fidelity of the influences definitions. To do so,
we introduce two metadata that can be attached to an influence in
order to characterize the degree of fidelity of an influence. Further
metadata could be added in the future.

3.3.1 Confidence. Confidence is an indicator of the degree of fi-
delity of an influence semantic definition. It can be determined by
the users, according to their expertise in the system under devel-
opment. For example, users with experience contributing to CPS
development can provide an initial judgment of their confidence
levels for the identified influences. This confidence level can be fur-
ther validated or refined via co-simulation. Through co-simulation,
the emergent system behavior can confirm the initial confidence
levels determined by the users, or contradict them, providing a
validated understanding of the system’s influences.

3.3.2  Likelihood. We define likelihood as the probability that the
source of an influence will impact the target. This is particularly
relevant in the case of influences with low confidence level. It can be
determined by different methods, indicating how often the influence
was observed to happen in collected data or while co-simulating.
It can be identified that an influence is frequent, and expected to
always emerge in the system behavior, even with different design
choice configurations. For example, the influences between car
speeds and time designed for movements were always observed
that in all the recorded occurrences. Otherwise, if the influence is
barely observed, or only observed in specific operational contexts,
it can be classified as unlikely.

This information are important for decision making, the confi-
dence and likelihood metadata can be used to drive CPS behavior
analysis as influences with higher confidence and likelihood are
more expected to be root causes of issues than others with lower
quality levels.

3.4 Discussion

In this section, we depicted the concept of influences, its categories,
characteristics, and metadata. These definitions are essential for
the improvement of decision-making during system development.
Some influences can be more easily detected, and the users may be
aware of them, due to experience and observations during simula-
tion or experimentation. However, in a context where many fields
of expertise are involved, it can be challenging to have them in
mind when developing. A system may have thousands of design
artifacts, spread in different domains of expertise and users. There-
fore, explicitly identifying the influences can facilitate managing
this complexity.

In addition, since the concept of influences goes beyond func-
tional exchanges, it may be unclear for the users how elements can
influence each other. For example, if two artifacts are separated by

different system parts, and many functional exchanges are happen-
ing in the system, some influences will be not noticed, and their
impacts will not be considered as important as they should be.

With this enriched understanding of influences, we can antici-
pate potential issues, allowing for preemptive adjustments early in
design time. For example, when Charlie tries to commit the change
of the speed variable, he receives a notification, stating that his
change is not recommended because it may impact other parts of
the system. Moreover, the enriched semantics can help deepen the
system understanding after co-simulation. The resulting outcomes
can be analyzed based on the identified and characterized influ-
ences. By integrating into automated analysis tools, it could provide
not only insights into the identification of root causes, but also an
understanding of how this root element caused the issue. For in-
stance, it could provide Bob with the influence path from the source
of the problem, detailing the characteristics of each influence, and
indicating possible solutions to mitigate the problem.

4 Conceptual Workflow for Collaborative CPS
Development

The definition of influences can be explored in different stages
of the system development process. In Figure 5, we represent the
envisaged workflow. We omitted other phases that are typically
part of the development process, such as Requirements Engineering,
Planning, etc., to focus on the core aspects of our contribution.

The proposed workflow addresses two main purposes. Primarily,
we introduce a static analysis to provide early feedback on the sys-
tem behavior during the design phase. It is termed static because
it has the purpose of examining influences in the stage of design
without running an execution (simulation or proper execution) of
the CPS but solely by analyzing statically the models. By analyzing
influences in this early stage, it is possible to detect potential issues
before their propagation in the development process. Secondly, we
incorporate a dynamic analysis to provide feedback based on the
resulting system behavior observed during simulations, experimen-
tation, or real-life operations. With the second analysis, we aim
to enhance the understanding of the influences and discover new
ones within the system.

4.1 Leveraging influence in the Collaborative
CPS design

As shown in Figure 5, in the stage of Artifact design, the develop-
ers define the initial system models, according to their individual
development process. Following that, Semantic Enrichment is re-
alized. During this phase, the same users or experts (e.g. system
integration engineer) can identify and define influences by exploit-
ing their expertise and experience. They can characterize and add
metadata to the influence according to their understanding of the
system behavior. For instance, they might be confident in the exis-
tence of an influence in the system, based on the development of
the same or similar CPS, or they may suspect its existence. Similarly,
they may be aware of the existence of an influence, but do not know
its precise definition. In such case they will define new influences
whose semantics are abstract with a low level of confidence. This
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Figure 5: Integration of our envisaged workflow on System Development Pipeline

process of documenting the current knowledge ensures that a max-
imum of potential influences are considered, even if the details are
still not clear.

Additionally, it is essential to integrate the models with a ver-
sioning control system, to track and maintain a documented history
of design changes and influences. This ensures that the evolution
of influences corresponding to the design changes is recorded. The
users can revisit and understand why certain changes were made
during development, and evaluate the occurrence of origin of new
influences due to modifications.

The system will pass through a Static Analysis stage. This stage
aims at evaluating the impact of influences and checking whether
this leads to the violation of some of the system’s requirements
and providing feedback to the users accordingly. Metadata, charac-
teristics, and categories attached to the influences are exploited to
refine the analysis results. It may happen that the configuration of
an artifact impacts related artifacts, requiring adjustments of those
artifacts to ensure requirements are fulfilled, being in the level of
parametrization. Additionally, a design choice may not only impact
related elements but also provoke the origin of other influences
within the system that were not initially considered in the previous
phase, with impacts being more on a structural level. These issues
may require more significant adjustments and further investigation,
which could lead to the need of Dynamic Analysis.

This stage includes techniques that compare the initial and new
versions of the models, identify the modifications, and check if the
design changes made could provoke any conflict. For example, if a
developer attempts to modify a design artifact, the impact of this
change on the system will be analyzed, based on the influences
defined previously in the Semantic Enrichment stage. The con-
cerned developers are notified and informed about the outputs of
the analysis. This may involve developers from different domains,
so the feedback must be personalized, providing them with details
according to their field and role in the CPS development. According
to the feedback, they can evaluate the potential issues and collabo-
rate within the involved developers of the CPS to discuss and find
solutions for identified conflicts.

4.2 Leveraging collaborative simulation for
deepening system behavior understanding

The second part of the proposed workflow involves the exploration
of collaborative simulation outcomes. It is crucial to observe the
system behavior during runtime, as it provides insights into the
actual behavior of the system and its evaluation.

During the Simulation stage, the multiple system parts are
co-simulated, ensuring that data are exchanged and the events
are managed between individual simulators. Once the collabora-
tive simulation is performed, the Dynamic Analysis stage starts.
The simulation outputs and the known influences will be analyzed
for the comprehension of the system behavior. The objective is
twofold : (i) to refine the knowledge about existing influences and
possibly discover new ones, and (ii) to identify new possible vi-
olations of requirements which could not be identified by static
analysis only. This involves techniques that can reason on simu-
lation logs. A possible method is to change parameter values and
vary other design artifacts, perform co-simulation for each of them,
and empirically derive influences and their semantics. In case a
user identified influences between two design artifacts with high-
level semantic definition, this method can suggest refining it, for
instance providing mathematical representations and constraints.
Another interesting investigation would be to improve the identifi-
cation of the endpoints of an influence. For example, if the users
identified influences between two system parts, but do not know
which specific design artifact is responsible for the impact and how
it happens, the Dynamic Analysis could provide more information
on those details. Multiple co-simulation runs can also provide a
quantitative evaluation of the system. This evaluation can provide
metrics for understanding the observed impact of the influences on
system behavior. Metadata such as the influence’s confidence and
likelihood levels can be derived.

Another potential investigation is the analysis of issues in co-
simulation results. Through Dynamic Analysis, developers can be
provided with feedback on the possible root causes. The unsatis-
factory outcomes can be evaluated in the context of the identified
influences, and developers can be provided with insights into which
specific artifacts are responsible, for facilitating troubleshooting.
Moreover, it can improve collaboration, providing personalized
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feedback to the identified developers concerned in resolving the
issue, according to their roles in CPS development.

With Dynamic Analysis, users will be able to make informed
iterations in the system model and improve the definition and char-
acterization of the influences, overall enhancing the system design
and integration. In the following iterations, the influence checks
will be more accurate, the users can identify errors even before the
simulation phase. This can reduce system development time, and
optimize the use of resources for simulating and prototyping.

5 Related work

In recent years, several surveys have been conducted to investi-
gate the semantic relationships existing between artifacts in CPS
development.

Traceability plays a central role in this investigation, in which
is possible to define traces (source and target), enabling the tracking
and management of artifacts. In a collaborative system, traceability
is a remarkable challenge, since many stakeholders are involved
and are part of different organizations [14]. Capra [8] and Cameo
Systems Modeler [2] are some examples of tools that offer trace-
ability management that links requirements to system components,
test cases, and other models.

However, it is usually a traceability of the static structure of the
system, and the dynamics of the system are not explored and ex-
plicitly expressed. In [9], related to software systems, links between
behavioral safety requirements to SysML diagrams, presented an
algorithm for providing users narrowed view of links related to
a given requirement. In [1], focused on Cyber-Physical Systems,
provides links between system goals, requirements, and SysML
diagrams, and provides consistency tests to exploit the direct and
indirect relationships between artifacts. This work aims to take
a step further by exploring deeper details on influences within
the system, providing deeper details on both static and dynamic
analysis of influences.

Another area in the state of the art is related to tools providing
Impact Analysis feedback for the users after collaborative simu-
lation. The INtegrated TOolchain for Cyber-Physical Systems [7] is
a notable framework. In addition to realizing traceability, it utilizes
Design Space Exploration (DSE) for finding alternative designs by
ranging parameters and performing co-simulation of each config-
uration. [11] proposed an architecture for supporting tactical and
operational decisions exploring Design of Experiments (DOE). This
approach provides optimal solutions for each scenario, combining
them into a design matrix, so the users can make informed decisions
based on expected outcomes. While these works aim to find the
optimal parameters with co-simulation, our objective contribution
is to provide feedback to improve the understanding of the system
behavior, improving the semantics of the existing influences and
discovering new ones.

PROSTEP IVIPSoftware [10] is a relevant work that includes
traceability and simulation analysis capabilities. Their approach
includes documentation about artifacts through the development
cycle, which is used for traceability. Following that, they evalu-
ate the risks from the artifact choices based on simulation results,
classifying the critical level of those decisions. In our work, we
intend to use simulation results differently, evaluating influences

and identifying new ones, and providing feedback about likelihood,
and confidence level.

In light of the discussed state of the art, this work aims to address
the limitations of system behavior understanding. Traceability and
impact analysis were extensively explored in recent years, however,
gaps remain in understanding the influences within the system.
By leveraging simulation results, our proposed approach seeks to
provide a deeper knowledge of system influences, which leads to
more informed decision-making in complex, collaborative system
development environments.

6 Conclusion

This paper has introduced the concept of influences as a means to
enhance collaborative development. Specifically, we defined the
concept of influences as the characterization of non fully specified
cyber-physical interaction between design choices, going beyond
the abstractions identified to address the system requirements. We
proposed classifications, categories, and metadata of influences. By
exploring this concept, we aim at enriching system design mod-
els for improving decision-making processes. We also propose a
conceptual workflow, that leverages the concept of influence to
include Static Analysis, investigation at design time, and Dynamic
Analysis, investigation after execution of co-simulation, as part of
a CPS development process. Our work is in the conceptual stage,
and future work will focus on implementing the proposed work-
flow, considering more complex use cases, and further refining our
approach to ensure efficient Collaborative Cyber-Physical System
development.
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