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some example traces of Ephemeral Diffie-Hellman Over COSE (EDHOC).

Introduction

EDHOC [I-D.ietf-lake-edhoc] is a lightweight authenticated key exchange protocol designed for highly constrained settings. This document contains annotated traces of EDHOC sessions, with input, output, and intermediate processing results to simplify testing of implementations. The traces have been verified by two independent implementations. ¶

Setup

EDHOC is run between an Initiator (I) and a Responder (R). The private/public key pairs and credentials of the Initiator and the Responder required to produce the protocol messages are shown in the traces when needed for the calculations.

EDHOC messages and intermediate results are encoded in CBOR [RFC8949] and can therefore be displayed in CBOR diagnostic notation using, e.g., the CBOR playground [CborMe], which makes them easy to parse for humans. Credentials can also be encoded in CBOR, e.g. CBOR Web Tokens (CWT) [RFC8392].

The document contains two traces:

Section 2 -Authentication with signature keys identified by the hash value of the X.509 certificates (provided in Section 2.8).

The endpoints use EdDSA [RFC8032] for authentication and X25519

[RFC7748] for ephemeral-ephemeral Diffie-Hellman key exchange.

Section 3 -Authentication with static Diffie-Hellman keys identified by short key identifiers labelling CWT Claim Sets (CCSs) [RFC8392]. The endpoints use NIST P-256 for both ephemeral-ephemeral and static-ephemeral Diffie-Hellman key exchange. This trace also illustrates the cipher suite negotiation, and provides an example of low protocol overhead, with messages sizes of (39,45,19) bytes.

Examples of invalid EDHOC messages are found in Section 4.

NOTE 1. The same name is used for hexadecimal byte strings and their CBOR encodings. The traces contain both the raw byte strings and the corresponding CBOR encoded data items. NOTE 2. If not clear from the context, remember that CBOR sequences and CBOR arrays assume CBOR encoded data items as elements.

NOTE 3. When the protocol transporting EDHOC messages does not inherently provide correlation across all messages, like CoAP [RFC7252], then some messages typically are prepended with connection identifiers and potentially a message_1 indicator (see Sections 3.4.1 and A.2 of [I-D.ietf-lake-edhoc]). Those bytes are not included in the traces in this document.

Terminology and Requirements Language

The key words "MUST", "MUST NOT", "REQUIRED", "SHALL", "SHALL NOT", "SHOULD", "SHOULD NOT", "RECOMMENDED", "NOT RECOMMENDED", "MAY", and "OPTIONAL" in this document are to be interpreted as described in ¶ ¶ ¶ * ¶ * ¶ ¶ ¶ ¶ ¶ BCP 14 [RFC2119] [RFC8174] when, and only when, they appear in all capitals, as shown here.

Authentication with Signatures, X.509 Certificates Identified by 'x5t'

In this example the Initiator (I) and Responder (R) are authenticated with digital signatures (METHOD = 0). Both the Initiator and the Responder support cipher suite 0, which determines the algorithms:

EDHOC AEAD algorithm = AES-CCM-16-64-128

EDHOC hash algorithm = SHA-256 EDHOC MAC length in bytes (Static DH) = 8

EDHOC key exchange algorithm (ECDH curve) = X25519

EDHOC signature algorithm = EdDSA

Application AEAD algorithm = AES-CCM-16-64-128

Application hash algorithm = SHA-256

The public keys are represented with X.509 certificates identified by the COSE header parameter 'x5t'.

message_1

Both endpoints are authenticated with signatures, i.e., METHOD = 0:

The Initiator selects cipher suite 0. A single cipher suite is encoded as an int:

The The Initiator selects its connection identifier C_I to be the byte string 0x2d, which since it is represented by the 1-byte CBOR int -14 is encoded as 0x2d:

No external authorization data:

The Initiator constructs message_1:

message_2

The Responder supports the most preferred and selected cipher suite 0, so SUITES_I is acceptable.

The Responder creates an ephemeral key pair for use with the EDHOC key exchange algorithm: The Responder selects its connection identifier C_R to be the byte string 0x18, which since it is not represented as a 1-byte CBOR int is encoded as h'18' = 0x4118:

The transcript hash TH_2 is calculated using the EDHOC hash algorithm: TH_2 = H( G_Y, H(message_1) )

The input to calculate TH_2 is the CBOR sequence: First, the ECDH shared secret G_XY is computed from G_X and Y, or G_Y and X: Then, PRK_2e is calculated using EDHOC_Extract() determined by the EDHOC hash algorithm:

where salt is TH_2:

Since METHOD = 0, the Responder authenticates using signatures. Since the selected cipher suite is 0, the EDHOC signature algorithm is EdDSA. 

message_3

Since METHOD = 0, the Initiator authenticates using signatures. Since the selected cipher suite is 0, the EDHOC signature algorithm is EdDSA. The Initiator's signature key pair using EdDSA: PRK_4e3m is specified in Section 4.1.1.3 of [I-D.ietf-lake-edhoc].

Since the Initiator authenticates with signatures PRK_4e3m = PRK_3e2m.

The transcript hash TH_3 is calculated using the EDHOC hash algorithm: TH_3 = H(TH_2, PLAINTEXT_2, CRED_R) message_2 (CBOR Sequence) (116 bytes) 58 72 dc 88 d2 d5 1d a5 ed 67 fc 46 16 35 6b c8 ca 74 ef 9e be 8b 38 7e 62 3a 36 0b a4 80 b9 b2 9d 1c bc 26 dd 27 0f e9 c0 2c 44 ce 39 34 79 4b 1c c6 2b a2 ad 56 69 fc 07 55 c2 a1 6b 7e 42 ed 14 22 5f ef 1e 45 1e 45 3c 21 42 1d 4d 37 3f 25 6b 81 b1 93 7f 5b 19 9d 67 33 05 21 d0 25 a0 be 4d 26 a3 c2 0b 82 8e 9e 0e f5 65 a9 34 3d 81 d9 bb bd a9 88 ¶ ¶ ¶ Initiator's private authentication key SK_I (Raw Value) (32 bytes) 4c 5b 25 87 8f 50 7c 6b 9d ae 68 fb d4 fd 3f f9 97 53 3d b0 af 00 b2 5d 32 4e a2 8e 6c 21 3b c8 ¶ Initiator's public authentication key PK_I (Raw Value) (32 bytes) ed 06 a8 ae 61 a8 29 ba 5f a5 45 25 c9 d0 7f 48 dd 44 a3 02 f4 3e 0f 23 d8 cc 20 b7 30 85 14 1e ¶ ¶ ¶ PRK_4e3m (Raw Value) (32 bytes) d5 84 ac 2e 5d ad 5a 77 d1 4b 53 eb e7 2e f1 d5 da a8 86 0d 39 93 73 bf 2c 24 0a fa 7b a8 04 da ¶ ¶ ¶ The Initiator constructs the remaining input needed to calculate MAC_3: where CRED_I is identified by a 64-bit hash:

where the COSE header value 34 ('x5t') indicates a hash of an X.509 certficate, and the COSE algorithm -15 indicates the hash algorithm SHA-256 truncated to 64 bits.

Input to calculate TH_3 (CBOR Sequence) (359 bytes) 58 20 c6 40 5c 15 4c 56 74 66 ab 1d f2 03 69 50 0e 54 0e 9f 14 bd 3a 79 6a 06 52 ca e6 6c 90 61 68 8d 41 18 a1 18 22 82 2e 48 79 f2 a4 1b 51 0c 1f 9b 58 40 41 e6 91 27 5b 84 04 24 25 5a cb 87 e6 33 d7 5d da 71 50 2d a2 e3 da 5f ce ee c4 e3 f7 60 74 48 6f 87 e6 6f 2a ca a1 bb d4 8c e0 e6 6a 5d 64 38 91 54 48 2f 9a 5e 57 22 70 63 31 59 f2 b1 7e 0e 58 f1 30 81 ee 30 81 a1 a0 03 02 01 02 02 04 62 31 9e c4 30 05 06 03 2b 65 70 30 1d 31 1b 30 19 06 03 55 04 03 0c 12 45 44 48 4f 43 20 52 6f 6f 74 20 45 64 32 35 35 31 39 30 1e 17 0d 32 32 30 33 31 36 30 38 32 34 33 36 5a 17 0d 32 39 31 32 33 31 32 33 30 30 30 30 5a 30 22 31 20 30 1e 06 03 55 04 03 0c 17 45 44 48 4f 43 20 52 65 73 70 6f 6e 64 65 72 20 45 64 32 35 35 31 39 30 2a 30 05 06 03 2b 1b 30 19 06 03 55 04 03 0c 12 45 44 48 4f 43 20 52 6f 6f 74 20 45 64 32 35 35 31 39 30 1e 17 0d 32 32 30 33 31 36 30 38 32 34 30 30 5a 17 0d 32 39 31 32 33 31 32 33 30 30 30 30 5a 30 22 31 20 30 1e 06 03 55 04 03 0c 17 45 44 48 4f 43 20 49 6e 69 74 69 61 74 6f 72 20 45 64 32 35 35 31 39 30 2a 30 05 06 03 2b 65 70 03 21 00 ed 06 a8 ae 61 a8 29 ba 5f a5 45 25 c9 d0 7f 48 dd 44 a3 02 f4 3e 0f 23 d8 where the last value is the output size of the EDHOC hash algorithm in bytes. context_3 (CBOR byte string) (294 bytes) 59 01 23 a1 18 22 82 2e 48 c2 4a b2 fd 76 43 c7 9f 58 20 e0 91 12 1a f5 ac 6c e2 14 5d 48 25 e0 90 12 f2 97 98 e8 f7 13 ac 98 91 43 2d 22 56 b6 f6 78 e9 58 f1 30 81 ee 30 81 a1 a0 03 02 01 02 02 04 62 31 9e a0 30 05 06 03 2b 65 70 30 1d 31 1b 30 19 06 03 55 04 03 0c 12 45 44 48 4f 43 20 52 6f 6f 74 20 45 64 32 35 35 31 39 30 1e 17 0d 32 32 30 33 31 36 30 38 32 34 30 30 5a 17 0d 32 39 31 32 33 31 32 33 30 30 30 30 5a 30 22 31 20 30 1e 06 03 55 04 03 0c 17 45 44 48 4f 43 20 49 6e 69 74 69 61 74 6f 72 20 45 64 32 35 35 31 39 30 2a 30 05 06 03 2b 65 70 03 21 00 ed 06 a8 ae 61 a8 29 ba 5f a5 45 25 c9 d0 7f 48 dd 44 a3 02 f4 3e 0f 23 d8 cc 20 b7 30 85 14 1e 30 05 06 03 2b 65 70 03 41 33 31 36 30 38 32 34 30 30 5a 17 0d 32 39 31 32 33 31 32 33 30 30 30 30 5a 30 22 31 20 30 1e 06 03 55 04 03 0c 17 45 44 48 4f 43 20 49 6e 69 74 69 61 74 6f 72 20 45 64 32 35 35 31 39 30 2a 30 05 06 03 2b 65 70 03 21 00 ed 06 a8 ae 61 a8 29 ba 5f a5 45 25 c9 d0 7f 48 dd 44 a3 02 f4 3e 0f 23 d8 cc 20 b7 30 85 14 1e 30 05 06 03 2b 65 70 03 32 35 35 31 39 30 1e 17 0d 32 32 30 33 31 36 30 38 32 34 30 30 5a 17 0d 32 39 31 32 33 31 32 33 30 30 30 30 5a 30 22 31 20 30 1e 06 03 55 04 03 0c 17 45 44 48 4f 43 20 49 6e 69 74 69 61 74 6f 72 20 45 64 32 35 35 31 39 30 2a 30 05 06 03 2b 65 70 03 21 where key_length is the key length in bytes for the EDHOC AEAD algorithm, and info for K_3 is:

where the last value is the key length in bytes for the EDHOC AEAD algorithm.

The Initiator constructs the input needed to derive the nonce IV_3, see Section 4.1.2 of [I-D.ietf-lake-edhoc], using the EDHOC hash algorithm:

where iv_length is the nonce length in bytes for the EDHOC AEAD algorithm, and info for IV_3 is: 45 bytes) 83 68 45 6e 63 72 79 70 74 30 40 58 20 e0 91 12 1a f5 ac 6c e2 14 5d 48 25 e0 90 12 f2 97 98 e8 f7 13 ac 98 91 43 2d 22 56 b6 f6 78 e9 where the last value is the nonce length in bytes for the EDHOC AEAD algorithm.

A_3 = [ "Encrypt0", h'', h'e091121af5ac6ce2145d4825e09012f29798e8f713ac9891 432d2256b6f678e9' ] ¶ A_3 (CBOR Data Item) (
The Initiator calculates CIPHERTEXT_3 as 'ciphertext' of COSE_Encrypt0 applied using the EDHOC AEAD algorithm with plaintext PLAINTEXT_3, additional data A_3, key K_3 and nonce IV_3.

message_3 is the CBOR bstr encoding of CIPHERTEXT_3:

The transcript hash TH_4 is calculated using the EDHOC hash algorithm: 

TH_4 = H( TH_3,

message_4

No external authorization data:

The Responder constructs PLAINTEXT_4:

The Responder constructs the associated data for message_4: 

(CBOR Sequence) (0 bytes) ¶ ¶ PLAINTEXT_4 = ( ? EAD_4 ) ¶ PLAINTEXT_4 (CBOR Sequence) (0 bytes) ¶ ¶ A_4 = [ "Encrypt0", h'', h'6b13325a49bd9f970d3191ee317962df1d4438c66415eaa4 cedd62b5b49d7bb7' ] ¶
The Responder constructs the input needed to derive the EDHOC message_4 key, see Section 4.1.2 of [I-D.ietf-lake-edhoc], using the EDHOC hash algorithm:

where key_length is the key length in bytes for the EDHOC AEAD algorithm, and info for K_4 is:

where the last value is the key length in bytes for the EDHOC AEAD algorithm.

The Responder constructs the input needed to derive the EDHOC message_4 nonce, see Section 4.1.2 of [I-D.ietf-lake-edhoc], using the EDHOC hash algorithm:

where length is the nonce length in bytes for the EDHOC AEAD algorithm, and info for IV_4 is: where the last value is the nonce length in bytes for the EDHOC AEAD algorithm.

A_4 (CBOR
The Responder calculates CIPHERTEXT_4 as 'ciphertext' of COSE_Encrypt0 applied using the EDHOC AEAD algorithm with plaintext PLAINTEXT_4, additional data A_4, key K_4 and nonce IV_4. message_4 is the CBOR bstr encoding of CIPHERTEXT_4:

PRK_out and PRK_exporter

PRK_out is specified in Section

4.1.3 of [I-D.ietf-lake-edhoc].
where hash_length is the length in bytes of the output of the EDHOC hash algorithm, and info for PRK_out is:

where the last value is the length in bytes of the output of the EDHOC hash algorithm. ¶ info for IV_4 (CBOR Sequence) (36 bytes) 09 58 20 6b 13 32 5a 49 bd 9f 97 0d 31 91 ee 31 79 62 df 1d 44 38 c6 64 15 ea a4 ce dd 62 b5 b4 9d 7b b7 0d ¶ IV_4 (Raw Value) (13 bytes) a8 e0 4c e7 56 ee 38 e8 23 b7 7b 3e e0 ¶ ¶ CIPHERTEXT_4 (8 bytes) ee 12 0e 8b 5e 2a 00 8f ¶ ¶ where PRK_exporter is derived from PRK_out:

where hash_length is the length in bytes of the output of the EDHOC hash algorithm, and info for the PRK_exporter is:

where the last value is the length in bytes of the output of the EDHOC hash algorithm.

OSCORE Parameters

The derivation of OSCORE parameters is specified in Appendix A.1 of [I-D.ietf-lake-edhoc].

The AEAD and Hash algorithms to use in OSCORE are given by the selected cipher suite:

The mapping from EDHOC connection identifiers to OSCORE Sender/ Recipient IDs is defined in Section 3. C_R is mapped to the Recipient ID of the server, i.e., the Sender ID of the client. The byte string 0x18, which as C_R is encoded as the CBOR byte string 0x4118, is converted to the server Recipient ID 0x18.

C_I is mapped to the Recipient ID of the client, i.e., the Sender ID of the server. The byte string 0x2d, which as C_I is encoded as the CBOR integer 0x2d is converted to the client Recipient ID 0x2d.

The OSCORE Master Secret is computed through EDHOC_Expand() using the Application hash algorithm, see Appendix A.1 of [I-D.ietf-lake-edhoc]:

where oscore_key_length is by default the key length in bytes for the Application AEAD algorithm, and info for the OSCORE Master Secret is:

where the last value is the key length in bytes for the Application AEAD algorithm.

The OSCORE Master Salt is computed through EDHOC_Expand() using the Application hash algorithm, see Section 4. where the last value is the length in bytes of the OSCORE Master Salt.

Key Update

Key update is defined in Appendix H of [I-D.ietf-lake-edhoc].
where hash_length is the length in bytes of the output of the EDHOC hash function, and context for KeyUpdate is and where info for key update is:

After key update, the PRK_exporter needs to be derived anew: ¶ The public keys are represented as raw public keys (RPK), encoded in a CWT Claims Set (CCS) and identified by the COSE header parameter 'kid'.

message_1 (first time)

Both endpoints are authenticated with static DH, i.e., METHOD = 3:

The Initiator selects its preferred cipher suite 6. A single cipher suite is encoded as an int:

The Initiator creates an ephemeral key pair for use with the EDHOC key exchange algorithm:

The Initiator selects its connection identifier C_I to be the byte string 0x0e, which since it is represented by the 1-byte CBOR int 14 is encoded as 0x0e:

No external authorization data: The Initiator constructs message_1:

error

The Responder does not support cipher suite 6 and sends an error with ERR_CODE 2 containing SUITES_R as ERR_INFO. The Responder proposes cipher suite 2, a single cipher suite thus encoded as an int.

message_1 (second time)

Same steps are performed as for message_1 the first time, Section 3.1, but with updated SUITES_I.

Both endpoints are authenticated with static DH, i.e., METHOD = 3:

The Initiator selects cipher suite 2 and indicates the more preferred cipher suite(s), in this case 6, all encoded as the array [6, 2]:

The 

message_2

The Responder supports the selected cipher suite 2 and not the by the Initiator more preferred cipher suite(s) 6, so SUITES_I is acceptable.

The Responder creates an ephemeral key pair for use with the EDHOC key exchange algorithm:

The Responder selects its connection identifier C_R to be the byte string 0x27, which since it is represented by the 1-byte CBOR int -8 is encoded as 0x27:

The transcript hash TH_2 is calculated using the EDHOC hash algorithm: First, the ECDH shared secret G_XY is computed from G_X and Y, or G_Y and X: Then, PRK_2e is calculated using EDHOC_Extract() determined by the EDHOC hash algorithm:

where salt is TH_2:

Since METHOD = 3, the Responder authenticates using static DH. The EDHOC key exchange algorithm is based on the same curve as for the ephemeral keys, which is P-256, since the selected cipher suite is 2. CBOR int 0x32, since that is a one byte encoding of a CBOR integer (-19).

The input needed to calculate KEYSTREAM_2 is defined in Section 4.1.2 of [I-D.ietf-lake-edhoc], using EDHOC_Expand() with the EDHOC hash algorithm:

where plaintext_length is the length in bytes of PLAINTEXT_2, and info for KEYSTREAM_2 is:

where the last value is the length in bytes of PLAINTEXT_2.

The Responder calculates CIPHERTEXT_2 as XOR between PLAINTEXT_2 and KEYSTREAM_2:

The Responder constructs message_2: where G_Y_CIPHERTEXT_2 is the bstr encoding of the concatenation of the raw values of G_Y and CIPHERTEXT_2. ¶ 

message_3

The transcript hash TH_3 is calculated using the EDHOC hash algorithm: TH_3 = H( TH_2, PLAINTEXT_2, CRED_R ) Since METHOD = 3, the Initiator authenticates using static DH. The EDHOC key exchange algorithm is based on the same curve as for the ephemeral keys, which is P-256, since the selected cipher suite is 2. The input needed to calculate SALT_4e3m is defined in Section 4.1.2 of [I-D.ietf-lake-edhoc], using EDHOC_Expand() with the EDHOC hash algorithm:

where hash_length is the length in bytes of the output of the EDHOC hash algorithm, and info for SALT_4e3m is: where key_length is the key length in bytes for the EDHOC AEAD algorithm, and info for K_3 is:

where the last value is the key length in bytes for the EDHOC AEAD algorithm.

The Initiator constructs the input needed to derive the nonce IV_3, see Section 4.1.2 of [I-D.ietf-lake-edhoc], using the EDHOC hash algorithm:

where iv_length is the nonce length in bytes for the EDHOC AEAD algorithm, and info for IV_3 is: The Responder constructs the associated data for message_4:

The Responder constructs the input needed to derive the EDHOC message_4 key, see Section 4.1.2 of [I-D.ietf-lake-edhoc], using the EDHOC hash algorithm:

where key_length is the key length in bytes for the EDHOC AEAD algorithm, and info for K_4 is: TH_4 (CBOR Data Item) (34 bytes) 58 20 ba f6 0a db c5 00 fc e7 89 af 25 b1 08 ad a2 27 55 75 05 6c 52 c1 c2 03 6a 2d a4 a6 43 89 1c b4 ¶ ¶ where the last value is the key length in bytes for the EDHOC AEAD algorithm.

¶ ¶ PLAINTEXT_4 = ( ? EAD_4 ) ¶ ¶ ¶ A_4 = [ "Encrypt0", h'', h'baf60adbc500fce789af25b108ada2275575056c52c1c203 6a2da4a643891cb4 
The Responder constructs the input needed to derive the EDHOC message_4 nonce, see Section 4.1.2 of [I-D.ietf-lake-edhoc], using the EDHOC hash algorithm:

where iv_length is the nonce length in bytes for the EDHOC AEAD algorithm, and info for IV_4 is:

where the last value is the nonce length in bytes for the EDHOC AEAD algorithm.

The Responder calculates CIPHERTEXT_4 as 'ciphertext' of COSE_Encrypt0 applied using the EDHOC AEAD algorithm with plaintext PLAINTEXT_4, additional data A_4, key K_4 and nonce IV_4. where hash_length is the length in bytes of the output of the EDHOC hash algorithm, and info for PRK_out is:

where the last value is the length in bytes of the output of the EDHOC hash algorithm. where the last value is the length in bytes of the output of the EDHOC hash algorithm.

OSCORE Parameters

The derivation of OSCORE parameters is specified in Appendix A.1 of [I-D.ietf-lake-edhoc].

The AEAD and Hash algorithms to use in OSCORE are given by the selected cipher suite:

The mapping from EDHOC connection identifiers to OSCORE Sender/ Recipient IDs is defined in Section 3.3.3 of [I-D.ietf-lake-edhoc].

C_R is mapped to the Recipient ID of the server, i.e., the Sender ID of the client. The byte string 0x27, which as C_R is encoded as the CBOR integer 0x27, is converted to the server Recipient ID 0x27.

C_I is mapped to the Recipient ID of the client, i.e., the Sender ID of the server. The byte string 0x37, which as C_I is encoded as the CBOR integer 0x0e is converted to the client Recipient ID 0x37.

The OSCORE Master Secret is computed through EDHOC_Expand() using the Application hash algorithm, see Appendix A. where the last value is the key length in bytes for the Application AEAD algorithm.

The OSCORE Master Salt is computed through EDHOC_Expand() using the Application hash algorithm, see Section 4.2 of [I-D.ietf-lake-edhoc]:

where oscore_salt_length is the length in bytes of the OSCORE Master Salt, and info for the OSCORE Master Salt is:

where the last value is the length in bytes of the OSCORE Master Salt. where info and salt_length are unchanged as in Section 2.6.

Key Update

Invalid Traces

This section contains examples of invalid messages, which a compliant implementation will not compose and must or may reject according to [I-D.ietf-lake-edhoc], [RFC8949], [RFC9053], and [SP-800-56A]. This is just a small set of examples of different reasons a message might be invalid. The same types of invalidities applies to other fields and messages as well. Implementations should make sure to check for similar types of invalidities in all EHDOC fields and messages.

Encoding Errors

Surplus array encoding of message

Invalid encoding of message_1 as array. Correct encoding is a CBOR sequence according to Section 5.2.1 of [I-D.ietf-lake-edhoc].

Surplus bstr encoding of connection identifier

Invalid encoding 41 0e of C_I = 0x0e. Correct encoding is 0e according to Section 3.3.2 of [I-D.ietf-lake-edhoc].

Surplus array encoding of ciphersuite

Invalid array encoding 81 02 of SUITES_I = 2. Correct encoding is 02 according to Section 5.2.2 of [I-D.ietf-lake-edhoc].

Text string encoding of ephemeral key

Invalid type of the third element (G_X). Correct encoding is a byte string according to Section 5. 

  Initiator creates an ephemeral key pair for use with the EDHOC key exchange algorithm: 8e 5c b6 66 91 08 47 05 39 50 0b 70 5e 60 d0 08 d3 47 c5 81 7e e9 f3 32 7c 8a 87 bb 03 ¶

Initiator

  20 31 f8 2c 7b 5b 9c bb f0 f1 94 d9 13 cc 12 ef 15 32 d3 28 ef 32 63 2a 48 81 a1 c0 70 1e 23 7f 04 2d ¶ ¶ ¶

  65 70 03 21 00 a1 db 47 b9 51 84 85 4a d1 2a 0c 1a 35 4e 41 8a ac e3 3a a0 f2 c6 62 c0 0b 3a c5 5d e9 2f 93 59 30 05 06 03 2b 65 70 03 41 00 b7 23 bc 01 ea b0 92 8e 8b 2b 6c 98 de 19 cc 38 23 d4 6e 7d 69 87 b0 32 47 8f ec fa f1 45 37 a1 af 14 cc 8b e8 29 c6 b7 30 44 10 18 37 eb 4a bc 94 95 65 d8 6d ce 51 cf ae 52 ab 82 c1 52 cb 02 ¶ TH_3 (Raw Value) (32 bytes) e0 91 12 1a f5 ac 6c e2 14 5d 48 25 e0 90 12 f2 97 98 e8 f7 13 ac 98 91 43 2d 22 56 b6 f6 78 e9 ¶ TH_3 (CBOR Data Item) (34 bytes) 58 20 e0 91 12 1a f5 ac 6c e2 14 5d 48 25 e0 90 12 f2 97 98 e8 f7 13 ac 98 91 43 2d 22 56 b6 f6 78 e9 ¶ ¶ MAC_3 = EDHOC_KDF( PRK_4e3m, 6, context_3, mac_length_3 ) ¶ ¶ context_3 = << ID_CRED_I, TH_3, CRED_I, ? EAD_3 >> ¶ Data Item) (14 bytes) a1 18 22 82 2e 48 c2 4a b2 fd 76 43 c7 9f ¶ CRED_I is a CBOR byte string of the DER encoding of the X.509 certificate in Section 2.8.2: No external authorization data: context_3 = << ID_CRED_I, TH_3, CRED_I, ? EAD_3 >> ¶ CRED_I (Raw Value) (241 bytes) 30 81 ee 30 81 a1 a0 03 02 01 02 02 04 62 31 9e a0 30 05 06 03 2b 65 70 30 1d 31

  cc 20 b7 30 85 14 1e 30 05 06 03 2b 65 70 03 41 00 52 12 41 d8 b3 a7 70 99 6b cf c9 b9 ea d4 e7 e0 a1 c0 db 35 3a 3b df 29 10 b3 92 75 ae 48 b7 56 01 59 81 85 0d 27 db 67 34 e3 7f 67 21 22 67 dd 05 ee ff 27 b9 e7 a8 13 fa 57 4b 72 a0 0b 43 0b ¶ CRED_I (CBOR Data Item) (243 bytes) 58 f1 30 81 ee 30 81 a1 a0 03 02 01 02 02 04 62 31 9e a0 30 05 06 03 2b 65 70 30 1d 31 1b 30 19 06 03 55 04 03 0c 12 45 44 48 4f 43 20 52 6f 6f 74 20 45 64 32 35 35 31 39 30 1e 17 0d 32 32 30 33 31 36 30 38 32 34 30 30 5a 17 0d 32 39 31 32 33 31 32 33 30 30 30 30 5a 30 22 31 20 30 1e 06 03 55 04 03 0c 17 45 44 48 4f 43 20 49 6e 69 74 69 61 74 6f 72 20 45 64 32 35 35 31 39 30 2a 30 05 06 032b 65 70 03 21 00 ed 06 a8 ae 61 a8 29 ba 5f a5 45 25 c9 d0 7f 48 dd 44 a3 02 f4 3e 0f 23 d8 cc 20 b7 30 85 14 1e 30 05 06 03 2b 65 70 03 41 00 52 12 41 d8 b3 a7 70 99 6b cf c9 b9 ea d4 e7 e0 a1 c0 db 35 3a 3b df 29 10 b3 92 75 ae 48 b7 56 01 59 81 85 0d 27 db 67 34 e3 7f 67 21 22 67 dd 05 ee ff 27 b9 e7 a8 13 fa 57 4b 72 a0 0b 43 0b ¶ ¶ EAD_3 (CBOR Sequence) (0 bytes) ¶ ¶ context_3 (CBOR Sequence) (291 bytes) a1 18 22 82 2e 48 c2 4a b2 fd 76 43 c7 9f 58 20 e0 91 12 1a f5 ac 6c e2 14 5d 48 25 e0 90 12 f2 97 98 e8 f7 13 ac 98 91 43 2d 22 56 b6 f6 78 e9 58 f1 30 81 ee 30 81 a1 a0 03 02 01 02 02 04 62 31 9e a0 a8 ae 61 a8 29 ba 5f a5 45 25 c9 d0 7f 48 dd 44 a3 02 f4 3e 0f 23 d8 cc 20 b7 30 85 14 1e 30 05 06 03 2b 65 70 03 41 00 52 12 41 d8 b3 a7 70 99 6b cf c9 b9 ea d4 e7 e0 a1 c0 db 35 3a 3b df 29 10 b3 92 75 ae 48 b7 56 01 59 81 85 0d 27 db 67 34 e3 7f 67 21 22 67 dd 05 ee ff 27 b9 e7 a8 13 fa 57 4b 72 a0 0b 43 0b ¶ MAC_3 is computed through EDHOC_Expand() using the EDHOC hash algorithm, see Section 4.1.2 of [I-D.ietf-lake-edhoc]: info = ( 6, context_3, mac_length_3 )where context_3 = << ID_CRED_I, TH_3, CRED_I, ? EAD_3 >> Since METHOD = 0, mac_length_3 is given by the EDHOC hash algorithm. info for MAC_3 is:

  ¶ ¶ K_3 = EDHOC_KDF( PRK_3e2m, 3, TH_3, key_length ) = HKDF-Expand( PRK_3e2m, info, key_length ), ¶ info for K_3 (CBOR Sequence) (36 bytes) 03 58 20 e0 91 12 1a f5 ac 6c e2 14 5d 48 25 e0 90 12 f2 97 98 e8 f7 13 ac 98 91 43 2d 22 56 b6 f6 78 e9 10 ¶ K_3 (Raw Value) (16 bytes) 95 65 a2 09 f6 7f d0 e1 62 9e 6f e7 c0 cc 3e 4a ¶ ¶ IV_3 = EDHOC_KDF( PRK_3e2m, 4, TH_3, iv_length ) = HKDF-Expand( PRK_3e2m, info, iv_length ), ¶ ¶

  message_4 (CBOR Sequence) (9 bytes) 48 ee 12 0e 8b 5e 2a 00 8f ¶ ¶ PRK_out = EDHOC_KDF( PRK_4e3m, 7, TH_4, hash_length ) = = HKDF-Expand( PRK_4e3m, info, hash_length ) 6b 13 32 5a 49 bd 9f 97 0d 31 91 ee 31 79 62 df 1d 44 38 c6 64 15 ea a4 ce dd 62 b5 b4 9d 7b b7 18 20 ¶ PRK_out (Raw Value) (32 bytes) 45 06 92 9a d5 95 d5 d4 e5 9b 5f 21 ea b6 7d ea b6 4a 3b d2 c7 d9 d6 87 7d 60 61 81 9c 2d 02 0d ¶ The OSCORE Master Secret and OSCORE Master Salt are derived with the EDHOC_Exporter as specified in Section 4.2.1 of [I-D.ietf-lake-edhoc].

  3.3 of [I-D.ietf-lake-edhoc]. ¶ EDHOC_Exporter( label, context, length ) = EDHOC_KDF( PRK_exporter, label, context, length ) ¶ ¶ PRK_exporter = EDHOC_KDF( PRK_out, 10, h'', hash_length ) = = HKDF-Expand( PRK_out, info, hash_length )

  2 of [I-D.ietf-lake-edhoc]: ¶ Client's OSCORE Sender ID (Raw Value) (1 byte) 18 ¶ ¶ Server's OSCORE Sender ID (Raw Value) (1 byte) 2d ¶ ¶ OSCORE Master Secret = EDHOC_Exporter( 0, h'', oscore_key_length ) = EDHOC_KDF( PRK_exporter, 0, h'', oscore_key_length ) = HKDF-Expand( PRK_exporter, info, oscore_key_length ) ¶ (Raw Value) (16 bytes) fc 9c fb 05 63 ca 3e 28 f8 80 48 3b 9c 06 bd 03 ¶ ¶ OSCORE Master Salt = EDHOC_Exporter( 1, h'', oscore_salt_length ) = EDHOC_KDF( PRK_exporter, 1, h'', oscore_salt_length ) = HKDF-Expand( PRK_4x3m, info, oscore_salt_length ) ¶where oscore_salt_length is the length in bytes of the OSCORE Master Salt, and info for the OSCORE Master Salt is:

  TH_2 = H( G_Y, H(message_1) ) ¶ ¶ Responder's ephemeral private key Y (Raw Value) (32 bytes) e2 f4 12 67 77 20 5e 85 3b 43 7d 6e ac a1 e1 f7 53 cd cc 3e 2c 69 fa 88 4b 0a 1a 64 09 77 e4 18 ¶ Responder's ephemeral public key, 'x'-coordinate G_Y (Raw Value) (32 bytes) 41 97 01 d7 f0 0a 26 c2 dc 58 7a 36 dd 75 25 49 f3 37 63 c8 93 42 2c 8e a0 f9 55 a1 3a 4f f5 d5 ¶ Responder's ephemeral public key, one 'y'-coordinate (Raw Value) (32 bytes) 5e 4f 0d d8 a3 da 0b aa 16 b9 d3 ad 56 a0 c1 86 0a 94 0a f8 59 14 91 5e 25 01 9b 40 24 17 e9 9d ¶ Responder's ephemeral public key, 'x'-coordinate G_Y (CBOR Data Item) (34 bytes) 58 20 41 97 01 d7 f0 0a 26 c2 dc 58 7a 36 dd 75 25 49 f3 37 63 c8 93 42 2c 8e a0 f9 55 a1 3a 4f f5 d5 ¶ ¶ Connection identifier chosen by Responder C_R (raw value) (1 byte) 27 ¶ Connection identifier chosen by Responder C_R (CBOR Data Item) (1 byte) 27 ¶ ¶ ¶ H(message_1) (Raw Value) (32 bytes) ca 02 ca bd a5 a8 90 27 49 b4 2f 71 10 50 bb 4d bd 52 15 3e 87 52 75 94 b3 9f 50 cd f0 19 88 8c ¶ The input to calculate TH_2 is the CBOR sequence: G_Y, H(message_1) PRK_2e is specified in Section 4.1.1.1 of [I-D.ietf-lake-edhoc].

  context_2 = << ID_CRED_R, TH_2, CRED_R, ? EAD_2 >> MAC_2 is computed through EDHOC_Expand() using the EDHOC hash algorithm, see Section 4.1.2 of [I-D.ietf-lake-edhoc]: MAC_2 = HKDF-Expand(PRK_3e2m, info, mac_length_2), where info = ( 2, context_2, mac_length_2 ) Since METHOD = 3, mac_length_2 is given by the EDHOC MAC length. info for MAC_2 is: CRED_R (CBOR Data Item) (95 bytes) a2 02 6b 65 78 61 6d 70 6c 65 2e 65 64 75 08 a1 01 a5 01 02 02 41 32 20 01 21 58 20 bb c3 49 60 52 6e a4 d3 2e 94 0c ad 2a 23 41 48 dd c2 17 91 a1 2a fb cb ac 93 62 20 46 dd 44 f0 22 58 20 45 19 e2 57 23 6b 2a 0c e2 02 3f 09 31 f1 f3 86 ca 7a fd a6 4f cd e0 10 8c 22 4c 51 ea bf 60 72 ¶ ¶ EAD_2 (CBOR Sequence) (0 bytes) ¶ ¶ context_2 (CBOR Sequence) (133 bytes) a1 04 41 32 58 20 35 6e fd 53 77 14 25 e0 08 f3 fe 3a 86 c8 3f f4 c6 b1 6e 57 02 8f f3 9d 52 36 c1 82 b2 02 08 4b a2 02 6b 65 78 61 6d 70 6c 65 2e 65 64 75 08 a1 01 a5 01 02 02 41 32 20 01 21 58 20 bb c3 49 60 52 6e a4 d3 2e 94 0c ad 2a 23 41 48 dd c2 17 91 a1 2a fb cb ac 93 62 20 46 dd 44 f0 22 58 20 45 19 e2 57 23 6b 2a 0c e2 02 3f 09 31 f1 f3 86 ca 7a fd a6 4f cd e0 10 8c 22 4c 51 ea bf 60 72 ¶ context_2 (CBOR byte string) (135 bytes) 58 85 a1 04 41 32 58 20 35 6e fd 53 77 14 25 e0 08 f3 fe 3a 86 c8 3f f4 c6 b1 6e 57 02 8f f3 9d 52 36 c1 82 b2 02 08 4b a2 02 6b 65 78 61 6d 70 6c 65 2e 65 64 75 08 a1 01 a5 01 02 02 41 32 20 01 21 58 20 bb c3 49 60 52 6e a4 d3 2e 94 0c ad 2a 23 41 48 dd c2 17 91 a1 2a fb cb ac 93 62 20 46 dd 44 f0 22 58 20 45 19 e2 57 23 6b 2a 0c e2 02 3f 09 31 f1 f3 86 ca 7a fd a6 4f cd e0 10 8c 22 4c 51 ea bf 60 72 ¶ ¶ ¶ ¶ ¶ ¶ where the last value is the EDHOC MAC length in bytes. Since METHOD = 3, Signature_or_MAC_2 is MAC_2: The Responder constructs PLAINTEXT_2: Since ID_CRED_R contains a single 'kid' parameter, only the byte string value is included in the plaintext, represented as described in Section 3.3.2 of [I-D.ietf-lake-edhoc]. The CBOR map { 4 : h'32' } is thus replaced, not by the CBOR byte string 0x4132, but by the info a1 04 41 32 58 20 35 6e fd 53 77 14 25 e0 08 f3 fe 3a 86 c8 3f f4 c6 b1 6e 57 02 8f f3 9d 52 36 c1 82 b2 02 08 4b a2 02 6b 65 78 61 6d 70 6c 65 2e 65 64 75 08 a1 01 a5 01 02 02 41 32 20 01 21 58 20 bb c3 49 60 52 6e a4 d3 2e 94 0c ad 2a 23 41 48 dd c2 17 91 a1 2a fb cb ac 93 62 20 46 dd 44 f0 22 58 20 45 19 e2 57 23 6b 2a 0c e2 02 3f 09 31 f1 f3 86 ca 7a fd a6 4f cd e0 10 8c 22 4c 51 ea bf 60 72 08 ¶ MAC_2 (Raw Value) (8 bytes) fa 5e fa 2e bf 92 0b f3 ¶ MAC_2 (CBOR Data Item) (9 bytes) 48 fa 5e fa 2e bf 92 0b f3 ¶ ¶ Signature_or_MAC_2 (Raw Value) (8 bytes) fa 5e fa 2e bf 92 0b f3 ¶ Signature_or_MAC_2 (CBOR Data Item) (9 bytes) 48 fa 5e fa 2e bf 92 0b f3 ¶

PLAINTEXT_2

  

  PRK_4e3m is specified in Section 4.1.1.3 of [I-D.ietf-lake-edhoc].Since I authenticates with static DH (METHOD = 3), PRK_4e3m is derived from G_IY using EDHOC_Extract() with the EDHOC hash algorithm:where G_IY is the ECDH shared secret calculated from G_I and Y, or G_Y and I. ¶ ¶ SALT_4e3m = EDHOC_KDF( PRK_3e2m, 5, TH_3, hash_length ) = = HKDF-Expand( PRK_3e2m, info, hash_length ) df e5 b0 65 e6 4c 72 d2 26 d5 00 c1 2d 49 be e6 dc 48 81 de d0 96 5e 9b df 89 d2 4a 54 f2 e5 9a 18 20 ¶ SALT_4e3m (Raw Value) (32 bytes) 84 f8 a2 a9 53 4d dd 78 dc c7 e7 6e 0d 4d f6 0b fa d7 cd 3a d6 e1 d5 31 c7 f3 73 a7 ed a5 2d 1c ¶ ¶ ¶ PRK_4e3m = EDHOC_Extract(SALT_4e3m, G_IY) = = HMAC-SHA-256(SALT_4e3m, G_IY) ¶ ¶ G_IY (

  6e 63 72 79 70 74 30 40 58 20 ba f6 0a db c5 00 fc e7 89 af 25 b1 08 ad a2 27 55 75 05 6c 52 c1 c2 03 6a 2d a4 a6 43 89 1c b4 ¶

  message_4 is the CBOR bstr encoding of CIPHERTEXT_4: ¶ info for K_4 (CBOR Sequence) (36 bytes) 08 58 20 ba f6 0a db c5 00 fc e7 89 af 25 b1 08 ad a2 27 55 75 05 6c 52 c1 c2 03 6a 2d a4 a6 43 89 1c b4 10 ¶ K_4 (Raw Value) (16 bytes) 22 9d 4c 1d 6d 02 33 7b 1c e3 81 a2 bf a7 9b 2e¶ ¶ IV_4 = EDHOC_KDF( PRK_4e3m, 9, TH_4, iv_length ) = HKDF-Expand( PRK_4e3m, info, iv_length ) (CBOR Sequence) (36 bytes) 09 58 20 ba f6 0a db c5 00 fc e7 89 af 25 b1 08 ad a2 27 55 75 05 6c 52 c1 c2 03 6a 2d a4 a6 43 89 1c b4 0d ¶ IV_4 (Raw Value) (13 bytes) 98 4d 59 ab 25 5e 3d c6 f8 e0 65 5c b6 ¶ ¶ CIPHERTEXT_4 (8 bytes) 89 07 43 64 70 a6 e1 9f ¶ ¶ message_4 (CBOR Sequence) (9 bytes) 48 89 07 43 64 70 a6 e1 9f ¶ 3.7. PRK_out and PRK_exporter PRK_out is specified in Section 4.1.3 of [I-D.ietf-lake-edhoc].

  The OSCORE Master Secret and OSCORE Master Salt are derived with the EDHOC_Exporter as specified in 4.2.1 of [I-D.ietf-lake-edhoc].where PRK_exporter is derived from PRK_out:where hash_length is the length in bytes of the output of the EDHOC hash algorithm, and info for the PRK_exporter is: ¶ PRK_out = EDHOC_KDF( PRK_4e3m, 7, TH_4, hash_length ) = = HKDF-Expand( PRK_4e3m, info, hash_length ) ba f6 0a db c5 00 fc e7 89 af 25 b1 08 ad a2 27 55 75 05 6c 52 c1 c2 03 6a 2d a4 a6 43 89 1c b4 18 20 ¶ PRK_out (Raw Value) (32 bytes) 6b 2d ae 40 32 30 65 71 cf bc 2e 4f 94 a2 55 fb 9f 1f 3f b2 9c a6 f3 79 fe c9 89 d4 fa 90 dc f0 ¶ ¶ EDHOC_Exporter( label, context, length ) = EDHOC_KDF( PRK_exporter, label, context, length ) ¶ ¶ PRK_exporter = EDHOC_KDF( PRK_out, 10, h'', hash_length ) = = HKDF-Expand( PRK_out, info, hash_length )

  Master Secret = EDHOC_Exporter( 0, h'', oscore_key_length ) = EDHOC_KDF( PRK_exporter, 0, h'', oscore_key_length ) = HKDF-Expand( PRK_exporter, info, oscore_key_length ) ¶ where oscore_key_length is by default the key length in bytes for the Application AEAD algorithm, and info for the OSCORE Master Secret is:

  Key update is defined in Appendix H of [I-D.ietf-lake-edhoc]. (Raw Value) (16 bytes) 8c 40 9a 33 22 23 ad 90 0e 44 f3 43 4d 2d 2c e3 ¶ ¶ OSCORE Master Salt = EDHOC_Exporter( 1, h'', oscore_salt_length ) = EDHOC_KDF( PRK_exporter, 1, h'', oscore_salt_length ) = HKDF-Expand( PRK_4x3m, info, oscore_salt_length ) (Raw Value) (8 bytes) 61 63 f4 4b e8 62 ad fa ¶ ¶where hash_length is the length in bytes of the output of the EDHOC hash function, context for KeyUpdate is and where info for key update is:After key update the PRK_exporter needs to be derived anew:where info and hash_length are unchanged as in Section 3.7.The OSCORE Master Secret is derived with the updated PRK_exporter:where info and key_length are unchanged as in Section 2.6. The OSCORE Master Salt is derived with the updated PRK_exporter: EDHOC_KeyUpdate( context ): PRK_out = EDHOC_KDF( PRK_out, 11, context, hash_length ) = HKDF-Expand( PRK_out, info, hash_length ) ¶ ¶ context for KeyUpdate (Raw Value) (16 bytes) a0 11 58 fd b8 20 89 0c d6 be 16 96 02 b8 bc ea ¶ context for KeyUpdate (CBOR Data Item) (17 bytes) 50 a0 11 58 fd b8 20 89 0c d6 be 16 96 02 b8 bc ea ¶ (Raw Value) (32 bytes) 5e 5e fc ae dd a8 d1 85 bb 7e 26 1d f1 91 59 1c d9 f7 c9 20 49 e7 0c 23 f6 b4 34 e3 6d fc 1d 1c ¶ ¶ PRK_exporter = EDHOC_KDF( PRK_out, 10, h'', hash_length ) = = HKDF-Expand( PRK_out, info, hash_length ) ¶ ¶ PRK_exporter (Raw Value) (32 bytes) bb b3 b7 72 6e 97 9c 1b b3 46 a3 f9 2b f4 e0 28 8d 52 62 7f b5 e7 9a fd b3 b2 82 02 fd 2e 48 97 ¶ ¶ OSCORE Master Secret = = HKDF-Expand(PRK_exporter, info, oscore_key_length) ¶ ¶ OSCORE Master Secret after KeyUpdate (Raw Value) (16 bytes) c9 1b 16 4c 81 0b 29 a6 3f cb 73 e5 1b c4 55 f3 ¶ ¶ OSCORE Master Salt = HKDF-Expand(PRK_exporter, info, salt_length) ¶
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	info = ( 1, h'', 8 ) info for OSCORE Master Salt (CBOR Sequence) (3 bytes) ¶ ¶ 01 40 08 OSCORE Master Salt (Raw Value) (8 bytes) 0e c0 9d 45 3b 08 98 34 ¶ EDHOC_KeyUpdate( context ): PRK_out = EDHOC_KDF( PRK_out, 11, context, hash_length ) ¶ = HKDF-Expand( PRK_out, info, hash_length ) ¶ context for KeyUpdate (Raw Value) (16 bytes) d6 be 16 96 02 b8 bc ea a0 11 58 fd b8 20 89 0c ¶ where info and hash_length are unchanged as in Section 2.5. ¶ The OSCORE Master Secret is derived with the updated PRK_exporter: ¶ where info and key_length are unchanged as in Section 2.6. The OSCORE Master Salt is derived with the updated PRK_exporter: where info and salt_length are unchanged as in Section 2.6. PRK_exporter = EDHOC_KDF( PRK_out, 10, h'', hash_length ) = = HKDF-Expand( PRK_out, info, hash_length ) ¶ ¶ PRK_exporter (Raw Value) (32 bytes) f0 4e 4c 40 1d e8 db 34 f7 b5 06 b2 33 10 9a 24 c4 9c 4b 09 65 d0 7c 6e 47 7b 23 a3 7b 53 c2 35 ¶ ¶ OSCORE Master Secret = = HKDF-Expand(PRK_exporter, info, oscore_key_length) ¶ ¶ OSCORE Master Secret after KeyUpdate (Raw Value) (16 bytes) 50 48 6d 75 82 3a 59 2d 1e fd 28 6a 70 7f e8 7d ¶ ¶ OSCORE Master Salt = HKDF-Expand(PRK_exporter, info, salt_length) ¶ ¶ OSCORE Master Salt after KeyUpdate (Raw Value) (8 bytes) 61 95 cb b1 ce 03 1c ae ¶ 2.8. Certificates 2.8.1. Responder Certificate 2.8.2. Initiator Certificate Version: 3 (0x2) Serial Number: 1647419076 (0x62319ec4) Signature Algorithm: ED25519 Issuer: CN = EDHOC Root Ed25519 Validity Not Before: Mar 16 08:24:36 2022 GMT Not After : Dec 31 23:00:00 2029 GMT Subject: CN = EDHOC Responder Ed25519 Subject Public Key Info: Public Key Algorithm: ED25519 ED25519 Public-Key: pub: a1 db 47 b9 51 84 85 4a d1 2a 0c 1a 35 4e 41 8a ac e3 3a a0 f2 c6 62 c0 0b 3a c5 5d e9 2f 93 59 Signature Algorithm: ED25519 Signature Value: b7 23 bc 01 ea b0 92 8e 8b 2b 6c 98 de 19 cc 38 23 d4 6e 7d 69 87 b0 32 47 8f ec fa f1 45 37 a1 af 14 cc 8b e8 29 c6 b7 30 44 10 18 37 eb 4a bc 94 95 65 d8 6d ce 51 cf ae 52 ab 82 c1 52 cb 02 ¶ Version: 3 (0x2) Serial Number: 1647419040 (0x62319ea0) Signature Algorithm: ED25519 Issuer: CN = EDHOC Root Ed25519 ¶ Version: 3 (0x2) Serial Number: 1647418996 (0x62319e74) Signature Algorithm: ED25519 Issuer: CN = EDHOC Root Ed25519 Validity Not Before: Mar 16 08:23:16 2022 GMT Not After : Dec 31 23:00:00 2029 GMT Subject: CN = EDHOC Root Ed25519 Subject Public Key Info: Public Key Algorithm: ED25519 ED25519 Public-Key: pub: 2b 7b 3e 80 57 c8 64 29 44 d0 6a fe 7a 71 d1 c9 bf 96 1b 62 92 ba c4 b0 4f 91 66 9b bb 71 3b e4 X509v3 extensions: X509v3 Key Usage: critical Certificate Sign X509v3 Basic Constraints: critical CA:TRUE Signature Algorithm: ED25519 Signature Value: 4b b5 2b bf 15 39 b7 1a 4a af 42 97 78 f2 9e da 7e 81 46 80 69 8f 16 c4 8f 2a 6f a4 db e8 25 41 c5 82 07 ba 1b c9 cd b0 c2 fa 94 7f fb f0 f0 ec 0e e9 1a 7f f3 7a 94 d9 25 1f a5 cd f1 e6 7a 0f ¶ 2.8.3. In this example the Initiator and the Responder are authenticated Application hash algorithm = SHA-256
	context for KeyUpdate (CBOR Data Item) (17 bytes) Validity with ephemeral-static Diffie-Hellman (METHOD = 3). The Initiator ¶ Not Before: Mar 16 08:24:00 2022 GMT supports cipher suites 6 and 2 (in order of preference) and the 50 d6 be 16 96 02 b8 bc ea a0 11 58 fd b8 20 89 0c Not After : Dec 31 23:00:00 2029 GMT Responder only supports cipher suite 2. After an initial negotiation
	Subject: CN = EDHOC Initiator Ed25519 message exchange, cipher suite 2 is used, which determines the ¶ Subject Public Key Info: algorithms: ¶	
	info = * ( 11, * h'd6be169602b8bceaa01158fdb820890c', Public Key Algorithm: ED25519 ¶ ED25519 Public-Key: EDHOC AEAD algorithm = AES-CCM-16-64-128 pub: ed 06 a8 ae 61 a8 29 ba 5f a5 45 25 c9 d0 7f ¶ EDHOC hash algorithm = SHA-256 ¶ 48 dd 44 a3 02 f4 3e 0f 23 d8 cc 20 b7 30 85 32 14 1e EDHOC MAC length in bytes (Static DH) = 8 * ¶ ) PRK_out after KeyUpdate (Raw Value) (32 bytes) 0c 1d e2 f0 6d 9a d7 5a 21 32 90 5f 95 c6 96 40 42 76 af 81 f1 14 4a Signature Algorithm: ED25519 Signature Value: EDHOC key exchange algorithm (ECDH curve) = P-256 * ¶ 52 12 41 d8 b3 a7 70 99 6b cf c9 b9 ea d4 e7 e0 a1 c0 db 35 3a 3b df 29 10 b3 92 75 ae 48 b7 56 01 59 81 85 EDHOC signature algorithm = ES256 * ¶ a7 61 af bf 78 d6 8c a1 b4 ¶ 0d 27 db 67 34 e3 7f 67 21 22 67 dd 05 ee ff 27 b9 e7 a8 13 fa 57 4b 72 a0 0b 43 0b Application AEAD algorithm = AES-CCM-16-64-128 * ¶	¶

  2.1 of [I-D.ietf-lake-edhoc]. ¶ OSCORE Master Salt after KeyUpdate (Raw Value) (8 bytes) 73 ce 79 24 59 40 36 80 ¶ ¶ ¶

	Invalid message_1 (38 bytes)	¶
	84 03 02 58 20 74 1a 13 d7 ba 04 8f bb 61 5e 94 38 6a a3 b6 1b ea 5b	
	3d 8f 65 f3 26 20 b7 49 be e8 d2 78 ef a9 0e	
	¶	
	Invalid message_1 (38 bytes)	¶
	03 02 58 20 74 1a 13 d7 ba 04 8f bb 61 5e 94 38 6a a3 b6 1b ea 5b 3d	
	8f 65 f3 26 20 b7 49 be e8 d2 78 ef a9 41 0e	
	¶	
	Invalid message_1 (38 bytes)	¶
	03 81 02 58 20 74 1a 13 d7 ba 04 8f bb 61 5e 94 38 6a a3 b6 1b ea 5b	
	3d 8f 65 f3 26 20 b7 49 be e8 d2 78 ef a9 0e	
	¶	
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Invalid number of elements in the CBOR sequence. Correct number of elements is 1 according to Section 5.3.1 of [I-D.ietf-lake-edhoc].

Surplus map encoding of ID_CRED field

Invalid encoding a1 04 42 32 10 of ID_CRED_R in PLAINTEXT_2. Correct encoding is 42 32 10 according to Section 3.5.3.2 of [I-D.ietf-lake-edhoc].

Surplus bstr encoding of ID_CRED field

Invalid encoding 41 32 of ID_CRED_R in Correct encoding 32 according to Section 3.5.3.2 of [I-D.ietf-lake-edhoc].

Crypto-related Errors

Error in length of ephemeral key

Invalid length of the third element (G_X 

Curve point of low order

Curve25519 point of low order which fails the check for all-zero output according to Section 9.2 of [I-D.ietf-lake-edhoc].

Error in length of MAC

Invalid length of third element (Signature_or_MAC_2). The length of Signature_or_MAC_2 is given by the cipher suite and the MAC length is at least 8 bytes according to Section 9.3 of [I-D.ietf-lake-edhoc].

Error in elliptic curve encoding

Invalid encoding of third element (G_X). Correct encoding is with leading zeros according to Section 3.7 of [I-D.ietf-lake-edhoc] and Section 7.1.1 of [RFC9053].

Non-deterministic CBOR

Unnecessary long encoding

Invalid 16-bit encoding 19 00 03 of METHOD = 3. Correct is the deterministic encoding 03 according to Section 3.1 of Invalid message_1 (37 bytes) 03 02 58 20 ff ff ff ff 00 00 00 01 00 00 00 00 00 00 00 00 00 00 00 00 ff ff ff ff ff ff ff ff ff ff ff ff 0e ¶ [I-D.ietf-lake-edhoc] and Section 4.2.1 of [RFC8949], which states that the arguments for integers, lengths in major types 2 through 5, and tags are required to be as short as possible.

Indefinite-length array encoding

Invalid indefinite-length array encoding 9F 06 02 FF of SUITES_I = [6, 2]. Correct encoding is 82 06 02 according to Section 5.2.2 of [I-D.ietf-lake-edhoc].

Security Considerations

This document contains examples of EDHOC [I-D.ietf-lake-edhoc] whose security considerations apply. The keys printed in these examples cannot be considered secret and MUST NOT be used.

IANA Considerations

There are no IANA considerations.

Normative References

Selander, G., Mattsson, J. P., and F. Palombini, "Ephemeral Diffie-Hellman Over COSE (EDHOC)", Work in Progress, 25