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Figure 1: Quantization algorithms take as input a seamless map (left) defined on a triangular mesh and compute a grid preserving map (right).
Integer degrees of freedom are typically optimized on a T-mesh (middle—top) extracted from the surface and the corresponding seamless map.
We show that replacing the T-mesh by a triangulation (middle—bottom) is simpler and more flexible.

Abstract
Grid preserving maps of triangulated surfaces were introduced for quad meshing because the 2D unit grid in such maps corre-
sponds to a subdivision of the surface into quad shaped charts. These maps can be obtained by solving a mixed integer optimization
problem: real variables define the geometry of the charts and integer variables define the combinatorial structure of the decompo-
sition. To make this optimization problem tractable, a common strategy is to ignore integer constraints at first, then to enforce them
in a so-called quantization step. Actual quantization algorithms exploit the geometric interpretation of integer variables to solve an
equivalent problem: they consider that the final quad mesh is a subdivision of a T-mesh embedded in the surface, and optimize the
number of subdivisions for each edge of this T-mesh. We propose to operate on a decimated version of the original surface instead
of the T-mesh. It is easier to implement and to adapt to constraints such as free boundaries, complex feature curves network, etc.

Keywords: modelling, mesh generation, surface parameterization

CCS Concepts: •Computing methodologies → Computer graphics; Mesh models; Mesh geometry models; Shape modeling;

1. Introduction: remeshing via mapping

In computer graphics, quad meshes offer a versatile way to repre-
sent surfaces, they are used by many applications such as editing,
texture mapping, subdivision, animation, etc. Naturally arises the

question to convert other surface representations to quad meshes. For
analytic surfaces, represented by spline functions R2 → R3, a quad
mesh is readily available as the image of the unit grid by the spline.
Nevertheless, this method cannot be directly applied for producing
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Figure 2: Map classification according to its behavior across discon-
tinuity (shown in black): arbitrary map (left), seamless map (middle),
and integer-grid map (right).

quad meshes from triangulated surfaces, because a parametric do-
main does not exist. Our goal is to generate maps to replace the para-
metric domain, and even introduce discontinuities in these maps to
handle a much larger family of quad meshes that allows quad strip
cycles and irregular vertices.

Remeshing with aid of map generation was introduced to the
computer graphics community by the pioneering work [Alliez
et al.(2002)]. The idea is, starting from a triangular mesh, to produce
a better quality triangular mesh by generating a triangulation in a 2D
map and projecting it onto the surface of interest. The method stems
from texture mapping algorithms, and to represent the map, Alliez
et al. used 2D coordinates attached to the triangle corners of the in-
put triangulation. Then, by interpolating barycentric coordinates of
three triangle corners, we can project any point of the map onto the
surface.

Throughout this paper, we call a map of a triangulated surfaceM
a function U :M→C that is linear per triangle, with positive Jaco-
bian; where the Jacobian matrix of the map is defined by interpreting
complex numbers z ∈ C as vector

(
ℜ(z)
ℑ(z)

)
.

These maps are typically computed via numerical methods [Hor-
mann et al.(2007)] minimizing a measure of the map distortion under
some constraints (injectivity, feature alignment, etc.).

Few years later, this approach of remeshing via mapping was
generalized to quad mesh generation [Ray et al.(2006), Kälberer
et al.(2007),Bommes et al.(2009)]: the idea is to produce a map of an
input triangulated surface such that a regular unit grid defined in the
map forms a quad mesh on the surface. If the map is continuous ev-
erywhere (as in [Alliez et al.(2002)]), this approach is rather easy to
implement. For most surfaces, however, maps without discontinuities
do not exist. Fortunately, it is possible to form a valid quad mesh on
the input surface despite the presence of discontinuities in the map,
as long as discontinuities respect some constraints. Thus we are in-
terested in a certain class of maps called grid preserving maps. We
will define the notion shortly, but the main idea is very simple: the
unit grid is invariant to integer translations and rotations by 90°. If
an edge of the input triangulation has two distinct images in the map
due to discontinuity, its images must be the same up to a composi-
tion of a rotation by a multiple of 90° and an integer translation, thus
ensuring preservation of the grid across the cut (see Figure 2–right).

The challenge is to produce a grid-preserving map with as little
distortion as possible, and typically it is formulated as an optimiza-
tion problem, where we want to minimize an objective function f (U)
under grid preservation constraints. There are many ways to define
the objective function, but most of them include an estimation of
the map distortion. For example, it can be the distance between the

columns of the Jacobian matrix of U and the branches of an input
frame field [Kälberer et al.(2007), Bommes et al.(2009)]. For harder
problems, more elaborate functions [Garanzha et al.(2021)] allow to
generate valid maps (with positive Jacobian).

2. Integer-Grid Maps

In this section we define formally the constraints that must be satis-
fied by a map U to be grid-preserving. We use half-edges data struc-
ture [Muller and Preparata(1978)] (Figure 3—left) to access the mesh
connectivity, and we represent the map U = (U1 . . .UH)

⊤ by the co-
ordinates Uh of the origin of half-edge h in the map, where H stands
for the total number of half-edges in the input triangulation. In order
to characterize the admissible discontinuities of U across edges, we
need to add extra variables: given a half-edge h, the transition func-
tion between its facet and its opposite facet is defined by a Gaussian
integer translation th and a rotation rh = ık, where k ∈ Z (Figure 3—
right).

2.1. (Untractable) formalization

In this formulation, our optimization problem has the following set
of variables: map coordinates {Uh}H

h=1, rotations {rh}H
h=1 and trans-

lations {th}H
h=1.

Uh h

next(h)prev(h)

opp(h) Unext(opp(h))

opp(h)

0

rht h

Uhh

Figure 3: Notations: half-edges data structure (left), and grid pre-
serving transition function across an half-edge h given by a rotation
rh and a translation th (right).

We are now ready to fully formulate the conditions that bind any
half-edge h ∈ [1 . . .H] with its opposite opp(h).

• The first condition is that the transition function is a combination
of a rotation rh and a translation th:

Uh = rhUnext(opp(h)) + th
Unext(h) = rhUopp(h) + th
rh ∈ {1, ı, ı2, ı3}

(1)

• The second condition is that some variables must be integer. Ob-
viously, translations th must be Gaussian integer, but in addition
to that, singular vertices also need to be Gaussian integer. Indeed,
when angles of triangle corners (in the map) sharing a vertex v do
not sum to 360°, the vertex v is called singular, and needs to be
Gaussian integer to produce an irregular vertex in the final quad
mesh. These constraints can be expressed as follows:{

th ∈ Z[ı] ∀h ∈ {1 . . .H}
Uh ∈ Z[ı] if the origin of h is singular

(2)

where Z[ı] = {a+ ıb | a,b ∈ Z} are the Gaussian integers.
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Finally, grid-preserving map generation can be stated as the opti-
mization problem:

argmin
{Uh,rh,th}H

h=1

f (U) under constraints (1) and (2). (3)

2.2. Make it tractable, step №1: frame field

While being elegant, in this general form the Prob. (3) is intractable.
The mixture of integer and real variables, and more especially, high
number of integer variables makes the problem extremely difficult
to solve. In practice, the vast majority of attempts to solve the prob-
lem reduces the number of degrees of freedom† by decomposing the
problem into two parts. The first part defines the desired orientation
for the quads (the frame field), and the second one defines two scalar
fields (texture coordinates) such that their iso-values are aligned with
the frame field. As observed in [Bommes et al.(2009)] both problems
involve integer values and can be solved by the same type of solver.

So, the idea is to drastically reduce the number of integer vari-
ables in the Prob. (3) by computing a frame field F [Vaxman
et al.(2016), Bommes et al.(2009), Desobry et al.(2021)] over the
input triangulation. This allows us to fix all rotations {rh}, so they
are no longer variables of our problem. We can go even further,
and eliminate a large part of the translations {th}. Having fixed the
frame field, we have fixed singular vertices, so we can cut the sur-
face into a topological disc along a set of half-edges called cut graph
C ⊂ {1 . . .H}. The idea is to obtain a topological disc with all the
singularities of F located on the boundary [Kälberer et al.(2007)].
It allows us to set all translations th and rotations rh to respectively
zero and one through every edge that doesn’t belong to C (refer to
Figure 4). In that way, the conditions th ∈ Z[ı] are satisfied for con-
cerned half-edges. Let us express the constraints formally:

th = 0 ∀h ̸∈ C
rh = 1 ∀h ̸∈ C
rh constrained by F ∀h ∈ C

(4)

Figure 4: The mesh (left) admits a seamless map (right) that is dis-
continuous across the cut graph C (red edges). Here, discontinuities
are characterized by a rotation of π/2 around the singularity (star).

To sum up, in the rest of this paper we are interested by the fol-
lowing problem:

argmin
U

f (U) under constraints (1), (2) and (4). (5)

† Note that reducing the search space leads to a smaller set of attainable
solutions.

Note that the translations th ∈ C in this formulation do not repre-
sent degrees of freedom as they can be computed from {Uh}H

h=1 and
{rh}H

h=1.

2.3. Make it tractable, step №2: quantization

The optimization problem (5) is a minimization of a function sub-
ject to linear equality constraints (feature alignments, discontinuities
in the map), integer values (for features and singularities) and to in-
equality constraints (positive Jacobian). The difficulty with such a
mixed integer problem is that it requires both combinatorial opti-
mization for the integer variables and numerical optimization for the
other variables. For grid preserving maps, quantization-based algo-
rithms separate combinatorial and numerical optimizations in differ-
ent steps, refer to Algorithm 1 for a typical outline. A seamless map
(Figure 2) is obtained by numerical optimization without consider-
ing integer constraints, then the quantization step finds a set of linear
constraints that fixes integer degrees of freedom, and finally these
constraints replace integer constraints in a second numerical opti-
mization step.

In this work, we address the quantization step: given a seamless
map, we search a set of constraints that would enforces the variable
integrity while minimizing distortion.

Algorithm 1: Generation of grid preserving maps

Input: A meshM, represented by half-edges {h}H
h=1, frame

field F , cut graph C
Output: Grid preserving map Ugrid

/* Compute a seamless map: ignore integer

constraints */

1 U seamless← argmin
U

f (U) under constraints (1) and (4);

/* Find linear constraints to enforce integer

values */

2 [A,ω]← quantize(M,F ,U seamless);
/* Compute a grid preserving map: numerical

optimization of a real-valued problem under

affine constraints */

3 Ugrid← argmin
U

f (U) s.t. AU = ω under constraints (1), (4);

3. State of the art for quantization

Rounding The pioneer quantization algorithms [Kälberer
et al.(2007), Bommes et al.(2009)] simply round integer vari-
ables to their nearest integers. However, the existence and quality of
a map subject to these new constraints are not guaranteed. Alternat-
ing between map optimization and rounding [Bommes et al.(2012)]
improves the situation, and can even solve the problem [Wang
et al.(2022)] when all singularities are located on the boundary of
the domain. However, such iterative optimizations do not provide
robustness in the general case.

Branch and bound Robustness can be achieved by a branch and
bound algorithm that minimizes a function of integer valued vari-
ables. However, it requires to run a parametrization algorithm for
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Algorithm 2: Quantize — T-mesh version

Input: Triangular meshM, seamless map U seamless

Output: Linear system A,ω such that AU = ω implies (2).
// Compute a simpler proxy problem

1 Mproxy← extract T-mesh (M,U seamless);
2 Uproxy← propagate map (M,Mproxy,U seamless);
// Optimize integer degrees of freedom

3 {lh}Hproxy

h=1 ← find integer edge lengths(Uproxy);
/* Move the solution back to the original

problem */

4 [A,ω]← get constraints (M,{lh}Hproxy

h=1 );

Figure 5: QGP atomic operation: given a loop (black) the adjacency
graph of the T-mesh partition, it increases the length of each T-mesh
arc (green) that is dual to an edge of the loop.

each evaluation of the objective function i.e. each set of integer vari-
ables to be evaluated. To make it tractable, [Bommes et al.(2013)]
apply it to a decimated mesh and propagate the result to the origi-
nal mesh. This approach is pretty slow, but allows to produce coarse
meshes. It can be used for interactive re-meshing [Ebke et al.(2016)]
by local updates.

Quantized Global Parametrization (QGP) The reference method
for quantization [Campen et al.(2015)] takes another point of view.
Starting from a seamless map, it proceeds in three steps:

1. Compute a simple proxy problem (Algorithm 2, lines 1 and 2). A
motorcycle graph [Eppstein et al.(2008)] is constructed by simul-
taneously tracing iso-curves starting from all singular points of
the parametrization. These traces form a T-mesh, cutting the sur-
face map into rectangles aligned with the coordinate axes of the
parametric domain, and partitioning the input surface into curved
rectangular-shaped regions.

2. Optimize for integer degrees of freedom (Algorithm 2, line 3). The
quantization step assigns integer lengths to all motorcycle graph
arcs or, equivalently, finds the size for all rectangles in the map.
The atomic operation for this computation is an increase/decrease
of the length of each edge crossed by a loop defined on the adja-
cency graph of the partition, refer to Figure 5 for an illustration.
Each such loop is computed by Dijkstra’s algorithm to be as short
as possible, with weights crafted to favor edge lengths close to
their length in the seamless map.
Initially, all edge lengths are set to zero, and then iteratively in-
creased until there are no more zero length edge path joining two

Algorithm 3: Quantize — Decimated mesh version

Input: Triangular meshM, seamless map U seamless

Output: Linear system A,ω such that AU = ω implies (2).
// Compute a simpler proxy problem (§4.1)

1 Mproxy,D← decimate (M);
2 Uproxy← D ·U seamless;
// Optimize integer degrees of freedom (§4.2)

3 {ωh}Hproxy

h=1 ← solve edge vector(Uproxy);
/* Move the solution back to the original

problem (§4.3) */

4 A← D;

singularities. Once this validity condition is achieved, QGP con-
tinues to apply atomic operations as long as they do not violate
the validity criterion and decrease the difference between the edge
length and corresponding length in the seamless map.

3. Deduce the constraints for the original problem (Algorithm 2, line
4). A grid preserving map is then generated by solving the seam-
less map problem, with the additional constraint that the difference
between pairs of singular points are constrained to match integer
values founded by the quantization.

Built on top of QGP, more recent works can bound angular devia-
tion from the frame field [Lyon et al.(2021a)], support free bound-
aries [Lyon et al.(2019)] or even merge singular vertices [Lyon
et al.(2021b)].

Our contributions The main contribution of our paper is the adap-
tation of QGP’s framework to a simpler proxy: instead of relying on
T-meshes, we propose to perform a standard decimation of the input
object, directly working on triangulated meshes. Thus, the goal is
to have a provably robust quantization method that produces results
similar to QGP both in terms of speed and quality.

Our intuition behind this is that a triangular mesh is a more ver-
satile proxy than a T-mesh. While being out of scope for the present
paper, we discuss in Section 6 several possible extensions that should
directly benefit from our adaptation.

4. Our quantization

This is the main technical section of the paper, here we propose a new
quantization method that is an adaptation of QGP where the T-mesh
is replaced by a decimated mesh (compare Algorithms 2 and 3). Our
pipeline follows the same three steps as QGP, and the rest of this
section focuses on each of the steps. Figure 6 provides an illustration
and gives the outline of the section:

1. The first step (§4.1) decimates the mesh and assembles a matrix
D that produces map coordinates U−

h in the coarse mesh when
multiplied by original map coordinates U .

2. The second step (§4.2) computes the (Gaussian integer valued)
geometry ωh =U−

next(h)−U−
h of each coarse edge h in the map.

3. The last step (§4.3) basically chains both relations to obtain the
constraints that will force the map to be grid-preserving by match-
ing the geometry of the coarse edges.
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STEP §4.1 Decimation §4.2 Optimization of integer §4.3 Extraction of
edge geometry integer constraints

Equation U−
h = DhU U−

next(h)−U−
h = ωh (Dnext(h)−Dh)U = ωh

Example



...

U−
l =Ui

U−
m =Uk− ı(U j−Uk)

U−
n =Uk

...



...

U−
m −U−

l = (0,4)
U−

n −U−
m = (−1,−2)

U−
l −U−

n = (1,−2)
...



...

Uk− ı(U j−Uk)−Ui = (0,4)
Uk− (Uk− ı(U j−Uk)) = (−1,−2)
Ui−Uk = (1,−2)
...

Figure 6: Our pipeline illustrated on the mesh of Figure 4. The reference algorithm [Campen et al.(2015)] (upper path) generates a T-mesh,
optimizes its edge lengths and converts them to integer constraints. We instead (lower path) decimate the mesh, optimize its edge geometry and
convert it to integer constraints. The table shows how equations that link these steps are instantiated on a triangle of this example.

Figure 7: Decimation operations (edge collapse and flip) need to
update the seamless map. Whenever an affected edge is situated
on a cut, we move the cut before applying the operation.

Algorithm 4: Optimize for integer degrees of freedom

Input: MeshMproxy, map Uproxy

Output: ω that corresponds to a grid preserving map U−

/* Initialize ω (see §4.2.3) */

1 n← 0
2 repeat
3 for h ∈ {1...H} do
4 ωh←Uproxy

next(h)−Uproxy
h

5 ωh← a ∈ Z[ı]\0 that minimizes ∥a−2n
ωh∥

6 end
7 improve_closeness(ω)
8 until ω is closed and valid;
/* Modify ω to optimize E(U−) */

9 repeat
10 for (hseed ,aseed) ∈ {1...H}×{1, ı, ı2, ı3} do
11 α← find_atomic_operation (ω,hseed ,aseed)
12 if E(ω+α)< E(ω) and ω+α is valid then
13 ω← ω+α

14 end
15 end
16 until ω remains the same;
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4.1. Decimated mesh as a proxy problem

We decimate the original mesh with the algorithm proposed by
[Bommes et al.(2013)]: it collapses as many edges as possible, then
flips all edges that do not respect the Delaunay criteria in the map
space, and repeats until convergence. Conditions for an edge to be
collapsed are that: it does not remove a singular vertex, the resulting
mesh is manifold, and new triangles are oriented counter-clockwise
in the map. The algorithm tries to collapse edges in decreasing length
order.

After each editing operation, new triangle map coordinates are
copied from the map coordinates of triangles prior the operation.
Note that map discontinuities require special care: before applying an
operation, some triangles are moved in the map to push the disconti-
nuity outside of the region affected by the operation, as illustrated in
Figure 7.

An important thing to note here is that both moving the disconti-
nuity and applying a collapse/flip operation produce new map coor-
dinates that can be expressed as a linear combination of the old map
coordinates. We chain these linear expressions during the decimation
process, registering it in a matrix D that produces the coarse map co-
ordinates when multiplied by the original map coordinates, and, in
particular, we have

Uproxy = D ·U seamless.

4.2. Optimize integer degrees of freedom

Having decimated the input mesh and computed the corresponding
valid seamless map Uproxy, we need to find a valid initial grid pre-
serving map U− that we will further optimize. Let us put aside for
a brief moment the initialization of U− (we return to the question in
§4.2.3) and focus on the optimization.

We are looking for an integer valued map coordinates U− with
edges as close as possible to the corresponding edges in the seamless
map Uproxy i.e. U− must minimize:

E(U−) = ∑
h

∥ωproxy
h −ωh∥2

∥ωproxy
h ∥2

,

where ωh =U−
next(h)−U−

h and ω
proxy
h =Uproxy

next(h)−Uproxy
h are respec-

tively the geometry of half-edge h in the grid preserving map U− and
in the proxy map Uproxy.

It is more convenient to manipulate ωh rather than U−
h . Both rep-

resentations are equivalent up to a translation per triangle if and only
if opposite half-edges have opposite geometry up to the map rotation
ωh = −rhωopp(h), and ω is closed i.e. the boundary of each triangle
T is a closed loop in the map ∑h∈T . Moreover, ωh ∈ Z[ı],∀h ensures
that we can find U−

h ∈ Z[ı],∀h e.g. by setting U−
h = 0 on a corner h

of each triangle. The last condition for ω to match a grid preserving
map U− is the map validity i.e. det(JT ) > 0. In the rest of this sec-
tion, the energy and validity of the map U− are abusively attributed
to ω to simplify the notations.

As done in QGP, our optimization (Algorithm 4) relies on applying
atomic operations that preserve the map validity. An initial valid ω

is given (lines 1–8) by scaling-and-rounding the input seamless map

Uproxy (again, we dive into details in §4.2.3). Then, the algorithm ap-
plies energy decreasing atomic operations (lines 9-16) until no more
can be found. As in QGP, this strategy reaches a local minimum of
the energy but not necessary the global minimum.

We first present the core of the optimization method: the definition
§4.2.1 and computation §4.2.2 of our atomic operation. Then, we
explain how to optimize the initialization of ωh.

4.2.1. Our atomic operation

Our atomic operation edits the quad mesh combinatorial structure via
our variables ωh. To better illustrate it, let us instantiate‡ a quad loop
insertion (suppression) operation (Figure 8–top row).

Figure 8: Quad loop (green) insertion (top row) using QGP atomic
operation (second row ), our formalism applied to a T-mesh (third
row) and the decimated mesh (bottom row).

QGP is manipulating the combinatorial structure of the quad mesh
by adjusting edge lengths in the T-mesh li (Figure 8–second row).
Having found a cycle of T-mesh facets (shown in black), QGP adjusts
by 1 the length of crossed edges.

While QGP does not alter the direction of the crossed edges in the
map, it simply elongates (shortens) them, it is possible to perform
exactly the same operation by using another set of variables for our
optimization: we can use the geometry of the edges instead of the

‡ Here we show a quad loop insertion, but atomic operations both in QGP
and in our method are more rich, refer to Appendix A for an illustration.
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Figure 9: Dual edge graph G of the quad covering (left). Nodes
(cylinders) are defined by a triangle t and a value a ∈ {1, ı, ı2, ı3}
(cylinders color). Nodes (ti,ai) and (t j,a j) are connected by the arc
(h,ai) if ti is adjacent to t j by crossing half-edge h and ai = rha j. To
remove the path-dependent weights, shortest paths are computed in
another graph where each oriented edge (left–black arrow) is trans-
formed into a node (right–green sphere) and four oriented edges
(right–black arrows).

lengths (Figure 8–third row). In this case, each T-mesh arc in the map
ωh is updated by ωh←ωh+αh where αh ∈ {1, ı, ı2, ı3} is selected to
increase (or decrease) the arc length by one. Note that this coherent
choice of αh preserves the equivalence of U− and the updated value
of ω.

In our case we do exactly this, but the edge orientation is not neces-
sarily aligned with a possible value of αh (Figure 8–last row). There-
fore, the operation is defined by an oriented cycle (shown in black)
but also the value αh associated to each half-edge crossed by this
loop. Here, values of αh are constrained to preserve the equivalence
of U− and the updated value of ω (i.e. the closeness of the one form
ω).

4.2.2. Computing atomic operations

We represent the atomic operation as a cycle in the dual edge graph
G of the quad covering [Kälberer et al.(2007)] of the decimated mesh
(see Figure 9). It encodes both a loop in the dual edge graph and the
values αh ∈ {1, ı, ı2, ı3} for each half-edge h of the loop. This atomic
operation updates ω by ωh← ωh +αh for each edge of the cycle.

To select an atomic operation to apply, Algorithm 4–line 11 needs
a cycle that passes through an arc (hseed ,aseed). We compute it by
chaining the arc (hseed ,aseed) with the minimal cost path that joins
the extremities of (hseed ,aseed), and where the path cost is the sum
of weights of its edges.

Ideally, the path cost should be the energy gain, and paths breaking
the map validity should not be considered. Unfortunately, this prob-
lem has negative and path dependent weights that makes the problem
hard to solve. On the other hand, setting all weights to 1 is likely to
find atomic operations that will be rejected in Algorithm 4–line 12.

As a consequence, we need to carefully choose weights wh,a
that improve the probability for a cycle to yield a valid ω that de-
creases E(ω). We estimate the impact of adding a to ωh by δ =
ℜ(ā · (ωproxy

h −ωh)) as illustrated in Figure 10:

• If δ > 1/2, adding a to ωh decreases the energy. To favor these
edges, we set wh,a = 1

/
(1/2+ δ); it is small (< 1), positive and

decreasing with respect to δ.

Figure 10: δ measures the difference ω
proxy
h −ωh along the axis of

a. The contribution of h to the energy is proportional to the squared
length of the dotted red segments: bottom segment before adding a
and upper segment after adding a. Comparing δ to 1/2 allows to de-
tect if the operation increases or decreases the energy.

• If δ ≤ 1/2, adding a to ωh increases the energy. To avoid such
edges, we set wh,a = (1− δ)/ε; it is finite, positive, increasing
with respect to δ, and larger than weight of edges that decrease the
energy when ε→ 0.

• Pay attention to the validity of the map: If adding a to edge h
breaks the map validity on the triangle of h, the weight wh,a is
replaced by 1/ε

2 that is larger than all other weights. As a conse-
quence, this edge will be considered only if there exists no other
path without such edges.

To sum up, the cycle will contain only energy decreasing edges
if it is possible. Otherwise, it may accept some energy increasing
edges. If there is no better solution, the cycle may invalid the map
by crossing a triangle (by two consecutive edges), as it is possible
that the cycle makes it valid again by crossing the same triangle on
different edges and value of a.

Our shortest path algorithm is Dijkstra’s algorithm, but we need
to run it on the dual graph [Añez et al.(1996)] of G (see Figure 9–
right) to account for the path-dependent weights. Indeed, the validity
of the map on the triangle depends of both the current and the previ-
ous edge of the cycle, see Figure 8.

4.2.3. Initialization

Starting with ω← 0 is almost a good solution, but it fails to respect
the validity of the map. In QGP, validity only requires each edge to
have a positive length, and can always be obtained from ω = 0 by a
series of atomic operations. This nice property does not hold in our
case, so we opted for an alternative approach.

If we take into account the fact that real numbers are represented
by floating points, the input seamless map scaled by 2n is actually
grid preserving when n is large enough. It provides a certified way to
find a valid initial ω.

In practice, Algorithm 4 minimizes the scaling in lines 1-8. The
first step rounds ωh to the nearest Gaussian integer of 2n

ω
proxy
h that

is not null. The resulting ω may not be closed, so Algorithm 4–line 7
tries to fix it by pairing triangles with opposite sum of ω. In fact, we
compute a path in G that links both triangles using the algorithm that
finds paths for the atomic operations. The existence of such a path is
guaranteed by Theorem 3.1 of [Noma et al.(2022)], but the final map
may still not be valid, leading to increasing n and retrying.
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4.3. Move the solution back to the original problem

By definition ωh =U−
next(h)−U−

h , and U− is related to the final map

by the linear system U− = DUgrid computed during the decimation.
It gives the equation ωh = Dnext(h)U

grid−DhUgrid that constrains the
path between singularities (in the map) to match the integer degrees
of freedom computed in ω. A last constraint is needed to fix the trans-
lation of the map: placing a singularity at position 0 is sufficient to
ensure that all singularities are on a Gaussian integer position. Then
the final map Ugrid is computed in Algorithm 1–line 3.

4.4. Implementation details

In this section we give few implementation ingredients we found im-
portant to reproduce our results.

Numerical optimization As in most previous works, we generate
maps aligned with a frame field. We start by integrating the frame
field in the least squares sense, then untangle the result by rescaling
the frame field branches and using [Garanzha et al.(2021)] if needed.
This optimization is performed to produce the input seamless map,
and to generate the integer-grid map subject to the quantization con-
straints. These two optimizations are performed with a variable re-
duction matrix M such that U = MX satisfies all linear constraints
for all vector X , as suggested in [Bommes et al.(2012)]. It allows to
minimize f (MX) without constraints, and get the result by U = MX .

Feature curves and boundaries Feature or boundary curves of the
surface have to be represented by a subset of quad edges in the final
mesh. To do so, each half-edge vector h must be real or purely imag-
inary in the map U . This constraint is enforced during the seamless
map computation, and propagated to the quantization step, where it
removes some edges (h,a) of the graph. For meshes with bound-
aries, the atomic operation can have cycles that are partially outside
the mesh i.e. paths joining two boundary edges.

Non-integer DoF Note that if we compute Ugrid as in Algorithm 1–
line 3, it places each vertex that has its counterpart in the decimated
mesh to a Gaussian integer position. This constraint is too strong for
vertices that are not singular but remain in the decimated mesh e.g.
to preserve feature curves. To get back these degrees of freedom, we
define a sparse vector Y such that Y is zero on integer variables, U
respects (1), and Y +U respects (1) and (2). The map Ugrid is the map
U that minimizes f (U) under these constraints, where f is the map
distortion used to formulate our problem in the introduction section.

Graph weights for cycle search The weights cannot be represented
by floating point numbers because ε must be infinitely smaller than
all other numbers. Our implementation simply stores three floating
point numbers x, y, and z to represent wh,a = x+y/ε+z/ε

2 and com-
pare weights with ε→ 0.

5. Results

Performances of our algorithm have been evaluated on the same
CAD database as in [Reberol et al.(2021)]. It contains 1000 mod-
els of the ABC dataset [Koch et al.(2019)] and the 114 models of the
MAMBO dataset [Ledoux(2019)]. These CAD models have many

Figure 11: Coarse quantization segments the model into quad
shaped charts. It is often necessary to subdivide charts (bottom–left)
to get a quad mesh with fair geometry.

Figure 12: Examples of quad meshes generated by our algorithm.

feature curves that makes it challenging for producing grid preserv-
ing maps. We were able to generate a valid input for our algorithm
(seamless maps) with boundary/feature alignment for 1111 models
and without for the last 3 models. On each model, we performed two
quantization tests: one to produce a coarse result (Figure 11), and
the other to generate a quad mesh at the resolution of the input (Fig-
ure 12). Coarse results are obtained by scaling down Uproxy before
applying the optimization of integer degrees of freedom (§ 4.2).

5.1. Running times

Our running times have the same order of magnitude to those of QGP,
which is almost negligible when compared to the full quad mesh
generation pipeline. To be more specific, we conducted a compari-
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Figure 13: Quadrilateral meshes produced by our method (blue) and [Campen et al.(2015)] (green) exhibit similar quality.

son of the running times of both methods on our database. Within
each method (Algorithms 2 and 3), we separate the proxy genera-
tion step (lines 1–2) from the quantization step (line 3). We executed
our pipeline on a PC equipped with an 11th generation Intel Core i5-
11500Hx12 processor, while the timing measurements for QGP were
obtained using a PC featuring two AMD 7742 CPUs.

Upon analysis, we observed that our decimation is directly propor-
tional to the input mesh size and proves to be faster than the process
of generating a T-mesh, as depicted in Figure 14–top. Conversely,
QGP’s quantization scales better than ours with respect to the proxy
size, as illustrated in Figure 14–bottom.

In the most challenging scenario (Figure 16), our rounding process
causes the red triangle to degenerate, snapping the singularity (star)
onto the feature edge (white) for scalings below 64. In this scenario,
our algorithm was 50 times slower than QGP, resulting in the entire
quad mesh generation pipeline being 3 times slower. Fortunately, it’s
worth noting that this particular case is an outlier in our dataset (refer
to Figure 14).

5.2. Quality

There exists many criteria to evaluate the quality of a quad mesh,
but the impact of the quantization algorithm is rather difficult to es-
timate independently of the other steps of the pipeline (frame field,
parametrization, quad mesh extraction, smoothing and so on).

From visual inspection on few models (see Figure 13 and supple-
mental materials), quad mesh quality obtained from QGP and our
method are very similar. When compared with [Pietroni et al.(2021)]
(see Figure 17), the overall quality is also very similar, except that
our method produces simpler configurations because it does not pro-
duce singularities that are not present in the input frame field. Our
algorithm works well on models with thin features Figure 18 that are
known to be difficult to quantize.

6. Possible extensions

Recall that we have modified QGP framework to manipulate a dec-
imated mesh and edit edge geometry in the map instead of work-
ing with T-meshes and adjusting only edge lengths. Being built upon
QGP’s framework, our method is likely to support similar extensions
such as bounded angle deviation [Lyon et al.(2021a)] or introducing
singularities in facets of the decimated mesh when no valid quanti-
zation can be found. Moreover, our representation offers new advan-
tages that can be directly exploited or opens new research opportu-
nities. While being out of scope of the present paper, we list few of
them here.

6.1. Free boundary

As opposed to T-meshes, edges of the decimated mesh are not nec-
essarily axis aligned in the map. As a consequence, if we do not
explicitly force this alignment on boundary edges, the grid preserv-
ing map will be free of boundary conditions, see Figure 19. With
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Figure 14: Timing for proxy generation (top) and quantization (bot-
tom): Each model in the database generates an blue dot for our dec-
imation method and a green one for the T-mesh generation using
QGP.

T-meshes [Lyon et al.(2019)] a substantial effort is required to obtain
this behavior: the T-mesh has to be refined and virtual arcs must be
introduced.

6.2. Enforcing feature constraints at the quantization step

Another benefit of having edges not aligned with map axes is that
we can support input seamless maps misaligned with feature curves
and boundaries. This feature is especially important for CAD objects
with so many feature curves constraints that seamless maps may not
exist, or be too distorted and very difficult to compute.

To respect as many feature curve constraints as possible, we try to
enforce them during the quantization step. We do so by introducing
the objective to set to 0 either the real of imaginary part of feature
edges in both the energy function and the shortest path edge weights.

A direct benefit of managing feature curves alignment at quantiza-
tion step is to ease finding a seamless map with acceptable distortion
(see Figure 20). Moreover, when the feature curves network is impos-
sible to satisfy, we can produce a grid preserving map that satisfies
as many constraints as possible. In this case, the alignment to the last
feature curves may be achieved by post-processing of the mesh (see
Figure 21).

6.3. Degenerated facets

One more advantage of edges not being aligned with the map axes,
is that the decimated mesh can represent a large range of quad mesh
combinatorial structures without degenerated (det(J) = 0) facets.

QGP must degenerate some T-mesh facets (zero edge length) to
align singularities (see Figure 22), a feature that is highly expected
for quad remeshing. Having degenerated facets is however counter-
intuitive if we consider that each T-mesh facet will be replaced by
a regular grid of quads: it would produce empty spaces for degener-
ated facets. In QGP, zero length edges can be accepted because the
embedding of T-junctions is not constrained for the generation of the
grid preserving map: a weaker condition acting on paths of T-mesh
arcs is sufficient. As opposed to this, our method does not need to
degenerate triangles to represent aligned singularities. Importance of
this feature is illustrated in two use cases: the coarse to fine map
transfer and the direct quad mesh extraction.

6.3.1. Coarse-to-fine map transfer

Generation of a grid preserving map with quantization constraints
(Algorithm 1–line 3) is very hard due to the detJ > 0 constraints.
Transferring the map U− to the original mesh is a much simpler
alternative solution.

By considering that the coarse mesh is embedded in the original
mesh (via the seamless map), it is not necessary to solve a complex
optimization problem to obtain the final grid preserving map: it can
be directly transferred from the coarse map. This solution requires
to imprint edges of the decimated mesh into the original mesh, but
is nevertheless more robust. A similar strategy was used in previous
work [Myles et al.(2014), Lyon et al.(2019)] despite the necessity to
manage zero length T-mesh arcs: in this case, the T-mesh undergoes
the tedious process of being edited and re-embedded prior to produce
the grid preserving map.

Note that our method can represent a large class of quad meshes
without degenerating triangles, including aligned singularities (see
Figure 22). As a consequence, we can transfer U− to Ugrid without
editing and re-embedding the coarse mesh.

6.3.2. Quad mesh extraction on a decimated mesh

Maps U seamless and Uproxy provide a cross parametrization between
the original mesh and the decimated mesh. Therefore, a quad mesh
can be extracted directly on the coarse mesh and then moved to the
original mesh. This strategy has some advantages: the quad extrac-
tion is easier (integer coordinates have less numerical imprecision
issues) and it opens the possibility to fill coarse facets with meshes
that are more complex than just a regular grid, as done in other quad
meshing methods [Myles et al.(2014), Pietroni et al.(2021)] .

For this approach, degenerated facets will once again be difficult
to manage, making it easier to go with a decimated mesh than a T-
mesh.

6.4. Flexible data structure implications

A decimated mesh is simply a set of triangles whereas a T-mesh is a
polygonal surface where the boundary of each facet is decomposed
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Figure 15: Solving integer variables is independent of mesh resolu-
tion (49ms in this example). Only the timing of our decimation step is
impacted: 6ms for the coarse model (left, 802 triangles) and 232ms
for the fine mesh (right, 20402 triangles).

Figure 16: Quantization initialization with high scale. The red trian-
gle of this decimated mesh (visible in the second close-up) requires
scaling the seamless map by a factor of 64 to avoid degenerated map
due to the star vertex being snapped to its white edge.

Figure 17: A quad mesh (blue) extracted from a grid preserving map
has the singularities of the input frame field. Introducing extra sin-
gularities [Pietroni et al.(2021)] (green) increases the robustness, at
the expense of producing more complex structures.

Figure 18: Models with thin features.

into four set of edges aligned in the map. A triangular mesh (as op-
posed to T-meshes) is a standard versatile representation with many
off-the-shelf tools readily available.

To reembed or not? Moreover, keeping track of the matrix D is
sufficient to represent the embedding in the original mesh in our case,
whereas T-mesh embedding requires tracing paths (crossing triangles
or following edges) on the surface.

Expressivity increase №1. Interestingly, with our decimated mesh,
finding the integer degrees of freedom §4.2 is exactly the problem of
the generation of a grid preserving map Prob. (5), where all variables
would have to be Gaussian integer. It opens the possibility to keep
and manage real valued variables in the decimated mesh for more
expressivity.

Expressivity increase №2. Another way to broaden the class of
quad meshes that can be represented by the decimated mesh is to
edit it during the optimization of integer degrees of freedom. For
example, if a triangle is to be degenerated by applying an atomic

operation, it is often possible to make it valid by an edge flip (and
updating D and ω accordingly); the coarse mesh is so versatile that
is can be optimized at the same time as ω. Refer to Appendix B for
an illustration.

Conclusion

This work demonstrates that quantization algorithms can work with
a decimated mesh instead of a T-mesh. A first benefit is that the dec-
imated mesh structure is more common, simpler to generate and to
manipulate. The other advantage is that its edges are not necessary
axis aligned in the map, making the structure more flexible. While we
do not improve the state-of-the art robustness nor quality, we believe
that a major contribution of this work is its aesthetic aspect, just like
a more concise proof of a theorem in mathematics. Moreover, a sim-
pler formulation opens the opportunity for future works to increase
the complexity to reach new objectives.
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Figure 19: Free boundary integer grid map obtained with our quan-
tization algorithm.

Figure 20: Our method can take as input a seamless map that is
not perfectly aligned with feature curves (left). These constraints are
easier to enforce during the quantization step (right).

Figure 21: This model have incompatible feature curves: two subsets
of blue facets (bottom left) are topologically equivalent to the famous
annulus failure case (bottom, Figure 5 of [Myles et al.(2014)]). We
can discover conflicting feature curves at the quantization step (red
dot lines), and remove them (middle left). A feature aligned mesh is
then given by imprinting feature curves (middle right) and applying
mid point subdivision (right).

Figure 22: Without degenerated charts, T-mesh quantization (left)
cannot remove the thin chart to align singularities (right). Our deci-
mated mesh (middle) does not need to degenerate facets to do it.

Appendix A: Combinatorial optimization versus quantization

The intuition behind QGP and our quantization algorithm is to ma-
nipulate the final quad mesh combinatorial structure by applying se-
ries of atomic operations. Figure 8 illustrates the quad strip insertion,
but atomic operations correspond to more general editing operations.

The T-mesh atomic operation is a simple chord insertion/deletion
(Figure 23–blue) when applied to a T-mesh without T-junctions.
When T-junctions are present, local drift of both sides of the cycle is
possible (Figure 23–orange). In our case (on a decimated mesh), the
atomic operation also allows to insert and delete quads in the same
cycle (Figure 23–green). It exactly corresponds to the operation in-
troduced in [Bommes et al.(2011)] to align singularities by removing
q-helixes.

Appendix B: Expressivity of a triangular mesh versus T-mesh

As illustrated on the toy example Figure 24, our decimated mesh can
represent some maps where the T-mesh needs zero length arcs (third
column) and even maps that T-mesh cannot represent without folds
(last column). Conversely, T-meshes can represent maps that would

Figure 23: Quad mesh editing applied on a grid: Chord insertion
(blue), basic operation applied by T-mesh quantization can drift the
chord insertion (orange), and our basic operation can also switch
between chord insertion and removal. (green)

be invalid in our (fixed connectivity) decimated mesh (see Figure 25).
Note, however, that an edge flip during the U− optimization phase
would solve the problem, as proposed in § 6.4.
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Figure 24: Left side: a model (top) with a T-mesh proxy (middle)
and a decimated mesh proxy (bottom). Right side: 3 possible block
decompositions (top), the corresponding map on the T-mesh (middle)
and on the decimated mesh (bottom). A quad of the T-mesh needs to
be degenerate in the middle column, and inverted quads are required
in the right column, whereas maps are always valid with our deci-
mated mesh.

Figure 25: A seamless map deformed into a grid preserving map: the
map is correctly represented by the T-mesh decomposition (left), but
the red triangle of the the decimated mesh (right) is invalid (negative
Jacobian).
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