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Opportunistic Monitoring of Multithreaded Programs
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Univ. Grenoble Alpes, CNRS, Inria, Grenoble INP, LIG, 38000 Grenoble, France
firstname.lastname@univ-grenoble-alpes.fr

Abstract. We introduce a generic approach for monitoring multithreaded pro-
grams online leveraging existing runtime verification (RV) techniques. In our
setting, monitors are deployed to monitor specific threads and only exchange in-
formation upon reaching synchronization regions defined by the program itself.
They use the opportunity of a lock in the program, to evaluate information across
threads. As such, we refer to this approach as opportunistic monitoring. By us-
ing the existing synchronization, our approach reduces additional overhead and
interference to synchronize at the cost of adding a delay to determine the ver-
dict. We utilize a textbook example of readers-writers to show how opportunistic
monitoring is capable of expressing specifications on concurrent regions. We also
present a preliminary assessment of the overhead of our approach and compare
it to classical monitoring showing that it scales particularly well with the concur-
rency present in the program.

1 Introduction

Guaranteeing the correctness of concurrent programs often relies on dynamic analysis
and verification approaches. Some approaches target generic concurrency errors such
as data races [29, 37], deadlocks [11], and atomicity violations [28, 48, 58]. Others tar-
get behavioral properties such as null-pointer dereferences [27], and typestate viola-
tions [36, 39, 56] and more generally order violations with runtime verification [43]. In
this paper, we focus on the runtime monitoring of general behavioral properties target-
ing violations that cannot be traced back to classical concurrency errors.

Runtime verification (RV) [9, 24, 25, 34, 43], also known as runtime monitoring, is
a lightweight formal method that allows checking whether a run of a system respects
a specification. The specification formalizes a behavioral property and is written in a
suitable formalism based for instance on temporal logic such as LTL or finite-state
machines [1, 46]. Monitors are synthesized from the specifications, and the program is
instrumented with additional code to extract events from the execution. These extracted
events generate the trace, which is fed to the monitors. From the monitor perspective,
the program is a black box and the trace is the sole system information provided.

To model the execution of a concurrent program, verification techniques choose
their trace collection approaches differently based on the class of targeted properties.
When properties require reasoning about concurrency in the program, causality must
be established during trace collection to determine the happens-before [41] relation be-
tween events. Data race detection techniques [29, 37] for instance require the causal
ordering to check for concurrent accesses to shared variables; as well as predictive ap-
proaches targeting behavioral properties such as [19, 39, 56] in order to explore other
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feasible executions. Causality is best expressed as a partial order over events. Partial
orders are compatible with various formalisms for the behavior of concurrent programs
such as weak memory consistency models [2, 4, 47], Mazurkiewicz traces [32, 49], par-
allel series [44], Message Sequence Charts graphs [50], and Petri Nets [51]. However,
while the program behaves non-sequentially, its observation and trace collection is se-
quential. Collecting partial order traces often relies on vector clock algorithms to times-
tamp events [3,16,48,54] and requires blocking the execution to collect synchronization
actions such as locks, unlocks, reads, and writes. Hence, existing techniques that can
reason on concurrent events are expensive to use in an online monitoring setup. In-
deed, many of them are often intended for the design phase of the program and not in
production environments (see Section 5).

Other monitoring techniques relying on total-order formalisms such as LTL and fi-
nite state machines require linear traces to be fed to the monitors. As such they immedi-
ately capture linear traces from a concurrent execution without reestablishing causality.
Most of the top1 existing tools for the online monitoring of Java programs, these in-
clude tools such as Java-MOP [18, 30] and Tracematches [5], provide multithreaded
monitoring support using one or more of the following two modes. The per-thread
mode specifies that monitors are only associated with a given thread, and receive all
events of the given thread. This boils down to doing classical RV of single-threaded
programs, assuming each thread is an independent program. In this case, monitors are
unable to check properties that involve events across threads. The global monitoring
mode spawns a global monitor and ensures that the events from different threads are
fed to a central monitor atomically, by utilizing locks, to avoid data races. As such, the
monitored program execution is linearized so that it can be processed by the monitors.
In addition to introducing additional synchronization between threads inhibiting paral-
lelism, this monitoring mode forces events of interest to be totally ordered across the
entire execution, which oversimplifies and ignores concurrency.

Figure 1 illustrates a high-level view of a concurrent execution fragment of 1-Writer
2-Readers, where a writer thread writes to a shared variable, and two other reader
threads read from it. The reader threads share the same lock and can read concurrently
once one of them acquires it, but no thread can write nor read while a write is oc-
curring. We only depict the read/write events and omit lock acquires and releases for
brevity. In this execution, the writer acquires the lock first and writes (event 1), then
after one of the reader threads acquires the lock, they both concurrently read. The first
reader performs 3 reads (events 2, 4, and 5), while the second reader performs 2 reads
(events 3 and 6), after that the writer acquires the lock and writes again (event 7). A user

1 Based on the first three editions of the Competition on Runtime Verification [7, 8, 26, 53].
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Fig. 1: Execution fragment of 1-Writer 2-Readers. Double circle: write, normal: read.
Numbers distinguish events. Events 2 and 6 (shaded) are example concurrent events.
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may be interested in the following behavioral property: “Whenever a writer performs a
write, all readers must at least perform one read before the next write”. Note that the
execution here has no data races nor a deadlock, and techniques focusing on generic
concurrency properties are not suitable for the property. Monitoring of this (partial)
concurrent execution with both previously mentioned modes presents restrictions. For
per-thread monitoring, since each of the readers is a thread, and the writer itself is a
thread, it cannot check any specification that refers to an interaction between them. For
global monitoring, it imposes an additional lock operation to send each read event to
the monitor, introducing additional synchronization and suppressing the concurrency of
the program.

A central observation we made is that when the program is free from generic con-
currency errors such as data races and atomicity violations, a monitoring approach can
be opportunistic and utilize the available synchronization in the program to reason about
high-level behavioral properties. In the previous example, we know that reads and writes
are guarded by a lock and do not execute concurrently (assuming we checked for data
races). We also know that the relative ordering of the reads between themselves is not
important to the property as we are only interested in counting that they all read the
latest write. As such, instead of blocking the execution at each of the 7 events to safely
invoke a global monitor and check for the property, we can have thread-local observa-
tions and only invoke the global monitor once either one of the readers acquires the
lock or when the writer acquires it (only 3 events). As such, in this paper, we propose
an approach to opportunistic runtime verification. We aim to (i) provide an approach
that enables users to arbitrarily reason about concurrency fragments in the program,
(ii) be able to monitor properties online without the need to record the execution, (iii)
utilize the existing tools and formalism prevalent in the RV community, and (iv) do so
efficiently without imposing additional synchronization.

We see our contributions as follows. We present a generic approach to monitor
lock-based multithreaded programs that enable the re-use of the existing tools and ap-
proaches by bridging per-thread and global monitoring. Our approach consists of a
two-level monitoring technique where at both levels existing tools can be employed.
At the first level, a thread-local specification checks a given property on the thread
itself, where events are totally ordered. At the second level, we define scopes which
delimit concurrency regions. Scopes rely on operations in the program guaranteed to
follow a total order. The guarantee is ensured by the platform itself, either the program
model, the execution engine (JVM in our case), or the compiler. We assume that scopes
execute atomically at runtime. Upon reaching the totally ordered operations, a scope
monitor utilizes the result of all thread-local monitors executed in the concurrent region
to construct a scope state, and perform monitoring on a sequence of such states. Our
approach can be seen as a combination of performing global monitoring at the level of
scope (for our example, we utilize lock acquires) and per-thread monitoring for active
threads in the scope. Thus, we allow per-thread monitors to communicate their results
when the program synchronizes. This approach relies on existing ordered operations in
the program. However, it incurs minimal interference and overhead as it does not add
additional synchronization, namely locks, between threads in order to collect a trace.
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0.l0t 0.l0s 0.w0 0.u0s 0.u0t 3.l0t 2.l0s 1.w0

1.l1t 0.l1c 0.i1 1.l1s 0.u1c 1.u1t r1 3.l1c 1.d1 1.u1s 3.u1c

2.l2t 1.l2c 1.i2 1.u2c 2.u2t r2 2.l2c 0.d2 2.u2c

Fig. 2: Concurrent execution fragment of 1-Writer 2-Readers. Labels l,u,w, r indicate
respectively: lock, unlock, write, read. Actions with a double border indicate actions of
locks. The read and write actions are filled to highlight them.

2 Modeling the Program Execution

We are concerned with an abstraction of a concurrent execution, we focus on a model
that can be useful for monitoring the behavioral properties. We choose the smallest
observable execution step done by a program and refer to it as an action; for instance a
method call or write operation.

Definition 1 (Action). An action is a tuple 〈lbl, id, ctx〉, where: lbl is a label, id is a
unique identifier, and ctx is the context of the action.

The label captures an instruction name, function name, or specific task information
depending on the granularity of actions. Since the action is a runtime object, we use id
to distinguish two executions of the same syntactic element. Finally, the context (ctx)
is a set containing dynamic contexts such as a thread identifier (threadid), process
identifier (pid), resource identifier (resid), or a memory address. We use the notation
id.lblthreadidresid to denote an action, omit resid when absent, and id when there is no
ambiguity. Furthermore, we use the notation a.threadid for a given action a to retrieve
the thread identifier in the context, and a.ctx(key) to retrieve any element in the context
associated with key.

Definition 2 (Concurrent Execution). A concurrent execution is a partially ordered
set of actions, that is a pair 〈A,→〉, where A is a set of actions and→ ⊆ A × A is a
partial order over A.

Two actions a1 and a2 are related (i.e., 〈a1, a2〉 ∈→) if a1 happens before a2.

Example 1 (Concurrent fragment for 1-Writer 2-Readers.). Figure 2 shows another
concurrent execution fragment for 1-Writer 2-Readers introduced in Sec. 1. The con-
current execution fragment contains all actions performed by all threads, along with
the partial order inferred from the synchronization actions such as locks and unlocks
(depicted with dashed boxes). Recall that a lock action on a resource synchronizes with
the latest unlock if it exists. This synchronization is depicted by the dashed arrows. We
have three locks: test for readers (t), service (s), and readers counter (c). Lock t checks
if any reader is currently reading, and this lock gives preference to writers. Lock s is
used to regulate access to the shared resource, it can be either obtained by readers or
one writer. Lock c is used to regulate access to the readers counter, it only synchronizes
readers. In this concurrent execution, first, the writer thread acquires the lock and writes
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on a shared variable whose resource identifier is omitted for brevity. Second, the readers
acquire the lock s and perform a read on the same variable. Third, the writer performs
a second write on the variable.

In RV, we often do not capture the entire concurrent execution but are interested
in gathering a trace of the relevant parts of it. In our approach, a trace is also a con-
current execution defined over a subset of actions. Since the trace is the input to any
RV technique, we are interested in relating a trace to the concurrent execution, while
focusing on a subset of actions. For this purpose, we introduce the notions of soundness
and faithfulness. We first define the notion of trace soundness. Informally, a concurrent
execution is a sound trace if it does not provide false information about the execution.

Definition 3 (Trace Soundness). A concurrent trace tr = 〈Atr ,→tr〉 is said to be a
sound trace of a concurrent execution e = 〈A,→〉 (written snd(e, tr)) iff (i) Atr ⊆ A
and (ii)→tr ⊆ →.

Intuitively, to be sound, a trace (i) should not capture an action not found in the
execution, and (ii) should not relate actions that are unrelated in the execution. While
a sound trace provides no incorrect information on the order, it can still be missing in-
formation about the order. In this case, we want to also express the ability of a trace to
capture all relevant order information. Informally, a faithful trace contains all informa-
tion on the order of events that occurred in the program execution.

Definition 4 (Trace Faithfulness). A concurrent trace tr = 〈Atr ,→tr〉 is said to be
faithful to a concurrent execution e = 〈A,→〉 (written faith(e, tr)) iff →tr ⊇ (→
∩Atr × Atr ).

3 Opportunistic Monitoring

We start with distinguishing threads and events from the execution. We then define
scopes that allow us to reason about properties over concurrent regions. We then devise
a generic approach to evaluate scope properties and perform monitoring.

3.1 Managing Dynamic Threads and Events

Threads are typically created at runtime and have a unique identifier. We denote the set
of all thread ids by TID. They are subject to change from one execution to another, and
it is not known in advance how many threads will be spawned during the execution. As
such, it is important to design specifications that can handle threads dynamically.

Distinguishing Threads To allow for a dynamic number of threads, we first denote
thread types T, to distinguish threads that are relevant to the specification. For example,
the set of thread types for readers-writers is Trw = {reader,writer}. By using thread
types, we can define properties for specific types regardless of the number of threads
spawned for a given type. In order to assign a type to a thread in practice, we distinguish
a set of actions S ⊆ A called “spawn” actions. For example in readers-writers, we
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can assign the spawn action of a reader (resp. writer) to be the method invocation of
Reader.run (Writer.run). Function spawn : S→ T, assigns a thread type to a spawn
action. The threads that match a given type are determined based on the spawn action(s)
present during the execution. We note that a thread can have multiple types. To reference
all threads assigned a given type, we use function pool : T → 2TID. That is, given a
type t, a thread with threadid tid, we have tid ∈ pool(t) iff ∃a ∈ S : spawn(a) =
t ∧ a.threadid = tid. This allows a thread to have multiple types so that properties
operate on different events in the same thread.

Events As properties are defined over events, actions are typically abstracted into
events. As such, we define for each thread type t ∈ T, the alphabet of events: Et. Set Et

contains all the events that can be generated from actions for the particular thread type
t ∈ T. The empty event E is a special event that indicates that no events are matched.
Then, we assume a total function evt : A → {E} ∪ Et. The implementation of ev re-
lies on the specification formalism used, it is capable of generating events based on the
context of the action itself. For example, the conversion can utilize the runtime context
of actions to generate parametric events when needed. We illustrate a function ev that
matches using the label of an action in Ex. 2.

Example 2 (Events.). We identify for readers-writers (Ex. 1) two thread types: Trw
def
=

{reader,writer}. We are interested in the events Ereader
def
= {read}, and Ewriter

def
=

{write}. For a specification at the level of a given thread, we have either a reader or a
writer, and the event associated with the reader (resp. writer) is read (resp. write).

evreader(a)
def
=

{
read if a.lbl = “r”,
E otherwise evwriter(a)

def
=

{
write if a.lbl = “w”,
E otherwise.

3.2 Scopes: Properties Over Concurrent Regions

We now define the notion of scope. A scope defines a projection of the concurrent
execution to delimit concurrent regions and allow verification to be performed at the
level of regions instead of the entire execution.

Synchronizing Actions A scope s is associated with a synchronizing predicate syncs :
A→ B2 which is used to determine synchronizing actions (SAs). The set of synchroniz-
ing actions for a scope s is defined as: SAs = {a ∈ A | syncs(a) = >}. SAs constitute
synchronization points in a concurrent execution for multiple threads. A valid set of
SAs is such that there exists a total order on all actions in the set (i.e., no two SAs can
occur concurrently). As such SAs are sequenced and can be mapped to indices. Func-
tion idxs : SAs → N\{0} returns the index of a synchronizing action. For convenience,
we map them starting at 1, as 0 will indicate the initial state. We denote by |idxs| the
length of the sequence.
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Scope Region A scope region selects actions of the concurrent execution delimited by
two successive SAs. We define two “special” synchronizing actions: begin, end ∈ A
common to all scopes that are needed to evaluate the first and last region. The actions
refer to the beginning and end of the concurrent execution, respectively.

Definition 5 (Scope Regions). Given a scope s and an associated index function idxs :
SAs → N\{0}, the scope regions are given by functionRs : codom(idxs)∪{0, |idxs|+
1} → 2A, defined as:

Rs(i)
def
=


{a ∈ A | 〈a′, a〉 ∈ → ∧ 〈a, a′′〉 ∈→ ∧ issync(a′, i− 1) if 1 ≤ i ≤ |idxs|,
∧ issync(a′′, i)}
{a ∈ A | 〈a′, a〉 ∈→ ∧〈a, end〉 ∈→ ∧ issync(a′, i− 1)} if i = |idxs|+ 1,
{a ∈ A | 〈begin, a〉 ∈→ ∧〈a, a′′〉 ∈→ ∧ issync(a′′, 1)} if i = 0,
∅ otherwise

where: issync(a, i)
def
= (syncs(a) = > ∧ idxs(a) = i).

Rs(i) is the i-th scope region, the set of all actions that happened between the two syn-
chronizing actions a and a′, where idxs(a) = i and idxs(a

′) = i+1 taking into account
the start and end of a program execution (i.e., actions begin and end, respectively).

Example 3 (Scope regions). For readers-writers (Ex. 1), we consider the resource ser-
vice lock (s) to be the one of interest, as it delimits the concurrent regions that allow
either a writer to write or readers to read. We label the scope by res for the remainder of
the paper. The synchronizing predicate syncres selects all actions with label l (lock ac-
quire) and with the lock id s present in the context of the action. The obtained sequence
of SAs is 0.l0s · 1.l1s · 2.l0s. The value of idxres for each of the obtained SAs is respec-
tively 1, 2, and 3. Every lock acquire delimits the regions of the concurrent execution.
The region k+ 1 includes all actions between the two lock acquires 0.l0s and 1.l1s. That
is, Rres(k + 1) = {0.w0, 0.u0s, 0.u0t, 1.l1t, 0.l1c, 0.i1}. The region k + 2 contains two
concurrent reads: r1, r2.

Definition 6 (Scope fragment). The scope fragment associated with a scope region
Rs(i) is defined as Fs(i)

def
= 〈Rs(i),→ ∩Rs(i)×Rs(i)〉.

Proposition 1 (Scope fragment preserves order). Given a scope s, we have:
∀i ∈ dom(Rs(i)) : snd(〈A,→〉,Fs(i)) ∧ faith(〈A,→〉,Fs(i)).

Proposition 1 states that for a given scope, any fragment (obtained using Fs) is a sound
and faithful trace of the concurrent execution. This is ensured by construction using
Definitions 5 and 6 which follow the same principles of the definitions of soundness
(Definition 3) and faithfulness (Definition 4).

Remark 1. In this paper, scopes regions are defined by the user by selecting the syn-
chronizing predicate as part of the specification. Given a property, regions should de-
limit events whose order is important for a property. For instance, for a property specify-
ing that “between each write, at least one read should occur”, the scope regions should
delimit read versus write events. Delimiting the read events themselves, performed by
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k + 1 k + 2 k + 3

0.l0s 0.w0(write) 2.l0s 1.w0(write)

1.l1s r1(read)

r2(read)

[threadid:0, type:writer]

[threadid:1, type:reader]

[threadid:2, type:reader]

Fig. 3: Projected actions using the scope and local properties of 1-Writer 2-Readers.
The action labels l,w, r indicate respectively the following: lock, write, and read. Filled
actions indicate actions for which function ev for the thread type returns an event. Ac-
tions with a pattern background indicate the SAs for the scope.

different threads, is not significant. How to analyze the program to find and suggest
scopes for the user that are suitable for monitoring a given property is an interesting
challenge that we leave for future work. Moreover, we assume the program is properly
synchronized and free from data races.

Local Properties In a given scope region, we determine properties that will be checked
locally on each thread. A thread-local monitor checks a local property independently for
each given thread. These properties can be seen as the analogous of per-thread monitor-
ing applied between two SAs. For a specific thread, we have a guaranteed total order on
the local actions being formed. This ensures that local properties are compatible and can
be checked with existing RV techniques and formalisms. We refer to those properties
as local properties.

Definition 7 (Local property). A local property is a tuple 〈type,EVS,RT, eval〉 with:

– type ∈ T is the thread type to which the local property applies;
– EVS ⊆ Etype is a subset of (thread type) events relevant to the property evaluation;
– RT is the resulting type of the evaluation (called return type); and
– eval : (N → EVS) → RT is the evaluation function of the property, taking as

input a sequence of events, and returning the result of the evaluation.

We use the dot notation: for a given property prop = 〈type,EVS,RT, eval〉 we use
prop.type, prop.EVS, prop.RT, and prop.eval respectively.

Example 4 (At least one read). The property “at least one read”, defined for the thread
type reader, states that a reader must perform at least one read event. It can be ex-
pressed using the classical LTL3 [10] (a variant of linear temporal logic with finite-
trace semantics commonly used in RV) as ϕ1r

def
= F(read) using the set of atomic

propositions {read}. Let LTL3
AP
ϕ denote the evaluation function of LTL3 using the

set of atomic propositions AP and a formula ϕ, and let B3 = {>,⊥, ?} be the truth
domain where ? denotes an inconclusive verdict. To check on readers, we specify it as
the local property: 〈reader, {read},B3,LTL3

{read}
ϕ1r

〉. Similarly, we can define the local
specification for at least one write.
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Scope Trace To evaluate a local property, we restrict the trace to the actions of a given
thread contained within a scope region. A scope trace is analogous to acquiring the
trace for per-thread monitoring [5, 30] in a given scope region (see Definition 5). The
scope trace is defined as a projection of the concurrent execution, on a specific thread,
selecting actions that fall between two synchronizing actions.

Definition 8 (Scope trace). Given a local property p = 〈type,EVS,RT, eval〉 in a
scope region Rs with index i, a scope trace is obtained using the projection function
proj, which outputs the sequence of actions of length n for a given thread with tid ∈
TID that are associated with events for the property. We have: ∀` ∈ [0, n]

proj(tid, i,p,Rs)
def
=

{
filter(a0) · . . . · filter(an) if i ∈ dom(Rs) ∧ tid ∈ pool(type),
E otherwise,

with: filter(a`)
def
=

{
e if evtype(a`) ∈ EVS
E otherwise,

where · is the sequence concatenation operator (such that a · E = E · a = a), with
(∀j ∈ [1, n] : 〈aj−1, aj〉 ∈→) ∧ (∀k ∈ [0, n] : ak ∈ Rs(i)∧ ak.threadid = tid).

For a given thread, the scope trace filters the actions associated with an event for the
local property (i.e., evtype(a`) ∈ EVS) of a scope region. It includes only actions that
are associated with the threadid that has the correct type associated with the local spec-
ification (i.e., tid ∈ pool(type)). While the scope trace is obtained using projection, it
is still needed to convert actions to events to later evaluate local properties, to do so we
generate the sequence of events associated with the actions in the projected trace. That
is, for a given action a in the sequence, we output evtype(a`), we denote the generated
sequence as evs(proj(tid, i,p,Rs)).

Example 5 (Scope trace). Figure 3 illustrates the projection on the scope regions de-
fined using the resource lock (Ex. 3) for each of the 1 writer and 2 reader threads, where
the properties “at least one write” or “at least one read” (Example 4) apply. We see the
scope traces for region k + 1 are respectively 0.w0, E , E for the threads with thread ids
0, 1, and 2 respectively. For that region, we can now evaluate the local specification
independently for each thread on the resulting traces by converting the sequences of
events: write, E , E for each of the scope traces.

Proposition 2 (proj preserves per-thread order). Given a scope s, a thread with
threadid tid, and a local property p, we have:
∀i ∈ dom(Rs) : snd (〈A,→〉,proj(tid, i,p,Rs))∧ faith (〈A,→〉,proj(tid, i,p,Rs)).

Proposition 2 is guaranteed by construction (from Definition 8), ensuring that projec-
tion function proj does not produce any new actions and does not change any order
information from the point of view of a given thread. We also note the assumption that
for a single thread, all its actions are totally ordered, and therefore we capture all possi-
ble order information for the actions in the scope region. Finally, the function filter only
suppresses actions that are not relevant to the property, without adding or re-ordering
actions. The sequence of events obtained using the function evs also follows the same
order.
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Scope State A scope state aggregates the result of evaluating all local properties for a
given scope region. To define a scope state, we consider a scope s, with a list of local
properties 〈prop0, . . . ,propn〉 of return types respectively 〈RT0, . . . ,RTn〉. Since a
local specification can apply to an arbitrary number of threads during the execution, for
each specification we create the type as a dictionary binding a threadid to the return
type (represented as a total function). We use the type na to determine a special type
indicating the property does not apply to the thread (as the thread type does not match
the property). We can now define the return type of evaluating all local properties as
RI

def
= 〈TID → {na} ∪ RT0, . . . ,TID → {na} ∪ RTn〉. Function states : RI → Is

processes the result of evaluating local properties to create a scope state in Is.

Example 6 (Scope state). We illustrate the scope state by evaluating the properties “at
least one read” (pr) and “at least one write” (pw) (Ex. 4) on scope region k + 2 in
Fig. 3. We have TID = {0, 1, 2}, we determine for each reader the trace (being (read)
for both), and the writer being empty (i.e. no write was observed). As such for property
pr (resp. pw), we have the result of the evaluation [0 7→ na, 1 7→ >, 2 7→ >] (resp.
[0 7→ ?, 1 7→ na, 2 7→ na]). We notice that for property pr, the thread of type writer
evaluates to na, as it is not concerned with the property.

We now consider the state creation function states. We consider the following
atomic propositions activereader, activewriter, allreaders, and onewriter that indi-
cate respectively: at least one thread of type reader performed a read, at least one thread
of type writer performed a write, all threads of type reader (|pool(reader)|) performed
at least a read, and at most one thread of type writer performed a write. The scope
state in this case is a list of 4 boolean values indicating each atomic proposition respec-
tively. As such by counting the number of threads associated with >, we can compute
the Boolean value of each atomic proposition. For region k + 2, we have the following
state: 〈>,⊥,>,⊥〉. We can establish a total order of scope states. For k + 1, k + 2 and
k + 3, we have the sequence 〈⊥,>,⊥,>〉 · 〈>,⊥,>,⊥〉 · 〈⊥,>,⊥,>〉.

We are now able to define formally a scope by associating an identifier with a syn-
chronizing predicate, a list of local properties, a spawn predicate, and a scope property
evaluation function. We denote by SID the set of scope identifiers.

Definition 9 (Scope). A scope is a tuple 〈sid, syncsid, 〈prop1, . . . ,propn〉, statesid,
sevalsid〉, where:

– sid ∈ SID is the scope identifier;
– syncsid : A→ B2 is the synchronizing predicate that determines SAs;
– 〈prop0, . . . ,propn〉 is a list of local properties (Definition 7);
– statesid : 〈TID→ {na} ∪ prop0.RT, . . . ,TID→ {na} ∪ propn.RT〉 → Is is the

scope state creation function;
– sevalsid : N × Is → O is the evaluation function of the scope property over a

sequence of scope states.

3.3 Semantics for Evaluating Scopes

After defining scope states, we are now able to evaluate properties on the scope. To
evaluate a scope property, we first evaluate each local property for the scope region, we
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then use statesid to generate the scope state for the region. After producing the sequence
of scope states, the function sevalsid evaluates the property at the level of a scope.

Definition 10 (Evaluating a scope property). Using the synchronizing predicate syncsid,
we obtain the regionsRsid(i) for i ∈ [0,m] with m = |idxsid|+ 1. The evaluation of a
scope property (noted res) for the scope 〈sid, syncsid, 〈prop0, . . . ,propn〉, statesid, sevalsid〉
is computed as: ∀tid ∈ TID,∀j ∈ [0, n]

res = sevalsid(SR0 · . . . · SRm), where SRi = statesid(〈LRi
0, . . . ,LRi

n〉)

LRi
j =

{
tid 7→ propj .eval(evs(proj(tid, i,propj ,Rsid))) if tid ∈ pool(propj .type)
tid 7→ na otherwise

Example 7 (Evaluating scope properties). We use LTL to formalize three scope prop-
erties based on the scope states from Ex. 6 operating on the alphabet {activereader,
activewriter, allreaders, onewriter}:
- Mutual exclusion between readers and writers: ϕ0

def
= activewriterXOR activereader.

- Mutual exclusion between writers: ϕ1
def
= activewriter =⇒ onewriter.

- All readers must read a written value: ϕ2
def
= activereader =⇒ allreaders.

Therefore the specification is: G(ϕ0 ∧ ϕ1 ∧ ϕ2). We recall that a scope state is a list
of boolean values for the atomic propositions in the following order: activereader,
activewriter, allreaders, and onewriter. The sequence of scope states from Ex. 6:
〈⊥,>,⊥,>〉 · 〈>,⊥,>,⊥〉 · 〈⊥,>,⊥,>〉 complies with the specification.

Correctness of Scope Evaluation We assume that the SAs selected by the user in the
specification are totally ordered. This ensures that the order of the scope states is a total
order, it is then by assumption sound and faithful to the order of the SAs. However, it
is important to ensure that the actions needed to construct the state are captured faith-
fully and in a sound manner. We capture the partial order as follows: (1) actions of
different threads are captured in a sound and faithful manner between two successive
SAs (Proposition 1), and (2) actions of the same thread are captured in a sound and
faithful manner for that thread (Proposition 2). Furthermore, we are guaranteed by Def-
inition 10 that each local property evaluation function is passed to all actions relevant to
the given thread (and no other). As such, for the granularity level of the SAs, we obtain
all relevant order information.

Evaluating without resetting. We notice that in Definition 10 monitors on local proper-
ties are reset for each concurrency region. As such, they are unable to express properties
that span multiple concurrency regions of the same thread. The semantics of function
res conceptually focus on treating concurrency regions independently. However, we can
account for elaborating the expressiveness of local properties by extending the alphabet
for each local property with the atomic proposition sync which delimits the concurrency
region. The proposition sync denotes that the scope synchronizing action has occurred,
and adds it to the trace. We need to take careful consideration that threads may sleep and
not receive any events during a concurrent region. For example, consider two threads
waiting on a lock, when one thread gets the lock, the other will not. As such, to pass the
sync event to the local specification of the sleeping thread requires we instrument very
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k + 1 k + 2 k + 3

0.l0s 0.w0(write) 2.l0s 1.w0(write)

1.l1s r1(read)

r2(read)

[threadid:0, type:writer]

[threadid:1, type:reader]

[threadid:2, type:reader]

Channel

0 1 2

reader - na na

writer > - -

0 1 2

reader - > >
writer na - -

0 1 2

reader - na na

writer > - -

Fig. 4: Example of a scope channel for 1-Writer 2-Readers.

intrusively to account for that, a requirement we do not want to impose. Therefore, we
add the restriction that local properties are only evaluated if at least one event relevant
to the local property is encountered in the concurrency region (that is not the synchro-
nization event). Using that consideration, we can define an evaluation that considers all
events starting from concurrent region 0 up to i, and adding sync events between scopes
(we omit the definition for brevity). This allows local monitors to account for synchro-
nization, either to reset or check more expressive specifications such as “a reader can
read at most n times every m concurrency regions”, and “writers must always write a
value that is greater than the last write”.

3.4 Communicating Verdicts and Monitoring

We now proceed to describe how the monitors communicate their verdicts.

Scope channel. The scope channel stores information about the scope states during the
execution. We associate each scope with a scope channel that has its own timestamp.
The channel provides each thread-local monitor with an exclusive memory slot to write
its result when evaluating local properties. Each thread can only write to its associated
slot in the channel. The timestamp of the channel is readable by all threads participating
in the scope but is only incremented by the scope monitor, as we will see.

Example 8 (Scope channel). Figure 4 displays the channel associated with the scope
monitoring discussed in Ex. 6. For each scope region, the channel allows each monitor
an exclusive memory slot to write its result (if the thread is not sleeping). The slots
marked with a dash (-) indicate the absence of monitors. Furthermore, na indicates that
the thread was given a slot, but it did not write anything in it (see Definition 10).

For a timestamp t, local monitors no longer write any information for any scope
state with a timestamp inferior to t, this makes such states always consistent to be read
by any monitor associated with the scope. While this is not in the scope of the paper, it
allows monitors to effectively access past data of other monitors consistently.

Thread-local monitors. Each thread-local monitor is responsible for monitoring a local
property for a given thread. Recall that each thread is associated with an identifier and a
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type. Multiple such monitors can exist on a given thread, depending on the needed prop-
erties to check. These monitors are spawned on the creation of the thread. It receives an
event, performs checking, and can write its result in its associated scope channel at the
current timestamp.

Scope monitors. Scope monitors are responsible for checking the property at the level of
the scope. Upon reaching a synchronizing action by any of the threads associated with
the scope, the given thread will invoke the scope monitor. The scope monitor relies
on the scope channel (shared among all threads) to have access to all observations.
Additional memory can be allocated for its own state, but it has to be shared among
all threads associated with the scope. The scope monitor is invoked atomically after
reaching the scope synchronizing action. First, it constructs the scope state based on the
results of the thread-local monitors stored in the scope channel. Second, it invokes the
verification procedure on the generated state. Finally, before completing, it increments
the timestamp associated with the scope channel.

4 Preliminary Assessment of Overhead

We first opportunistically monitor readers-writers, using the specification found in
Ex. 7. We then demonstrate our approach with classical concurrent programs2.

4.1 Readers-Writers

Experiment setup. For this experiment, we utilize the standard LTL3 semantics defined
over the B3 verdict domain. As such, all the local and scope property types are B3. We
instrument readers-writers to insert our monitors and compare our approach to global
monitoring using a custom aspect written in AspectJ. In total, we have three scenarios:
non-monitored, global, and opportunistic. In the first scenario (non-monitored), we do
not perform monitoring. In the second and third scenarios, we perform global and op-
portunistic monitoring. We recall that global monitoring introduces additional locks at
the level of the monitor for all events that occur concurrently. We make sure that the
program is well synchronized and data race free with RVPredict [37].

Measures. To evaluate the overhead of our approach, we are interested in defining pa-
rameters to characterize concurrency regions found in readers-writers. We identify two
parameters: the number of readers (nreaders), and the width of the concurrency region
(cwidth). On the one hand, nreaders determines the maximum parallel threads that are
verifying local properties in a given concurrency region. On the other hand, cwidth
determines the number of reads each reader performs concurrently when acquiring the
lock. Parameter cwidth is measured in number of read events generated. By increasing
the size of the concurrency regions, we increase lock contention when multiple concur-
rent events cause a global monitor to lock. We use a number of writers equivalent to
nreaders ∈ {1, 3, 7, 15, 23, 31, 63, 127} and cwidth ∈ {1, 5, 10, 15, 30, 60, 100, 150}.

2 The artifact for this paper is available [57].
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Fig. 5: Execution time for readers-writers for non-monitored, global, and opportunistic
monitoring when varying the number of readers.

We perform a total of 100,000 writes and 400,000 reads, where reads are distributed
evenly across readers. We measure the execution time (in ms) of 50 runs of the program
for each of the parameters and scenarios.

Preliminary results. We report the results using the averages while providing the scat-
ter plots with linear regression curves in Figures 5, and 6. Figure 5 shows the overhead
when varying the number of readers (nreaders). We notice that for the base program
(non-monitored), the execution time increases as lock contention overhead becomes
more prominent and the JVM is managing more threads. In the case of global moni-
toring, as expected we notice an increasing overhead with the increase in the number
of threads. As more readers are executing, the program is being blocked on each read
which is supposed to be concurrent. For opportunistic, we notice a stable runtime in
comparison to the original program as no additional locks are being used; only the
delay to evaluate the local and scope properties. Figure 6 shows the overhead when
varying the width of the concurrency region (cwidth). We observe that for the base
program, the execution time decreases as more reads can be performed concurrently
without contention on the shared resource lock. In the case of global monitoring, we
also notice a slight decrease, while for opportunistic monitoring, we see a much greater
decrease. By increasing the number of concurrent events in a concurrency region, we
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Fig. 6: Execution time varying the number of events in the concurrency region.

highlight the overhead introduced by locking the global monitor. We recall that a global
monitor must lock to linearize the trace, and as such interferes with concurrency. This
can be seen by looking at the two curves for global and opportunistic monitoring, we
see that opportunistic closely follows the speedup of the non-monitored program, while
global monitoring is much slower. For opportunistic monitoring, we expected a positive
performance payoff when events in concurrency regions are dense.

4.2 Other Benchmarks

We target classical benchmarks that use different concurrency primitives to synchronize
threads. We perform global and opportunistic monitoring and report our results using
the averages of 100 runs in Figure 7. We use an implementation of the Bakery lock al-
gorithm [40], for two threads 2-bakery and n threads n-bakery. The algorithm performs
synchronization using reads and writes on shared variables and guarantees mutual ex-
clusion on the critical section. As such, we monitor the program for the bounded waiting
property which specifies that a process should not wait for more than a limited number
of turns before entering the critical section. For opportunistic monitoring, thread-local
monitors are deployed on each thread to monitor if the thread acquires the critical sec-
tion. Scope monitors check if a thread is waiting for more than n turns before entering
the critical section. We notice slightly less overhead with opportunistic than global for
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Fig. 7: Execution time of benchmarks.

2-bakery and more overhead with opportunistic on n-bakery. This is because of the
small concurrency region (cwidth) which is equal to 1. As such, the overhead of eval-
uating local and scope monitors by several threads, having a cwidth of 1, exceeds the
gain in performance achieved by our approach and hence not fitting for opportunistic
monitoring.

We also monitor a textbook example of Ping-Pong algorithm [33] that is used for
instance in databases and routing protocols. The algorithm synchronizes, using reads
and writes on shared variables and busy waiting, between two threads producing events
pi for the pinging thread and po for the pong thread. We monitor for the alternation
property specified as ϕ

def
= (ping =⇒ Xpong) ∧ (pong =⇒ Xping). We also

include a classic producer-consumer program from [35] which uses a concurrent FIFO
queue using locks and conditions. We monitor the precedence property, which specifies
the requirement that a consume (event c) is preceded by a produce (event p), expressed
in LTL as ¬cW p. For both above benchmarks, we observe less overhead when moni-
toring with opportunistic, since no additional locks are being enforced on the execution.

We also monitor a parallel mergesort algorithm which is a divide-and-conquer al-
gorithm to sort an array. The algorithm uses the fork-join framework [42] which re-
cursively splits the array into sorting tasks that are handled by different threads. We
are interested in monitoring if a forked task is returning a correctly sorted array be-
fore performing a merge. The monitoring step is expensive and linear in the size of the
array as it involves scanning it. For opportunistic, we use the joining of two subtasks
as our synchronizing action and deploy scope monitors at all levels of the recursive
hierarchy. We observe less overhead when monitoring with opportunistic than global
monitoring, as concurrent threads do not have to wait at each monitoring step. This
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benchmark motivates us to further investigate other hierarchical models of computation
where opportunistic RV can be used such as [22].

5 Related Work

We focus here on techniques developed for the verification of behavioral properties of
multithreaded programs written in Java and refer to [12] for a detailed survey on tools
covering generic concurrency errors. The techniques we cover typically analyze a trace
to either detect or predict violations.

Java-MOP [18], Tracematches [5,13], MarQ [52], and LARVA [21] chosen from the
RV competitions [8,26,53] are runtime monitoring tools for violation detection. These
tools allow different specification formalisms such as finite-state machines, extended
regular expressions, context-free grammars, past-time linear temporal logic, and Quan-
tified Event Automata (QEA) [6]. Their specifications rely on a total order of events
and require that a collected trace be linearized. They were initially developed to mon-
itor single-threaded programs and later adapted to monitor multithreaded programs.
As mentioned, to monitor global properties spanning multiple threads these techniques
impose a lock on each event blocking concurrent regions in the program and forcing
threads to synchronize. Moreover, they often produce inconsistent verdicts with the ex-
istence of concurrent events [23]. EnforceMOP [45] for instance, can be used to detect
and enforce properties (deadlocks as well). It controls the runtime scheduler and blocks
the execution of threads that might cause a property violation, sometimes itself leading
to a deadlock.

Predictive techniques [19, 31, 39, 55] reason about all feasible interleavings from a
recorded trace of a single execution. As such, they need to establish the causal ordering
between the actions of the program. These tools implement vector clock algorithms,
such as [54], to timestamp events. The algorithm blocks the execution on each property
event and also on all synchronizing actions such as reads and writes. Vector clock algo-
rithms typically require synchronization between the instrumentation, program actions,
and algorithm’s processing to avoid data races [16]. jPredictor [19] for instance, uses
sliced causality [17] to prune the partial order such that only relevant synchronization
actions are kept. This is achieved with the help of static analysis and after recording at
least one execution of the program. The tool is demonstrated on atomicity violations
and data races; however, we are not aware of an application in the context of generic
behavioral properties. RVPredict [37] develops a sound and maximal causal model to
analyze concurrency in a multithreaded program. The correct behavior of a program is
modeled as a set of logical constraints, thus restricting the possible traces to consider.
Traces are ordered permutations containing both control flow operations and memory
accesses and are constrained by axioms tailored to data race and sequential consistency.
The theory supports any logical constraints to determine correctness, it is then possible
to encode a specification on multithreaded programs as such. However, allowing for ar-
bitrary specifications to be encoded while supported in the model, is not supported in the
provided tool (RVPredict). In [27], the authors present ExceptioNULL that target null-
pointer exceptions. Violations and causality are represented as constraints over actions,
and the feasibility of violations is explored via an SMT constraint solver. GPredict [36]
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extends the specification formalism past data races to target generic concurrency prop-
erties. GPredict presents a generic approach to reason about behavioral properties and
hence constitutes a monitoring solution when concurrency is present. Notably, GPredict
requires specifying thread identifiers explicitly in the specification. This makes specifi-
cations with multiple threads to become extremely verbose; unable to handle a dynamic
number of threads. For example, in the case of readers-writers, adding extra readers or
writers requires rewriting the specification and combining events to specify each new
thread. The approach behind GPredict can also be extended to become more expressive,
e.g. to support counting events to account for fairness in a concurrent setting. Further-
more, GPredict relies on recording a trace of a program before performing an offline
analysis to determine concurrency errors [36]. In addition to being incomplete due to
the possibility of not getting results from the constraint solver, the analysis from GPre-
dict might also miss some order relations between events resulting in false positives. In
general, the presented predictive tools are often designed to be used offline and unfor-
tunately, many of them are no longer maintained.

In [14,15], the authors present monitoring for hyperproperties written in alternation-
free fragments of HyperLTL [20]. Hyperproperties are specified over sets of execution
traces instead of a single trace. In our setup, each thread is producing its trace and
thus scope properties we monitor can be expressed in HyperLTL for instance. The time
occurrence of events will be delimited by concurrency regions and thus traces will con-
sist of propositions that summarize the concurrency region. We have yet to explore
the applicability of specifying and monitoring hyperproperties within our opportunistic
approach.

6 Conclusion and Perspectives

We introduced a generic approach for the online monitoring of multithreaded programs.
Our approach distinguishes between thread-local properties and properties that span
concurrency regions referred to as scopes (both types of properties can be monitored
with existing tools). Our approach relies heavily on existing totally ordered operations
in the program. However, by utilizing the existing synchronization, we can monitor
online while leveraging both existing per-thread and global monitoring techniques. Fi-
nally, our preliminary evaluation suggests that opportunistic monitoring incurs a lower
overhead in general than classical monitoring.

While the preliminary results are promising, additional work needs to be invested
to complete the automatic synthesis and instrumentation of monitors. So far, splitting
the property over local and scope monitors is achieved manually and scope regions
are guaranteed by the user to follow a total order. Analyzing the program to find and
suggest scopes suitable for splitting and monitoring a given property is an interesting
challenge that we leave for future work. The program can be run, for instance, to cap-
ture its causality and recommend suitable synchronization actions for delimiting scope
regions. Furthermore, the expressiveness of the specification can be increased by ex-
tending scopes to contain other scopes and adding more levels of monitors. This allows
for properties that target not just thread-local properties, but also concurrent regions
enclosed in other concurrent regions, thus creating a hierarchical setting.
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Listing 1.1: Readers-writers specification.
1 s e l e c t o r s {
2 event AR on ” R e e n t r a n t L o c k . Acqu i r e ” when ”%lockname == Sha redAr r . r e s o u r c e L o c k ”
3 }
4 t y p e s{
5 r e a d e r {
6 spawn on ” Reader . Run”
7 event r e a d on ” Sha redAr r . r e a d ”
8 }
9 w r i t e r {

10 spawn on ” W r i t e r . Run”
11 event w r i t e on ” Sha redAr r . w r i t e ”
12 }
13 }
14 scope s0 (AR) {
15 property s 0 r on r e a d e r ( r e a d ) i s ”LTL=F ( r e a d ) ”
16 property s0w on w r i t e r ( w r i t e ) i s ”LTL=F ( w r i t e ) ”
17
18 atom a c t i v e r e a d e r : count ( s0 r , T ) > 0 ,
19 atom a c t i v e w r i t e r : count ( s0w , T ) > 0 ,
20 atom o n e w r i t e r : count ( s0w , T ) == 1 ,
21 atom a l l r e a d e r s : count ( s0 r , T ) == s i z e ( r e a d e r )
22
23 check ”LTL=G(
24 ( a c t i v e r e a d e r XOR a c t i v e w r i t e r ) && ( a c t i v e w r i t e r => o n e w r i t e r )
25 && ( a c t i v e r e a d e r => a l l r e a d e r s )
26 ) ”
27 }

A Expressing Properties Using Existing Tools

We recall from Ex. 6, the properties that we check. Locally we check for an eventual
read and write (resp. F(read) and F(write)), then we count the threads participat-
ing, to form the following atomic propositions: activereader, activewriter, allreaders,
onewriter. They indicate respectively that: at least one reader, at least one writer, the
number of readers that performed a read is equal to the number of reader threads in the
program, and exactly one writer performed a write. We recall the scope properties from
Ex. 7 they are: mutual exclusion between readers and writers, ensuring that all readers
perform a read when at least one does, and mutual exclusion between writers. These
properties are all defined on the same scope, the one that alternates between readers and
writers (Ex. 3).

Listing 1.1 illustrates the specification for writing local properties and a single scope
with the three scope properties. We first define the synchronizing predicates using the
selectors keyword (Lines 1-3). In this case, we define the predicate AR by looking for
an action labeled REENTRANTLOCK.ACQUIRE, and we match its context using the
lockname key.

After defining the synchronizing predicates, we define the thread types and their
associated events (Lines 5-14). For each type we determine the spawn event (Lines
7,11), then all remaining events (Lines 8,12). In this case, we match reading and writing
based on the action label. Once thread types are defined, we determine scopes (Line 16-
18).
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We introduce one scope with the id s0, and specify that its synchronizing predicate
is AR (Line 14). Then we determine the local properties, by giving a name for each
property (Lines 15-16), determining the thread type and the events it applies on. In
this case, each property is expressed using the same string passed to LamaConv [38],
which is used to synthesize the monitors. After defining the local property, we define
the atomic propositions needed for the scope state (Lines 18-21). For this purpose, we
use the helper function count to compute a count of how many monitors (on multiple
threads) returned a certain verdict for a local property. Using the function count to
summarize the result of local properties, we establish the atomic propositions needed
for the scope state. Finally, we introduce the scope property (Lines 23-26), which is
generated similarly to a local property but using the atomic propositions for the scope.
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