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Chapter 1 Introduction

In the world of science, simulations are important as it enables to virtually predict the behavior of complex objects whose real-life experimentations would be hard to put into practice if not impossible. The FEniCSx computing platform enables to perform such simulations without requiring low level programming skills. As the simulations are compute intensive, we can improve the performance by using the SIMD architecture provided into modern processors and then reduce execution time. How can we let FEniCSx simulations benefit from SIMD instruction sets ? Before we get down to the heart of the matter, we will introduce a few important concepts for the rest of the study. Then let us define the method developed to achieve our goals. From the development of a microbenchmark program enabling to gather various data, to the analysis of these data in order to retrieve some relevant information. Finally, we are going to evaluate the results obtained using various graphs.

Chapter 2 Background

FEniCSx Computing Platform

FEniCSx is a widely-used open-source computing platform that tackles partial differential equations (PDEs). This platform enables users to efficiently translate scientific models into finite element code. Whether you are new to it or an experienced programmer, FEniCSx offers a user freindly interface for diverse programers through its high-level Python and C++ interfaces. [START_REF]FEniCSx Project[END_REF] The FEniCSx computing platform comprises multiple components:

The Unified Form Language (UFL) is a specialized language used to declare finite element discretizations of variational forms and functionals. Its primary purpose is to provide a versatile interface for defining finite element spaces and expressions for weak forms, presented in a notation that closely resembles mathematical notation. UFL can be written using Python and C++. [START_REF] Sandve | UFL: a finite element form language[END_REF] FFCx serves as a compiler specifically designed for finite element variational forms. By taking a high-level description of the form in the Unified Form Language (UFL) written in Python as input, FFCx is capable of generating efficient low-level C code. This code can then be utilized to assemble the corresponding discrete operator with optimized performance. [START_REF] Logg | FFC: the FEniCS form compiler[END_REF] DOLFINx offers a comprehensive problem-solving environment tailored for models that rely on partial differential equations. It encompasses essential elements of FEniCS functionality, incorporating data structures and algorithms necessary for computational meshes and finite element assembly. In essence, DOLFINx provides a versatile framework for effectively tackling partial differential equation-based models. [START_REF] Logg | DOLFIN: a C++/Python finite element library[END_REF] DOLFINx provides the portability of FEniCSx as it links up the system and the additionnal softwares: MPI for communications, PETSc for linear algebra etc.

In a nutshell: To define a simulation experience, a scientist would write some high level code in UFL which is very close from the mathematical notation. Then, this code is going to be compiled with FFCx to generate a C code that can be used to assemble the corresponding discrete operator. Finally, DOLFINx is used to define and solve the global problem at top-level using the Basix library in C++. During this study, we are going to focus on the efficiency of the C file generated by FFCx as it is going to be compiled to a binary executable using GCC, the GNU compiler. As FEniCSx is extendable for the use of SIMD, let us define the architecture.

SIMD Architecture

Single Instruction, Multiple Data (SIMD) is a type of parallel processing in Flynn's taxonomy. SIMD can be internal (part of the hardware design) and it can be directly accessible through an instruction set architecture. SIMD describes computers with multiple processing elements that perform the same operation on multiple data points simultaneously. [START_REF]Single instruction, multiple data -Wikipedia, the free encyclopedia[END_REF] Figure 2.2: The ordinary CPU has to load, multiply and save for each 8-bit number (12 operations) whereas the SIMD CPU would load every 8-bit number inside a vector (3 operations).

In the example of figure 2.2, the SIMD CPU is computing a single instruction on a 32-bit register but modern SIMD architectures can use up to 512-bit registers. Takeaway: The use of SIMD architecture represents a good opportunity to improve the performance but it is not always easy to take advantage of it. Indeed, different hardwares have different simd instructions and the compiler is not able to easily select them. Now that we're familiar with SIMD, it's interesting to focus on few compilation flags that can help us use it.

Compilation Flags

At compilation time, there are some flags which enable the compilator to enhance the assembly code generated and thus improve the execution performance. Among these, we are particularly interested in 4 flags:

• -fassociative-math enables re-association of operands in series of floating-point operations.

• -ffast-math Enables a range of optimizations that provide faster, though sometimes less precise, mathematical operations.

• Global levels of optimization (often used for debugging)

--O0: no optimization at all --O1: the compiler tries to reduce code size and execution time, without performing any optimizations that take a great deal of compilation time --O2: performs nearly all supported optimizations that do not involve a spacespeed tradeoff --O3: turns on all optimizations specified by -O2 and also performs many loop improvements including auto-vectorization (cf. 2.2). -O3 is an agressive set of optimizations that may result in poor performance in some scenarios.

Takeaway: Compilation flags give a lot of control to the developer but also plenty situations to explore.

Now we know what SIMD and compilation flags are, we need to define the context we are going to study it.

Simulation Kernels

Definition

A simulation kernel can be defined (roughly) by the attributes below:

• A shape of a given dimension (2D or 3D) to define the object to realize the simulation on (see Figure 2.4)

• A mesh splitting the shape into several cells (see Figure 2.5)

• Some degrees of freedom defining the amount of quadrature points on each cell (see Figure 2.6)

• A linear partial differential equation which describe the behavior of each quadrature point

Assembly

When the C file is generated from the UFL code, the most computation intensive part is located into the integral functions which are designed to compute the result of the simulation at the level of one cell from the coordinates of its quadrature points (local assembly). The purpose of these functions is to approximate the solutions of a linear partial differential system. On top of that, the program iterates over each cell, gathering local assemblies together in order to form one matrix containing the overall simulation result (global assembly).

Compute Intensity of Integrals

Figure 3.1 shows a basic example of UFL code which can be used to solve the poisson equation with 1 degree of freedom using triangle cells. Using FFCx to compile this code would generate a C code containing several features, namely 3 functions similar to the ones from Figure 3.2. The higher the degrees of freedom and the dimension of the shape, the higher the number of iterations and the vector sizes. So the complexity of the global problem is reflected in the local problem. 

Method

Now that we have assimilated the necessary knowledges regarding the FEniCSx computing platform, the architectural possibilities and the different tweakable compilation flags, we can get to the heart of the matter. It begins with the method used to measure and analyse the performance and the energy consumption of the different kernels.

element = FiniteElement("Lagrange", triangle, 1) coord_element = VectorElement("Lagrange", triangle, 1) mesh = Mesh(coord_element) Given the preceding code, we cannot predict which combination of compilation flags will provide the best performance and the least energy consumption. Also, some flags could improve the auto-vectorization capacities of the compilator which can be interesting. 

V = FunctionSpace(mesh, element) u = TrialFunction(V) v = TestFunction(V) f = Coefficient(V) g = Coefficient(V) kappa = Constant
; i < 6; ++i) { t0[i] = fw0 * FE8_C0_D10_Q48e[0][0][iq][i] + fw1 * FE8_C0_D01_Q48e[0][0][iq][i]; t1[i] = fw1 * FE8_C0_D10_Q48e[0][0][iq][i] + fw2 * FE8_C0_D01_Q48e[0][0][iq][i]; } for (int i = 0; i < 6; ++i) for (int j = 0; j < 6; ++j) A[6 * i + j] += FE8_C0_D10_Q48e[0][0][iq][j] * t0[i] + FE8_C0_D01_Q48e[0][0][iq][j] * t1[i]; } } Figure 3.2:
Poisson integral function for 6 quadrature points on a 3D shape. We mainly note the several loops that increase the arithmetic intensity.

Local and global assemblies

As the computations operated in the loops from the integral functions are not subject to complex dependencies (no conditions, simple table calculations) 3.2, we can expect the compilator to operate some optimizations to improve execution time, such as unrolling the loops and vectorizing them by generating SIMD instructions. Then we target to improve the efficiency of the integral functions. As a consequence, the global kernels efficiency should also be improved. Therefore, each study will be carried out both on the independent integrals and on the global kernels. Thus, it is going to enable us to evaluate how much improving the local assembly improves the global one. As a reference, we are going to use 8 different kernels of poisson with 1 to 4 degrees of freedom for both 2D and 3D shape (rectangle and cube). The 8 global kernels are going to be used as a representation of the main result but we are also going to investigate in each integral function (3 for each kernel) as it could give some additional information.

Experimentation Protocol

To make simulations, we are going to need a program that enables us to choose whether we want to execute the global kernels or only the local integral functions independently, a specific number of meta-repetitions, and a specific metric to measure (time or energy).

Micro-benchmark Program Main C++ Program

The main C++ program is designed to run different types of simulation on demand. The execution performance is measured in seconds, cache + core and DRAM energy consumption in Joule (J) and arithmetic intensity in FLOPS/s (floating-point operations per second). The program is designed to run each operator several times within the same process (meta-repetitions), providing a warmup round before taking final measurements. The warmup section is necessary to avoid execution from "cold cache" which would not be representative of a real context execution. Each simulation experience result is written on the standard output (see Figure 3.3) and logged into a csv file (see Figure 3.4). The energy consumption measurement is a bit more complex and is going to be detailed into the next section.

./benchmark <mode> <metrics> <reps>

• <mode> can be --global or --local and specifies whether we prefer to run the simulation on global kernels or on integral functions independently.

• <metrics> enbales to choose between a time execution performance measurement with --time and energy consumption or arthmetic intensity measurement with --likwid

• <reps> is set to 1 by default but you can specify it to make your experiences run several times. 

Python Simulation Program

The python part is the top-level program used to run the simulations. It enables automated serial compilation and execution of the C++ benchmark program. The main function of this program is to iterate over every flag combination. Then for each iteration, the C++ benchmark program is compiled with the corresponding flags and then executed. options = { "vecto": ["", "auto", "avx2"], "opt": ["", "O1", "O2", "O3"], "fastmath": This micro-benchmark program is going to be used throughout the entire study to gather data, analyse it and retrieve relevant informations.

Energy

To profile the energy consumed by the RAM, cache, and cores of the machine when executing different kernels, we are going to call the executable likwid-perfctr from the benchmark program to generate a report containing various informations (see Figure 3.7). To target some specific instructions, we can use the API marker provided by the likwid library (see Figure 3.6).

likwid_markerInit(); likwid_markerThreadInit();

// void measurement for warmup likwid_markerStartRegion("void"); likwid_markerStopRegion("void"); likwid_markerStartRegion(char_arr); // region to measure likwid_markerStopRegion(char_arr); likwid_markerClose(); In the generated report, we are only interested in the amount of energy consumed (in Joule) by the DRAM and PP0 which correspond to the total consumption of the cache and the core components (the isolated core consumption is unavailable on the cluster used).

To bring these informations together in a simple line such as Figure 3.4, the generated report is going to be parsed between each execution within the python program. 

Analysis

Auto-vectorization

In the first place, we tried to use the tool MAQAO which enables to profile the whole execution, giving relevant informations regarding the auto-vectorization process during compilation. Unfortunately, the software is kind of whimsical concerning the context of execution of the kernels. Thus, we had to make our experimentations in a different way, that is to say analysing the performance and energy consumption difference between auto-vectorized and the version of the kernel fully using loops.

Our first aim is to try different flag combination which could ease auto-vectorization :

• -fassociative-math : True/False • -ffast-math : True/False • optimization : None/O1/O2/O3
Each kernel is executed with 128 cells: the 2D shape is a 8 × 8 square and the 3D shape is a 4 × 4 × 4 cube. Each square is divided into two triangles and each cube divided into two tetrahedrons. 4 × 4 × 4 × 2 = 8 × 8 × 2 = 128 cells. By tweaking these compilation flags, we are going to figure out which of them have the greatest impact on performance and energy consumption. Afterwards, it will be interesting to introduce a new compilation flag to the experiences: -fno-tree-vectorize which forces the compilator not to vectorize. This is going enable us to quantify the auto-vectorization by computing the difference of performance and energy consumption between the possibly vectorized kernel and the definitely not vectorized one.

Manual vectorization

Because the manual vectorization is fastidious, we decided not to vectorize every kernel but only 3 of them: the poisson kernel with 1, 2 and three degrees of freedom but it should be enough to realize the benefits from manual vectorization. When it comes to choosing the type of SIMD instructions (size of registers), AVX2 makes a good candidate as it is available on the bora nodes from PlaFRIM (see 4.1), also AVX2 enables to compute the operation of 4 double precision floats at the time which is enough on the weaker kernels whereas AVX512 would encourage a lot of non-used vector space. Within the corresponding C files generated by FFCx, we add the vectorized part separated by a macro definition #define AVX2 which permit us to enable/disable manual vectorization at compilation using the flag -D AVX2.

#ifdef AVX2 __m256d coordinate_dofs_vect0 = _mm256_setr_pd(...); __m256d coordinate_dofs_vect1 = _mm256_setr_pd(...); __m256d mul_J_c0 = _mm256_mul_pd(...); __m256d mul_J_c1 = _mm256_mul_pd(...); __m256d mul_J_c2 = _mm256_mul_pd(...); __m256d mul_J_c3 = _mm256_mul_pd(...); double J_c0 = mul_J_c0[0] + mul_J_c0 [START_REF]FEniCSx Project[END_REF] + mul_J_c0 [START_REF] Sandve | UFL: a finite element form language[END_REF]; double J_c1 = mul_J_c1[0] + mul_J_c1 [START_REF]FEniCSx Project[END_REF] + mul_J_c1 [START_REF] Sandve | UFL: a finite element form language[END_REF]; double J_c2 = mul_J_c2[0] + mul_J_c2 [START_REF]FEniCSx Project[END_REF] + mul_J_c2 [START_REF] Sandve | UFL: a finite element form language[END_REF]; double J_c3 = mul_J_c3[0] + mul_J_c3 [START_REF]FEniCSx Project[END_REF] + mul_J_c3 [START_REF] Sandve | UFL: a finite element form language[END_REF]; __m256d w_vect_0 = _mm256_loadu_pd(w); __m256d w_vect_1 = _mm256_loadu_pd(w+3); 

Chapter 4 Evaluation

In the next section, we are going to present the environment where the programs are going to be executed.

PlaFRIM

PlaFRIM (Plateforme Fédérative pour la Recherche en Informatique et Mathématiques) is a computation cluster located in Bordeaux (France) that provides users with a large HPC software environment containing widespread compilers, parallel libraries, runtimes, communication libraries, etc [START_REF] Plafrim | [END_REF]. PlaFRIM uses Slurm as a cluster management and job scheduling system which is going to be very useful during the study. We are going to use the nodes called "bora" on PlaFRIM as the microprocessor Xeon Gold 6140 provide AVX2 and AVX512 (See 

Performance

The following results are produced with the median result of 100 executions for each flag combination. Execution time of each operator 2x 18-core Cascade Lake Intel Xeon Skylake Gold 6240 @ 2.6 GHz As a first graph, the bar chart 4.3 shows how important it is to select the right combination of compilation flags. The performance difference on the integral functions can be up to ±50%. Now let us take a look at each combination to determine the most important flags. Here we can see that the performance is globally better as we move from the left to the right side of the heatmap. This means that for a given integral function, the execution efficiency is improved as we increase the optimization level from O1 to O3. It is also worth noting that the use of -ffast-math has a huge impact on the speedup unlike -fassociative-math which doesn't make much of a difference. 4.5 shows that the difference of performance is way higher with the level of optimization O3, it suggests that the optimization level favors auto-vectorization. Also, the activation of -ffast-math shows a slight increase of performance, which can be interpreted as a better ease for the compilator to automatically vectorize when the mathematical operations can be simplified and reordered. As we can see on the chart 4.6, the compilation flags have less impact on the global assembly performance compared to the local one. As a matter of fact, the simulation complexity also comes with the assembly complexity wich is not directly related with the computation of integrals. The right combination can increase the efficiency by ∼ 20% at most. On the other hand, we note that the importance of compilation flags increases with the intensity of the problem which is related to the dimension of the shape, the cell type, and the degrees of freedom (1, 2, 3, or 4). The heatmap from Figure 4.7 shows that without any optimization, we are loosing between 20% and 60% depending on the kernel and whether we use -fassociative-math or -ffast-math. On the other hand, the level of optimization O3 enables to reach up to 20% of performance improvement for the operator poisson_tet_4. 

Local Assembly

Global Assembly
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Speedup related to auto-vectorization 2x 18-core Cascade Lake Intel Xeon Skylake Gold 6240 @ 2.6 GHz Similarly to the local assembly, on figure 4.8 we can see that the best performance is reached with O3 (20% improvement). In particular, at this level of optimization, the auto vectorization is enabled so we can expect that this improvement is related to some SIMD instruction generation. We will take the study a step further in the section 4.3 to compare with manually verctorized kernels.

Energy Consumption Local Assembly

For accuracy reasons, the energy consumption of the integral functions is measured with 100000 executions. The figure 4.9 shows that the main source of consumption comes from the caches and the cores, proportionnally followed by the DRAM consumption. We can see that the cache and core consumption can be lowered down to 50% with the right flag combination.

Let's get down to the details to see the consumption associated with each flag combination. To put it in a nutshell, SIMD instructions should provide better performance but also less energy consumption.

Manual Vectorization

As a final evaluation, this section is dedicated to the manual vectorization of 3 sets of integral functions respectively used during the computation of poisson_tri_1, poisson_tri_2, and poisson_tri_3. In order to check the correction of the computations with the AVX2 intel intrinsics, the following testing system has been set up.

Tests

double* poisson_tri_1_integral_cell_0_ref(void){ // Define the reference results double table [START_REF] Trotter | On memory traffic and optimisations for low-order finite element assembly algorithms on multi-core cpus[END_REF] = {1, -0.5, -0.5, -0.5, 0.5, 0, -0. The function from Figure 4.15 is a way to store the resulting values from the execution of an integral function with some given inputs. The method presented in Figure 4.16 provides a way to test whether the values returned by the function are correct or not. It is about comparing the result of the current execution (integral function modified with SIMD instructions in our case) with the reference result previously stored. Because we are manipulating floating numbers of double precision, we cannot expect the exact same result after each execution so we need to introduce some uncertainty tolerance which is the EPSILON value equal to 10 -6 .

To make things more convenient, I have been modifying FFCx to be able to automatically generate the testing code from Speedup related to manual vectorization 2x 18-core Cascade Lake Intel Xeon Skylake Gold 6240 @ 2.6 GHz Each value is computed the following way:

timeW ithAutoV ectorization timeW ithM anualV ectorization . The greater the number, the more performance improvement is related to manual vectorization.

Figure 4.17 shows that the difference is much smaller when -ffast-math is activated. Indeed, as seen in the section 4.2 -ffast-math favors auto-vectorization and then performances are getting closer from the ones with manual vectorization. On the other hand, when this flag is disabled, we can see that the difference is much more significant (up to 7.4 times better) because we are comparing a fully vectorized code with a totally sequential one, and this reminds us the importance of vector code. Also for unknown reasons, it seems that some integrals have better performance with the auto-vectorized version, especially when the O3 optimization is activated with -ffast-math so we can assume that O3 enables to make better decisions on the size of vectors whereas the manual vectorization code is arbitrarily using 256 bits vectors.

Let us now explore the impact of manual vectorization on the global kernels. Speedup related to manual vectorization 2x 18-core Cascade Lake Intel Xeon Skylake Gold 6240 @ 2.6 GHz Each value is computed the following way:

Global Assembly

timeW ithAutoV ectorization timeW ithM anualV ectorization . The greater the number, the more performance improvement is related to manual vectorization.

Finally, Figure 4.18 shows that manual vectorization does not really improve the performance on both first kernels because their complexity is very low. However, poisson_tri_3 shows a performance improvement of 10% with O2 which is very promising for more complex kernels with higher compute intensity such as poisson_tri_4 or even 3D ones.

Chapter 5

Conclusion

In a nutshell, this internship has been an excellent and rewarding experience. During the discovery of the computing platform FEniCSx, I had to find a way to make each components work together to get the ability to edit, compile and execute the code. It was an important step, during which I learned a lot about installation tools and UNIX environments. Then I got interested in some existing scientific paper such as the paper on vectorisation in Firedrake [START_REF] Sun | A study of vectorization for matrix-free finite element methods[END_REF] and also the ACM Transactions on Mathematical Software [START_REF] Trotter | On memory traffic and optimisations for low-order finite element assembly algorithms on multi-core cpus[END_REF], an article to which James TROTTER contributed. Both papers were relevant in the context of my internship an then inspired me to carry out my own study. Firstly, I developed my own microbenchmark program enabling me to make my own measurements of the performance and the energy consumption of some kernels of reference and their integral functions individually.

Afterwards, I could evaluate the importance of compilation flags, and their contribution to the generation of vector code compared to the manual use of the Intel intrinsics SIMD instructions. Indeed, catching the right flag combination, sometimes featuring vector code inside the integral functions, can lead to significant performance improvements on sufficiently complex kernels. Moreover, the energy consumption doesn't always increase with the performance which is a good point.

Finally, the technical aspects of the work I've done are not flawless and could be improved provided enough time. One of the opening possibilities would be to take the FFCx compiler modification a step further, featuring the automatic vetor code generation using the library MIPP [10], which is a portable and open-source wrapper for vector intrinsic functions (SIMD). It enables to use provided functions to automatically generate the right intrisic calls depending on the client specific architecture.
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 21 Figure 2.1: DOLFIN functions as the main user interface of FEniCS and handles the communication between the various components of FEniCS and external software. Solid lines indicate dependencies and data flow.[START_REF] Logg | DOLFIN: a C++/Python finite element library[END_REF] 
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 23 Figure 2.3: Example of the use of AVX2 instructions from the intel intrinsics library (256-bit registers). Two vectors are loaded and multiplied together.
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 24 Figure 2.4: Simulations can be ran on rectangle 2D surfaces or even 3D shapes such as the cube. The choice of the simulation shape will involve more or less computation complexity.
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 25 Figure 2.5: 2D and 3D mesh examples[START_REF]FEniCSx Project[END_REF] 
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 26 Figure 2.6: Different degrees of freedom for a 2D triangle cell
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 31 Figure 3.1: UFL code of the poisson kernel for a 2D simulation with 1 degree of freedom. Both highlighted lines are defining the degrees of freedom and the cell type of the mesh.
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 3334 Figure 3.3: C++ benchmark program execution instance measuring the performance of the global kernels with 2 repetitions.
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 35 Figure 3.5: Python top-level simulation program main function that compile and execute the program with each flag combination.
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 36 Figure 3.6: Use of API markers to measure a specific region within the code. The void region is intended to warmup the caches and avoid an execution from cold caches.
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 37 Figure 3.7: LIKWID report example of the operator poisson tri 1 integral cell 0.
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 38 Figure 3.8: Expected gains compared to efforts. The figure shows that the expected main performance improvements are going to be provided by the auto-vectorization. Indeed, the manually vectorized kernels should also provide a substantial improvement. These two versions should show way better performances than the version without optimization at all.
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 39 Figure 3.9: Manually vectorized version of the integral function from 3.2.
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 43 Figure 4.3: Impact of compilation flags on performance. The vertical lines centered on the bars represent the variation of performance with the different flags.
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 44 Figure 4.4: Speedup depending on the combination of compilation flags. The combination of reference is the O1 optimization without fastmath or fassociativemath. Each value is computed the following way: T imeOf Ref erence T imeInSeconds
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 45 Figure 4.5: Speedup related to auto-vectorization depending on compilation flags. Each value is computed using timeW ithoutV ectorization timeW ithAutoV ectorization so the greater the number, the more efficient the vectorization.
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  Figure 4.5 shows that the difference of performance is way higher with the level of optimization O3, it suggests that the optimization level favors auto-vectorization. Also, the activation of -ffast-math shows a slight increase of performance, which can be interpreted as a better ease for the compilator to automatically vectorize when the mathematical operations can be simplified and reordered.
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 46 Figure 4.6: Impact of compilation flags on performance. The vertical lines centered on the bars represent the variation of performance with the different flags.
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 47 Figure 4.7: Speedup depending on compilation flags combination. The combination of reference is the O1 optimization without fastmath or fassociativemath. Each value is computed the following way: T imeOf Ref erence T imeInSeconds
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 48 Figure 4.8: Speedup related to auto-vectorization depending on compilation flags. Each value is computed using timeW ithoutV ectorization timeW ithAutoV ectorization so the greater the number, the more autovectorization is involved.

  energy consumption 2x 18-core Cascade Lake Intel Xeon Skylake Gold 6240 @ 2.6 GHz Cache and cores DRAM

Figure 4 . 9 :

 49 Figure 4.9: Energy consumption on both the DRAM of the machine and the caches and cores of the processor. The values displayed on the left have to be multiplied by 10 -5 to represent the consumption of a single execution. The shadow part of the lines shows the variation of energy consumption with the different flags.
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 44 Figure 4.15: Function returning the reference result for the execution of an integral with trivial inputs.
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 4 16 permitting to test each integral function from a kernel. This feature has been added by the implementation of a new argument, enabling to execute FFCx as follows to generate the tests: ffcx kernel.py --test 4

Figure 4 .

 4 Figure 4.17: Speedup related to AVX2 manual vectorization depending on the combination of compilation flags.Each value is computed the following way:
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 4 Figure 4.18: Speedup related to AVX2 manual vectorization depending on the combination of compilation flags.Each value is computed the following way:

Impact of compilation flags on the total energy consumption 2x 18-core Cascade Lake Intel Xeon Skylake Gold 6240 @ 2.6 GHz As we could expect, figure 4.10 shows that globally, the energy consumption depends on the optimization level. Afterall, the flag -fassociative-math doesn't really affect consumption whereas -ffast-math clearly does. Surprisely, consumption doesn't raise linearly as we increase the level of optimization. As a matter of fact, both most energyconsuming levels are O1 and O3.

Now, let us move on the effect of auto-vectorization on energy consumption. Total energy consumption related to vectorization 2x 18-core Cascade Lake Intel Xeon Skylake Gold 6240 @ 2.6 GHz 4.12 shows that both DRAM and cache and cores energy consumption depends on the kernel's complexity: the higher the execution time of the kernel, the more energy is consumed. Also, compilation flags have a considerable effect on energy consumption of kernel execution. For instance, with the right flag combination, the cache and cores consumption of the operator poisson_tet_4 can be lowered by about 30%. As we could expect, Figure 4.13 shows that the energy consumption clearly depends on the level of optimization selected at compilation time. We can see that the consumption can be raised by 10% to 20% with O3 for some kernels. 0.98 0.98 0.99 0.99 0.99 1 1 1 1 1 0.99 1 0.99 1 0.99 1 0.99 1 1 1 0.99 0.99 1 1 0.99 1 0.99 0.99 1 0.99 0.99 0.99 0.98 0.99 0.99 0.99 0.99 0.99 0.99 0.99 0.99 0.99 0.99 0.99 0.99 0.99 0.99 0.99 0.98 0.99 0.99 1 0.99 0.99 1 1 1 1 0.99 0.99 0.9 0.9 0.9 0.9 0.99 0.99 0.99 0.99