N
N

N

HAL

open science

Research software engineering and the importance of
scientific models

Benoit Combemale, Jeff Gray, Bernhard Rumpe

» To cite this version:

Benoit Combemale, Jeff Gray, Bernhard Rumpe. Research software engineering and the importance
of scientific models. Software and Systems Modeling, 2023, 22 (4), pp.1081-1083. 10.1007/s10270-

023-01119-z . hal-04216671

HAL Id: hal-04216671
https://inria.hal.science/hal-04216671

Submitted on 24 May 2024

HAL is a multi-disciplinary open access
archive for the deposit and dissemination of sci-
entific research documents, whether they are pub-
lished or not. The documents may come from
teaching and research institutions in France or
abroad, or from public or private research centers.

L’archive ouverte pluridisciplinaire HAL, est
destinée au dépot et a la diffusion de documents
scientifiques de niveau recherche, publiés ou non,
émanant des établissements d’enseignement et de
recherche francais ou étrangers, des laboratoires
publics ou privés.

Distributed under a Creative Commons Attribution 4.0 International License


https://inria.hal.science/hal-04216671
http://creativecommons.org/licenses/by/4.0/
http://creativecommons.org/licenses/by/4.0/
https://hal.archives-ouvertes.fr

Software and Systems Modeling (2023) 22:1081-1083
https://doi.org/10.1007/510270-023-01119-z

EDITORIAL

f')

Check for
updates

Research software engineering and the importance of scientific models

Benoit Combemale’ . Jeff Gray? - Bernhard Rumpe?

Published online: 29 July 2023
© The Author(s) 2023

Research Software Engineering is the use of Software
Engineering practices to support the software needs when
conducting research [Wikipedia, July 2023].

This is the definition of a new and emerging field of
software engineering. Similar to the original term “software
engineering,” the creation of the subfield “Research Soft-
ware Engineering” (RSE) was necessary because there is an
ongoing crisis in the development of software that supports
research activities. The crisis is not coming from constraints
on computational resources or complexity of scientific prob-
lems to solve, per se, but from the effort needed to develop
research software correctly, on time, reliable, reproducible,
and all of the other desirable properties of Software Engi-
neering.

Software Engineering was made prominent when F. L.
Bauer hosted the first conference on Software Engineering
in 1968 to address the general software crisis that was iden-
tified in the 1960s. One of the emerging results was that
the early phases of software development (i.e., requirements,
architecture, design, and testing) could be assisted using
model-based techniques. Emerging from the formal methods
community, a number of modeling languages have been pro-
posed, such as E/R, Statecharts, and Petri nets, which later
emerged into other forms supporting variations of concept
modeling, UML, and SysML.

Since 2010, communities for RSE have emerged where
conferences were organized to facilitate the exchange of ideas
on how to overcome the challenges of research software
development, i.e., how to overcome the research software
Crisis.
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What differentiates the challenges of RSE from other
forms of SE?

We recognize that there is no uniform representation
of what is represented by the term “research software.”
Research software mainly falls into one of the following cat-
egories, often with concept overlap:

e Embedded control software for complex physical or chem-
ical experiments, respectively, their machinery, including
many forms of sensor-based data collections.

e Simulation of physical, chemical, social, or biological pro-
cesses in geometrically distributed spaces.

e Data processing and aggregation of large experimental
results.

e Symbolic manipulation systems, such as computer algebra
systems or theorem provers.

e Demonstrators and prototypes of various forms and with
a large variety of goals and hypotheses.

e Medical device software that is being used to improve
intensive care in hospitals.

Much can be said about the characteristics of research soft-
ware and their differences to traditional, industrial software.
We highlight the following main distinctions:

e The research activity of a domain researcher (e.g., in
physics, biology, or chemistry) is deeply intertwined with
the requirements elicitation for the research software.

e While the original focus may have been to develop effi-
cient software, it now becomes clear that the efficiency of
developers must be given more precedence (without ignor-
ing the original focus).

e Testing of research software can be challenging, because
while the software is complicated, at development time
only one data set may exist on which it needs to be exe-
cuted.

e Scientific standards currently evolve, including the need
for enforcing reproducibility and long-term availability of
the software, similar to legal regulations for banking soft-
ware or factual availability for long-lasting products, such
as cars or airplanes.
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As a consequence, reuse (beyond copy—paste), modu-
larity, design for long-lasting systems, evolutionary devel-
opment processes, and especially the understanding of the
developed code become much more relevant. The explicit
use of models can offer significant benefits because research
software typically relies on scientific models.

Scientific models, however, are typically mathematical or
physical laws that are defined in scientific papers or general
textbooks. Meanwhile, several tools, such as Modelica, can
demonstrate how to automatically operationalize these laws,
but in practice the efficiency of the code is just “good enough”
to prevent developers from optimizing these solutions. The
ability to model data structures and architectures explicitly
(e.g., with UML) and to map those with target-specific code
generators to parallel computation structures is not a strategy
that is often used in RSE. Furthermore, test settings are not
very common, and in particular not model-based automated
test settings.

We believe that the next step needs to be taken to arrive
either at more general ‘“ResearchML” or a collection of
domain-specific languages that address various aspects of a
research software starting from requirements, through archi-
tecture, coding, and especially testing. This could be realized
through the use of customized domain-specific languages for
individual large pieces of research software. For example,
NESTML is a domain-specific language developed for neu-
ron and synapse models that is used in simulations of brain
activity in a simulator as part of the European Human Brain
Project. In the future, it may even be that the scientific paper,
where the original models come from, is directly connected
with the code, which could assist with the automated trace-
ability of RSE requirements.

As editors-in-chief of the SoSyM journal, we are inter-
ested in success stories that describe the development and
application of modeling languages in long-lasting, relevant
scientific and industrial projects. Researchers in various
domains seek to understand the world through explicit soft-
ware models that can help them to improve the efficiency and
quality of the software in their specific research focus. The
benefits of research software include the ability to assist with
reproducibility of results, understandability of the evolvable
code, and verifiability of the scientific correctness of the
results.

This issue’s expert voice: This issue also contains an
insightful Expert Voice article on the Rubus Component
Model by Alessio Bucaioni, Federico Ciccozzi, Amleto Di
Salle, and Mikael Sjodin. Their contribution describes the
results of a series of European projects that developed a
component structure for distributed real-time systems. These
projects also produced a set of tools that allow explicit mod-
eling of specific aspects of the systems that are mapped to
this component infrastructure. The authors give an overview
of the publications around the Rubus Component Model over
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the last 20 years. The Rubus Component Model represents
an example of research software that served as a blueprint
for industrial software approaches that emerged into indus-
trially applicable software tooling. In SoSyM, we welcome
such overview articles because they also demonstrate how
research software starts, emerges within the discussion of
scientific communities, and leads to industrial adoption.

1 Content of this Issue

1. Expert Voice

O “From low-level programming to full-fledged indus-
trial model-based development: the story of the
Rubus Component Model” by Alessio Bucaioni, Fed-
erico Ciccozzi, Amleto Di Salle, and Mikael Sjodin

2. Theme Section Paper

O “On the use of domain knowledge for process model
repair” by Kate Cerqueira Revoredo

3. Regular Papers

O “The complexities of the satisfiability checking prob-
lems of feature diagram sublanguages” by Oliver
Kautz

O “Real-time collaborative multi-level modeling by
conflict-free replicated data types” by Istvan David
and Eugene Syriani

O “CalcGraph: Taming the high costs of deep learning
using models” by Joe Lorentz, Thomas Hartmann,
Assaad Moawad, Francois Fouquet, Djamila Aouada,
and Yves Le Traon

O “Modeling ecosystems of reference frameworks for
assurance: A case on privacy impact assessment
regulation and guidelines” by Alejandra Ruiz, Yod-
Samuel Martin, Jabier Martinez, Jacobo Quintans,
Guillaume Mockly, Amelie Gyrard, and Tommaso
Crepax

O “Flexmi: A generic and modular textual syntax for
domain-specific modelling” by Dimitris Kolovos and
Alfonso de la Vega

O “Visual query languages to design complex queries:
A systematic literature review” by Edson Silva, Rob-
son Fidalgo, Mércio Ferro, and Natélia Franco

O “MBIPV: A model-based approach for identifying
privacy violations from software requirements” by
Tong Ye, Yi Zhuang, and Gongzhe Qiao

O “A graph-based framework for model-driven opti-
mization facilitating impact analysis of mutation
operator properties” by Stefan John, Jens Kosiol,
Leen Lambers, and Gabriele Taentzer
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O “A generic framework for representing and analyz-
ing model concurrency” by Steffen Zschaler, Erwan
Bousse, Julien DeAntoni, and Benoit Combemale

O “Improving active participation during enterprise
operations modeling with an extended story-card-
method and participative modeling software” by
Marne de Vries and Petra Opperman

O “Gamifying model-based engineering: The
PapyGame experience” by Antonio Bucchiarone,
Maxime Savary-Leblanc, Xavier Le Pallec, Antonio
Cicchetti, Sebastien Gerard, Simone Bassanelli,
Federica Gini, and Annapaola Marconi

Open Access This article is licensed under a Creative Commons
Attribution 4.0 International License, which permits use, sharing, adap-
tation, distribution and reproduction in any medium or format, as

long as you give appropriate credit to the original author(s) and the
source, provide a link to the Creative Commons licence, and indi-
cate if changes were made. The images or other third party material
in this article are included in the article’s Creative Commons licence,
unless indicated otherwise in a credit line to the material. If material
is not included in the article’s Creative Commons licence and your
intended use is not permitted by statutory regulation or exceeds the
permitted use, you will need to obtain permission directly from the copy-
right holder. To view a copy of this licence, visit http://creativecomm
ons.org/licenses/by/4.0/.
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