
HAL Id: hal-04139070
https://inria.hal.science/hal-04139070

Submitted on 23 Jun 2023

HAL is a multi-disciplinary open access
archive for the deposit and dissemination of sci-
entific research documents, whether they are pub-
lished or not. The documents may come from
teaching and research institutions in France or
abroad, or from public or private research centers.

L’archive ouverte pluridisciplinaire HAL, est
destinée au dépôt et à la diffusion de documents
scientifiques de niveau recherche, publiés ou non,
émanant des établissements d’enseignement et de
recherche français ou étrangers, des laboratoires
publics ou privés.

Distributed under a Creative Commons Attribution 4.0 International License

Debugging Video Games: A Systematic Mapping
Adrien Vanègue, Valentin Bourcier, Fabio Petrillo, Steven Costiou

To cite this version:
Adrien Vanègue, Valentin Bourcier, Fabio Petrillo, Steven Costiou. Debugging Video Games: A
Systematic Mapping. DEBT 2023 - First Workshop on Future Debugging Techniques, Jul 2023,
Seattle, United States. pp.23-30, �10.1145/3605155.3605865�. �hal-04139070�

https://inria.hal.science/hal-04139070
http://creativecommons.org/licenses/by/4.0/
http://creativecommons.org/licenses/by/4.0/
https://hal.archives-ouvertes.fr


Debugging Video Games: A Systematic Mapping
Adrien Vanègue

Inria, Univ. Lille, CNRS, Centrale Lille, UMR 9189 CRIStAL
F-59000 Lille, France
adrien.vanegue@inria.fr

Valentin Bourcier
Inria, Univ. Lille, CNRS, Centrale Lille, UMR 9189 CRIStAL

F-59000 Lille, France
valentin.bourcier@inria.fr

Fabio Petrillo
École de Technologie Supérieure (ÉTS)

Montréal, Canada
fabio.petrillo@etsmtl.ca

Steven Costiou
Inria, Univ. Lille, CNRS, Centrale Lille, UMR 9189 CRIStAL

F-59000 Lille, France
steven.costiou@inria.fr

Abstract
The video game industry is a vast and lucrative sector that
generates significant revenue. However, a recurring issue
within this industry is the release of games with numerous
bugs. The process of debugging, a challenging and expensive
undertaking in software development, becomes crucial in
rectifying these issues. It is worth noting that such bugs can
significantly impact the commercial performance of games in
the market. Therefore, an imperative arises to foster further
academic research that presents dedicated debugging tech-
niques aimed at enhancing the process specifically within
the realm of video game development.
In this paper, we employ a systematic mapping study

methodology to discern the existing body of knowledge con-
cerning debugging practices for video games. Through a
systematic selection process, we selected 21 relevant stud-
ies for analysis, enabling the synthesis of data and facilitat-
ing the creation of a overview that encapsulates the state
of the art on debugging video games. We identified work
analyzing challenges of debugging games, proposing bug
detection techniques or dedicated debugging tools. However,
these work are always bound to specific contexts or kinds of
games. Our analysis shows that there is no academic body
of knowledge about debugging video games.
Thus, this initial exploration not only raises pertinent

questions but also presents prospects for conducting empiri-
cal and controlled experiments to enhance our understand-
ing of effective debugging strategies within the context of
video game development. We complete our analysis with a
discussion of testing and debugging techniques, and how
they could help and open new research opportunities for the
debugging of video games.

CCS Concepts: • Software and its engineering → Main-
taining software; Development frameworks and environments;
Software maintenance tools; Software notations and tools.

Keywords: debugging, video game, software quality, soft-
ware engineering

1 Introduction
Debugging represents a significant cost of software develop-
ment [32]. Video games are no exception. For example, in
December 2020, the game Cyberpunk 2077 had many bugs
on the PS4 console platform that led to countless refunds
to players. The editor ultimately removed the game from
their online store [6]. Other games are released with lots of
bugs, and consequently some of them fail to meet success.
Skyrim is considered to be one of the buggiest game of all
time [6]. Five years after its PC release in 2011, some bugs
were still present in the PS4 port and are still unfixed as
of today. These bugs, however, are mostly overlooked by
players because the game is considered as one of the best
of all time. Battlefield 2042 was released in 2021 with lots of
bugs too. It was even impossible to play a game for an entire
day, and, for example, players were able to drive vehicles
in the air to blow up helicopters [5]. As a consequence, its
number of players on Steam is inferior to previous Battlefield
titles [22]. In 2018, Call Of Duty: Black Ops 4’s zombies mode
had been barely playable for a month. Crashes happened
randomly on all platforms, which was frustrating for the
players. Some game elements took a month to be discovered
and were unplayable because of the game’s instability [11].
This is surprising for such a profitable industry [31]. We

therefore wondered why video games were so buggy, and
what was the state-of-the-art of video game debugging.
Murphy-Hill et al. [20] studied how video games develop-
ment differs from traditional software development. They
concluded that game designers have a vague idea of their
objectives, which often change. Because of that, important
software engineering are not performed well or at all. Few
tests are performed, little to no time is spent to design the
software architecture, little to no code is reused as creativity
and optimization are prioritized. Truelove et al. [33] iden-
tified and explained the most frequent, the most recurrent
and the most severe types of bugs in video games. Crashes
appear to be the most recurring bug in video games, followed
by graphical bugs [33]. According to developers, this is be-
cause it is hard to identify the exact cause of these bugs [33].
However, they did not study how to debug each bug type.



Conference’17, July 2017, Washington, DC, USA Adrien Vanègue, Valentin Bourcier, Fabio Petrillo, and Steven Costiou

We therefore wondered what were the debugging prac-
tices in the video game industry, what methods, tools and
techniques were used to debug games, and how theses prac-
tices were covered by the academic literature. We performed
a systematic mapping of the literature by searching on the
Scopus database. The Scopus search returned 89 papers, out
of which we selected 21 papers that only partially covered
the topics of debugging video games.
Thus, we map the literature (section 2), and we analyze

its results (section 3). We extend our analysis with insights
from software engineering methods and techniques, and
how we could build new research on video game debugging
(section 4). Finally, we expose the possible threats to validity
for our study (section 5) before we conclude (section 6).

2 Research Method
This research adheres to the established guidelines for con-
ducting systematic mapping studies [10, 26]. In the subse-
quent sections, we outline the key aspects of our study de-
sign, in accordance with these guidelines.

2.1 Research Question
Our goal is to understand the debugging practices in the
video game industry. This will help us to clarify research
directions to improve methods, tools and techniques for de-
bugging video games. We therefore formulate the following
research question:

What is the state of the art and practice of video-
game debugging?

2.2 Search and Selection Process
The search and selection process utilized in this study has
been designed as a multi-phase process. The purpose behind
this approach is to maintain complete control over both the
quantity and specific attributes of the studies considered at
each stage. By implementing such a systematic and well-
defined process, we ensure scrutiny and management of
the research artifacts throughout the various phases of our
investigation.

Initial search. We conducted an automated search on the
Scopus scientific databases and indexing systems. The choice
of these electronic databases and indexing systems was based
on several factors: (i) their established reputation as reliable
resources for conducting systematic literature reviews in the
field of software engineering [26], (ii) their wide accessibility,
and (iii) their capability to export search outcomes in formats
that are easily computable and well-defined.

TITLE-ABS-KEY(debug* AND ("video game" OR "computer game*"))

AND (LIMIT-TO(SUBJAREA,"COMP"))

Listing 1. Query string for automatic search on Scopus.

The query string utilized in this study is presented in List-
ing 1. We designed the query to encompass a wide range of
studies pertaining to the subject matter at hand, specifically
the existing research about debugging and video game on the
computer science domain. To ensure inclusiveness, a generic
approach was adopted, focusing solely on the scope of our
investigation. For consistency, we applied the query string to
the titles, abstracts, and keywords of papers obtained from
all the selected data sources utilized in this mapping.

Selection. The process of study selection involved system-
atic approach to identify relevant research articles within
the scope of this mapping. The selected studies were then
subjected to thorough examination and evaluation based
on predetermined inclusion and exclusion criteria, ensuring
their suitability for the research objectives. Through this
process, a subset of studies meeting the defined criteria was
identified for further analysis and synthesis. The inclusion
(I) and exclusion (E) criteria of our study are:

I1 - Research studies pertaining to the identification or
analysis of bugs in video games, discussing aspects
such as bug detection and bug analysis within the
context of video game development.

I2 - Research studies addressing debugging techniques
specifically tailored for video games. These papers
delve into the investigation, analysis, and proposal
of effective methods for debugging within the con-
text of video game development. By focusing on the
unique challenges posed by video games, these studies
contribute valuable insights and suggestions aimed
at improving the overall debugging process in this
domain.

I3 - Research studies exploring the challenges associated
with debugging video games. These papers delve into
the intricate complexities that arise during the debug-
ging process specific to the domain of video game
development.

E1 - Research studies whose main goal is not debugging
in the context of video games.

E2 - Research studies using video games and/or debugging
as demonstrative scenarios of an unrelated topic.

E3 - Research studies that are not peer reviewed.

After this step, we selected 18 studies.

Snowballing. We conducted an exhaustive snowballing
process in both directions (backward and forward) [26]. The
main goal of this stage is to expand the set of possibly rele-
vant papers by focusing on papers either citing or being cited
by each previous selected studies. Backward snowballing
proved to be iterative, as we first conduct this process right
after the selection process on one depth level (we did not
investigate the additional papers references), before adding
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relevant cited papers during the data extraction, thus in-
creasing the depth level. After the snowballing process, we
selected 3 additional studies.
The 21 selected studies are referenced in Table 1. We dis-

cuss our findings from the data synthesis of the selected
studies in Sections 3 and 4.

3 Debugging Video Games
In this section, we analyze the results from our literature
exploration. We divided the 21 papers in four categories:
publication trends, challenges of video game debugging, ap-
proaches to detect bugs in games and tools to debug video
games. We discuss how these work contribute to answer the
question of how to debug video games.

3.1 Publication Trends
Publication trends allows us to gain insights into the evolving
landscape of research in video game debugging. We identify
patterns, emerging themes, and notable gaps in the literature.
The set of selected studies distribution is illustrated among
publication years, approaches and main topics.

Publication Years. Figure 1 illustrates the distribution
of studies conducted over the years, shedding light on the
evolving landscape of research in the field. From 21 selected
studies, fifteen (71%) were published over the last ten years.
Despite the relatively modest sample size of studies, this
shows a notable upsurge in interest over the past decade.

’"

year

# 
S

tu
di

es

0

5

10

15

1993-2003 2004-2013 2014-2023

Figure 1. Selected studies over the years (1993 – 2023 )

Approaches. Figure 2 provides an overview of selected
studies, categorized based on their research approaches. The
findings reveal several predominant approaches adopted by
researchers in the field. Artificial Intelligence (AI) emerges
as the most prevalent approach, accounting for 7 out of 21
studies. Another notable approach observed in the studies
is the proposal of tools, with 5 out of 21 studies focusing
on this aspect. These studies emphasize the development
and design of practical tools that can aid in specific tasks or
domains.
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Figure 2. Approaches of selected studies.
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Figure 3. Topics of selected studies.

Main topics. Figure 3 provides a comprehensive overview
of the diverse range of topics addressed in the selected stud-
ies. Notably, automatic bug detection emerges as the predom-
inant area of focus, attracting the attention of 8 out of the
total 21 studies. This substantial representation underscores
the significance placed on developing automated approaches
for bug identification.
Another area of interest is visual debugging, which cap-

tures the attention of 4 studies. Additionally, investigations
into various debugging techniques are accounted by 3 stud-
ies, showing exploration of different methodologies to en-
hance the debugging experience.

3.2 Challenges of video games debugging
We examine hereafter the specific pain points that need to
be addressed to improve video game debugging.

Volatile and unclear specifications. The rich and dy-
namic nature of game worlds presents a significant challenge
when it comes to planning for all possible scenarios [36].
Due to the complex interplay of various game elements, ac-
curately specifying game behavior often requires multiple
iterations of implementation, testing, and refinement. With-
out comprehensive specifications, detecting bugs in games
becomes even more challenging since they can arise from
scenarios that have not been adequately covered.

Non-determinism and reproducibility. Non-
determinism poses significant challenges for debugging, as it
renders the reproducibility of values, events, and behaviors
either impossible or exceptionally difficult. This inherent
uncertainty is particularly prevalent in domains such as
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Table 1. List of selected secondary studies

Ref. Title Year Type Approach Topic
[36] An Intelligent IDE for Behavior Authoring in Real-Time Strategy Games 1993 Short paper Tool Time-Travel debugging
[12] Debugging CUDA 2011 Full paper Lessons learnt Debugging techniques
[9] SteerBug: an interactive framework for specifying and detecting steer-

ing behaviors
2009 Full paper Framework Steering behaviors

[13] Creating and Debugging Performance CUDA C 2012 Chapter Lessons learnt Debugging techniques
[23] Distributed DeepThought: Synchronising complex network multi-

player games in a scalable and flexible manner
2013 Short paper Tool Network debugging

[24] RoboCup Advanced 3D Monitor 2004 Full paper Tool Visual debugging
[17] Go-Explore Complex 3D Game Environments for Automated Reacha-

bility Testing
2022 Article AI (RL) Automatic bug detection

[7] Beyond Playing to Win: Creating a Team of Agents with Distinct Be-
haviours for Automated Gameplay

2023 Article AI (MAP-Elites) Automatic bug detection

[37] A Metric Learning Approach to Anomaly Detection in Video Games 2020 Short paper AI (Deep learning) Automatic bug detection
[1] A co-evolutionary genetic algorithms approach to detect video game

bugs
2022 Article AI (Genetic Algorithms) Automatic bug detection

[8] Why is debugging video game AI hard? 2019 Short paper Interviews Debugging techniques
[34] Automated bug finding in video games: A case study for runtime moni-

toring
2017 Article Runtime Monitoring Automatic bug detection

[21] A Framework for the Semi-Automatic Testing of Video Games 2021 Short paper Framework Visual debugging
[35] Validating the plot of Interactive Narrative games 2021 Full paper Tool Narrative Debugging
[4] Supporting Distributed Real-Time Debugging in Online Games 2017 Short paper Tool Tracing
[25] Testing and Debugging Functional Reactive Programming 2017 Article Formal verification Temporal assertion
[14] Sparse Record and Replay with Controlled Scheduling 2019 Full paper Record and Replay Automatic bug detection
[3] GLIB: Towards Automated Test Oracle for Graphically-Rich Applica-

tions
2021 Full paper AI (CNN) Automatic bug detection

[18] Automatically Detecting Visual Bugs in HTML5 Canvas Games 2023 Full paper Approach Visual debugging
[16] Identifying gameplay videos that exhibit bugs in computer games 2019 Article AI (Random Forest) Visual Debugging
[15] A deep reinforcement learning technique for bug detection in video

games
2023 Article AI (Deep RL) Automatic bug detection

games and graphical simulations. Video games, for instance,
frequently exhibit non-deterministic states, e.g., due to
user inputs. User inputs contribute to non-determinism as
they introduce a dynamic and unpredictable element. Each
player interaction, such as keystrokes, mouse movements,
or controller actions, introduces a unique set of inputs,
leading to diverse outcomes and branching paths within
the game. Consequently, reproducing a specific sequence
of actions precisely can prove arduous, hindering the
debugging process. In the field of video games development
this difficulty is amplified by two characteristics:

1. Autonomous agents, or AI entities [8]: in simulations
where agents interact with each others in large-scale
virtual worlds, interactions between two agents can
be and difficult to track [9].

2. Concurrency: in distributed architectures [4], repro-
ducing a game behavior requires to reproduce se-
quences of distributed events in the right order. To
ensure this order, it sometimes requires synchroniza-
tion between components [14]. The higher are the
number of possible states and the number of different
components, the more complex it is to reproduce a
bug.

3.3 Detecting Bugs in Games
In the following, we review the different methodologies, al-
gorithms, and techniques proposed in the literature to detect
bug in video games. We distinguish in the literature two

major approaches: temporal states-based techniques and AI-
based techniques.

Temporal states-based techniques. Temporal states-
based techniques are used to monitor and analyze the vari-
ous temporal states encountered within a video game. These
techniques serve two primary purposes: checking the con-
sistency of the observed temporal states and automatically
replaying specific states. One application of these techniques
involves checking the consistency of the observed temporal
states [34]. This process enables the identification of tempo-
ral anomalies that may arise during gameplay. By defining a
set of expected temporal properties, developers can ensure
that the game functions as intended and identify potential
bugs or issues that may hinder the player’s experience. On
the one hand, by expressing such properties developers for-
mally define what behavior is expected from the game that a
manual tester could misunderstand. On the other hand, these
properties allows developers to define what should be veri-
fied and when it should be verified. Temporal states-based
techniques can be utilized to automatically replay specific
states encountered within the game [34]. This capability is
particularly useful for debugging purposes, as it allows de-
velopers to reproduce and analyze specific scenarios that led
to a particular state or event.
An efficient method of ensuring the fulfillment of a spe-

cific property during gameplay is by employing a run-time
monitor. Such monitor continually observes the game’s exe-
cution and automatically verifies if the desired property is
being satisfied. However, in order for the monitoring process
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to be effective, the game needs to be instrumented to send
relevant events to the monitor. One possibility is to inte-
grate the event-sending mechanism directly into the game
loop [34]. This allows for seamless communication between
the game and the monitor, ensuring that relevant events are
promptly captured and analyzed. Alternatively, functional
languages can be leveraged to facilitate event transmission
[25]. By taking advantage of the inherent properties of func-
tional languages, developers can design the game in a way
that naturally generates events, which are then forwarded
to the monitoring system.
In certain cases, especially in the context of distributed

video games, monitoring may require additional tools or
techniques [4]. These tools enable the monitoring system to
handle the complexities introduced by distributed environ-
ments, ensuring that property verification remains accurate
and reliable even in such scenarios.

AI-Based Technique. Advancement in AI technology has
opened up new possibilities for detecting bugs and irregular-
ities in games. In this context, two notable approaches have
been proposed, which leverage AI algorithms to enhance
anomaly detection capabilities in different game environ-
ments.

One such approach, presented by Lu et al. [17], adapts the
Go-Explore algorithm specifically for 3D game environments.
The algorithmmaintains a cache of previously explored game
states and utilizes heuristics to select and explore promis-
ing states, aiming to test for reachability. By systematically
exploring the game space, this technique effectively uncov-
ers potential anomalies that might occur during gameplay,
enabling developers to address them proactively.
Another approach, introduced by Guerrero-Romero

et al. [7], focuses on generating agents with generic game
behavior heuristics to detect bugs in 2D sprite-based games.
These agents are designed with diverse goals, allowing them
to identify different types of bugs within the game. How-
ever, it is important to note that this approach is limited to
detecting bugs in 2D sprite-based games only. Nonetheless,
the portability of these agents allows them to be reused to
play new levels, thereby facilitating automated testing of
the game. By employing a "team" of different agents that
play the game, developers can systematically evaluate its
performance and identify potential anomalies.
Nantes et al. [21] present an innovative framework de-

signed to enhance and streamline the process of bug detec-
tion on video games. The framework introduces agents that
leverage AI and computer vision modules to detect graphical
bugs, making the process more efficient and reliable. These
agents are equipped with AI capabilities and are specifically
trained to identify graphical anomalies within video games.
By utilizing a computer vision module, the agents are able to
detect and isolate graphical objects of interest. For instance,
when detecting shadow aliasing, the AI agent focuses on

isolating and analyzing shadows within the game. After iso-
lating the relevant graphical objects, the computer vision
module applies pattern recognition techniques to the ex-
tracted images. This step allows for the identification and
categorization of visual bugs present in the game. By au-
tomating the detection and analysis of these bugs, the au-
thors argue that the framework can significantly contribute
to the automation of non-regression tests, particularly those
related to visual aspects of the game.

Wilkins et al. [37] propose an approach utilizing deep met-
ric learning to detect anomalies, defined as "the manifestation
of a bug in the raw observation space of a human player". The
authors demonstrate the effectiveness of their method by
employing games as a dataset of anomalies, allowing an AI to
learn and identify representative state spaces associated with
these anomalies. While this approach presents promising
results, it is important to acknowledge its limitations. One
of the primary limitations of this approach is its inability to
detect freezing anomalies. Freezing anomalies refer to situa-
tions where a system becomes unresponsive or hangs, often
leading to a frustrating user experience. Due to the unique
nature of freezing anomalies, they may not be adequately
captured or detected by the deep metric learning framework.
Albaghajati and Ahmed [1] propose an approach that

leverages the power of genetic algorithms to generate game
states and uncover potential bugs within the vast space of
all possible states in a game. This solution goes beyond the
detection of a single type of bug and is capable of identifying
various bug categories, including invalid states, conflicting
overlapping goal states, deadlocks, and level-design issues.
By exploring the state space using genetic algorithms, the
proposed approach demonstrates its effectiveness in uncov-
ering complex bugs in three different games. However, it is
important to note that this solution may not be comprehen-
sive in detecting bugs related to physics, animations, level
design, and visual effects. These types of bugs often involve
intricate interactions and intricate details that are not easily
captured solely through the exploration of the state space.

3.4 Debugging Tools in Video Games
Finally, we explore the tools specifically designed for de-
bugging video games. We survey the existing landscape of
debugging tools to provide an overview of the available re-
sources that aid developers to understand and resolve issues
within video games.

Perez and Nilsson [25] developed a debugger specifically
designed for Yampa FRP games, aiming to enhance the de-
bugging experience. Their approach involved extending the
functionality of Yampa by incorporating a communication
channel that facilitates the exchange of commands between
the game and an external debugger. Additionally, they imple-
mented a mechanism to record the history of all inputs and
sampling times. During each iteration of the game loop, the
program actively checks for incoming debugger commands,
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enabling various operations. These operations include the
ability to save, load, or replace specific portions or the en-
tirety of an input trace. Furthermore, the debugger allows
users to pause, stop, or play the simulation as a whole or
until a specific condition is met. It also provides functional-
ity for navigating backward and forward in time, either by
moving or stepping through the simulation. One notable fea-
ture of their debugger is its capability to detect violations of
temporal properties. By leveraging temporal properties, the
debugger can identify instances where these properties are
not upheld, providing valuable insights during the debugging
process. This debugger is limited to games implemented in
FRP languages, on which it relies to debug deterministically.
Virmani et al. [36] developed an IDE to help code, detect

and debug game AIs in real-time strategy games (RTS). The
developer determines the condition failures for all the exist-
ing AI behavior. Then, these behaviors execute inside the
game while recording a trace. The tool offers a timeline visu-
alization of when an AI game behavior failed. The developer
can go back in time just before that moment to debug, and
replay part of an execution with a new AI behavior. However,
this approach focuses only on RTS games.

Penedo et al. developed the RoboCup Advanced 3D Moni-
tor [24] to visualize simulated soccer games. This tool can be
used as a debugger to inspect in real time the internal state
of a player, such as its position. However, this tool remains
specific to this particular soccer game.
Langdon [12, 13] gives debugging techniques to debug

CUDA, stating that a lot of game hardware use CUDA. How-
ever, CUDA is not limited to game hardware, and these tech-
nique do not help directly for debugging video games.
Chen et al. [3] propose GLIB, a test oracle that allows

to detect UI glitches. The authors classified causes of UI
glitches in games, in order to be able to generate code that
generates UI glitches. Then, these glitches are used to teach
patterns of these different UI glitches to a neural network-
basedmodel, in order to be able to detect them. This approach
can be applied to any graphically-rich application, and is not
specific to video games.

Veloso et al. [35] developed a prototype to detect issues in
the design of interactive narrative in video games. The tool
is able to load an interactive story to offer a visualization of
it as a branching tree, with all possible narrative paths. In
order to detect different types of narrative design issues, it
is possible to keep track of various variables such as game
variables, endings’ reachability or unacessible plots.

Finally, Festa et al. [4] suggest a debugging architecture to
debug online games that have been designed to be multiplat-
form and are performant enough to collect all bullets in an
FPS game. Pedersen et al. [23] propose another distributed
architecture for multiplayer games that allows developers to
easily access game data at any time, which eases the use of
debugging tools to visualize or alter these data.

3.5 Discussion
The main topics addressed in the studies primarily focus on
debugging challenges, automatic bug detection, and various
debugging techniques, but a notable gap exists in the ex-
ploration of debugging practices within game development.
From this literature study, we learned nothing about the
reality of video game debugging and its practices.

Even though our literature review shows some work has
been done on software engineering activities related to game
debugging, it is important to point out that most of these
work do not provide a solution that could be generalized to
any game.

The suggested automatic bug detection techniques are all
tailored to a specific range of bug types (temporal failures, vi-
sual bugs, invalid states, AI bugs, concurrency bugs, issues in
interactive narrative design...) and the suggested debugging
techniques are tailored to games with specific characteris-
tics (FRP, 2D sprite-based, RTS, online multiplayer, ...). Some
solutions don’t provide any solution to debugging games
specifically because they deal with games as a subset of other
applications (hardware used in games, graphically-rich ap-
plications, concurrent application).

Basically, there is no academic nor practical body of knowl-
edge of video game debugging. This opens new intriguing
questions, and calls for further research. For example, if there
is no body of knowledge, where from and how do game de-
velopers learn to debug their games?What tools do they use?
Can debugging tools and techniques used in other software
engineering domains be applied to video game debugging?
In the next section, we briefly reflect on our software engi-
neering experience to highlight the potential of starting new
research for testing and debugging video games.

4 How Can Software Engineering Help
Debugging Video Games?

In this section, we discuss software testing and software
debugging research that could help video games debugging.
In our literature study, we did not find applications of re-
search in these areas to the domain of games. Therefore, we
argue that more research should attempt to apply testing
and debugging techniques to video games.

4.1 Software Testing
Bugs are notoriously hard to detect in video games, notably
because many possible interactions need to be tested [33].
The only requirement of a game is that it must be fun, which
is subjective and thus complicated to evaluate and test. As
a result, the testing activity mainly focuses on testing the
gameplay [28] instead of software quality. This testing phase
occurs after a substantial part of the software has already
been developed, because testers need to wait until games
become playable.
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As games have unclear and volatile specifications [20],
classical testing techniques such as Test-Driven Development
cannot be used to test game features early. This also makes
automatic bug detection techniques difficult to apply [28].
Testing is therefore considered a potential waste of time and
is thus overlooked [20]. That could explain why video games
lack unit testing, non-regression testing, etc.

Video game studios employ few Quality Assurance testers
because of money [28], which makes it difficult to test games
manually. The problem is that, compared to traditional soft-
ware, the life cycle of a game is unknown and will depend on
its success, so leaders do not know if the invested money will
be worth it. In addition, managers generally lack knowledge
in software development, so they ignore the importance of
good practices in software engineering such as testing [20].

Some techniques exist in the literature to automate video
game testing. However, video game developers are globally
skeptical about them [27]. This is considered a waste of time
and money that could be spent elsewhere. For example, one
technique requires to build a pipeline of complex testing [27].
Building such a pipeline requires hiring dedicated engineers,
which costs more than manual testers. These solutions are
not viable for indie games because they are too costly.
We argue that software testing could play an important

role in delivering high-quality games, and that more research
should be conducted on that topic. The current research
on video game testing shows that improving testing is par-
tially blocked by cultural and economic contexts. As a con-
sequence, developers often resort to ad-hoc techniques that
prove difficult to apply universally across various game gen-
res, and the hard testing problems (such as volatile game
specifications) remain untackled.

4.2 Software Debugging
Researchers proposing novel debuggingmethods, techniques
and tools sometimes use video games as examples to illus-
trate or evaluate the application of their work. They some-
times claim that their approach is adequate for the debugging
of video games. A systematic survey of debugging research
using video games as evaluation scenarios is outside the
scope of this paper. We only give various examples of such
research.

Active Expressions [29] is a technique for reactive program-
ming that focuses on state changes detection. Users choose
places in the code where they check if the state of their pro-
gram changes, and which software module to notify of the
changes (e.g., a debugger). The authors argue that this tech-
nique is applicable in software architectures using a global
loop, such as video games, where their instrumentation can
be called at each frame update.

Edit Transactions [19] is a live programming technique that
encapsulates program changes into reversible transactions
that can be applied dynamically to a running program. It
is illustrated through an example of a simple game with

an animated ball. In that example, the authors change the
code of the step animation of the ball by adding a call to a
new method that is not yet implemented. Live programming
environments usually directly apply the change to the step
animation code, which leads to a game crash, as an unknown
method is called. Using Edit Transactions, the code changes
are delayed until the developers judge that all changes make
sense together. The transactions then dynamically update
the code of the running game.
Timelapse [2] is a debugger that records and replay ex-

ecutions of web applications. The debugger provides tools
to locate and replay interactive behaviors (i.e., user inputs,
events) that provoke failures. Timelapse is illustrated on a
2D space invader with a bug due to a problematic user input
that makes the spaceship fire two bullets instead of one. In
the example, the record and replay feature help discover
that the bug’s source is due to the user pressing the fire key
between two event generations. This video game scenario
is used in a small control experiment to evaluate the debug-
ger’s effectiveness. While the authors claim Timelapse made
bug reproduction simpler, their experiment did not show any
improvement or degradation of the developers’ effectiveness
compared with standard tools.
The Reactive Inspector [30] is a tool that implements a

methodology to debug reactive programs. It proposes ab-
stractions and actions dedicated techniques to reactive pro-
gramming, such as navigating signals or inspecting values
and nodes in the program dependency graph. The authors
evaluate their tool empirically on different tasks, one of them
being an arcade pong game. During that task, participants
had to answer questions about the state of the game when
particular events happened (e.g., when the ball bounces the
third time on the bottom border). Using the Reactive Inspec-
tor, participants were significantly faster at debugging the
pong game than with traditional tools.

Despite some potential contributions, these studies do not
show evidence that their contributions specifically improve
the debugging of video games. Authors only claim that their
approaches are convenient to debug video games [29] or that
their game example is representative of a class of programs
that encompasses games [2]. When video games are used in
empirical evaluations [2, 30], they are simplistic games with
few lines of code (compared to AAA games). Therefore the
question remains of the suitability of those techniques for
debugging video games and if they would significantly im-
prove the situation for big games. We argue that a literature
survey would be an interesting starting point for identifying
contributions that could benefit video game debugging, as
well as the associated challenges.

5 Threats to Validity
The systematic mapping is a challenging process. There is
a possibility of certain papers going unnoticed, and data
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extraction often tends to be biased since achieving complete
impartiality is hard. Thus, we made every effort to adhere
strictly to established guidelines and best practices. Our aim
is to be as objective as possible in our approach. Therefore,
we have taken the necessary steps to identify and address
the main threats to the validity of our study. In this regard,
we describe the potential challenges to validity and outline
measures we have implemented to mitigate some of them.
Some challenges are out of scope of this paper, and we detail
how we plan to mitigate them in further research.

Search Query Scope. Although wemade efforts to narrow
down our search query by targeting the keywords "debug-
ging" and "video/computer games", it is important to acknowl-
edge that there may be studies that fall outside the defined
scope. These studies could potentially provide valuable in-
sights or alternative perspectives on the topic. We plan to
address this limitation in future extended work, by incorpo-
rating additional keywords such as "program comprehension",
"bug tracking", or "software quality" in the context of video
games. By expanding our exploration within the debugging
domain, we can increase the chances of capturing a more
comprehensive range of relevant studies.

Database Selection. Our study search was limited to the
Scopus database, which may introduce bias by excluding
potentially relevant studies from other databases or sources.
To mitigate this limitation, we implemented a snowballing
process, both forward and backward, to identify additional
relevant articles that might have been missed in the initial
search. Snowballing helps minimize the risk of overlooking
important evidence, but it is still possible that some relevant
studies may have been inadvertently excluded. In future
work, we plan to search additional databases (e.g., Google
Scholar) and apply a similar snowballing methodology. This
might yield additional results that were potentially missed
by the Scopus searched.

Inclusion/Exclusion Criteria. Despite applying rigor-
ous inclusion/exclusion criteria to filter out irrelevant studies,
it is possible that some articles obtained in our search do not
directly address our research question. This issue may arise
due to the ambiguity of the study abstracts or titles, or the
lack of consistent terminology used in the field. However,
we carefully reviewed each selected article to ensure its rele-
vance to our research objectives and exclude studies that do
not align with our topic of interest.

Limited Research Availability. We observed that a sig-
nificant portion of the results obtained from our search were
unrelated to our research question. This could be due to the
scarcity of literature specifically exploring the intersection
of debugging and video games. While this finding may limit
the number of studies included in our analysis, it highlights
the novelty and potential for further research in this area.

6 Conclusion and future work
In this paper, we try to learn and understand how developers
debug video games. We performed a literature analysis of
video game debugging, from which we selected 21 relevant
papers. We extracted information about video games debug-
ging challenges, bug detection and debugging tools. We have
gained insights into the evolving research landscape, identi-
fied specific pain points, explored diverse detection strate-
gies, and surveyed available debugging resources. However,
we were surprised to find only 21 relevant papers, as bugs
are a major pain in the video game industry. In addition,
none of these papers actually plainly address the problem of
debugging video games, and we learned nothing about the
practices of game developers when they encounter bugs.

While the selected studies shed light on some debugging
challenges, the prevalence of automatic bug detection in re-
search work, and general debugging techniques, the absence
of research investigating video game debugging practices
calls for a more focused attention. Exploring and advancing
our understanding of debugging games has the potential to
significantly benefit the industry and to contribute to the
overall advancement of game development practices. To that
end, we plan to expand our literature exploration further, by
searching for intersections between video games and topics
closely related to debugging (e.g., program comprehension).
We also plan to interview game developers to understand
their debugging practices, and to obtain direct knowledge
from the field.
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