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The Undecidability of Typability in the Lambda-Pi-Calculus

The set of pure terms which are typable in the λΠ-calculus in a given context is not recursive. So there is no general type inference algorithm for the programming language Elf and, in some cases, some type information has to be mentioned by the programmer.

Introduction

The programming language Elf [START_REF] Pfenning | Logic Programming in the LF Logical Framework, Logical Frameworks[END_REF] is an extension of λ-Prolog in which the clauses are expressed in a λ-calculus with dependent types (λΠ-calculus [START_REF] Harper | A Framework for Defining Logics[END_REF]). Since this calculus verifies the propositions-as-types principle, a proof of a proposition is merely a term of the calculus. Using this property of the λΠ-calculus, the programmer can either express a proposition and let the machine search for a proof of this proposition (as in usual logic programming) or express both a proposition and its proof and let the machine check that this proof is correct (as in proof-verification systems). Thus Elf can be used both to express logic programs and to reason about of their properties.

A type inference algorithm for a given language is an algorithm which assigns a type to each variable of a program. Thus, when such an algorithm exists, the types of the variables do not need to be mentioned by the programmer. As an example, a type inference algorithm for the language ML is given in [START_REF] Damas | Principal Type-Scheme for Functional Programs[END_REF].

We show here that the set of pure terms which are typable in the λΠ-calculus in a given context is not recursive. So there is no general type inference algorithm for the language Elf and, in some cases, some type information has to be mentioned by the programmer.

As already remarked in [START_REF] Damas | Principal Type-Scheme for Functional Programs[END_REF], typing a term requires the solution of a unification problem. Typing a term in the simply typed λ-calculus (and in ML) requires the solution of a first order unification problem and thus typability is decidable in these languages.

Typing a term in the λΠ-calculus requires the solution of a unification problem which is also formulated in the λΠ-calculus. Unification in the λΠ-calculus has been shown to be undecidable (third order unification in [START_REF] Huet | The Undecidability of Unification in Third Order Logic[END_REF], then second order unification in [START_REF] Goldfarb | The Undecidability of the Second-Order Unification Problem[END_REF] and third order pattern matching in [START_REF] Dowek | L'Indécidabilité du Filtrage du Troisième Ordre dans les Calculs avec Types Dépendants ou Constructeurs de Types (The Undecidability of Third Order Pattern Matching in Calculi with Dependent Types or Type Constructors)[END_REF]), i.e. there is no algorithm that decides if such a unification problem has a solution. But in order to prove the undecidability of typability in the λΠ-calculus we need to prove that there is no algorithm that decides if a unification problem produced by a typing problem has a solution. Unification problems produced by typing problems are very restricted and the undecidability proofs of unification have to be adapted to this class of problems. We show here that the proof of [START_REF] Huet | The Undecidability of Unification in Third Order Logic[END_REF] can easily be adapted.

1 The Lambda-Pi-Calculus

We follow [START_REF] Barendregt | Introduction to Generalized Type Systems[END_REF] for a presentation of the λΠ-calculus. The set of terms is inductively defined by

T ::= T ype | Kind | x | (T T ) | λx : T.T | Πx : T.T
In this note, we ignore variable renaming problems. A rigorous presentation would use de Bruijn indices. The terms T ype and Kind are called sorts, the terms x variables, the terms (t t ′ ) applications, the terms λx : t.t ′ abstractions and the terms Πx : t.t ′ products. The notation t → t ′ is used for Πx : t.t ′ when x has no free occurrence in t ′ .

Let t and t ′ be terms and x a variable. We write t[x ← t ′ ] for the term obtained by substituting t ′ for x in t. We write t ∼ = t ′ when the terms t and t ′ are A term t is said to be well-typed in a context Γ if there exists a term T such that Γ ⊢ t : T .

The reduction relation on well-typed terms is strongly normalizable and confluent. Thus each well-typed term has a unique normal form and two terms are equivalent if they have the same normal form [START_REF] Harper | A Framework for Defining Logics[END_REF] 

([6] [15] [2] if βη-equivalence is considered).
A term t well-typed in a context Γ has a unique type modulo equivalence.

A normal term t well-typed in a context Γ has either the form

t = λx 1 : T 1 ....λx n : T n .(x c 1 ... c n )
where x is a variable or a sort or

t = λx 1 : T 1 ....λx n : T n .Πx : P.Q
The head symbol of t is x is the first case and, by convention, the symbol Π in the second. The top variables of t are the variables x 1 , ..., x n .

2 Typability in the Lambda-Pi-Calculus

Definition 1. A term t of type T in a context Γ is said to be an object in Γ if Γ ⊢ T : T ype.
Proposition 1. If a term t is an object in a context Γ then it is either a variable, an application or an abstraction. If it is an application t = (u v) then both terms u and v are objects in Γ , if it is an abstraction t = λx : U.u then the term u is an object in the context Γ [x : U ].

Definition 2. The set of pure terms is inductively defined by

T ::= x | (T T ) | λx.T Definition 3.
Let t be an object in a context Γ , the content of t (|t|) is the pure term defined by induction over the structure of t by

• |x| = x, • |(t t ′ )| = (|t| |t ′ |), • |λx : U.t| = λx.|t|.
A pure term t is said to be typable in a context Γ if there exists a term t ′ well-typed in an extension Γ ∆ of Γ such that t ′ is an object in Γ ∆ and t = |t ′ |.

Remark 1. Typing a pure term in a context Γ is assigning a type to bound variables and to some of the free variables, while the type of the other free variables is given in the context Γ . When the context Γ is empty, then typing a term in Γ is assigning a type to both bound and free variables.

Proposition 2. Typability in the empty context is decidable in the λΠ-calculus.

Proof. Pure terms typable in the empty context in the λΠ-calculus and in the simply typed λ-calculus are the same [START_REF] Harper | A Framework for Defining Logics[END_REF] and typability is decidable in simply typed λ-calculus [START_REF] Damas | Principal Type-Scheme for Functional Programs[END_REF]. Proof. By induction on n.

Proposition 5. Let t, u 1 , ..., u n , v be normal terms such that (t u 1 ... u n ) is a well-typed term and its normal form is v. The head symbol of the t is either the head symbol of v or a top variable of t.

Proof. Let x be the head symbol of t. If x is not a top variable of t then the head symbol of the normal form of (t u 1 ... u n ) is also x, so x is the head symbol of v. for some sequence i 1 , ..., i p .

Proof. By induction on the number of variable occurrences in t.

Theorem 2. It is undecidable whether or not a pure term is typable in a given context.

Proof. Consider a Post problem {< φ 1 , ψ 1 >, ..., < φ n , ψ n >}. We construct the pure term t such that t is typable in Γ if and only if the Post problem has a solution. and the type T to all the other variables of the term t, we get a term t ′ well-typed in Γ , which is an object and such that t = |t ′ |.

Remark 2. Along the way, we have proved that in the simply typed λ-calculus, the unification problems of the form

(f t 1 ... t n ) = (f t ′ 1 ... t ′ n ) (f u 1 ... u n ) = u ′ (f v 1 ... v n ) = v ′
where t i , t ′ i , u i , u ′ , v i , v ′ are closed terms and f a third order variable are undecidable.

It is decidable if each of these equations has a solution or not (since the first one is flexible-flexible [START_REF] Huet | A Unification Algorithm for Typed λ-calculus[END_REF] [START_REF] Huet | Résolution d' Équations dans les Langages d[END_REF] and the others third order matching problems [START_REF] Dowek | Third Order Matching is Decidable[END_REF]), but it is undecidable whether or not they have a solution in common. If the variable f is second order the problems of this form are decidable since the second order matching algorithm [START_REF] Huet | Résolution d' Équations dans les Langages d[END_REF] [12] produces a finite complete set of closed solutions.

Definition 4 .4Proposition 4 .

 44 Post Correspondence Problem A Post correspondence problem is a finite set of pairs of words over the two letters alphabet {A, B} : {< φ 1 , ψ 1 >, ..., < φ n , ψ n >}. A solution to such a problem is a non empty sequence of integers i 1 , ..., i p such that φ i1 ...φ ip = ψ i1 ...ψ ip Theorem 1. (Post [14]) It is undecidable whether or not a Post problem has a solution. Undecidability of Typability in the Lambda-Pi-Calculus Let us consider the context Γ = [T : T ype; a : T → T ; b : T → T ; c : T ; d : T ; P : T → T ype; F : Πx : T.((P x) → T )] Definition 5. (Huet [9]) Let φ be a word in the two letters alphabet {A, B}, we define by induction on the length of φ the term φ well-typed in Γ and the pure term φ as follows ε = λy : T.y Âφ = λy : T.(a ( φ y)) Bφ = λy : T.(b ( φ y)) φ = | φ| Proposition 3. Let {< φ 1 , ψ 1 >, ..., < φ n , ψ n >} be a Post problem, the non empty sequence i 1 , ..., i p is a solution to this problem if and only if ( φi1 (...( φip c)...)) ∼ = ( ψi1 (...( ψip c)...)) If g is a term such that the term (g a ... a) (n symbols a) is well-typed and is an object in an extension Γ ∆ of Γ then the term g is well-typed in the context Γ ∆ and its type is equivalent to the term Πx 1 : T → T....Πx n : T → T.(β x 1 ... x n ) for some term β of type (T → T ) → ... → (T → T ) → T ype in the context Γ ∆.

Proposition 6 .

 6 Let t be a normal term of type (T → T ) → ... → (T → T ) → T in the context Γ such that the normal form of (t λy : T.y ... λy : T.y) is equal to c. Then the term t has the form t = λx 1 : T → T....λx n : T → T.(x i1 (...(x ip c)...))

t

  = λf.λg.λh.(f (g a ... a) (h (g φ1 ... φn )) (h (g ψ1 ... ψn )) (F c (g λy.y ... λy.y)) (F d (g λy.d ... λy.d))) Assume this term is typable and call α the type of g. The term (g a ... a) is well-typed and is an object in Γ ∆ so α ∼ = Πx 1 : T → T....Πx n : T → T.(β x 1 ... x n ) where β is a term of type (T → T ) → ... → (T → T ) → T ype in Γ ∆. Then all the variables y bound in the terms φi , ψi , λy.y and λy.d have type T . The term (g φ1 ... φn ) has the type (β φ1 ... φn ), so from the well-typedness of the term (h (g φ1 ... φn )) we get that the type of the variable h has the form Πx : γ.γ ′ and γ ∼ = (β φ1 ... φn ) in the same way, from the well-typedness of the term (h (g ψ1 ... ψn )) we get γ ∼ = (β ψ1 ... ψn ) so (β φ1 ... φn ) ∼ = (β ψ1 ... ψn ) From the well-typedness of the term (F c (g λy : T.y ... λy : T.y)) we get (β λy : T.y ... λy : T.y) ∼ = (P c) At last from the the well-typedness of the term (F d (g λy : T.d ... λy : T.d)) we get (β λy : T.d ... λy : T.d) ∼ = (P d) Since the term β has type (T → T ) → ... → (T → T ) → T ype, the head symbol of the normal form of the term β cannot be a top variable of β, so it is the variable P and we have β ∼ = λx 1 : T → T....λx n : T → T.(P (δ x 1 ... x n )) For some term δ of type (T → T ) → ... → (T → T ) → T . We get (δ φ1 ... φn ) ∼ = (δ ψ1 ... ψn ) (δ λy : T.y ... λy : T.y) ∼ = c (δ λy : T.d ... λy : T.d) ∼ = d The second equality shows that the normal form of the term δ has the form λx 1 : T → T....λx n : T → T.(x i1 (...(x ip c)...)) for some sequence i 1 , ..., i p . The third equality shows that p > 0 and the first one that ( φi1 (...( φip c)...)) ∼ = ( ψi1 (...( ψip c)...)) so the sequence i 1 , ..., i p is a solution to the Post problem. Conversely assume that the Post problem has a solution i 1 , ..., i p , then by giving the following types to the variables f , g and h f : (P (a (...(a c)...))) → T → T → T → T → T g : Πx 1 : T → T....Πx n : T → T.(P (x i1 (...(x ip c)...))) h : (P ( φi1 (...( φip c)...))) → T

β-equivalent (βη-equivalence can also be considered without affecting the proof given here).A context is a list of pairs < x, T > (written x : T ) where x is a variable and T a term.We define inductively two judgements: Γ is well-formed and t has type T in Γ (Γ ⊢ t : T ) where Γ is a context and t and T are terms.[ ] well-formedΓ ⊢ T : s s ∈ {T ype, Kind} Γ [x : T ] well-formed Γ well-formed Γ ⊢ T ype : Kind Γ well-formed x : T ∈ Γ Γ ⊢ x : T Γ ⊢ T : T ype Γ [x : T ] ⊢ T ′ : s s ∈ {T ype, Kind} Γ ⊢ Πx : T.T ′ : s Γ ⊢ Πx : T.T ′ : s Γ [x : T ] ⊢ t : T ′ s ∈ {T ype, Kind} Γ ⊢ λx : T.t : Πx : T.T ′ Γ ⊢ t : Πx : T.T ′ Γ ⊢ t ′ : T Γ ⊢ (t t ′ ) : T ′ [x ← t ′ ] Γ ⊢ T : s Γ ⊢ T ′ : s Γ ⊢ t : T T ∼ = T ′ s ∈ {T ype, Kind} Γ ⊢ t : T ′
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