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Abstract—The environmental footprint of a software service
development may be impacted by several factors, spanning
human factors to infrastructure choices. To the best of our
knowledge, the state of the art in the domain of environmental
footprint fails i) to address the full spectrum of software services
life cycle, from design to operation and maintenance and ii) to
cover different categories of impacts. In this paper, we therefore
introduce a methodology and the associated model to guide
the software development ecosystem and their stakeholders in
estimating the environmental footprint of their projects along
multiple impact categories. This holistic approach delivers action-
able insights to identify potential shifting between phases, such
as development and usage, but also hotspots among resources
consumed to produce and operate software services. We report
on a sample case study that emphasizes the importance of
development impact on a software life cycle and shows the relative
importance of phases, as well as resources consumed.

Index Terms—software life cycle, software environmental im-
pact, green software development

I. INTRODUCTION AND MOTIVATION

The latest Intergovernmental Panel on Climate Change
(IPCC) report [31] states that emissions of greenhouse gas
from human activities are responsible for approximately 1.1°C
of global warming since 1850–1900 and that—unless there is
an immediate, rapid, and large-scale reduction—limiting it to
+1.5°C will be out of reach. To achieve this objective, the ICT
sector is challenged to adopt a more sustainable approach to
reduce its environmental footprint. Freitag et al. [21] estimate,
based on previous studies [4, 7, 45], that it contributes be-
tween 2.1% and 3.9% to worldwide Greenhouse Gas (GHG)
emissions and continues to grow, while it should reduce by
42% by 2030, 72% by 2040, and 91% by 2050 and be net-
zero by 2050 to stay within 1.5°C warming. According to
Masanet et al. [46], despite an increase of compute instance
by 550% between 2010 and 2018, the consumption was stable
from 194 to 205 TWh, thanks to the progress of servers
and data centers efficiency. However, it is uncertain whether
future optimizations will be able to keep up with the rise of
computing resource demand.

The most commonly used category of impact is climate
change, quantified through GHG, but according to best prac-
tices and standards [36, 34, 35] several should be combined to
get a global environmental footprint. Material footprint refers
to the total amount of raw materials extracted (minerals, met-
als. . . ), notably for ICT hardware manufacturing, and reflects

the pressures placed on the environment. Overall, it roses from
43 billion metric tons in 1990 to 92 billion in 2017, an increase
of 70% since 2000, and 113% since 1990 [17]. The ICT sector
also consumes water, and Siddik et al. [63] estimate the total
annual operational water footprint of US data centers used for
cooling and energy generation at 513, 000, 000 m3 in 2018.
At the end of its life, ICT hardware becomes e-waste, which
is estimated to be recycled at less than 40% in the European
Union [66]. Its disposal generates disparities around the world
as well as irremediable pollution to soil [47].

Although the ICT environmental impact comes from hard-
ware, especially its manufacturing and usage, one can argue
that the responsibility lies within the software. Indeed, ICT
equipment are built and operated solely to run software on,
therefore levers for actions must also be sought at the software
level.

When developing software, developers follow documen-
tation and guidelines to optimize their maintainability, per-
formance, and usability. However, they lack guidance and
knowledge on how to lower their environmental impact [51],
as well as sustainability models [39, 44, 16, 50, 61]. They
are however prone to apply them, if available and easily
integrable [65].

To the best of our knowledge, current efforts are mainly
focused on lowering software energy footprint by applying
performance optimizations [41], such as energy-efficient vir-
tual machines placement in data-centers [48], energy moni-
toring along releases [37], or energy code-smells [11]. How-
ever, the energy consumed throughout the usage phase of a
service or product might not always be the main driver of
impact, thus adopting a more holistic approach is essential.
For instance, Gupta et al. [26] showed that reducing a data
center’s energy consumption alone fails to reduce its carbon
emissions, as hardware manufacturing plays a bigger role in its
environmental impact. Therefore, to account for these effects
in software, we need to model its whole life cycle, across all
its phases and over multiple environmental criteria.

Our study aims at answering the following research ques-
tion: How does a holistic perspective provide actionable
insights to reduce software environmental footprint? . To do
so, we propose a model to ease the estimation of software
environmental impact through its life cycle across multiple
categories, to study potential shifts and hotspots.
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The remainder of this paper is organized as follows. We
start by describing the key standards on life cycle analysis
and software life cycle (cf. Section II). We then discuss the
state of the art on leveraging software life cycle to lower its
environmental impact (cf. Section III). We later introduce our
contribution to model a software life cycle and estimate its
environmental impact (cf. Section IV). To foster widespread
adoption of our approach, we propose an implementation in
Section V. We subsequently show how it can help stakeholders
to identify impact shifting between phases, resources, and
criteria (cf. Section VI). Finally, we conclude in Section VIII.

II. BACKGROUND

This section describes the key standards on life cycle
analysis and software life cycle. In our work, we rely on
these standards, simplifying and complementing them when
necessary to provide a holistic view of the environmental
impact.

A Life Cycle Assessment (LCA), as defined by the standard
ISO 14040 [34], is the study of the environmental impacts
contribution of a product or service across its entire life cycle.
The analysis is performed for a given functional unit, allowing
to compare two systems with the same one from an envi-
ronmental perspective. By using a systematic overview and
perspective, the LCA approach helps to identify the shifting
of a potential environmental burden between life cycle stages
or individual processes [19]. A screening LCA is simpler to
conduct and is established based on readily available data [67],
and thus provides a high-level view of impacts to identify the
main sources and those that require deeper examination.

Ekvall [18] defines two types of LCA: attributional, which
aims at describing the environmental properties of a life
cycle and its subsystems, and consequential which aims at
describing the effect of changes within the life cycle. Whereas
a consequential LCA aims a describing the long-term effect
of changes induced by the product or service and thus support
decisions in the long term, an attributional one map the
environmental impacts that a product can be made accountable
for and is thus better suited to support decisions that aim at
improving its life cycle processes [59].

Guinée et al. [27] define an environmental impact as the
consequence of an environmental intervention in the envi-
ronment system. It is represented as an aggregate of impact
categories, a class representing an environmental issue of
concern [34], and groups consequences on climate change,
acidification, ecotoxicity. . . Each one is represented as a quan-
tity, which unit is an impact category indicator. For example,
the impact category Climate Change Potential contains a
quantity whose unit is the tons of Carbon Dioxide Equivalent
(tCO2e), defined as the mass of CO2 that would yield an
equivalent effect of global warming [14].

To define a Software Development Life Cycle (SDLC),
the international standard ISO/IEC/IEEE 12207 [33], entitled
Systems and software engineering - Software life cycle pro-
cesses, defines a set of processes organized as requirements,
design, implementation, testing, deployment, maintenance and

retirement [62]. In projects, these life cycle processes can
further be organized in different models, such as Waterfall,
V-Model, Scrum. . . [57]

III. STATE OF THE ART

The trends in green computing studies published since
2012 clearly show a growing interest [13], and several ap-
proaches [16, 40, 42, 44, 50, 62] attempt to leverage software
life cycle models to reduce its environmental impact.

Some authors propose to use the life cycle of software to
lower the impacts of the different processes. Kumar et al. [40]
propose the Green Star model to assess and rate each process
of the SDLC. Lami et al. [42] look at the sustainability factors
of software processes and propose the following reduction
objectives: carbon footprint, energy, waste, and travel. They
also add new processes to assess that these objectives are
fulfilled.

Processes can also be used to reduce the resulting software’s
environmental impact. Shenoy et al. [62] propose changes
in the SDLC and provide guidelines for each process. Dick
and Naumann [16] add processes dedicated to ensuring the
resulting product sustainability, such as sustainability reviews
and sustainability retrospectives. The GREENSOFT model and
associated metrics [50, 44] cover both the process and resulting
software sustainability within a conceptual framework that
emphasizes considering software products over their life cycle.

The approaches for computing an environmental impact can
be classified as top-down and bottom-up. A top-down approach
adopts global statistics and input/output analysis to model
the participating systems and compute a smaller-scale output.
Chan et al. [12] use this approach to model the Internet energy
intensity, by dividing its total estimated energy consumption
by the traffic on a given period. They obtain an intensity
expressed in kWh-hours per gigabyte of data transferred.
Unfortunately, top-down approaches generally suffer from an
averaging bias and do not help in identifying action levers.
In this case for example, one can only identify two levers to
reduce the Internet’s impact: either reducing the amount of
data transferred or reducing the environmental footprint of the
ICT sector as a whole.

A bottom-up approach is based on direct observations
made on case studies [15], which are then generalized to
be representative of a larger scale. Schien et al. [60] use
this approach to compute the Internet energy intensity, by
scaling the energy consumption of devices simulating an
Internet Service Provider (ISP) network. This approach will
reflect changes made to the system directly, without relying
on structural changes, as a top-down approach.

Most studies on the environmental footprint of ICT combine
both approaches to obtain more accurate estimations [21].
Malmodin and Lundén [45] used a bottom-up approach for
the impact of user devices, and a top-down approach for data
centers and networks to model their projections of emissions
beyond 2020.

The lack of openly available data, the complexity of ICT
systems and their variability make it difficult to assess their



impact. While Andrae et al. [5] estimate the worldwide data
centers consumption to be around 299 TWh in 2020, China’s
State Grid Energy Research Institute released a report stating
that Chinese data centers consumption alone was around
200 TWh the same year [24]. Modeling various systems
implies adopting hypotheses and values with possibly high
margins of errors and, per Fonseca et al. [20], one should look
at trends that help to understand patterns rather than absolute
values to take sourced decisions.

To the best of our knowledge, only two papers tried to
assess the carbon footprint of software products’ life cycle.
The first attempt was conducted by Taina et al. [64], where
the authors proposed different approaches to assess the carbon
footprint of phases on an artificial software project. By giving
estimates for each phase, they emphasize that the way software
is developed and delivered matters, as well as how usable
it is. They mostly focus on energy consumption and paper
printing, but conclude that traveling would dominate the result,
if included. Kern et al. [38] focused on whether employee
commuting should be included in software carbon footprint
assessment, and conduct two case studies on micro-enterprises
in Germany. They compute factors of impact for this context
to give an impression of the magnitudes, and show that the
distribution of environmental impacts between the build and
the run phases can vary greatly depending on the number
of copies sold. Both of these approaches do not cover the
complete life cycle of the resources used, especially the impact
of ICT equipment manufacturing, but only account for their
energy consumption.

The ITU L.1410 [36] standard complements the
ISO 14040 [34] and 14044 [35] and proposes a Methodology
for environmental life cycle assessments of information and
communication technology goods, networks and services, by
defining a set of requirements that the LCA practitioners
should strive for, as compliance may not be possible.
It was refined in France by the General Principles
for the Environmental Labelling of Consumer Products,
Methodological Standard for the Environmental Assessment
of Digital Service [22], which aims to provide a set of
common rules to assess and inform consumers about the
environmental impact of digital services. The Blue Angel
environmental label for Resource and Energy-Efficient
Software Products is designed in Germany to award products
that use hardware resources in a particularly efficient manner
and consume a low amount of energy during their use. All
these standards take only into account the usage of software
services, but not their development.

The Greenhouse Gas Protocol Product Life Cycle Account-
ing and Reporting Standard (Product Standard) [8] gives
requirements and guidance for organizations to quantify and
report an inventory of GHG emissions and removals associ-
ated with a specific product. The ICT Sector Guidance [53]
define the assessment of software life cycle GHG impact with
predefined phases (material acquisition and preprocessing,
production, distribution and storage, use, and end of life),
and consider the software development. However, unlike the

LCA approaches, it uses a single category of impact and only
accounts for GHG emissions. Besides, upstream emissions
such as building and hardware manufacturing, are not taken
into account.

Outside the research community, several initiatives also
propose emerging methodologies. The Green Software Foun-
dation defines the Software Carbon Intensity (SCI) [25], a
methodology to compute the rate of carbon emissions per
functional unit for a software system. It takes into account both
energy consumption and reserved hardware embodied emis-
sions, but only covers GHG and the usage phase of a project,
not its development. The Sustainable Digital Infrastructure
Alliance (SDIA) proposes a methodology to compute the
carbon emissions of server-side applications [1]. This approach
encompasses both energy consumption and embodied carbon
emissions, but only accounts for backend impacts and excludes
those of the network and end-user devices.

Despite a growing interest to estimate the environmental
impact of ICT, few approaches consider software over its
life cycle along multiple categories. Standards and indicators
emerge to standardize its computation and communication to
consumers, but they focus mainly on its usage phase, often
only through energy consumption, and its climate change im-
pact through carbon emissions rather than considering multiple
categories.

IV. APPROACH

We propose a methodology and the associated model to
assist software project stakeholders in estimating the environ-
mental footprint of their project. When designing this method-
ology, our goals are threefold. It needs to be: 1) holistic by
providing a comprehensive perception of the impacts resulting
from a software project, 2) actionable by delivering actionable
insights to project stakeholders, 3) easy to use to enforce a
widespread adoption.

To meet our first objective, we elected to follow the core
principles of an attributional screening LCA, as introduced
in Section II. The perimeter we take into account in our
methodology includes all the resources consumed when per-
forming the activities identified in the SDLC, but also other
activities to consider a complete cradle-to-grave view of the
impacts arising from the ICT project under study. This includes
for example (and not exhaustively) the distances traveled to
sell the product, the man-days required for its development,
the production and deployment of ICT equipment and the
impact of end-user devices. This offers a high-level view of
the impacts and supports identifying key causes within the
processes. Additionally, such a holistic perspective allows the
identification of potential burden shifts between life cycle
phases or resources.

For a software product, such a shift can occur when re-
ducing the hardware resources required, and thus the running
phase impact, by adopting a more efficient programming
language. However, this programming language might incur
longer development time, which will increase the impacts of



the building phase. Impact shifts can also occur between cate-
gories, for instance when replacing servers with more energy-
efficient ones, thus decreasing the climate change impact,
while increasing the land pollution due to the manufacturing
of new hardware.

The adoption of a bottom-up approach allows us to meet
our second objective: delivering actionable insights. Once
stakeholders have identified major impact sources in their
project, they can investigate the effect of decisions taken at
a micro-scale on a larger scale. Our approach therefore equips
stakeholders with a new Key Performance Indicator (KPI)
to consider the environmental impacts of their decisions and
assess if the benefit outweighs the cost next to others, such as
security level, financial costs, redundancy, high availability. . .

Meeting our third objective, namely ”ease of use”, is
generally difficult when using a bottom-up approach with
a large scope. We answer this challenge by proposing a
simple and flexible way of modeling a project’s resources
and activities, which allows using the same methodology for
projects using different development models. Our estimates
rely on an impact dataset (named secondary data in LCA
vocabulary), that we have consolidated from existing openly
available sources. Finally, we elect to simplify inventory and
data collection by using a static view of the project, which we
introduce in the following section.

A. Software life cycle modeling

To adapt to each stakeholder’s context, the software life cy-
cle modeling has to be suitable for all types of SLDC models,
while keeping a common environmental impact computation
methodology.

To do so, it is represented as a static view rather than a
time-based one, such as a timeline, to lower the granularity
of inputs required while keeping their relevance. For instance,
it is not required for stakeholders to detail on each day how
many developers worked on the project, the number of test
servers used, which would be tedious without automation, but
rather the number of man-days and server-hours consumed
on a given period. Instead of a day-to-day basis, time is
flattened and the life cycle is modeled as a tree, as depicted
in Figure 1. In this example, the project contains two key
phases, build and run, which can contain sub-phases, such as
selling, development, and hosting. Stakeholders can add, move,
and remove phases and sub-phases to model their software
development life cycle, no matter the model and processes
or phases they chose. To support them do so, we propose
predefined trees that model the most common life cycles,
which they can fully customize to model more accurately their
daily activities.

Each phase consumes resources to be completed, which can
be of multiple kinds. The phase coding consumes man-days,
but also server-hours for developers to test their products.
As software projects use common resources, we propose a
default dataset with their associated environmental impact,
which the model then uses to compute the whole software
life cycle impact. This way, we allow stakeholders to set their

Software project

Build Run

ImplementationSelling

Development Testing

Design

Hosting Maintenance

Fig. 1. Software life cycle tree example

resources usage accordingly to their needs and policies, in the
right life cycle phases, while keeping the same computation
methodology between multiple typologies of projects.

B. Environmental impact computation

As the project life cycle is flattened as a tree representation,
its whole environmental impact, represented as an aggregate
of impact categories as defined in Section II, can be computed
using a tree traversal:

Impact(project) =
∑
p∈P

Impact(phasep)

Each phase of the project—or node of the tree—can con-
sume resources and require sub-phases. For example, the phase
build requires the sub-phase development, which consumes
man-days resources. As such, the environmental impact of a
phase is the sum of its consumed resources, including the ones
consumed by its sub-phases:

Impact(phase) =
∑
r∈R

Impact(resourcesr)

+
∑
p∈P

Impact(phasep)

The impact of a given phase mostly depends on the re-
sources it consumes. Each one is estimated from the declared
quantity weighted to its associated impact factor, which gives
an environmental impact per functional unit consumed, such
as a vCPU-hour, a plane-kilometer. . . A resource impact is
therefore computed as:

Impact(resource) = quantity × impact factor

The quantity has to be the same unit as the impact factor to
obtain an environmental impact. However as the model uses
a flattened time representation, this quantity cannot directly
express recurring events such as a product owner going to
meet the customer every month, by plane, for 6 months. The
quantity is therefore aggregated from multiple fields: amount,



the number of functional units used, period, the length of
the resource consumption, and frequency. For instance, for
the impact factor plane, expressed by kilometer, the amount
will be 100 plane-kilometers, the frequency every month, and
the period a year, giving a quantity equal to 12, 000 plane-
kilometers, which corresponds to the impact factor functional
unit.

If an impact factor is given by a time-based functional unit,
such as vCPU-per-hour, the quantity field has to contain a
time unit. A period of usage is therefore mandatory and the
frequency field cannot be used in isolation anymore, to avoid
canceling out the time unit. The field duration is added to
represent a recurring scenario: to model a vCPU used two
hours per day for a year, the duration will be a year, the
frequency every day, and the duration two hours. The quantity
value is thus computed as follows:

quantity =
amount× duration× period

frequency

V. ENVIRONMENTAL MODEL

To foster widespread adoption of our approach to assess
software environmental impact, we developed a web appli-
cation shown in Figure 2 as well as an API implementing
our approach, which will soon be available under Orange
GitHub 1. This application provides software project stake-
holders with an easy way to model the life cycle of their
project and get a first overview of the associated environmental
impacts to quickly identify hotspots in their projects. They can
model and save their project characteristics, through phases
and resources consumed, and analyze the resulting impact
from various standpoints.

a) Tree view: Shown at the center of Figure 2, the tree
view defines the project life cycle, by modeling its phases as
nodes. Each node can be moved or deleted, and new ones can
be created at all levels. Stakeholders can adopt a life cycle
granularity that suits their study scope, which they can refine
iteratively by updating the tree. Standard predefined life cycle
trees are proposed to start modeling from the most common
SDLC models.

b) Resources inputs: By switching to editing mode, the
resources consumed by each phase can be updated. A form
assists in conforming with the associated impact factor unit,
while allowing entering time-based events despite the overall
static view.

c) Impact factors: The impact factors are exposed by
the API, and cannot be updated when modeling projects.
Keeping the reference values in a single place, rather than
distributing them, as spreadsheets for instance, avoid data
tempering that would make comparisons between projects or
solutions impossible. It also allows updating at once all the
projects modeled using these impact factors, when refining
their values.

1https://github.com/Orange-OpenSource

TABLE I
SOFTWARE EFFORT DISTRIBUTION (PERSON-MONTHS)

Phase/Activity Inception Elaboration Construction Transition
Management 368.4 1263.0 3332.9 736.7
Environment/CM 263.1 842.0 1666.5 263.1
Requirements 999.9 1894.5 2666.3 210.5
Design 499.9 3789.0 5332.7 210.5
Implementation 210.5 1368.2 11331.9 999.9
Assessment 210.5 1052.5 7999.0 1263.0
Deployment 78.9 315.7 999.9 1578.7

d) Results: To identify impact hotspots and shifts, the
resulting environmental impact for the chosen impact category
is displayed on the left side of the application, shown in
Figure 2. The top figure is the Sankey diagram of the impact
combined between the phases and resources, which is then
refined solely by phases, as shown in Figure 3, and by
resource, as shown in Figure 4. For the impact by resource, all
impact categories are also reported simultaneously, as depicted
in Figure 6.

e) Comparison: Each project can contain multiple mod-
els, which can be used to compare different approaches and
scenarios. Shown on the left-hand side of Figure 2, these
models can be compared between them, using a side-by-side
view of the environmental impact described previously, as well
as a direct comparison by resources shown in Figure 5.

f) Physical quantities: Each physical quantity, such as
ones expressed in CO2e, is represented as a numerical value
and a unit of measurement. Our implementation uses the Pint
library [28], which allows conversions between units as well
as ensures their consistency in computations.

VI. FINDINGS

This section demonstrates the benefits of our approach. We
used the Gitlab project to estimate a sample application life
cycle, considering the source code repository for modeling the
building phase and the documented hardware requirements for
the usage phase.

Using the CLOC tool [3], we extracted 6, 241, 291 Source
Lines of Code (SLOC) from the project repository [23].
We used this value as an input for a Constructive Cost
Model II (COCOMO II), the most commonly-used algorithmic
method for software development cost estimation defined
by Bohem et al. [9]. Using a post mortem approach on an
already developed application offers an estimation of the effort
required to build a software, as well as its distribution among
phases. To obtain a standard software effort distribution, we
leave COCOMO cost drivers, such as team cohesion, program-
mer’s capability, and multi-site developments with their default
values. We obtained the effort distribution shown in Table I.

As discussing the COCOMO potential limits is out of
this paper’s scope, we consider the effort distribution as
representative of a project this size, rather than the actual effort
accomplished to design and develop the Gitlab application.

To model the usage phase, we adopted the Gitlab hosting
reference architecture for 50, 000 users [54]. We chose the
largest one, considering that the application is designed to

https://github.com/Orange-OpenSource


Fig. 2. Screenshot of the web application implementing our approach

be as scalable as its biggest instantiation, requiring more
effort than for a smaller one, such as for 500 users. Host-
ing an instance requires hosting services not developed in-
house by Gitlab, such as Sidekiq or PostgreSQL, which is
realistic for a real-world application. We only consider these
services hosting impact and not their development, as done by
Kern et al. [38]. As the requirements do not specify a storage
size, we used the default repository size limit of 10GB by
project, and considered 2 projects per user with a 3× data
redundancy; thus obtaining a total of 3, 000TB of data to store.
We do not include end-users in our case study, considering
that their usage environmental impact—i.e., mainly through
energy consumption—would be marginal in contrast to the
manufacturing impact of their device, and that the property of
the device does not rest on using Gitlab or not.

In this case study, we assume the development and hosting
in France, and we use the corresponding impact factors.

A. Shifts between phases

As stated in Section III, the hypotheses taken when model-
ing and reference values used with possibly high margins of er-
ror imply uncertainty in an environmental impact assessment,
to which there is no ground truth to compare. This implies
caution when treating with absolute values, but stakeholders
can identify impact hotspots and shifts using a high-level
perspective, by manipulating orders of magnitude obtained
through a common methodology and reference values.

We first focus on a specific impact category, Climate
Change indicated in CO2e, to show how modeling a software
life cycle environmental impact can provide actionable insights

to lower its environmental impact. To respect the Paris Agree-
ment climate objectives to limit global warming to +1.5°C
above pre-industrial levels [52], the IPCC [32] gives a global
carbon budget of 500 billion tons from 2020 to 2050—i.e.,
roughly under two tons per year by earth inhabitants.

1) Phases: When applying the methodology described in
Section IV with a run phase duration of 15 years, we obtained
the distribution of tCO2e emitted shown in Figure 3. The
impact is largely dominated by the building phase, emitting
approximately 13, 945 tCO2e, while the running phase is rel-
atively low with roughly 279 tCO2e emitted.

This highlights the importance of using a life cycle ap-
proach, as considering only the software through its usage,
which is commonly done, can hide the vast majority of impact
which occur during its development: more than 95% in this
case.

The build phase and its sub-phases only consume people
resources. As such, their environmental impact distribution
is the same one as the COCOMO software effort I, where
the construction activity dominates the man-days required,
resulting in more than 64% of the build phase CO2e emissions,
especially for implementation, assessment, and design phases.

2) Amortization: Figure 3 highlights that in an ad-hoc de-
velopment, the build phase can largely prevail over software’s
overall life cycle environmental impact. However, a project
the size of Gitlab requires to be hosted for an unrealistically
long duration to reach the tipping point where its run phase
impact will be equal to the build phase. With a constant
build phase emitting 13, 945 tCO2e and a year of run emitting
18.614 tCO2e, this tipping point is thus identified as roughly
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Fig. 3. CO2e emissions distribution between life cycle phases

749 years of usage. As Gitlab is hosted simultaneously across
multiple instances, we consider a hosting-year as a single
instance hosted for a year.

B. Shifts between resources consumed

A life cycle approach allows stakeholders to identify the
most impactful phases and uncover impacts hidden by focusing
on a single one, but does not provide actionable insight to
reduce their respective impact. As defined in Section IV a
phase does not have a direct impact, it inherently comes from
the resources it consumes. By using a similar holistic approach
for resources, stakeholders can identify hotspots and shifts in
their environmental impact.

1) Hotspots: The Sankey diagram of Figure 4 depicts the
flows of tCO2e emitted by the consumption of the different
resources across the project life cycle. It models a project
where impacts are at the tipping point between the build and
run phases, previously defined and established at 749 hosting-
years, to avoid having the people resource impact largely
dominating the overall one.

For one day, the people resource emits roughly
1.21e-2 tCO2e and is constituted of transportation, a
laptop and an external monitor, as well as an office. While
the monitor and laptop impacts are relatively low, the office
accounts for almost half of the impact, emitting 6, 178 tCO2e.
Transportation emits the other half, 7, 326 tCO2e, based on a
representative usage mix of car, motorbike, public transport
and bike usage in France [55, 43] and their associated impact
factors [2]. Among these, the car accounts for more than
95% of the overall commuting environmental impact and
ultimately becomes one of the main impact hotspots among
all resources consumed throughout the software life cycle.
We thus assess Kern et al. [38] that commuting can be a key
impact on the overall environmental impact of a software life
cycle, not only on the building phase.

2) Manufacture and usage: Figure 4 shows that, despite
the 758 vCPU and 1636GB of memory required to host Gitlab

instances, the 300TB of storage largely prevails over the over-
all CO2e emissions. Among the 8, 853 tCO2e emitted, more
than 95% comes from its manufacturing. By acknowledging
only its usage impact—i.e., energy consumption—it would
be considered a relatively low source of impact. However,
when acknowledging the hardware’s complete life cycle, its
manufacturing is one of the main emissions flow, and storage
becomes one of the main hotspots on the overall project
life cycle. Identifying such a hotspot allows stakeholders to
uncover hidden impacts, as well as prioritize actions, such as
prolonging hardware life expectancy or decreasing the number
of allocated resources.

3) Compare scenarios: To compare different approaches,
Figure 2 depicts a scenario between a model at the tipping
point between its build and run phases impact and a more
hardware intensive one, where the overall number of person-
month required is reduced by 20%, leading to double the
hardware resources required to host an instance.

Figure 5 points out the main drivers of emissions shifts
between both approaches. The decrease of person-month re-
quired results in cars and offices emissions lowering by almost
2, 650 tCO2e. It is however not sufficient to compensate for the
increase of hardware-related ones, resulting in an overall emis-
sions increase of 2299 tCO2e. By modeling and comparing
different scenarios, stakeholders can quickly get insights into
the relative impact shifts between different implementation
choices.

4) Multicriteria: We focused on the climate change impact
category to highlight how the methodology can help stake-
holders to identify impact shifts between phases and hotspots
between resources, and highlight the importance of consider-
ing their life cycle impacts. However, as stated in Section II,
an environmental impact is an aggregate of impact categories,
and an impact can also shift between these categories.

To identify this shift, Figure 6 shows a holistic view of
resources’ environmental impact along all categories of impact
proposed. Due to the scarcity of open-source data, discussed in
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Section VII, we were not able to find relevant multi-categories
impact factors for transport and buildings. Thus, the figure
focuses on the use phase, which uses hardware resources with
environmental impact data sourced from [6].

Following the category of impact looked at, the order of
magnitude between the main sources can vary greatly. When
focusing on climate change, a decision such as replacing
processors with newer and more energy-efficient ones can
reduce their contribution to this impact category. It will
however increase their contribution to other categories, such as
water depletion and resource depletion with a possibly worse
environmental impact. Furthermore, a holistic view of multiple
categories highlights the major role of hardware manufacturing
on the software hosting environmental footprint.

Figure 6 displays each category separately and in its
respective unit, which can complicate the decision-making
process. To better understand their relative magnitude and
importance, the ISO 14044 [35] defines optional steps of an
LCA: normalization and weighting. Each indicator result is
transformed by dividing it by a reference value, such as the
one given by Sala et al. [58]. This allows for identifying
and prioritizing the relevant categories, as well as obtaining
a single score by conducting another optional step, grouping.
However, as there is no broadly accepted method for weighting
and grouping yet [56], we chose not to aggregate impact
categories and report them separated to stakeholders.

VII. THREATS TO VALIDITY

Gitlab is used as a sampled case study to show the method-
ology and the actionable insights it offers on a realistic dataset
of a complex application, but the impact cannot be considered



as these of the project itself. Defining a scope, even with its
limitation, is essential to a life cycle approach, as considering
all upstream resources would be too large and thus impossible.
As we limit our build scope to values obtained through the
COCOMO effort estimation methodology, some key elements
are missing for an organization, such as supporting employee
infrastructure, accountancy, human resources, etc. Further-
more, the Gitlab company is all-remote, thus not using offices
each day, which plays a key role associated with commuting
in our impacts modeling. Their employees work across 65
countries, which we do not consider as we did not add work-
related travel. We used a ”black-box” approach using the
source code repository and documented hardware requirements
as a best-effort solution, but encourage stakeholders to use
the more precise project values available to them, and impact
factors better suited to their context to obtain the best insights
from the model.

Our scope does not include maintenance for the software, as
well as for the hardware resources which include data centers
through a Power Usage Effectiveness (PUE) only, not with
a life cycle approach that includes water usage for example.
Clusters monitoring infrastructure, overhead . . . are not taken
into account, as well as the hardware used for development,
such as test, qualification, and validation servers.

We chose not to consider Continuous Integration / Con-
tinuous Delivery (CI/CD) runners in our use case, as they
would be predominant over the hosting impact. While relevant
for the Gitlab product LCA, it is a peculiar use case, highly
resource-intensive thus with a high impact. Using the default
SaaS runner configuration with 1 vCPU and 3.75GB of RAM,
as well as the 10, 000 minutes per month or shared runner time
allocated to premium users, we obtain just about 12.77 tCO2e
per month for the runners, while the overall hosting impact is
roughly 1.55 tCO2e.

The ecosystem lacks data on the environmental impact of
resources it uses, as highlighted in [49], all the more multi-
criteria impact, which we demonstrate the importance of. Our
model outputs are strongly correlated to its reference values,
and we modeled an environmental impact using impact factors
from France where the electricity is low carbon. In this context,
we observed a smaller resource usage than manufacturing
footprint, but this cannot be generalized and we encourage
stakeholders to use impact factors corresponding to their
context.

As it uses an attributional approach, our model will be
limited to delivering insights into its intrinsic characteristics,
but not into the side effects that might occur. An ICT product
life cycle analysis will only reveal the first-order effects, not its
role as an enabling technology [29]. For instance, reducing the
commuting impact by encouraging employees to work from
home will reduce the project’s overall impact from the model’s
perspective, but teleworking may also increase the overall
distance traveled as stated by Caldarola and Sorrell [10].
Offices-related impacts such as energy consumption for heat-
ing, cooling and lighting will be transferred to employees’
homes. Hook et al. [30] concluded through a systematic review

that economy-wide energy savings due to teleworking are
typically modest, and can even be negative or nonexistent.

Our solution is not intended to conduct a full-fledged LCA
to obtain the environmental impact for a software product. It
however helps software stakeholders to prepare the Life Cycle
inventory (LCI) [35] step, by providing a flow model of the
software life cycle.

VIII. CONCLUSION AND NEXT STEPS

In this paper, we introduce an approach to model a software
life cycle environmental impact. We show how using a bottom-
up holistic approach can allow stakeholders to identify impact
shifts between life cycle phases, resources consumed and
categories of impact. As recommendations to lower software
project impacts cannot be generalized due to their uniqueness,
we propose a simple and flexible way to model project
resources and activities to adapt to different development
models. We publish an implementation to foster a widespread
approach, and show on a sampled use case the actionable in-
sights delivered to stakeholders by identifying impact hotspots
in phases and as resources. We highlight the importance of
considering software’s environmental impact over its complete
life cycle, and not only its usage through energy consumption.
We emphasize on the role of commuting on the overall
impact, as well as the importance of considering ICT hardware
resources’ complete life cycle, as their manufacturing impact
can be larger than their usage one. We encourage stakeholders
to consider multiple impact categories, to avoid shiftings by
focusing on a single one.

Based on our work and due to the scarcity of reference
data to model software environmental impact, we suggest
that future work explore the ICT hardware impact along
multiple impact categories, especially its propagation through
abstraction layers.
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