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STOP r ′ = 1 u ′ = 1 v ′ = u TEST r -n s ′ = 1 u ′ = u + v s ′ = s + 1 r ′ = r + 1 TEST s -r STOP r ′ = 1 u ′ = 1 v ′ = u TEST r -n s ′ = 1 u ′ = u + v s ′ = s + 1 r ′ = r + 1 TEST s -r u ← 1 for r = 0 to n -1 do v ← u for s = 1 to r do u ← u + v STOP r ′ = 1 u ′ = 1 v ′ = u TEST r -n s ′ = 1 u ′ = u + v s ′ = s + 1 r ′ = r + 1 TEST s -r precondition {n ≥ 0} u ← 1 for r = 0 to n -1 do v ← u for s = 1 to r do u ← u + v postcondition {u = n! } STOP r ′ = 1 u ′ = 1 v ′ = u TEST r -n s ′ = 1 u ′ = u + v s ′ = s + 1 r ′ = r + 1 TEST s -r precondition {n ≥ 0} u ← 1 for r = 0 to n -1 do invariant {u = r ! } v ← u for s = 1 to r do invariant {u = s × r ! } u ← u + v postcondition {u = n! } verification condition forall n:int. n >= 0 -> (0 > n -1 -> 1 = n!) /\ (0 <= n -1 -> 1 = 0! /\ (forall u:int. (forall r:int. 0 <= r /\ r <= n -1 -> u = r! -> (1 > r -> u = (r + 1)!) /\ (1 <= r -> u = 1 * r! /\ (forall u1:int. (forall s:int. 1 <= s /\ s <= r -> u1 = s * r! -> (forall u2:int. u2 = u1 + u -> u2 = (s + 1) * r!)) /\ (u1 = (r + 1) * r! -> u1 = (r + 1)!)))) /\ (u = ((n -1) + 1)! -> u = n!)))
and then what do we do with this mathematical statement? we could perform a manual proof (as Turing and Hoare did) but it is long, tedious, and error-prone so we turn to tools that mechanize mathematical reasoning • type polymorphism • variants

• limited support for higher order

• pattern matching • exceptions

• break, continue, and return

• ghost code and ghost data

• mutable data with controlled aliasing

• contracts • loop and type invariants 13 / 45

WhyML, a specification language

• polymorphism & algebraic types

• limited support for higher order

• inductive predicates 

.. } ensures { (0 <= r < length a -> a[r] = v) /\ (r = -1 -> forall i. 0 <= i < length a -> a[i] <> v) }
let binary search (a: array int) (v: int) : (r: int) requires { ... the array a is sorted .

.. } ensures { (0 <= r < length a -> a[r] = v) /\ (r = -1 -> forall i. 0 <= i < length a -> a[i] <> v) }
the program can return -2 and yet be proved correct! let binary search (a: array int) (v: int) : (r: int) requires { ... the array a is sorted .

.. } ensures { -1 <= r < length a /\ 0 <= r < length a -> a[r] = v /\ r = -1 -> forall i. 0 <= i < length a -> a[i] <> v } let binary search (a: array int) (v: int) : (r: int) requires { ... the array a is sorted ... } ensures { -1 <= r < length a /\ 0 <= r < length a -> a[r] = v /\ r = -1 -> forall i. 0 <= i < length a -> a[i] <> v }
the program can return 42 and yet be proved correct! (missing parentheses)

good practice write and verify some client code let test () = let a = Array.init 5 (fun i -> i) in let r = binary search a 0 in assert { r = 0 }; let r = binary search a 5 in assert { r = -1 }; ...

Why3 logic is total

• recursive functions and predicates must terminate 

  s -> if i=0 then x else lookup (i-1) (Zero s) | Zero s -> let (x0, x1) = lookup (i/2) s in if i%2 = 0 then x0 else x1 end for 200+ more examples, see https://toccata.gitlabpages.inria.fr/toccata/gallery/ • VC generation using WP or fast WP • 70+ VC transformations (≈ tactics) • support for 25+ ATP and ITP systems • GUI for autoactive verification • recorded proof sessions, batch replay • Why3 in your browser binary search let binary search (a: array int) (v: int) : (r: int) requires { ... the array a is sorted ... } ensures { ... r is an index where v appears, or -1 is there is no such index ... } let binary search (a: array int) (v: int) : (r: int) requires { ... the array a is sorted .

  they have the same weight, apart from one, which is lighter you are given a Roberval balance using the balance at most twice, determine the lighter ball