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Remarkable Challenges of High-Performance Language Virtual Machines

1 Language Virtual Machines :

are still open research questions that are fundamental for understanding the organization of such execution engines :

Minimizing warm-up times. Speculations and adaptive optimizations require a warm-up phase to extract runtime information and optimize accordingly. Current trends investigate how to optimize interpreters [START_REF] Larose | Less is more : Merging ast nodes to optimize interpreters[END_REF][START_REF] Polito | Interpreter register autolocalisation : Improving the performance of efficient interpreters[END_REF][START_REF] Rohou | Branch Prediction and the Performance of Interpreters -Don't Trust Folklore[END_REF], how to minimize dynamic compilation times [START_REF] Latifi | Compgen : Generation of fast jit compilers in a multi-language vm[END_REF], and how to reuse speculative decisions on subsequent executions [START_REF] Béra | Sista : Saving optimized code in snapshots for fast start-up[END_REF][START_REF] Wimmer | Initialize once, start fast : application initialization at build time[END_REF].

Understanding speculative compilation. Speculative compilation is based on the strong assumption that runtime behavior stabilizes. Recently in 2017, Barrett et al. [START_REF] Barrett | Virtual machine warmup blows hot and cold[END_REF] showed that such stabilization does not necessarily happen in most applications, producing under-performant compilations. This led to the recent study of phased behavior : study the phases an application goes through during its execution and would require different compilation and speculation schemas [START_REF] Kaleba | Who you gonna call ? a case study about the call-site behaviour in ruby-on-rails applications[END_REF]. Moreover, speculative optimization uses compilation heuristics that aim to be one-size-fits-all which are not suitable for all applications. Recent work proposes the usage of machine learning approaches to learning application-specific optimization heuristics online, considerably increasing warm-up times [START_REF] Mosaner | Using machine learning to predict the code size impact of duplication heuristics in a dynamic compiler[END_REF][START_REF] Mosaner | Compilation forking : A fast and flexible way of generating data for compiler-internal machine learning tasks[END_REF].

Hardware and Operating System Integration. Several works explore the fusion between operating systems and high-level language implementation technology to lift the security and safety properties of highlevel programming languages to operating system development [START_REF] Chari | Self-contained development environments[END_REF][START_REF] Simon | Java on the bare metal of wireless sensor devices : the Squawk Java virtual machine[END_REF][START_REF] Golm | The jx operating system[END_REF]. Recent work has shown that making operating systems aware of language virtual machines yields important optimization opportunities by reusing JIT compiled code between applications, and reducing start-up and warm-up times [START_REF] Xu | Sharejit : Jit code cache sharing across processes and its practical implementation[END_REF][START_REF] Kawachiya | Cloneable jvm : A new approach to start isolated java applications faster[END_REF][START_REF] Wimmer | Initialize once, start fast : application initialization at build time[END_REF]. In the same venue, recently researchers have explored how to lift hardware support to the programming language runtimes and vice-versa [START_REF] Le | Automatic gpu memory management for large neural models in tensorflow[END_REF][START_REF] Tsai | Hardwiring the os kernel into a java application processor[END_REF][START_REF] Okafor | A methodology to transform an os-based application to a bare machine application[END_REF].

Challenges in Performance Evaluation

Evaluating programming language implementations has faced since its beginning the problem of representativity. Programs used to evaluate performance, often called synthetic, do not illustrate real work-loads [START_REF] Sarimbekov | Workload characterization of jvm languages[END_REF][START_REF] Ogasawara | Workload characterization of server-side javascript[END_REF]. The DaCapo benchmark suite [START_REF] Blackburn | The dacapo benchmarks : Java benchmarking development and analysis[END_REF] proposed in 2006 a series of programs aiming at representing typical Java programs to evaluate language implementation (JVM) performance. These suites inspired others for languages such as Scala [START_REF] Sewe | Da capo con scala : Design and analysis of a scala benchmark suite for the java virtual machine[END_REF], and Javascript and WebAssembly [START_REF] Pizlo | Jetstream benchmark suite[END_REF][START_REF] Cazzulani | Octane : The javascript benchmark suite for the modern web[END_REF]. Although these synthetic benchmark suites are currently in use by language implementation researchers, they are still not considered representative of realistic workloads, and state-of-the-art VMs such as V8 now deprecate their usage in favor of real applications [START_REF]Retiring octane[END_REF].

Besides the programs used to evaluate language implementations, other issues arise from the used methodologies : their reproducibility and significance. Indeed, benchmarking results suffer from non-determinisms from hardware, operating systems, and multi-threaded environments. Georges et al. [START_REF] Georges | Statistically rigorous java performance evaluation[END_REF] proposed in 2007 a statistically rigorous benchmarking methodology that has been in use for the last decade and a half. Recently in 2017 [START_REF] Barrett | Virtual machine warmup blows hot and cold[END_REF] the VM community discovered great flaws in such methodology and its derivates based on the wrong assumption that application performance stabilizes in a steady state.

Finally, the other side of the benchmarking coin is the runtime profile and monitoring. While benchmarking presents the execution results as a snapshot or a summary statistic, better understanding the performance behavior of language implementations requires tools to observe their execution on-line. Most profiling tools focus on application performance and provide little-to-none insights on language implementation behavior and its impact on performance [START_REF] Rosales | Fjprof : Profiling fork/join applications on the java virtual machine[END_REF][START_REF]Visualvm : All-in-one java troubleshooting tool[END_REF][START_REF] Marek | Shadowvm : Robust and comprehensive dynamic program analysis for the java platform[END_REF][START_REF] Peng | Virtual machine profiling for analyzing resource usage of applications[END_REF]. Recent work proposes to expose the internals of Virtual Machines to better understand the inter-relations of their different components [START_REF] Tesone | Profiling Code Cache Behaviour via Events[END_REF], but mostly focus on their JIT compilers [START_REF] Kaleba | A detailed vm profiler for the cog vm[END_REF][START_REF]Indicium : V8 runtime tracer tool[END_REF].

It is worth noticing that these challenges have been explored in the past for speed reasons. It is not until recently that work started to evaluate also VM performance in terms of the consumption of energy [START_REF] Ournani | Evaluating the Impact of Java Virtual Machines on Energy Consumption[END_REF] or memory [START_REF] Agadakos | Nibbler : Debloating binary shared libraries[END_REF][START_REF] Polito | Run-fail-grow : Creating tailored object-oriented runtimes[END_REF].

Challenges in Memory Management

Automated memory management has been a topic of increasing interest and study since McCarthy's seminal work in the 60s [START_REF] Mccarthy | Recursive functions of symbolic expressions and their computation by machine, part I[END_REF]. Whether automatic or manual, the agreement is that memory management is crucial to application performance due to its intricate relationship to hardware concerns, programming languages, application development patterns, and new data-centric applications. Yet, understanding such relationships remains an unresolved issue. The research community has recently barely been able to propose approximations of the cost of different memory management strategies [START_REF] Cai | Distilling the real cost of production garbage collectors[END_REF] and shown that modern system performance is dominated by cache misses [START_REF] Hunter | Beyond malloc efficiency to fleet efficiency : a hugepage-aware memory allocator[END_REF].

Besides performance, memory management is still nowadays one of the biggest causes of bugs and vulnerabilities due to memory unsafety and corruption [START_REF] Liljestrand | PAC it up : Towards pointer integrity using ARM pointer authentication[END_REF]. Data-oriented programming attacks [START_REF] Hu | Data-oriented programming : On the expressiveness of non-control data attacks[END_REF] do not only produce leaks of sensible data but also break program control flow integrity [START_REF] Abadi | Control-flow integrity principles, implementations, and applications[END_REF] allowing attacking disciplines such as the so-called return-oriented programming [START_REF] Shacham | The geometry of innocent flesh on the bone : Return-into-libc without function calls (on the x86)[END_REF].

Moreover, memory management research needs to adapt to the new hardware technologies that appear at a great speed, such as disaggregated memory [START_REF] Bergman | Reconsidering os memory optimizations in the presence of disaggregated memory[END_REF], GPUs [START_REF] Le | Automatic gpu memory management for large neural models in tensorflow[END_REF], processor in memory [START_REF] Fouda | In-memory associative processors : Tutorial, potential, and challenges[END_REF], compressed memory [START_REF] Song | Prediction-guided performance improvement on compressed memory swap[END_REF], non-volatile memory [START_REF] Lefort | Off-heap persistent objects in java[END_REF] and hybrid solutions [START_REF] Song | Exploiting inter-and intra-memory asymmetries for data mapping in hybrid tiered-memories[END_REF]. It is still an open question whether the current programming language abstractions adapt correctly to such technologies [START_REF] Matsumoto | Replication-based object persistence by reachability[END_REF] or not.

Challenges in VM Software Engineering

Virtual Machines are complex pieces of engineering, used ubiquitously for personal, professional, and academic purposes. This ubiquity has raised the stakes in delivering quality implementations that achieve good speed and strong security, and are able to quickly evolve and adapt to a changing world.

Recent work acknowledges that Virtual Machines construction incurs a high cost in practice [START_REF] Wimmer | Fine-grained modularity and reuse of virtual machine components[END_REF] because of the complexity and inter-dependence of its many components [START_REF] Marr | Modularisierung virtueller maschinen[END_REF]. It is indeed a case where the whole is more than the sum of its parts. Several work address VM construction with modular approaches [START_REF] Geoffray | Vmkit : a substrate for managed runtime environments[END_REF][START_REF]The Jikes research virtual machine[END_REF], some targetting embedded systems [START_REF] Stilkerich | Tailor-made jvms for statically configured embedded systems[END_REF] or dynamic reconfigurations [START_REF] Thomas | Designing highly flexible virtual machines : The jnjvm experience[END_REF][START_REF] Lin | Unpicking the knot : Teasing apart vm/application interdependencies[END_REF]. Recently it has been proposed to re-use existing compilers in different scenarios to build multi-tier execution engines with minimal effort [START_REF] Izawa | Two-level just-in-time compilation with one interpreter and one engine[END_REF][START_REF] Izawa | Amalgamating different JIT compilations in a meta-tracing JIT compiler framework[END_REF]. Wimmer et al. argue that some components can be automatically generated up to some degree e.g., a compiler from an interpreter [START_REF] Bolz | Tracing the meta-level : Pypy's tracing jit compiler[END_REF][START_REF] Würthinger | Practical partial evaluation for high-performance dynamic language runtimes[END_REF], an interpreter from a compiler [START_REF] Stoodley | In pursuit of easy(er) jits (invited talk)[END_REF]. However, these specifications are partial and the generated artifacts present for example degradations in memory management in some cases [START_REF] Niephaus | Graalsqueak : Toward a smalltalk-based tooling platform for polyglot programming[END_REF]. Moreover, the underlying technology lies in some cases under the control of private companies (e.g., Oracle Graal).

A hidden cost in VM construction is the verification of their functional properties (correctness) and nonfunctional properties (speed, security). VM testing tasks have been traditionally approached with simulation environments [START_REF] Ungar | Constructing a metacircular virtual machine in an exploratory programming environment[END_REF][START_REF] Ingalls | Back to the future : The story of Squeak, a practical Smalltalk written in itself[END_REF][START_REF] Miranda | Two decades of smalltalk vm development : live vm development through simulation tools[END_REF][START_REF] Polito | Cross-ISA Testing of the Pharo VM : Lessons Learned While Porting to ARMv8[END_REF] and Metacircular VMs [START_REF] Wimmer | Maxine : An approachable virtual machine for, and in, java[END_REF]. However, reproducing bugs still remains an expensive and time-consuming task because millions of instructions may need to be executed before hitting the actual problem. Several works have explored the path of reducing the cost of testing through program fuzzing [START_REF] Chen | Coverage-directed differential testing of JVM implementations[END_REF][START_REF] Chen | Deep differential testing of jvm implementations[END_REF][START_REF] Ye | Automated conformance testing for javascript engines via deep compiler fuzzing[END_REF][START_REF] Park | Jest : N+1-version differential testing of both javascript engines and specification[END_REF], test generation [START_REF] Hwang | Justgen : Effective test generation for unspecified jni behaviors on jvms[END_REF], and test transplantation [START_REF] Lima | Exposing Bugs in JavaScript Engines through Test Transplantation and Differential Testing[END_REF]. These solutions are subject to VM nondeterminisms and require the availability of several execution engines as test oracles. Lately, interpreter-guided JIT compiler unit testing has shown that we can leverage the multiple execution engines inside a single VM for both test generation and testing oracle. However, it is still open how such an approach could be applied to coarse-grained integration tests. Similar techniques have been proposed also to perform automatic performance evaluations, either by the means of leveraging existing application test cases [START_REF] Ding | Towards the use of the readily available tests from the release pipeline as performance tests : Are we there yet[END_REF] or by doing microbenchmark generation [START_REF] Rodriguez-Cancio | Automatic Microbenchmark Generation to Prevent Dead Code Elimination and Constant Folding[END_REF].

Challenges in Security

VM complexity makes the VM runtime an interesting target for attackers, by either exploiting memory or JIT compiler vulnerabilities. The Chromium Project found out that about 70% of their identified security bugs were caused by memory safety violations [START_REF]The chromium project. memory safety[END_REF]. Vulnerabilities in JIT compilers lead to code injection [START_REF] Chen | Jitdefender : A defense against jit spraying attacks[END_REF] or JIT spraying attacks [START_REF] Chen | Jitsafe : a framework against just-in-time spraying attacks[END_REF], often needing no more than a carefully written input program and knowledge of the JIT compiler behavior.

Such security concerns raised recently awareness in the research community, which needs to respond with solutions that increase the security of language runtimes without sacrificing their performance benefits. Ahead of time verification of virtual machines has been explored for interpreters, sacrificing JIT compilation capabilities altogether with their speculative optimizations [START_REF] Desharnais | Towards efficient and verified virtual machines for dynamic languages[END_REF]. Software isolation-based solutions make a primary focus on fault-isolation [START_REF] Gonzalez-Herrera | Scapegoat : Spotting abnormal resource usage in component-based reconfigurable software systems[END_REF][START_REF] Back | Processes in kaffeos : Isolation, resource management and sharing in java[END_REF][START_REF] Palacz | Incommunicado : Efficient communication for isolates[END_REF][START_REF] Hunt | Sealing os processes to improve dependability and safety[END_REF][START_REF] Lohmann | Configurable memory protection by aspects[END_REF], but largely restrain developers in the proposed programming model. Lowcost hardware-based enforcement of fine-grained memory isolation has been an important research focus as a countermeasure to the most advanced JIT attacks [START_REF] Niu | Rockjit : Securing just-in-time compilation using modular control-flow integrity[END_REF][START_REF] Frassetto | Jitguard : hardening just-in-time compilers with sgx[END_REF][START_REF] Park | Nojitsu : Locking down javascript engines[END_REF]. It comes in different forms, from memory protection keys to hardware-enforced environments. Memory isolation splits the components of an application with controlled communication and verified access to other resources. Some works based on the approach developed in [START_REF] Kim | Rimi : instruction-level memory isolation for embedded systems on risc-v[END_REF] propose to extend the instruction set in order to counter previously cited JIT-based attacks.