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Abstract. Service contracts characterise the desired behavioural com-
pliance of a composition of services, typically defined by the fulfilment of
all service requests through service offers. Contract automata are a for-
malism for specifying behavioural service contracts. Based on the notion
of synthesis of the most permissive controller from Supervisory Control
Theory, a safe orchestration of contract automata can be computed that
refines a composition into a compliant one. This short paper summarises
the contributions published in [8], where we endow contract automata
with two orthogonal layers of variability: (i) at the structural level, con-
straints over service requests and offers define different configurations of
a contract automaton, depending on which requests and offers are se-
lected or discarded; and (ii) at the behavioural level, service requests
of different levels of criticality can be declared, which induces the novel
notion of semi-controllability. The synthesis of orchestrations is thus ex-
tended to respect both the structural and the behavioural variability
constraints. Finally, we show how to efficiently compute the orchestra-
tion of all configurations from only a subset of these configurations. A
recently redesigned and refactored tool supports the developed theory.

Extended Abstract

A contract automaton [4] represents a single service (a principal) or a multi-party
composition of services [11,2]. Each principal’s goal is to reach an accepting state
by matching its service request actions with corresponding service offer actions of
other principals. An orchestration is synthesised from the principals to only allow
finite executions in agreement, i.e., each request action a is fulfilled by an offer
action a. Technically, such an orchestration is synthesised as the most permissive
controller (mpc) known from Supervisory Control Theory (SCT) [23,15].

Automata A1 and A2 in Fig. 1(left) interact on a service action a. Their
composition A1 ⊗A2 in Fig. 1(right) models two possible ways to fulfill service
request a from A1 by matching it with a service offer a of A2, represented as
(a, a). Assume that a must be matched with a to obtain agreement, and that for
some reason the state � is to be avoided in favour of state X. In most automata-
based formalisms, including the contract automata of [4,7], this is typically not
allowed by the notion of uncontrollability, and thus the resulting mpc is empty.
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Fig. 1. Two automata A1 and A2 and a possible composition A1 ⊗A2

In [8], we introduce a way to express that a must eventually be matched,
rather than always, by defining contract automata in which it is possible to
orchestrate the composition of A1 and A2 such that the result is similar to the
composition A1⊗A2 depicted in Fig. 1 but without state �, i.e., a is only matched
with a after the occurrence of an unmatched service offer b of A2, i.e., (•, b).

Technically, in [8] we extend contract automata with action modalities to
distinguish permitted from necessary service requests (borrowed from [7]). Per-
mitted and necessary request actions differ in that the latter must be fulfilled,
while the former may also be omitted. As in [7], we assume service offer actions
to be always permitted because a service contract may always withdraw its of-
fers that are not needed to reach an agreement. Furthermore, we endow contract
automata with two orthogonal variability mechanisms.

The first variability mechanism concerns constraints operating on the entire
service contract, i.e., at the structural level, to define different configurations.
This is important because services are typically reused in configurations that vary
over time and need to be adapted to changing environments. Such configurations
are characterised by which service actions are mandatory and which forbidden.
The valid configurations are those respecting all structural constraints. We follow
the well-established paradigm of Software Product Line Engineering (SPLE),
which aims at efficiently managing a family of highly configurable systems to
allow for mass customisation [22,1]. To compactly represent a product line, i.e.,
the set of valid product configurations, we use a so-called feature constraint,
a propositional formula ϕ whose atoms are features [19,10,16] and we identify
features as service actions (offers as well as requests). Usually, in SPLE, each
feature is either selected or discarded to configure a product, i.e., all variability
is resolved and the interpretation of the atoms of ϕ is total. Instead, we consider
as valid those products (called sub-families in SPLE terms) that are defined by
a partial assignment satisfying ϕ. This enables to synthesise the orchestration of
an entire product line by considering a few valid products only (those such that
their union contains all possible behaviour of the product line’s orchestration),
rather than computing all the valid ones (and retaining unnecessary complexity
due to duplicated behaviour). This is one of the main results of [8].

The second variability mechanism is defined inside service contracts, i.e., at
the behavioural level, to declare necessary request actions to be either urgent or
lazy . These modalities drive the orchestrator to fulfill all the occurrences of an
urgent action, which is the classical notion of uncontrollability from SCT, while
it is required to fulfill at least one occurrence of lazy actions, which is the novel
notion of semi-controllability useful for orchestration synthesis. The simplistic
example above has no urgent action; the only necessary one is the lazy request a.
Intuitively, the matching of a lazy request may be delayed whereas this is not
the case for urgent requests. Obviously, a must not be forbidden, either directly
or because it is not part of any valid configuration.
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To effectively use the variability mechanisms, we refine the classical synthesis
algorithm from SCT [23]. We compute the orchestrations of a single valid config-
uration, i.e., including all mandatory and none of the forbidden actions, besides
fulfilling all the necessary and the maximal number of permitted requests (i.e., if
the orchestration were to fulfill another permitted request, then one of the other
requirements would no longer be fulfilled).

Summarising, the main contributions of [8] are as follows:
1. A novel formalism for behavioural service contracts, called Featured Modal

Contract Automata (FMCA), which offers support for both structural and
behavioural variability not available before in the literature.

2. The new notion of semi-controllability (related to lazy actions), which refines
both the notion of controllability (related to permitted actions) and that of
uncontrollability (related to urgent actions) as used in classical synthesis
algorithms from SCT. This new notion is fundamental to handle different
service requests in the orchestration synthesis for FMCA.

3. A revised algorithm for synthesising an orchestration of services for a single
valid product configuration. Each FMCA A is a pair made of an automaton
and a feature constraint ϕ, which is related to the automaton in the following
way. The labels on the arcs of the automaton identify the actions for requests
and offers, a subset of which corresponds to all features in ϕ. The FMCA
A is said to respect a product p whenever all features declared mandatory
(forbidden, respectively) by p correspond to actions that are reachable (un-
reachable, respectively) from the initial state of A.

4. An algorithm to compute the orchestration of an entire product line by
joining the orchestrations of a small selected subset of valid product config-
urations, without computing the orchestration for each of its valid product
configurations. Since the number of valid product configurations is known to
be exponential in the number of features [13], only using few of them greatly
improves performance and guarantees scalability of the novel framework of
contract automata presented in [8]. The algorithm is thus more efficient than
the standard ones available in the literature (e.g., cf. [12]).

5. The open-source prototypical Contract Automata Tool [5] extended to in-
clude FMCA is briefly surveyed and evaluated (cf. [6] for more details of
the FMCA tool). It exploits FeatureIDE [21], an open-source framework for
feature-oriented software development based on Eclipse, offering a variety of
feature model editing and management tools.

The research on the formalism and its associated tool has evolved since [8].
As reported in [3], the tool has recently been redesigned according to the prin-
ciples of model-based systems engineering [24,18] and of writing clean and read-
able code [20,14], and it has been refactored using lambda expressions and Java
Streams as available in Java 8 [17,25], exploiting parallelism. Also, the abstract
parametric synthesis algorithm from [9] has been implemented. The current ver-
sion is available at https://github.com/davidebasile/ContractAutomataTool and
previous implementations are still available in other branches of the repository.

https://github.com/davidebasile/ContractAutomataTool
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