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Abstract.  Numeracy has become a critically important skill in data rich environ-
ments. A large number of first-year ICT students entering HEIs in South Africa 
lack computational thinking and problem-solving skills and consequently they 
are not prepared for programming. Many of these students are not proficient 
enough in numeracy to solve programming problems that require knowledge and 
understanding of numeracy concepts. A new concept, Computational Numeracy 
(CN) for under-prepared, novice programming students, is presented in this arti-
cle. The purpose of this conceptual article is to show how the components of 
Computational Numeracy were developed by exploring and reviewing its basic 
building blocks: computational thinking and numeracy.  A critical synthesis of 
published research related to numeracy and computational thinking related to 
programming skills to define Computational Numeracy for under-prepared, nov-
ice programming students, is presented. Six components of computational think-
ing were selected and mapped to numeracy in a typical programming problem to 
demonstrate the links between computational thinking and numeracy and how it 
can be seen as CN. Future research includes the development of a framework to 
guide lecturers at HEIs on how to teach CN to under-prepared, novice program-
ming students. 

Keywords: Numeracy, Computational Thinking, Programming, Computational 
Numeracy, Under-prepared ICT students 

1 Introduction 

To interpret numbers, graphs and other statistical data, numeracy skills are becoming 
increasingly important in the 21st century economy. In adults’ daily lives, essential 
tasks such as shopping for groceries, using recipes, balancing budgets, and doing home 
improvements, the importance of numeracy skills cannot be underestimated. One of the 
more frequently used, concise definitions of numeracy states that numeracy is the “abil-
ity to access, use, interpret and communicate quantitative information and ideas, in 
order to engage in and manage the quantitative demands of a range of situations in 
adult life”  [1:48]. Therefore, it can be concluded that adults are dependent on basic 
numeracy.  

In Steen’s seminal publication about quantitative literacy (numeracy), they distin-
guish between numeracy and mathematics and argued that “Numeracy is not the same 

mailto:CoetzeeC@tut.ac.za
mailto:achdel.matthee@up.ac.za


2 

as mathematics, nor is it an alternative to mathematics. Mathematics is abstract and 
Platonic, offering absolute truths about relations among ideal objects. Numeracy is 
concrete and contextual, offering contingent solutions to problems about real situa-
tions. Whereas mathematics asks students to rise above context, quantitative literacy is 
anchored in the messy contexts of real life. Truly, today's students need both mathemat-
ics and numeracy.”  [2:1]. 

It is widely believed that mathematics is the most appropriate subject for developing 
problem-solving and numeracy skills, even though this is usually not the case [3], 
[4],[5]. Traditional mathematics taught in schools, inadequately prepare students for 
the quantitative nature of life in the twenty-first century [2]. As far back as 1990, it was 
recommended that mathematics at school level should develop students' numeracy 
skills, also referred to as quantitative reasoning, to understand the relationships between 
mathematics and “real-life situations” [6].  

Competencies in basic numeracy and mathematics are regarded as essential for com-
puter science students [7]. Learners often leave school, lacking the basic mathematical 
and numeracy skills that are required in tertiary programming modules forming part of 
ICT courses [8]. A significant percentage of South African learners lack the mathemat-
ical proficiency needed for tertiary studies [9]. It could be argued that the lack of math-
ematics proficiency ultimately influences students’ numeracy skills. The poor quality 
of mathematics education in South African schools potentially restrict learners’ pro-
spects in terms of further education and training, and more specifically, their access to 
ICT qualifications which includes programming subjects [10], [11].  More importantly, 
researchers predict that the cognitive strategies or problem-solving skills underlying 
programming, also called computational thinking, will become pervasive in all disci-
plines and walks of life [12]. 

There is a strong relationship between the problem-solving skills needed for pro-
gramming and computational thinking skills. Problem-solving skills, which include 
computational thinking skills, are essential for programming students [13]. One of the 
definitions of computational thinking which is frequently quoted is the following: 
“Computational Thinking is the process of formulating problems and transforming 
them into computational steps and algorithms.”  [14:832]. 

The layout of the paper is as follows: Section two provides the research objective 
followed by an overview of the concept Computational thinking (section three) and 
Numeracy (section 4).  In section five, the concept CN is developed followed by an 
illustration of it in section 6. The paper concludes by suggesting further research to be 
undertaken including the development of a CN teaching framework to empower lectur-
ers to incorporate the concepts in their teaching.   

2 Research Objective 

This article addresses the following research question: What is meant by CN for 
under-prepared, novice programming students? A literature review was conducted to 
answer the research question and to provide a critical synthesis of published research 
related to numeracy and computational thinking related to programming skills.  The 
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definition of Computational Numeracy for under-prepared, novice programming stu-
dents, is presented in section 4.  

3 Computational Thinking 

Research in the field of Computational Thinking (CT) is most often aligned with 
Computing Education Research (CER), including programming education [15]. The 
development of CT as a research topic spans several decades, beginning in the 1960s 
and extending to the present, but in a seminal article, published in 2006, the author 
reimagined the older definitions of the concept [16]. The majority of CT publications 
and research originated in the US and were published in two waves over the years be-
tween 2006 and 2012 followed by the second wave which started in 2013 [15]. 

The well-known author, Wing, believes computational thinking is not just for com-
puter scientists but for everyone, and she believes it should be taught at the same level 
of importance as reading, writing, and doing arithmetic [16].  

A group of authors identified 59 definitions for CT and reasons that CT is a 21st 
century skill which enables individuals to solve problems in their daily lives [17]. One 
of the definitions in literature states that CT is “essentially a framework for defining a 
set of critical reasoning and problem-solving skills” [18]. Some authors concur that 
and define CT as the path followed from the original problem description, the develop-
ment of an algorithm and finally the final stages of finding and evaluating a solution 
[18], [19]. 

The components, strategies, or stages, of CT vary in the literature and include the 
following: Abstraction; Algorithmic Thinking or Algorithms; Automation; Decompo-
sitions or Problem Decomposition; Pattern Recognition; Parallelisation; Simulation; 
Analysis; Debugging; Evaluation; and Generalisation [12], [16], [20], [21],  [22],  [23], 
[24], [25], [26], [27]. We must add that CT requires us to use critical thinking and is 
embedded in the fundamental principles of computer science (programming) that can 
be applied in a range of subject areas [28], [29]. Some, or all, of the above components 
of computational thinking could be included in the final operational definition of CN.  

4 Numeracy  

The main objective of numeracy, also referred to as quantitative literacy, adult nu-
meracy and even quantitative reasoning, is to be able to understand (basic) mathematics 
in real-life contexts [30]. Furthermore, it can be said that school mathematics compe-
tencies should include numeracy concepts to prepare learners for a variety of quantita-
tive contexts in real-life [31].  

In South Africa, the NBT Quantitative Literacy (NBT QL) test is written by school-
leavers to determine the level of numeracy and to provide HEIs with supplementary 
information that could be used for selection and placement of students as well as aca-
demic support to newcomer students [32]. The tests assess school-leaving higher edu-
cation applicants with the objective to address the following question: “What is the 
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academic literacy, quantitative literacy [numeracy] and mathematics levels of profi-
ciencies of the school-leaving population, who wish to continue with higher education, 
at the point prior to their entry into higher education at which they could realistically 
be expected to cope with the demands of higher education study?”  [32:2]. 

Each one of the three tests were developed, based on constructs relevant to the spe-
cific domain, to address the above question with levels of proficiency as the primary 
focus. The NBT QL test assesses candidates’ ability to solve problems in a real context 
that is relevant to higher education study while using basic quantitative information, 
the information could be represented verbally, graphically, in tables or by symbols.  

The need for numeracy intervention is evident when the NBT QL results in 2020 of 
511 first-year ICT (diploma) students, at a South African University of Technology 
(from now on referred to as University X), are considered. Only one of the 511 students 
was considered proficient whereas 96% of the students were in the basic (results less 
than 34%) and lower intermediate bands (results from 34% to 49%). Students in the 
Lower Intermediate band will not cope if not placed in extended programmes.  Students 
in the Basic band have serious learning challenges and should be discouraged to enroll 
at universities (testing was done by Centre for Educational Testing for Access and 
Placement in February 2020). The results of the NBT QL tests, mentioned above, as 
well as national results, are indicative of the fact that South African HEIs need to ad-
dress newcomers’ lack of numeracy as a matter of urgency. 

“Numeracy, not calculus, is the key to understanding our data-drenched society” 
[33:2]. The Programme for International Assessment of Adult Competencies (PIAAC) 
refers to numeracy as the “ability to access, use, interpret and communicate mathemat-
ical information and ideas, in order to engage in and manage the mathematical demands 
of a range of situations in adult life” [34], [35]. The PIAAC further refers to numerate 
behaviour as dealing with problem-solving in real-world contexts where problems are 
numerical in nature, containing mathematical content that could be represented in mul-
tiple ways.  

Numeracy skills further include the ability to demonstrate numerate behaviour as 
described by some, or all, of the following processes  [35], [36]: 

• Conceptual understanding of mathematics and the relevant mathematical 
knowledge: In order to reach this point of conceptual understanding in mathe-
matics, called mathematical proficiency, students need to be guided (taught) 
through relevant mathematical and numeracy concepts [37], [38].  

• Adaptive reasoning and problem-solving skills:  
─ Adaptive reasoning is the ability to think in a logical way and to understand the 

relationships between concepts and contexts [38].  
─ Problem-solving requires the ability to reason about the appropriate solutions and 

finding alternative solutions to problems [38].  
• Literacy skills (ability to read, write and talk). 
• Knowledge of the context of the problem.  
• Prior numeracy-related experiences.  

In a workshop hosted by the Higher Education Quality Control Council of Ontario 
(HEQCC), the improvement of numeracy skills of students in postsecondary (higher) 



5 

education, was explored. The six principles that emerged from the workshop concur 
with the concept of numerate behaviour as described above [35] [36], [38], [39]. The 
principles should therefore be taken into consideration when addressing the improve-
ment of numeracy skills of students enrolled at higher education institutions: 

• The need for numeracy skills is evident in all aspects of our lives; 
• Numeracy does not require advanced mathematical skills; 
• Numeracy skills are developed through all life-stages, and the development thereof 

is an ongoing process; 
• To be numerate, one must be able to engage with quantitative information repre-

sented in different ways, for example, graphs, text, diagrams, maps, and tables; 
• Basic number sense (numeracy skills) is essential to make informed decisions when 

faced with quantitative data or information [40]. 

The view that mathematics and numeracy are inseparable has probably contributed 
to the fact that numeracy has received less attention in higher education institutions. To 
enable programming students with the necessary numeracy skills to solve programming 
problems, academics at University X, where the first author is a lecturer, created a cur-
riculum for a module called Computational Mathematics (CM). The students are stud-
ying towards a National Diploma in Informatics and mostly come from rural, resource-
deprived schools. Most of the cohort is registered for the extended course due to poor 
grade 12 results. The objective of this module is to improve students' computational 
thinking and problem-solving skills, while preparing them for the quantitative nature 
of programming problems.  The theoretical knowledge obtained from this extended 
module (CM) is expected to enable students to solve problems of a quantitative nature 
when programming while contributing to the development of students’ reasoning and 
problem-solving skills.  

Based on the six principles mentioned above [40], the concept of numerate behaviour 
[31], [33], [35], [36], [40], [41] the topics of the NBT QL test, as well as personal 
experience, numeracy concepts included in the Computational Mathematics module at 
University X, are: Number Sense, Number System, Fractions and Percentages, Ratios, 
Rates and Proportions, Basic Algebra, Measurements and Elementary Statistics.  

First-year (novice) programming students must be able to solve problems, reason 
about solutions and then write algorithms to solve the problems. Real-world, quantita-
tive problems must be solved in the known context from where these are translated into 
a program or a programming concept that can be applied in a real-world problem-solv-
ing scenario [42].  

It is critical to understand that programming activities do not solely include the syn-
tax and semantics of a programming language, it also requires several other skills and 
competencies, including computational thinking and numeracy [43].  Therefore, stu-
dents who study programming must be able to solve and apply problems of a numerical 
nature.  
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5 Towards defining Computational Numeracy.  

The focus of this article is to identify the components of CT and Numeracy relevant to 
CN, specifically for under-prepared, novice programming students, by exploring and 
reviewing both computational thinking and numeracy. The only reference to the term 
“Computational Numeracy” in literature, was found in a conference paper in the year 
2000 where the term computational numeracy was used to refer to computational flu-
ency [44]. This author regards a student as computationally fluent when he/she is fluent 
in the basic facts of addition, subtraction, multiplication, and division. Computational 
fluency is regarded as a goal for mathematics education to enable learners (students) to 
cope with the cognitive demand of more challenging mathematical problems [44].  

The term Computational Numeracy will be used to underpin the computational 
thinking and numeracy skills that novice programming students need to successfully 
solve programming problems. Due to the nature of both numeracy and programming, 
six concepts of computational thinking were selected from literature to define CN for 
under-prepared, novice programming students (see Table 1). Referring to the PIAAC 
assessment domains of the Survey of Adult Skills, CT skills can be considered as cog-
nitive strategies [45].  The cognitive strategies need to be applied to specific content, 
within a specific context, therefore the inclusion of Numeracy Content and Students’ 
Profile, also referred to as the Context [45]. 

 
Table 1. The Domains of Computational Numeracy (headings adapted from [45]) 

Content 
(Numeracy) 
 

CT Skills 
(Cognitive strategies) 

Context  
(Students’ Profile) 

Number Sense; 
Number Systems; 
Fractions, Percentages; 
Ratios, Rates and Propor-
tions; 
Basic Algebra; 
Measurements; and 
Elementary Statistics. 

Problem Decomposition; 
Pattern Recognition; 
Abstraction; 
Algorithmic Thinking; 
Evaluation; 
Generalisation. 

Poor quality schooling; 
Lack of mathematical and 
numeracy proficiency; 
In need of extensive sup-
port, preferably in ex-
tended courses. 

 
The majority of the first-year ICT students at the said University X are from disad-

vantaged backgrounds and had little or no exposure to computers and/or programming. 
The challenge is to teach the students computational thinking skills which includes rea-
soning and problem-solving skills. Applying the concepts of CN in the modules, Com-
putational Mathematics and Principles of Programming at University X, is expected to 
contribute to the development of students’ reasoning and problem-solving skills which 
in turn will enable them to solve problems of a quantitative nature when programming. 
The developers of the modules are constantly integrating the concepts of numeracy and 
programming in both modules trying to prevent working in silos. Students are made 
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aware of the links between the Computational Mathematics and Principles of Program-
ming modules, and of the fact that they need the problem-solving skills they acquire in 
both modules to succeed in the rest of their ICT careers. 

A typical, basic problem which is used in both the Computational Mathematics and 
Programming Principles modules at University X, will now be discussed to further ex-
plain the relevancy of CN for under-prepared, novice programming students. 

6 Computational Numeracy Illustrated 

During lectures of the module Programming Principles, the principles of program-
ming are first demonstrated by using Scratch 3.0 (block-based visual programming lan-
guage) after which Java (class-based, object-oriented programming language) is intro-
duced.  “Scratch software appeared to be an engaging and relatively easy to use space 
for problem solving…Scratch provided a worthwhile and motivating programming en-
vironment to explore some mathematical ideas” [46:55].  

By the time students are expected to start using Java, they are familiar with planning 
their programs, using input-processing-output (IPO) charts, and writing algorithms in 
pseudocode. The students must write a very basic Java program as one of their first 
programming assignments; a similar problem is presented to students during their Com-
putational Mathematics classes to reinforce the numeracy concepts of volume and sur-
face area, see Table 2.  

Table 2. Computational Numeracy Applied 

Numeracy question  
(Module: Computational Mathe-
matics) 

Programming question  
(Module: Programming Principles) 

A local gym built a new indoor 
swimming pool. The dimensions of 
the pool are as follows: The length 
25 m and the width of 15 m. 

• Calculate the number of litres 
that will be needed to fill the 
pool for the first time if the 
pool is 1.8 metres deep.  

• The inside of the pool needs 
to be waterproofed. 1 litre of 
waterproofing paint covers 
7.75 m2. Calculate how many 
5 litre containers of paint will 
be needed for 2 coats. Only 
full tins of paint can be 
bought. 

 

A fish farmer built a new dam on his farm.  
The known dimensions of the dam are: Length 
is 15 metres and width is 10 metres. 

Open the file called FishDam.java that you 
downloaded from the LMS. Add code to cre-
ate a Java program to calculate and display the 
following: 

• The number of litres that will be needed 
to fill the dam for the first time if the 
dam is a certain depth. Tip: 1m3 = 1000 
litres 

• The inside of the dam needs to be water-
proofed. 1 litre of paint covers 5.5m2.  

• The program should ask the user how 
many coats of paint should be applied.  

• Then calculate and display the numbers 
of tins of paint to be bought. Only full 
tins of paint can be bought. 
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• Format the number of litres using a 
thousand separator. 

• Use constant values where possible. 
  

What are the main differences between the above problem statements? 
 

• The specific values are given. 
• The students use known formu-

lae to calculate the results, using 
given values.  

• Calculations are done on a calcu-
lator (or on paper). 

• The students must understand and  
apply the concept of variables.  

• The user decides which values must be 
used. 

• The formulae are incorporated in the algo-
rithm (processing). 
 

What are the similarities between the above problem statements? 
 

Selection of the “appropriate arithmetic operation”, correct use and execution of the 
formulae in numeracy and programming could be considered as a computational 
skill [47], also described as algorithmic thinking. Students must understand numer-
acy concepts to apply formulae correctly. The numeracy concepts could include the 
arithmetic operations (addition, subtraction, multiplication, division) and the rele-
vant rules, for example, order of operations.  

Following a problem-solving process [48] the components of CN can be linked 
to the above problem statements: 

 
Identify the Problem: 

Problem Decomposition: Programming requires complex problems to be broken 
down into smaller, more manageable problems, it is also referred to as “divide and 
conquer” [22]. Similar skills are needed for solving numeracy problems. The student 
must break up the problem in smaller sections: 
• To calculate the number of litres (of water), the students must identify that vol-

ume must be calculated first. To calculate how much paint is needed, the students 
must identify that total surface area must be calculated first. 

 
Abstraction: Abstraction is a process of identifying and removing redundant infor-
mation from a problem, resulting in a problem without unnecessary detail [23]. 
What is the redundant information in the above problem statements?  
• “A fish farmer built a new dam on his farm” and “A local gym built a new indoor 

swimming pool”.  
It is only necessary for students to know that it is a dam or a pool and what a dam 

or a pool is (dams and pools are usually filled with water and has certain meas-
urements called dimensions). 



9 

Gather data: 
 
Pattern Recognition: When solving a problem, it is valuable to look for patterns 
and/or trends within the problem, or patterns previously recognised in other prob-
lems [23]. Students are (supposed to be) familiar with the concepts of volume and 
total surface area from school mathematics and the Computational Mathematics 
course. They should recognize the similarities and apply their numeracy skills in 
this programming context. 

Plan the Solution: 

Algorithmic Thinking: When expressing the problem in sequential steps, it be-
comes an algorithm. Understanding and writing calculations in steps, is algorithmic 
thinking, whether in pseudo code, or in terms of numbers and mathematical opera-
tions. Following an algorithmic thinking approach, simplifies problem-solving [22]. 
When writing the pseudocode, numeracy principles are incorporated, values are un-
known, and the user should provide values:  
• To calculate the volume and the total surface area, the length, width, and depth is 

needed. The depth is unknown and therefore the student must understand that the 
user must provide the depth for the program to produce the correct solution (out-
put). The user may also decide (and capture) how many coats of paint he/she 
wants to paint. 
 

Implement and Assess the Solution: 
 

Evaluation: It is crucial to judge (test) whether a solution is effective or correct, an 
effective solution could also be generalised [18], [19]. Students are encouraged to 
reflect whether the output of their programs correlate with the calculations done with 
a calculator. They must experiment and try with different values as well as with null 
values to test possible logical errors. 
 
Generalisation: Students may recognise similarities with problems they previously 
solved and then apply their prior knowledge to solve a new problem [26]. In the 
“Report of a Workshop of Pedagogical Aspects of Computational Thinking”, Ko-
lodner emphasised that when a student is able to reflect on a problem and its solu-
tion, and then teach a peer how to solve the problem, the student demonstrates com-
putational thinking [49]. Students should recognise the similarities of exercises done 
in the Computational Mathematics class and apply it to the given scenario in pro-
gramming. 

7 Conclusion 

First-year ICT students at University X are under-prepared for tertiary studies, and 
even more so under-prepared for the problem-solving nature of programming. Students 
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qualify for entrance to the extended ICT diplomas with an average mark of 50% to 59% 
for Grade 12 Mathematics or 80% to 89% for Grade 12 Mathematical Literacy. Unfor-
tunately, most of the numeracy concepts are only taught in primary school (Grades 1 to 
7) and by the time learners reach Grade 12, most of it has been forgotten. The students’ 
knowledge of basic numeracy has therefore proven to be inadequate for solving pro-
gramming problems of a quantitative nature. Therefore, students find ICT studies chal-
lenging without adequate numeracy skills. Numeracy is commonly rooted in real life 
scenarios, which is reflected in programming in a wide variety of contexts.  

This paper presented Computational Numeracy as a new concept to be used in the 
teaching of under-prepared programming students.  An initial definition of the concept 
includes different components: content (numeracy), cognitive strategies (computational 
thinking) and context (students with low numeracy skills levels due to different envi-
ronmental factors).  Computational Numeracy teaching strategies need to take these 
three components into account.  The concept was illustrated by showing how these 
components are used in the teaching of numeracy and programming to students at a 
university of technology in South Africa.  

Although ICT lecturers in South Africa are well-qualified in their field of study, most 
of the ICT lecturers at University X do not have teaching qualifications and are there-
fore not well equipped to teach under-prepared students. Teaching under-prepared, nov-
ice students to program is challenging, especially if a lecturer is a seasoned program-
mer. Going back to basics and teaching students problem-solving, numeracy and com-
putational thinking skills, while teaching programming, is a challenge, and a skill. As 
part of a larger study, a framework will be developed, providing guidance to lecturers 
to assist novice, under-prepared programming students in developing a solid foundation 
for their ICT studies. 
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