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ABSTRACT. Session types, types for structuring communication between endpoints in
concurrent systems, are recently being integrated into mainstream programming languages.
In practice, a very important notion for dealing with such types is that of subtyping,
since it allows for typing larger classes of systems, where a program has not precisely the
expected behavior but a similar one. Unfortunately, recent work has shown that subtyping
for session types in an asynchronous setting is undecidable. To cope with this negative
result, the only approaches we are aware of either restrict the syntax of session types or
limit communication (by considering forms of bounded asynchrony). Both approaches
are too restrictive in practice, hence we proceed differently by presenting an algorithm
for checking subtyping which is sound, but not complete (in some cases it terminates
without returning a decisive verdict). The algorithm is based on a tree representation
of the coinductive definition of asynchronous subtyping; this tree could be infinite, and
the algorithm checks for the presence of finite witnesses of infinite successful subtrees.
Furthermore, we provide a tool that implements our algorithm. We use this tool to test
our algorithm on many examples that cannot be managed with the previous approaches,
and to provide an empirical evaluation of the time and space cost of the algorithm.

1. INTRODUCTION

Session types are behavioural types that specify the structure of communication between
the endpoints of a system or the processes of a concurrent program. In recent years,
session types have been integrated into several mainstream programming languages (see,
e.g., [HY16,Pad17,SY16,LM16,0Y16, ABB*16, NHYA18]) where they specify the pattern of
interactions that each endpoint must follow, i.e., a communication protocol. The notion of
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Figure 1: Hospital Service example. M is the (refined) session type of the client, M¢ is a
supertype of the client M, and Mg is the session type of the server.

Figure 2: Refined Hospital Service client. Mp is an asynchronous subtype of M¢, i.e., a
refined session type of the Hospital Service client.

duality is at the core of theories based on session types, where it guarantees that each send
(resp. receive) action is matched by a corresponding receive (resp. send) action, and thus
rules out deadlocks [dBBLZ18] and orphan messages. A two-party communication protocol
specified as a pair of session types is “correct” (deadlock free, etc) when these types are dual
of each other. Unfortunately, in practice, duality is a too strict prerequisite, since it does
not provide programmers with the flexibility necessary to build practical implementations of
a given protocol. A natural solution for relaxing this rigid constraint is to adopt a notion
of (session) subtyping which lets programmers implement refinements of the specification
(given as a session type). In particular, an endpoint implemented as program P, with type
M5 can always be safely replaced by another program P; with type M; whenever M is a
subtype of My (written M; < My in this paper).

The two main known notions of subtyping for session types differ in the type of
communication they support: either synchronous (rendez-vous) or asynchronous (over
unbounded FIFO channels). Synchronous session subtyping checks, by means of a so-called
subtyping simulation game, that the subtype implements fewer internal choices (sends), and
more external choices (receives), than its supertype. Hence checking whether two types are
related can be done efficiently (quadratic time wrt. the size of the types [LY16]). Synchronous
session subtyping is of limited interest in modern programming languages such as Go and
Rust, which provide asynchronous communication over channels. Indeed, in an asynchronous
setting, the programmer needs to be able to make the best of the flexibility given by non-
blocking send actions. This is precisely what the asynchronous session subtyping offers:
it widens the synchronous subtyping relation by allowing the subtype to anticipate send
(output) actions, when this does not affect its communication partner, i.e., it will notably
execute all required receive (input) actions later.

We illustrate the salient points of the asynchronous session subtyping with Figures 1 and 2,
which depict the hypothetical session types of the client and server endpoints of a Hospital
Service, represented as communicating machines — an equivalent formalism [BZ83,DY12],
see Figure 3. Let us consider Figure 1 first. Machine Mg (right) is a server which can deal
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with two types of requests: it can receive either a message nd (next patient data) or a
message pr (patient report). After receiving a message of either type, the server replies with
ok or ko, indicating whether the evaluation of received data was successful or not, then it
returns to its starting state. Machine M (middle) represents the type of the client. It is
the dual of the server Mg (written Mg), as required in standard two-party session types
without subtyping. A programmer may want to implement a slightly improved program
which behaves as Machine M (left). This version starts by sending nd, then keeps sending
patient reports (pr) until the previously sent data are deemed satisfactory (it receives ok).
In fact, machine M is a synchronous subtype of machine My, because of the covariance of
outputs, i.e., M is a subtype of M, hence it can send fewer messages. Note that M can
receive the same messages as M. Machine My in Figure 2 is another refinement of Machine
Me, but Mpg is not a synchronous subtype of M. Instead, Mg is an asynchronous subtype
of M. Indeed, My is able to receive the same set of messages as M¢, each of the sent
messages are also allowed by M, and the system consisting of the parallel composition of
machines Mz and Mg communicating via unbounded FIFO channels is free from deadlocks
and orphan messages. We will use this example (Mg < M¢) in the rest of the paper to
illustrate our theory. Figure 3 gives the session types corresponding to the machines in
Figures 1 and 2, where & indicates an external choice and @ indicates an internal choice.

Recently, we have proven that checking whether two types are in the asynchronous
subtyping relation is, unfortunately, undecidable [BZ20,BCZ18,LY17,BCZ17]. In order to
mitigate this negative result, some theoretical algorithms have been proposed for restricted
subclasses of session types. These restrictions can be divided into two main categories:
syntactical restrictions, i.e., allowing only one type of non-unary branching (internal or
external choice), or adding bounds on the number of pending messages in FIFO communica-
tion channels. Both types of restrictions are problematic in practice. Syntactic restrictions
disallow protocols featuring both types of internal/external choices, e.g., the machines M¢
and Mg in Figure 1 contain (non-unary) external and internal choices. On the other hand,
applying a bound to the subtyping relation is generally difficult because (i) it is generally
undecidable whether such a bound exists, (i7) the channel bounds used in the implementation
(if any) might not be known at compile time, and (éii) very simple systems, such as the
one consisting of the parallel composition of machines M and Mg discussed above, require
unbounded communication channels.

The main contribution of this paper is to give a sound algorithm for checking asynchro-
nous session subtyping that does not impose syntactical restrictions nor bounds as done in
previous works.

Overview of our approach. Our approach will allow to algorithmically check the sub-
typing between session types like Mr and M¢. In a nutshell, our algorithm proceeds as
follows. We play the classical subtyping simulation game with the subtype and supertype
candidates. The game terminates when we encounter a failure, meaning that the two types
are not in the subtyping relation, or when we detect a repetitive behaviour in the game. In
the latter case, we check whether this repetitive behaviour (which can always be found)
satisfies sufficient conditions that guarantee that the subtyping simulation game will never
encounter failures. If the conditions are satisfied the algorithm concludes that the two types
are in the subtyping relation, otherwise no final verdict is returned.

More precisely, session subtyping is defined following a coinductive approach (Defi-
nition 2.6) that formalises a check on the types that can be intuitively seen as a game.
At each step of the game, the candidate subtype proposes a challenge (either an input
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or an output action to be executed) and the candidate supertype is expected to reply by
performing a corresponding action. The game ends in two possible ways: either both types
terminate by reaching their end state (success) or the candidate supertype is unable to
reply to the challenge (failure). In case of failure, the two types are not in the subtyping
relation, otherwise they are. This game is the so-called subtyping simulation game, and
we formally represent it as a simulation tree (Definition 3.2). Hence two types are in the
subtying relation if and only if their simulation tree does not reach a failure (Theorem 3.4).

Recall that asynchronous session subtyping allows the subtype to anticipate output
actions wrt. the supertype. Hence, during the subtyping simulation game, a supertype can
reply to an output challenge by considering outputs that are not immediately available,
but are guarded by inputs. These inputs cannot be forgotten during the game, because
they could be necessary to reply to subsequent input challenges. Thus, they are recorded
in so-called input trees (Definition 2.2). Due to outputs inside loops, we can accumulate
an unbounded amount of inputs, thus generating input trees of unbounded depth. For this
reason, it is generally not possible to algorithmically compute the entire simulation tree. To
overcome this problem, we propose a termination condition that intuitively says that the
computation of the simulation tree can be stopped when we reach a point in the game that
precisely corresponds to a previous point, or differs simply because “more” inputs have been
accumulated (Theorem 3.8).

Using this termination condition, we compute a finite prefix of the simulation tree.
Given this finite tree, our algorithm proceeds as follows: (i) it extracts special subtrees,
called candidate subtrees, from the tree (Definition 3.6), and then (i) checks whether all
these subtrees satisfy certain properties guaranteeing that, even if we have stopped the
game, it would certainly continue without reaching a failure. This is guaranteed if we
have stopped the computation of the simulation tree by reaching an already considered
point, because subsequent continuations of the game will continue repeating the exact same
steps. In contrast, if we have stopped with “more” inputs, we must have the guarantee that
all possible continuations of the simulation game cannot be negatively affected by these
additional input accumulations. We formalise a sufficient condition on candidate subtrees
(that are named witness trees when they satisfy such a condition, see Definition 3.16) that
provides such a guarantee.

Concretely we use input tree equations (a sort of context-free tree grammar, see Defini-
tion 3.11) to finitely represent both the possible inputs of the candidate subtype and the
inputs that can be accumulated by the candidate supertype. We then define a compatibility
relation on input tree equations, see Definition 3.12. In a witness tree we impose that the
input tree equations of the inputs accumulated by the candidate supertype are compatible
with those of the candidate subtype. This implies that the candidate supertype will be
always ready to reply to all possible input challenges of the candidate subtype, simply by
considering already accumulated inputs (see our main Theorem 3.19). If all the candidate
subtrees satisfy our sufficient conditions we can conclude that the two initial session types
are in the subtyping relation, otherwise the algorithm replies with “I don’t know” meaning
that it is not possible to conclude with a final verdict.

1.1. Structure of the paper. The remainder of the paper is structured as follows. § 2
reports some preliminary definitions, namely the formalisation of session types as communi-
cating machines and the definition of asynchronous session subtyping. Our approach for a
sound algorithmic characterisation of asynchronous session subtyping is presented in § 3.
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M = ux.@{nd: py.-&{ ok: x, ko:@{pr:y}}}
Mp = ux.@{nd:&{ok:x, ko:@{pr:x}}}

Me = px.®{nd: &{ok:x, ko:x}, pr:&{ok:x, ko:x}}
Mg = ux.&{nd:@{ok:x, ko:x}, pr:@{ok:x, ko:x}}

Figure 3: Session types corresponding to the machines in Figures 1 and 2.

We also discuss in § 4 a full implementation of our algorithm; this has been used to test our
approach on many examples that cannot be managed with the previous approaches, and to
provide an empirical evaluation of the time and space cost of the algorithm. Finally, the
paper includes a discussion about related work in § 5 and some concluding remarks in § 6.

This article is a full version of [BCL*19a], with improved presentation, refined definitions,
detailed proofs and additional examples. Moreover, this version presents an empirical
evaluation of our algorithm: we tested the implementation of our algorithm on automatically
generated session types, see § 4. We have also given an expanded discussion of related work
and possible extensions that can be addressed in the future, see § 5 and § 6.

2. COMMUNICATING MACHINES AND ASYNCHRONOUS SUBTYPING

In this section, we recall the definition of two-party communicating machines, that commu-
nicate over unbounded FIFO channels (§ 2.1), and define asynchronous subtyping for session
types [CDSY17,CDCY14], which we adapt to communicating machines, following [BCZ18]

(§ 2.2).

2.1. Communicating Machines. Let A be a (finite) alphabet, ranged over by a, b, etc. We
let w, W', etc. range over words in A*. The set of send (resp. receive) actions is Act) = {!} X A,
(resp. Act? = {7} x A). The set of actions is Act = Act) U Acts, ranged over by ¢, where a
send action !a puts message a on an (unbounded) buffer, while a receive action ?a represents

the consumption of a from a buffer. We define dir(!a) L) and dir(?a) 42 and let ¥ and ¢
range over Act*. We write - for the concatenation operator on words and we write € for the
empty word (overloaded for A and A*).

In this work, we only consider communicating machines which correspond to (two-party)
session types. Hence, we focus on deterministic (communicating) finite-state machines,
without mixed states (i.e., states that can fire both send and receive actions) as in [DY12,
DY13].

Definition 2.1 (Communicating Machine). A communicating machine M is a tuple (Q, qo, 9)
where @ is the (finite) set of states, go € @ is the initial state, and § € Q x Act x @ is a
transition relation. We further require that Vq,¢',q¢" € Q. V¢, ¢’ € Act :

(1) (q,4,4"),(q,¢',q") € 6 implies dir(f) = dir(¢'), and

(2) (¢,4,4"), (g, ¢,q") € 6 implies ¢' = ¢".

We write ¢ 4 q for (q,¢,q") € §, omit unnecessary labels, and write —* for the reflexive
transitive closure of —.
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Condition (1) requires all states to be directed, while Condition (2) enforces determinism,
i.e., all actions outgoing from a given state are pairwise distinct.

Given M = (Q,qo,0), we say that ¢ € Q is final, written ¢ -, iff V¢’ € Q. V¢ €
Act. (g, 0,q") ¢ 6. A state ¢ € Q is sending (resp. receiving) iff ¢ is not final and V¢’ €
Q. V0 € Act. (q,0,q') € 0. dir(¢) =! (resp. dir(£) =7). We use §(q, /) to stand for ¢’ such
that (q,¢,q") € 4.

We write qq bl qr iff there are q1,...,qx_1 € @ such that ¢;_1 4, q for 1 <i<k.
Given a list of messages w = a; -+ a; (k > 0), we write 7w for the list 7a; - - -?a; and lw for
!a1 c 'ak

Given ¢ € Act* we define snd(%)) and rcv(v)):

a-snd(¢’) if ¢ =la -9 a-rev(y)) if ¢ =7a -1
snd(¢)) = < snd(v) if ¢ =a -’ rev(y) = < rev(v) if o =la -9/
€ if=e € ifi=c¢

That is snd(¢)) (resp. rev(e))) extracts the messages in send (resp. receive) actions from a
sequence .

2.2. Asynchronous Session Subtyping.

2.2.1. Input trees and contexts. We define some structures and functions which we use to
formalise the subtyping relation. In particular, we use syntactic constructs used to record
the input actions that have been anticipated by a candidate supertype, e.g., machine Ms in
Definition 2.6, as well as the local states it may reach. First, input trees (Definition 2.2)
record input actions in a standard tree structure.

Definition 2.2 (Input Tree). An input tree is a term of the grammar:
T = q | (a:Ti)ier

In the sequel, we use 7g to denote the input trees over states ¢ € (). An input context
is an input tree with “holes” in the place of sub-terms.

Definition 2.3 (Input Context). An input context is a term of A == []; | (a;: Ai)icer,
where all indices j, denoted by I(A), are distinct and are associated to holes.

For input trees and contexts of the form (a; : T;);er and (a; : A;)icr, we assume that
I+#0,Vi# jel. a; # aj, and that the order of the sub-terms is irrelevant. When convenient,
we use set-builder notation to construct input trees or contexts, e.g., (a; : T; | i € I).

Given an input context A and an input context A; for each i in I(.A), we write A[A;]
for the input context obtained by replacing each hole []; in A by the input context .4;. We
write A[T;]*€7) for the input tree where holes are replaced by input trees.

1€I(A)
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2.2.2. Auziliary functions. In the rest of the paper we use the following auxiliary functions
on communicating machines. Given a machine M = (Q, o, ) and a state ¢ € @, we define:

o cycle(x,q) <= Jwe A* W e AT ¢ € Q. ¢ = ¢ =5 ¢ (with x € {1,7}),
o in(g) = {a | 3¢".¢ ™ ¢’} and out(q) = {a | 3¢".¢ > ¢’}
e let the partial function inTree(-) be defined as:
1 if cycle(?,q)
inTree(q) = ¢ ¢ ifin(q) = o
(a; : inTree(0(q,7a;)))icr ifin(q) ={a; | i€} # O
Predicate cycle(*, ¢) says that, from ¢, we can reach a cycle with only sends (resp. receives),
depending on whether x =! or x =7. The function in(q) (resp. out(q)) returns the messages
that can be received (resp. sent) from q. When defined, inTree(q) returns the tree containing
all sequences of messages which can be received from ¢ until a final or sending state is

reached. Intuitively, inTree(q) is undefined when cycle(?, ¢) as it would return an infinite
tree.

Example 2.4. Given M¢ (Figure 1), we have the following:

in(q1) =0 in(q2) = {ok, ko}
out(q1) = {nd, pr} out(gz) =10
inTree(q1) = 1 inTree(q2) = (ok : q1, ko : q1)

Example 2.5. Consider the following machine Mj:

1b ! 7d
S(po (P)—S 5(p2) @

O

la

From state py we can reach state p; with an output. The latter can loop into itself. Hence,
we have both cycle(!, pg) and cycle(!, p1).

2.2.3. Asynchronous subtyping. We present our definition of asynchronous subtyping (follow-
ing the orphan-message-free version from [CDCY14]). Our definition is a simple adaptation?
of [BCZ18, Definition 2.4] (given on syntactical session types) to the setting of communicating
machines.

Definition 2.6 (Asynchronous Subtyping). Let M; = (Q;,qo,,0;) for i € {1,2}. R is an
asynchronous subtyping relation on Q1 x 7g, such that (p,7") € R implies:
(1) if p - then T = g such that g -»;
(2) if p is a receiving state then

(a) if T'= g then q is a receiving state and

Vg € Qg s.t. g ta, q.3p €Qst.p ?—a>p’/\ (,qd) eR;

(b) if T = {a;: T;)icr then Vi € I. 3p’ € Q1 s.t. p %p’ A, T;) € R;

(3) if p is a sending state then

"n definitions for syntactical session types, e.g., [MY15], input contexts are used to accumulate inputs
that precede anticipated outputs; here, having no specific syntax for inputs, we use input trees instead.
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(a) if T'= g and q is a sending state, then

Vp' e Qq s.t. p Ez—>p’. E!q' € Q9 s.t. q la, JdNQP,¢)eR;
(b) otherwise, if T = A[g;]**! then —cycle(!, p) and Vi € I.inTree(q;) = A;[g; )" and

Vp'eQq s.t. p la, p.
! .
Vie LYhe H;. 3¢, , € Q2 s.t. gin — g}, A (0, AlAilg] )" €T € R.

M is an asynchronous subtype of My, written My < Mo, if there is an asynchronous subtyping
relation R such that (qo,, go,) € R.

The relation M7 < Mo checks that M; is a subtype of My by executing M7 and simulating
its execution with My. M7 may fire send actions earlier than Mo, in which case Ms is allowed
to fire these actions even if it needs to fire some receive actions first. These receive actions are
accumulated in an input context and are expected to be subsequently matched by M;. Due
to the presence of such an input context, the states reached by My during the computation
are represented as input trees. The definition first differentiates the type of state p:

Final: Case (1) says that if M is in a final state, then My is in a final state with an empty
input context.

Receiving: Case (2) says that if M; is in a receiving state, then either (2a) the input
context is empty (T' = ¢) and M; must be able to receive all messages that My can
receive; or, (2b) M; must be able to consume all the messages at the root of the input
tree.

Sending: Case (3) applies when M is in a sending state, there are two sub-cases.

Case (3a) says that if the input context is empty (7' = ¢) and ¢ is also a sending state,
then Ms must be able to send all messages that M; can send. If this sub-case above
does not apply (i.e., the input context is not empty or ¢ is not a sending state), then
the one below must hold.

Case (3b) enforces correct output anticipation, i.e., Ms must be able to send every a
that M can send after some receive actions recorded in each A; [qi,h]hEHi. Note that
whichever receiving path My chooses, it must be able to send all possible output actions
la of My, i.e., la should be available at the end of each receiving path. Moreover,
given that there are accumulated inputs, we require that cycle(!,p) does not hold,
guaranteeing that subtyping preserves orphan-message freedom, i.e., such accumulated
receive actions will be eventually executed.

Observe that Case (2) enforces a form of contra-variance for receive actions, while Case (3)
enforces a form of covariance for send actions.

Example 2.7. Consider M¢ and Mg from Figures 1 and 2, we have Mp < M¢ (see § 3). A
fragment of the relation R from Definition 2.6 is given in Figure 4. Considering the identifier
(bottom left) of each node in Figure 4, we have:

e Case (1) of Definition 2.6 does not apply to any configuration in this example (there is no
final node in these machines).

e Case (2a) applies to node nq, i.e., g2 < g2 (note that ¢y are receiving states in both
machines).

e Case (2b) applies to nodes ns, ng, and ny3; where go2 of machine Mp is a receiving state
and the input context is not empty.

e Case (3a) applies to nodes ng, ne, and ng, where the input context is empty and both
states are sending states.
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e Case (3b) applies to nodes ny, ng, n7, ng, nig, i1, N12, N4, N5, and nig. Observe that
this case does not require the input context to be non-empty (e.g., n4), and that the
condition —cycle(!, p) holds for all states p in Mg since there is no send-only cycle in this
machine.

Example 2.8. For the two machines below, we have M; £ Mo and My £ M;:

b ? 7c b
Mll 3 . - . M2: . 8

la la

For the Mj #£ My case consider the initial configuration (pi,q1). Since p; is a sending
state, but ¢; is a receiving state, Case (3b) appears to be the only applicable case of
Definition 2.6. However, we have cycle(!,p1) hence (p1,q1) ¢ R, for every asynchronous
subtyping relation R.

For the My # M case, consider the initial configuration (q1,p1). Since q; is a receiving
state, only Case 2 would be applicable. However, the input context is empty and p; is a
sending state, therefore neither Case (2a) nor Case (2b) apply hence (q1,p1) ¢ R, for every
asynchronous subtyping relation R.

3. A SOUND ALGORITHM FOR ASYNCHRONOUS SUBTYPING

Our subtyping algorithm takes two machines M; and Ms then produces three possible
outputs: true, false, or unknown, which respectively indicate that My < Ms, My £ My, or
that the algorithm was unable to prove either of these two results. The algorithm consists
of three stages. (1) It builds the simulation tree of M; and Ms (see Definition 3.2) that
represents sequences of checks between M7 and Ms, corresponding to the checks in the
definition of asynchronous subtyping. Simulation trees may be infinite, but the construction
terminates whenever: either it reaches a node that cannot be expanded, it visits a node
whose label has been seen along the path from the root, or it expands a node whose ancestors
validate a termination condition that we formalise in Theorem 3.8. The resulting tree
satisfies one of the following conditions: (i) it contains a leaf that could not be expanded
because the node represents an unsuccessful check between M; and My (in which case the
algorithm returns false), (ii) all leaves are successful final configurations, see Condition (1)
of Definition 2.6, in which case the algorithm replies true, or (iii) for each leaf n it is possible
to identify a corresponding ancestor anc(n). In this last case the tree and the identified
ancestors are passed onto the next stage. (2) The algorithm divides the finite tree into
several subtrees rooted at those ancestors that do not have other ancestors above them (see
the strategy that we outline on page 16). (3) The final stage analyses whether each subtree
is of one of the two following kinds. (i) All the leaves in the subtree have the same label as
their ancestors: in this case all checks required to verify subtyping have been performed.
(ii) The subtree is a witness subtree (see Definition 3.16), meaning that all the checks that
may be considered in any extension of the finite subtree are guaranteed to be successful as
well. If all the identified subtrees are of one of these two kinds, the algorithm replies true.
Otherwise, it replies unknown.
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3.1. Generating Asynchronous Simulation Trees. We first define labelled trees, of
which our simulation trees are instances; then, we give the operational rules for generating a
simulation tree from a pair of communicating machines.

Definition 3.1 (Labelled Tree). A labelled tree is a tree? (N, ng, —, £, %, T'), consisting of
nodes N, root ng € N, edges — C N x ¥ x N, and node labelling function £ : N —— T.

. o . o1 0k
Hereafter, we write n < n/ when (n,o,n’) €— and write ny ——— ny,1 when there

are ni,...,Nngr1, such that n; iy ni11 for all 1 <4 < k. We write n < n/ when n < 0! for
some o and the label is not relevant. As usual, we write <—* for the reflexive and transitive
closure of <, and < for its transitive closure. Moreover, we reason up-to tree isomorphism,
i.e., two labelled trees are equivalent if there exists a bijective node renaming that preserves
both node labelling and labelled transitions.

We can then define simulation trees, labelled trees representing all possible configurations
reachable by the simulation checked by asynchronous session subtyping.

Definition 3.2 (Simulation Tree). Let M; = (P,po,d01) and My = (Q,qo,62) be two
communicating machines. The simulation tree of M; and Ma, written simtree(M7, Ma), is a
labelled tree (N,ng, —, L, Act, P x Tg). The labels (p,T) € (P x Tg) are denoted also with
p=<T. In order to define — and L, we first consider an Act-labelled relation on (P x 7g),

with elements denoted with p T % p' <T’, defined as the minimal relation satisfying the
following rules:

PP ¢ Sq  in(p) Din(g) () 9 g% q  out(p) Cout(g) (Out)
p<q =% ¥<d p<q <5 p<d
20, . .
p—p kel In()D{ai‘ZEI}(InCtx)
p={ai i Tier — o/ 3Ty
Py ~cycle(!, p)
Vj € J.(inTree(q;) = Aj[g;, n)"€Hi AR € Hj.(out(p) C out(gjn) A gqjn — q] )
(OutAcc)

p< Al < p < A4, [q] ) <HaE7
We now define — and £ as the transition relation and the labelling function s.t. L(ng) =
po < qo and, for each n € N with £(n) = p< T, the following holds:
o if pxT N p' < T’ then there exists a unlque n st n < n' with Ln)=p' T
o ifn<sn with £(n') =p' T’ then px T & p<T.
Notice that such a tree exists (it can be constructed inductively starting from the root ng)

and it is unique (up-to tree isomorphism).

Given machines M7 and My, Definition 3.2 generates a tree whose nodes are labelled by
terms of the form p < .A[q;]'S! where p represents the state of My, A represents the receive
actions accumulated by Ms, and each ¢; represents the state of machine My after each path
of accumulated receive actions from the root of A to the i*" hole. Note that we overload the

2A tree is a connected directed graph without cycles: Vn € N. ng =* nAVn,n' € N.n—="n'.n#n'.
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Figure 4: Part of the simulation tree (solid edges only) and candidate tree for Mr < M¢
(Figure 1 and 2). The root is circled in thicker line. The node identities are shown
at the bottom left of each label.

symbol < used for asynchronous subtyping (Definition 2.6), however the actual meaning is
always made clear by the context. We comment each rule in detail below.

Rules (In) and (Out) enforce contra-variance of inputs and covariance of outputs, respec-
tively, when no accumulated receive actions are recorded, i.e., A is a single hole. Rule (In)
corresponds to Case (2a) of Definition 2.6, while rule (Out) corresponds to Case (3a).
Rule (InCtx) is applicable when the input tree A is non-empty and the state p (of M)
is able to perform a receive action corresponding to any message located at the root of
the input tree (contra-variance of receive actions). This rule corresponds to Case (2b) of
Definition 2.6.

Rule (OutAcc) allows M to execute some receive actions before matching a send action
executed by Mj. This rule corresponds to Case (3b) of Definition 2.6. Intuitively, each send
action outgoing from state p must also be eventually executable from each of the states g;
(in Ma) which occur in the input tree A[g;]?S”. The possible combinations of receive actions
executable from each g; before executing !a is recorded in A;, using inTree(g;). We assume
that the premises of this rule only hold when all invocations of inTree(-) are defined. Each
tree of accumulated receive actions is appended to its respective branch of the input context

A, using the notation A[Aj[q;h]heHj]je‘]. The premise out(p) C out(g;n) A gjn la, @n
guarantees that each ¢;, can perform the send actions available from p (covariance of

send actions). The additional premise —cycle(!,p) corresponds to that of Case (3b) of
Definition 2.6.

Example 3.3. Figure 4 gives a graphical view of the initial part of the simulation tree
simtree(Mp, M¢). Consider the solid edges only for now, they correspond to the <-relation.
Observe that all branches of the simulation tree are infinite; some traverse nodes with
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infinitely many different labels, due to the unbounded growth of the input trees (e.g., the one
repeatedly performing transitions !nd-?ko-!pr); while others traverse nodes with finitely many
distinct labels (e.g., the one performing first transitions !nd-?ko-!pr and then repeatedly
performing !nd-?ok).

We adapt the terminology of [JM99] and say that a node n of simtree(M;, My) is a
leaf if it has no successors. A leaf n is successful iff L(n) = p=<gq, with p and ¢ final; all
other leaves are unsuccessful. A branch (a full path through the tree) is successful iff it is
infinite or finishes with a successful leaf; otherwise it is unsuccessful. Using this terminology,
we relate asynchronous subtyping (Definition 2.6) with simulation trees (Definition 3.2) in
Theorem 3.4.

Theorem 3.4. Let My = (P,po,01) and My = (Q, qo,62) be two communicating machines.
All branches in simtree(My, Ma) are successful if and only if My < Ms.

Proof. We start from the if part. Consider two communicating machines M; = (P, po, 01)
and My = (Q, qo,02) such that M; < Ms. By definition of M; < My, we have that there
exists an asynchronous subtyping R such that (pg, qo) € R. Consider now simtree(My, Ma) =
(N,ng, =, L, Act, P x Tg), having a root labelled with py < go. We have that also other
nodes n € N are such that £(n) = p<T implies (p,T) € R. This is easily proved by
induction on the length of the sequence of transitions ng <™ n, observing that the rules
for the construction of the simulation tree check on p and T the same properties checked
by the definition of asynchronous session subtyping, and generate new transitions to nodes
labelled with p’ < T" corresponding to the pairs (p’,T") that are required to be in R. This
guarantees that, for every n in the simulation tree, either £(n) = p < ¢ with p » and ¢ »
(i.e., p and ¢ are final) implying that the branch to n is successful, or there exists n’ such
that n < n’. This guarantees that in simtree(Mj, Ms) there exists no unsuccessful branch.

We now move to the only if part. Consider two communicating machines M1 = (P, pg, 01)
and My = (Q, qo, 62) and their simulation tree simtree(M, Ma) = (N, ng, =, L, Act, P x Tg).
Consider now the relation R C P x Tg such that (p,T") € R if and only if there exists n € N
s.t. L(n) = p<xT. With similar arguments as in the above case, we prove that R is an
asynchronous subtyping relation. Hence, given that £(ng) = po < qo, we have (po, qo) € R,
hence also M7 < M. ]

3.2. A Simulation Tree-Based Algorithm. A consequence of the undecidability of
asynchronous session subtyping [LY17,BCZ18,BCZ17] is that checking whether all branches
in simtree( M7, M) are successful is undecidable. The problem follows from the presence of
infinite branches that cannot be algorithmically identified. Our approach is to characterise
finite subtrees (called witness subtrees) such that all the branches that traverse these finite
subtrees are guaranteed to be infinite.

The presentation of our algorithm is in three parts. In Part (1), we give the definition
of the kind of finite subtree (of a simulation tree) we are interested in (called candidate
subtrees). In Part (2), we give an algorithm to extract candidate subtrees from a simulation
tree simtree(M7, Ma2). In Part (3) we show how to check whether a candidate subtree (which
is finite) is a witness of infinite branches (hence successful) in the simulation tree.
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3.2.1. Part 1. Characterising finite and candidate sub-trees. We define the candidate subtrees
of a simulation tree, which are finite subtrees accompanied by an ancestor function mapping
each boundary node n to a node located on the path from the root of the tree to n.

Definition 3.5 (Finite Subtree). A finite subtree (r, B) of a labelled tree S = (N, ng, —,
L,%,T), with r being the subtree root and B C N the finite set of its leaves (boundary
nodes), is the subgraph of S such that:

(1) YneB. r —* n;
(2) VneB. An'€B. n =1 n/; and
B)VneN.r —*n = In' € B.n=*n'Vvn <*n.

We use nodes(S,r,B) = {n € N | 3n’ € B. r =* n —=* n’} to denote the (finite) set of
nodes of the finite subtree (r, B). Notice that r € nodes(S,r, B) and B C nodes(S,r, B).

Condition (1) requires that each boundary node can be reached from the root of the subtree.
Condition (2) guarantees that the boundary nodes are not connected, i.e., they are on
different paths from the root. Condition (3) enforces that each branch of the tree passing
through the root r contains a boundary node.

Definition 3.6 (Candidate Subtree). Let My = (P, po,01) and My = (Q, qo,d2) be two
communicating machines with simtree(M;y, M) = (N, ng, —, L, Act, P x Tg).

A candidate subtree of simtree(My, My) is a finite subtree (r, B) paired with a function
anc : B — nodes(simtree(M;, M>),r, B)\ B such that, for all n € B, we have: anc(n) —* n
and there are p, A, A", I,J,{q; | 7 € J} and {¢; | ¢ € I} such that

L(n) =p=<Alg]® A L(anc(n)) =p< A’ N {qliel} C{g|jeJ}

A candidate subtree is a finite subtree accompanied by a total function on its boundary
nodes. The purpose of function anc is to map each boundary node n to a “similar” ancestor
n’ such that: n' is a node (different from n) on the path from the root r to n (recall that we
have r ¢ B) such that the labels of n’ and n share the same state p of M, and the states of
M> (that populate the holes in the leaves of the input context of the boundary node) are a
subset of those considered for the ancestor. Given a candidate subtree, we write img(anc)
for the set {n | In’ € B. anc(n’) = n}, i.e., img(anc) is the set of ancestors in the candidate
subtree.

Example 3.7. Figure 4 depicts a finite subtree of simtree(Mpg, Mc). We can distinguish
several distinct candidate subtrees in Figure 4. For instance one subtree is rooted at ng,
and its boundary nodes are {ns, ng, n11,n14,n16}; another subtree is rooted at ng and its
boundary nodes are {ni1,n14,n16} (boundary nodes are highlighted with a double border).
In each subtree, the anc function is represented by the dashed edges from its boundary nodes
to their respective ancestors.

3.2.2. Part 2. Identifying candidate subtrees. We now describe how to generate a finite
subtree of the simulation tree, from which we extract candidate subtrees. Since simulation
trees are potentially infinite, we need to identify termination conditions (i.e., conditions on
nodes that become the boundary of the generated finite subtree).
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We first need to define the auxiliary function extract(.4,w), which checks the presence
of a sequence of messages w in an input context 4, and extracts the residual input context.

A ifw=c¢
extract(A,w) = ¢ extract(A;, ') fw=a; ', A= (a;: Aj)jes, and i € J
1L otherwise

Our termination condition is formalised in Theorem 3.8 below. This result follows from
an argument based on the finiteness of the states of M7 and of the sets of states from Mo
(which populate the holes of the input contexts in the labels of the nodes in the simulation
tree). We write minHeight(\A) for the smallest height,;(A), with i € I(A), where height,(.A)
is the length of the path from the root of the input context A to the i*" hole.

Theorem 3.8. Let My = (P, po,61) and My = (Q, qo,02) be two communicating machines
with simtree(My, Ma) = (N,ng, =, L, Act, P x Tg).
For each infinite path ng — ny < ng -+ — ng — -+ there exist i < j < k, with

L(n;) =p<Ailgn]"s™ L(ng) = p< Ajlgp]"<H L(ng) = p< Aglg)) <l

such that {q;, | h € H;} C{qn | h € H;} and {q; | h € Hy} C {qn | h € H;};
and, for n; ib) n;:

(1) rev(v) = wy - wo with wy s.t. 3t, z. extract(A;,w1) =[] A extract(Ag, wi) =[], or
(14) minHeight(extract(.A;, rcv(v)))) < minHeight(extract( Ay, rev())).

Proof. Let My = (P,po,61) and My = (Q,qo,02) be two communicating machines with
simtree(M1, Ma) = (N, ng, =, L, Act, P x Tg), and let ng < ny < ng--- <= n; < --- be an
infinite path in the simulation tree. For each n;, let S; be the pair (p;, R;), with p; € P and
R; C Q, such that L(n;) = p; < Ai[qj]je‘h and R; = {q; | j € J;}. Notice that there are at
most |P| x 29l distinct pairs (p;, R;), in which p; is an element taken from the finite set P,
and R; is a subset of the finite set (). This guarantees the existence of infinite pairs of nodes
(M, nir ) (Migs Mg ) - - -5 (N nl;), ... taken from the above infinite path, such that, for all j:

[ Sz‘j = 823 and

° ij < ’L; < ij+1 and

o il —i; <|P| x 29l

The above follows from the possibility to repeatedly select, by following from left to right the
infinite sequence ng < nj < ng -+ < n; < - - -, the first occurring pair (ng, n;), with k& < [,

such that Sy = S;. Being the first pair of this type that occurs, we have that [ —k < |P| x 2@l
For the above infinite list of pairs (ni,, 1y, ), (g, iy ), - - -5 (R, Mgt ), - .. let b; be such
J

that n;; g ni - All these infinitely many sequences of actions 1; have bounded length
(smaller than |P| x 2!91), hence infinitely many of them will coincide (this is because there
are only boundedly many distinct actions that are admitted). Let « be such a sequence of
actions that is considered for infinitely many paths n;; < ni - Moreover, being the possible
distinct (p;, Q;) finite, there exists one pair (p, @) such that infinitely many of these paths
ni < ni will be such that S;; = Sz'; = (p, Q).
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Summarising, we have proved the existence of (nvl,nv/1 ), (nw,nvé), e (nvj,nv;_)7 R

with v; < v} < wjy1 for all j, for which there exist (p, Q) and « such that, for all j, n,, < My
and S, = SU;, = (p, Q).

We now consider w = rcv(a). We have that the input actions in w, executed in each
path 7, < Myt will be matched by the input context A; of L(n,;) = p=<A; [g;]"€H. There
are two poss1b1ht1es

(1) either w is included in a path root-hole of A; (hence extract(A;,w) is defined),

(2) or there exists a path root-hole which corresponds to a prefix of w (in this case we have
that w = wy - wo with extract(Aj,wr1) =[]y, )

At least one of the two cases occurs infinitely often, i.e., there exist infinitely many indices

J, such that for all paths n,, & My item 1 holds, or there exist infinitely many indices j,

such that for all paths n,, < My 1tem 2 holds. In the first case, we have that there exist at

least two indices j; and jo such that minHeight(extract(A;,,w)) < minHeight(extract(Aj,,w))
(in fact, minHeight() returns a non negative value, hence such values cannot infinitely
decrease). In the second case, we have that there exist at least two indices j; and jo such
that extract(Aj,,w1) = []i;, and extract(A;,,w1) = []¢,, for the same w; prefix of w (in fact,
w has only finitely many prefixes).

We can conclude that the thesis holds by considering i = v;,, j = U;d and k =vj,. L[]

Intuitively, the theorem above says that for each infinite branch in the simulation tree,
we can find special nodes n;, n; and nj such that the set of states in A; (resp. Aj) is
included in that of A; and the receive actions in the path from n; to n; are such that: either
(7) only a precise prefix of such actions will be taken from the receive actions accumulated
in n; and ny or (i¢) all of them will be taken from the receive actions in which case n; must
have accumulated more receive actions than n;. Case (i) deals with infinite branches with
only finite labels (hence finite accumulation) while case (i7) considers those cases in which
there is unbounded accumulation along the infinite branch.

As an example of this latter case, consider the simulation tree depicted in Figure 4.
Let n; = ng, nj; = n12 and n; = n1s. These nodes are along the same path, moreover we
have L£(n;) = q1 < Ailan]"™, L(n)) = a1 < Ajlg )" <™, Lng) = a1 < Arlg "™ with {g, |
h e H;} ={q), | h € Hj} = {q] | h € Hi} = {q2} and 0 = minHeight(extract(A4;, 7ko)) <
minHeight(extract(Ay, 7k;0)) = 2. Notice that the path in the simulation tree from ng to nis
can be infinitely repeated with the effect of increasing the height of the input context.

Based on Theorem 3.8, the following algorithm generates a finite subtree of simtree( My, Ma):

Starting from the root, compute the branches? of simtree(Mj, M) stopping
when one of the following types of node is encountered: a leaf, a node n with
a label already seen along the path from the root to n, or a node ny (with
the corresponding node n;) as those described by the above Theorem 3.8.

Example 3.9. Consider the finite subtree in Figure 4. It is precisely the finite subtree
identified as described above: we stop generating the simulation tree at nodes na, ng, n11,
and n14 (because their labels have been already seen at the corresponding ancestors ny,
ng, ng, and ni2) and nig (because of the ancestors ng and njs such that ng, ni2 and nig
correspond to the nodes n;, n; and nj of Theorem 3.8).

3The order nodes are generated is not important (our implementation uses a DFS approach, cf. §4).
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When the computed finite subtree contains an unsuccessful leaf, we can immediately conclude
that the considered communicating machines are not related. Otherwise, we extract smaller
finite subtrees (from the subtree) that are potential candidates to be subsequently checked.

We define the anc function as follows: for boundary nodes n with an ancestor

n’ such that £(n) = L(n’) we define anc(n) = n’; for boundary nodes ny

with the corresponding node n; as those described by Theorem 3.8, we define

anc(ng) = n;. The extraction of the finite subtrees is done by characterising

their roots (and taking as boundary their reachable boundary nodes): let

P ={n € img(anc) | In’. anc(n’) = n A L(n) # L(n)}, the set of such roots

isR={neP | eP n <" n}
Intuitively, to extract subtrees, we restrict our attention to the set P of ancestors with a
label different from their corresponding boundary node (corresponding to branches that can
generate unbounded accumulation). We then consider the forest of subtrees rooted in nodes
in P without an ancestor in P. Notice that for successful leaves we do not define anc; hence,
only extracted subtrees without successful nodes have a completely defined anc function.
These are candidate subtrees that will be checked as described in the next step.

Example 3.10. Consider the finite subtree in Figure 4. Following the strategy above we ex-
tract from it the candidate subtree rooted at ng (white nodes), with boundary {ni1, 714,116}
Note that each ancestor node above ng has a label identical to its boundary node.

3.2.3. Part 3. Checking whether the candidate subtrees are witnesses of infinite branches.
The final step of our algorithm consists in verifying a property on the identified candidate
subtrees which guarantees that all branches traversing the root of the candidate subtree
are infinite, hence successful. A candidate subtree satisfies this property when it is also a
witness subtree, which is the key notion (Definition 3.16) presented in this third part.

In order for a subtree to be a witness, we require that any behaviour in the simulation
tree going beyond the subtree is the infinite repetition of the behaviour already observed
in the considered finite subtree. This infinite repetition is only possible if whatever receive
actions are accumulated in the input context A (using Rule (OutAcc)) are eventually executed
by the candidate subtype Mj in Rule (InCtx). The compatibility check between the receive
actions that can be accumulated and the receive actions that are eventually executed is done
by first synthesising a finite representation of the possible (repeated) accumulation of the
candidate supertype Mj and the possible (repeated) receive actions of the candidate subtype
M. We then check whether these representations of the input actions are compatible, wrt.
the C-relation, see Definition 3.12. We define these representations of the input behaviours
as a system of (possibly) mutually recursive equations, which we call a system of input tree
equations.

Intuitively, a system of input tree equations represents a family of trees, that we use
to represent the input behaviour of types. We need to consider families of trees because
types include also output actions that, in case we are concerned with input actions only, can
be seen as internal silent actions, representing nondeterministic choices among alternative
future inputs (i.e. alternative subtrees).

Definition 3.11 (Input Tree Equations). Given a set of variables V, ranged over by X, an
input tree expression is a term of the grammar

E = X | (ai: Eicr | (Eiier
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The free variables of an input tree expression F are the variables which occur in E. Let Ty,
be the set of input tree expressions whose free variables are in V.

A system of input tree equations is a tuple G = (V, Xy, E) consisting of a set of variables
V), an initial variable Xy € V, and with E consisting of exactly one input tree expression

X % E for each X € V, with E € Ty,.

Given an input tree expression of the form (a; : E;);cr or (E;);cr, we assume that I # (),
Vi # j € I. a; # a;, and that the order of the sub-terms is irrelevant. Whenever convenient,
we use set-builder notation to construct an input tree expression, e.g., (E; | ¢ € I). In an
input tree equation, the construct (a; : E;);cs represents the capability of accumulating (or
actually executing) the receive actions on each message a; then behaving as in F;. The
construct (E;);cs represents a silent choice between the different capabilities E;.

We now define the notion of compatibility between two systems of input tree equations.
Intuitively, two systems of input tree equations are compatible when all the trees of the
former have less alternatives than the trees of the latter. More precisely, at each input
choice, the alternative branchings of the former are included in those of the latter.

Definition 3.12 (Input Tree Compatibility). Given two systems of input tree equations
G=W,X0,E)and ¢ = (V', X, E'), such that VNV’ = (), we say that G is compatible with
G', written G C G, if there exists a compatibility relation R C Ty x T,. That is a relation
R s.t. (Xo,X() € R and:

if (X, E) € R then (E', E) € R with X = def E;
(E,X) € R then (E, E') € R with X & g/,
((Ei)ier, F) € Rthen Vi€ I. (E;, E) € R;
(E, <Ei>i61) € R then Vi € I. (E, EZ) eR;
5) if ((ai : Ei)ier, (aj : E})jes) € R then I C J and Vi € I. (E;, Ej) € R.

We extend the use of C, defined on input tree equations, to terms E € Ty, and E' € TY,;
namely, we write £ C E’ if there exists a compatibility relation R s.t. (E,E’) € R.

Notice that compatibility is formally defined following a coinductive approach that
performs the following checks on G and @', starting from the initial pair (X, X()). The first
two items of Definition 3.12 let variables be replaced by their respective definitions. The
next two items explore all the successors of silent choices. The last item guarantees that all
the receive actions of the l.h.s. can be actually matched by receive actions in the r.h.s. The
check of compatibility will be used in Definition 3.16, in order to control that the candidate
supertype always has input branchings included in those of the candidate subtype. More
precisely, we will check that the system of input tree equations, that represents the possible
inputs of the supertype, is compatible with that of the candidate subtype.

Example 3.13. Consider the two systems of input tree equations in Figure 5. We have
G C G'. We enumerate a few pairs which must be in the embedding relation:

Initial variables: (

Unfold X (Case (1) of Def. 3.12) (

Unfold Y, (Case (2) of Def. 3.12)  ((0k : Xgyng, k0 1 Xgong) s
Silent-choice (Case (4) of Def. 3.12) ({ok : :

Unfold Y, (Case (2) of Def. 3.12)  (

Choice (Case (2) of Def. 3.12) (

(ok : Xgymg k0 Xgong)s (0k : Yag, ko 1Yy )
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def
Xo = (ok: Xgomgs ko qz,n8>
def def
quns = <0k XQQ ng» ko : qz n9> Yng = <Yn9>
def def
Xgamo = (Xgongs Xgamao) Yig = (0k: Yoy, ko:Yn,)
def def
X!I2,n10 = <Ok X2n127 ko : q2,n12> Ymo = <Yn12>
def de
Xgpma = (0k 1 Xgynyss kot Xy nys) Yo = (0k:Yny,, koY)
def def
XlIz,nls = <Xq2,n127 q27n15> Yo, = <Yn8>
def
XQQ,nls = <0 Q2 ng» ko : Q2,n8>
XQ277L13 > XQ2JL15
o 20k ko 70k
‘Ko ko
e
e
(0] 0]
ko 7ok
KXo mio [+ Xgo.mo

g |

Figure 5: Input tree equations for M < Mc (Figures 1 and 2) and their graphical represen-
tations. The starting variables are X and Y,,,. Silent choices are diamond-shaped
nodes, other nodes are rectangles.

Before giving the definition of a witness subtree, we introduce a few auxiliary functions
on which it relies. Given a machine M = (Q, qo,9), a state ¢ € @, and a word w € A*, we
define accTree(q,w) as follows:

q ifw=c¢
accTree(q,w) = § AlaccTree(q),w)]*€! if w =a- ', A[g;]'S! =inTree(q),Vi€l. ¢; LN q
L otherwise

Function accTree(q,w) is a key ingredient of the witness subtree definition as it allows for
the construction of the accumulation of receive actions (represented as an input tree) that is
generated from a state ¢ mimicking the sequence of send actions sending the messages in w.
We illustrate the usage of accTree(q,w) in Example 3.14 below.

We use the auxiliary function minAcc(k, @', 1) below to ensure that the effect of per-
forming the transitions from an ancestor to a boundary node is that of increasing (possibly
non-strictly) the accumulated receive actions. Here, k represents a known lower bound for
the length of the sequences of receive actions accumulated in an input context A, i.e., a
lower bound for minHeight(.4). Assuming that the holes in A contain the states populating
the set of states @', the function returns a lower bound for the length of the sequences
of accumulated receive actions after the transitions in ¥ have been executed. Formally,
given a natural number k (k > 0), a sequence of action 1p € Act*, and a set of states
{gj | j € J} € Q, we define this function as follows:
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minAcc(k,{q; | j € J},¢) =
k if )= e
minAcc(k — 1,{q; | j € J},¢) ify="a-¢YNk>0

, ) o . . if=la-9¢ A
minAcc(k-+minjc yminHeight(A;), {qi ;|7 € J,i € I;},¢') deé J.acc11'/|}'ee(qj a)=A;[g; ;15

1 otherwise

Example 3.14. Consider the transitions from node n; to ng in Figure 4. There are two
send actions !pr and !nd that cannot be directly fired from state go which is a receiving
state; the effect is to accumulate receive actions. Such an accumulation is computed by
accTree(qo, pr - nd) = (ko : (ko : q2, 0k : q2), 0k : (ko : qa2, 0k : q2)). For this sequence of
transitions, the effect on the (minimal) length of the accumulated receive actions can be
computed by minAcc(0, {g2}, !pr-Ind) = 2; meaning that before executing the sequence of
transitions !pr-1nd state ¢o has not accumulated receive actions in front, while at the end an
input context with minimal depth 2 is generated as accumulation.

We now prove a couple of properties of minAcc(n, @', ).

Proposition 3.15. If minAcc(k, Q', 1) is defined, then the following statements hold:

(1) for each k' > k we have that k — minAcc(k, Q’,v) = k' — minAcc(k', Q’, ),

(2) if v =" - )" then minAcc(k, @', ¢ - ") = minAcc(minAcc(k, @', ¢'), Q", ") with
Q" =Uyecolan | h € H s.t. accTree(q,snd(¢)) = Aqn] <8}

(3) if minAcc(k, Q" 1)) is defined for a set of states Q" s.t. Q' C Q" then minAcc(k, Q") <
minAcc(k, Q’, ).

A direct consequence of (1) is that: minAcc(k’,Q’,v¢) — minAcc(k, Q') =k — k > 0.

Proof. Ttem 1 is proved by induction on the length of 1. If the length of ¥ is 0 then
¥ = € and k — minAcc(k,Q’,e) = k' — minAcc(k’,@Q’,e) = 0. In the inductive case we
have two distinct cases: if ¥ =7a -1’ we have k > 0 and k — minAcc(k,Q’,?a - ') =
k—minAcc(k—1,Q’',v¢') and ¥’ > 0 and ¥’ —minAcc(¥, @', ?a-¢)') = k' —minAcc(k'—1,Q’, /'),
and by inductive hypothesis kK — 1 — minAcc(k — 1,Q’,¢') = k' — 1 — minAcc(k’ — 1,Q’, ")
hence also k — minAcc(k — 1,Q",¢') = k' — minAcc(k’ — 1,Q’,¢'); if ¢ =la - ¢}’ we have
k — minAcc(k,Q',!a - ') = k — minAcc(k + w,Q",¢’) and k' — minAcc(k',Q’,la - ') =
k' —minAcc(k' 4+ w, Q", ") for a set of states Q" and a value w, and by inductive hypothesis
k4w — minAcc(k + w,Q",¢") = K + w — minAcc(k’ + w, Q" , 1) hence also k — minAcc(k +
w,Q",Y") =k — minAcc(k' +w,Q",y").

Item 2 is proved by induction on the length of )'. In the base case, the thesis di-
rectly follows from minAcc(k,@Q’,e) = k and accTree(q,e) = ¢ (hence we have Q" =
@’). In the inductive case we have two distinct cases: If ¢/ =?a - " we have (k > 0
because minAcc(k, @', ?a - ¢ - ") is defined) minAcc(minAcc(k, @', ?a - "), Q",v") =
minAcc(minAcc(k — 1,Q’, "), Q",4"), but the latter, by applying the inductive hypothesis,
coincides with minAcc(k — 1,Q’, " - ¢") = minAcc(k,Q’,?a - " - "). Tt ' =la - " we
have minAcc(minAcc(k, Q’,!a - ™), Q",+") = minAcc(minAcc(k + w, Q" ,¢""), Q" "), for
the set of states Q" obtained by allowing the states in Q' to anticipate !la and a value w
that depends on @' and a (see definition of the minAcc function); the latter, by applying the
inductive hypothesis, coincides with minAcc(k + w, Q" , " - ") (because Q" is obtained
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from Q" by allowing the states in Q" to anticipate the send actions in ¢"’), which is equal
to minAcc(k, @', la - " - ") as Q" and w depend on @' and a as described above.

Item 3 is proved by induction on the length of ¢). The base case is trivial because
minAcc(k, Q”, €) = minAcc(k, @', €) = k. In the inductive case we have two distinct cases: If
¥ =7a-1)" we have minAcc(k, Q",?a-1{") = minAcc(k—1,Q", ') with the latter, by inductive
hypothesis, that is smaller than or equal to minAcc(k — 1,Q’,¢') = minAcc(k, Q’, 7a - '). If
¥ =la-1’ we have minAcc(k, Q”,la-y)") = minAcc(k+w, Q" , ") for a set of states Q" obtained
from Q" by allowing its states to anticipate !la and w the corresponding minimal height. Now,
if we allow the states in the smaller (or equal) set @’ to 