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Abstract

This document presents a user guide for BaPCod version 0‘6@ a
C++ library implementing a generic branch-cut-and-price solver. We give
guidelines for installing BaPCod, using its modelling language, BaPCod
parameterization, retrieving BaPCod statistics, and understanding BaP-
Cod output. We also present the VRPSolver extension of BaPCod which
allows one to model and efficiently solve a large number of vehicle routing
and related problems.

BaPCod was developed in Bordeaux University and Bordeaux Re-
search Center of Inria, France.

*Corresponding author: ruslan.sadykov@inria.fr
1The most recent version of this user guide is available on the BaPCod website:
https://bapcod.math.u-bordeaux.fr
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1 Introduction

BaPCod is a prototype academic code that solves Mixed Integer Programs
(MIP) by application of a Dantzig-Wolfe reformulation technique. The reformu-
lated problem is solved using the branch-cut-and-price algorithm which includes
the column generation procedure to solve the linear relaxation in each node of
the branch-and-bound tree. The specificity of this prototype is to offer a “black-
box” implementation of the method:

1. the input is the set of constraints and variables of the MIP in its natural/
compact formulation;

2. the user specifies which of these constraints and variables define the sub-
systems on which the decomposition is based (it is handy to test different
decompositions);

3. the reformulation is automatically generated by the code, without any
input from the user to define master columns, their reduced cost, pricing
problem, or Lagrangian bound;

4. a default column generation procedure is implemented that relies on an
underlying LP/MIP solver to handle master and subproblem but the user
can define a specific solver for the pricing problem:;

5. a branching scheme that preserves the pricing problem structure is offered
by default, it runs based on priorities and directives specified by the user
on the original variables;

6. the user can specify custom cut generation callbacks and custom branching
callbacks;

7. preprocessing, restricted master and diving primal heuristics, some stabi-
lization techniques, and strong branching are available for use;

8. VRPSolver extension can optionally be used, which includes a resource
constrained shortest path problem (RCSP) solver, and some families of
robust and non-robust cut separation and branching functors; these com-
ponents can be used to devise state-of-the-art branch-cut-and-price algo-
rithms for vehicle routing and related problems.

Readers of this user guide are supposed to be familiar with the theory
of Dantzig-Wolfe reformulations, the column generation procedure, and the
branch-cut-and-price method (see for example [3] for an introduction).

The source code of BaPCod can be obtained on its web-page https://
bapcod.math.u-bordeaux.fr after accepting the Inria licence for academic use.
The VRPSolver extension in the compiled form is available by request. The
following contacts can be used to communicate with the authors of the code:

ruslan.sadykov@inria.fr — issues with the code, critical bugs, user guide,
general issues;

laurent.facq@math.u-bordeaux.fr — issues with installation and running
of demos.


https://bapcod.math.u-bordeaux.fr
https://bapcod.math.u-bordeaux.fr

1.1 Code structure

We suppose that the code is cloned or extracted to the BapcodFramework folder.
The main folder structure is the following

BapcodFramework
-- Applications
—-— Bapcod

—-- CMake

-— CMakeLists.txt
-— Documentation
—- Demos

-- LICENCE.pdf
-— README.md

-- Scripts

-— Tools

Applications folder should contain user applications, no applications are
provided by default. We explain how to create an application in Section [1.3
Bapcod folder contains the C++ source code of BaPCod. Cmake folder and
file CMakeLists.txt contain CMake scripts necessary for compiling and link-
ing BaPCod, its demos and user applications. Documentation folder contains
the source of the present user guide. Demo folder contains demos which come
together with BaPCod source code. LICENCE.pdf and README.md files contain
the licence and the installation instructions. The licence stipulates that you
can use BaPCod for free for academic purposes. Scripts folder contains some
scripts necessary for BaPCod installation and other tasks. Tools folder con-
tains the archived source code of two third-party open-source libraries, namely
Boost 1.76 and LEMON 1.3.1. BaPCod is dependent on these libraries. These
libraries should be compiled before compiling BaPCod, see Section [1.2] BaP-
Cod also depends on Cplex library, which can be obtained for free for academic
use.

1.2 Compiling BaPCod and running tests

Those are the minimum requirements to compile and run demos and applications
dependent on BaPCod:

e CMake version 3.12 and above (use version 3.20 and above to avoid Boost
related warnings);

e Boost version 1.76
e LEMON version 1.3.1

e Cplex version 12.8 and above.

Linux and Mac OS

First, make sure that CMake and Cplex are installed. BaPCod distribution
comes in the bapcod-0.66.tar.gz file. Run the following commands to install
it together with Boost and LEMON libraries.



mkdir BapcodFramework

tar -xf bapcod-0.66.tar.gz -C BapcodFramework

cd BapcodFramework

wget -P Tools/ \

https://boostorg. jfrog.io/artifactory/main/release/1.76.0/source/boost_1_76_0.tar.gz
wget -P Tools/ http://lemon.cs.elte.hu/pub/sources/lemon-1.3.1.tar.gz

bash Scripts/shell/install_bc_lemon.sh

bash Scripts/shell/install_bc_boost.sh

If you want to use the VRPSolver extension, you need to request RCSP li-
brary distributed in the 1ibrcsp-0.5.11-Linux.tar.gz or librcsp-0.5.11-Mac0S. tar.gz
file. Run the following commands to extract it to the right place so that BaPCod
automatically finds it

mkdir Tools/rcsp
tar -xf librcsp-0.5.11-Linux.tar.gz -C Tools/rcsp

Now you are ready to compile BaPCod. For that, run the following com-
mands from the BapcodFramework folder:

export CPLEX_ROOT=<path to CPLEX Studio root>
mkdir build

cd build

cmake -DCMAKE_BUILD_TYPE=Release ..

make -j8 bapcod

The environment variable CPLEX_ROOT should contain the path to the IBM ILOG
CPLEX Optimization Studio (and not to the CPLEX itself).

To test installation, you can run a demo distributed with BaPCod. For
example to run VertexColoring demo, run the following commands from the
BapcodFramework folder (you need Python installed to run tests)

cd build/Demos/VertexColoring
make -3j8
bash tests/runTests.sh
If you have error
/usr/bin/1ld: cannot find -lz+
on Linux during the link phase, you need to install z1iblg-dev library first:

sudo apt-get install zliblg-dev

We recommend using CLion IDE (www. jetbrains.com/clion/|) when work-
ing with BaPCod in Linux and MacOS. Free educational licences are available:
www. jetbrains.com/community/education/.

Windows 10 with WSL

It is possible to install and BaPCod on Windows 10 the same way as on Linux
using WSL (Windows Subsystem for Linux). After installing WSL and Linux
distribution, run the following commands inside Linux terminal


www.jetbrains.com/clion/
www.jetbrains.com/community/education/

sudo apt-get update

sudo apt install cmake

sudo apt install default-jre

sudo ./ILOG_COS_20.10_LINUX_X86_64.bin #to install Cplex
sudo apt install g++

sudo apt-get install zliblg-dev

sudo apt-get install build-essential gdb

sudo apt install python

Afterwords, proceed the same way as described above for the Linux instal-
lation.

You may use VS Code IDE to work with BaPCod on Windows 10 with WSL,
see https://code.visualstudio.com/docs/cpp/config-wsl for details.

Windows 10 with Visual Studio

These installation instructions have been tried with Visual Studio 19. Adjust
them to your version of Visual Studio if necessary.

First, you need to install CMake and ILOG CPLEX Optimization Studio.
Then, in PowerShell, extract file bapcod-0.66.tar.gz:

mkdir BapcodFramework
tar -xf bapcod-0.66.tar.gz -C BapcodFramework

To install Boost, download file https://boostorg. jfrog.io/artifactory/
main/release/1.76.0/source/boost_1_76_0.zipl extract it to
BapcodFramework/Tools/boost_1_76_0, and then run

cd BapcodFramework\Tools\boost_1_76_0
bootstrap
\b2

To install LEMON, download http://lemon.cs.elte.hu/pub/sources/
lemon-1.3.1.zip, extract it to a folder and then run from this folder in Pow-
erShell with administrative rights

cmake -G "Visual Studio 16 2019" -A x64 -B "build"
cmake --build build --config Release --target INSTALL

If you do not have administrative rights the first command should be

cmake -G "Visual Studio 16 2019" -A x64 -B "build"
-DCMAKE_INSTALL_PREFIX="<path to install folder>"

If you want to use the VRPSolver extension, you need to request RCSP
library distributed in the 1ibrcsp-0.5.11-Windows.tar.gz. Run the following
commands to extract it to the right place so that BaPCod automatically finds
it

mkdir Tools/rcsp
tar -xf librcsp-0.5.11-Windows.tar.gz -C Tools/rcsp


https://code.visualstudio.com/docs/cpp/config-wsl
https://boostorg.jfrog.io/artifactory/main/release/1.76.0/source/boost_1_76_0.zip
https://boostorg.jfrog.io/artifactory/main/release/1.76.0/source/boost_1_76_0.zip
http://lemon.cs.elte.hu/pub/sources/lemon-1.3.1.zip
http://lemon.cs.elte.hu/pub/sources/lemon-1.3.1.zip

If Cplex or LEMON are installed to non-default locations, you should set
environment variables CPLEX_ROOT and LEMON_ROOT before compiling BaPCod.
To compile BaPCod, run the following commands from the BapcodFramework
folder:

cmake -G "Visual Studio 16 2019" -A x64 -B "build"
cmake —--build build --config Release --target bapcod

To compile and link a demo (for example VertexColoringDemo), run
cmake --build build --config Release --target VertexColoringDemo
To test installation, you can run

cd .\build\Demos\VertexColoringDemo\
.\bin\Release\VertexColoringDemo.exe -b .\config\bcBranchAndPrice.cfg
-a .\config\app.cfg -i .\data\mug88_25.col

For the moment, there is a link issue on Windows in Debug mode. Please
let us know if you are able to have a correction for it.
To use Visual Studio IDE, open file BapcodFramework/build/BapcodFramework. sln.

1.3 Creating a new application
A demo or an application has the following structure by default

<ApplicationOrDemoName>
—— CMakeLists.txt

-- config

—-- data

—- include

-- src

-- tests

File CMakeLists.txt contains CMake instructions necessary for compiling
and linking the application or demo. config folder contains configuration files.
There are usually two configuration files: one contains BaPCod parameters, and
another contains application-specific parameters. data folder contains instance
files. include folder contains header files. src folder contains source files. tests
folder contains files and scripts to run non-regression tests. It is highly advised
to create several non-regression tests for every user application. Non-regression
tests usually verify that the solution value obtained after the run coincides with
the optimal value or the dual bound value.

A standard way to create a new application is by modification of a similar
available demo. If there is no demo which is similar to the intended application,
please request the authors of the code to produce a similar demo. One advantage
of this method is to provide for the user a working tree that already contains
the files needed by cmake for the compilation and pre-filled configuration and
test files. Another advantage is to provide for the user the code structure that
is easier to modify when making up the new application rather than starting
from scratch.

First, copy the folder with the corresponding demo to the
BapcodFramework/Applications folder. Then modify the folder name to the



application name, and add the new folder name to file
BapcodFramework/Applications/CMakelLists.txt inside add_subdirectories()
so that the makefile is produced next time your run cmake.

Afterwards, the code of the new application should be modified according
to the problem one wants to solve. It is advised to change the names of all
classes in the application code or to change the name of the namespace used in
the code, in order to avoid a clash between different demos and applications.
Usually, to adapt the code to the new application, one should change the class
with application-specific parameters, the data class, functions to read the data,
the model and the callbacks (pricing, cut generation, branching), if applicable.

After the code modification is complete, the makefile of the application
should be generated. For that, run the following commands from the BapcodFramework
folder (on Mac OS and Linux)

cd build
cmake ..

On Windows
cmake -G "Visual Studio 16 2019" -A x64 -B "build"

These commands should also be run each time you add or delete header or
source files for an application.

1.4 Running a demo or application

To run the application or demo, execute the following commands on Linux or
MacOS from the BapcodFramework folder

cd build/Demos/<DemoName> # for a demo

cd build/Applications/<AppName> # for a application

make -j

bin/<DemoOrAppName> -b <BaPCod_config> -a <app_config> -i <instance>

On Windows, run the following commands from the BapcodFramework folder

cmake --build build --config Release --target <DemoOrAppName>

cd build/Demos/<DemoName> # for a demo

cd build/Applications/<AppName> # for an application
bin/Release/<DemoOrAppName>.exe -b <BaPCod_config> -a <app_config> -i <instance>

Here <AppName> is the name of the application, <BaPCod_config> is the (rel-
ative) path to the configuration file with BaPCod parameters, <app_config> is
the (relative) path to the configuration file with application-specific parameters
(if such parameters exists), and <instance> is the (relative) path to the date
instance file. You can specify additional BaPCod and application-specific pa-
rameters in the command line using the format --<paramName> <value> . If
different values are given for the same parameter in the configuration file and
in the command line, the value given in the command line has more priority.
See Section [3] for an overview of BaPCod parameters. In addition, in the com-
mand line one can specify -t <tree_file> parameter to change the default
(relative) path (which is BaPTree.dot) to the file where the branch-and-bound
tree information will be stored in .DOT format for later visualisation.



It is highly advised to use a version control system (for example Git) for
user applications. It is standard to create a different repository for every user
application.

1.5 Citing BaPCod

If you use BaPCod, please cite the present document:

Ruslan Sadykov and Francois Vanderbeck. BaPCod— a generic branch-and-

price code. Technical report HAL-03340548, Inria Bordeaux Sud-Ouest, 2021.
In addition, if you use the following components of BaPCod, we encourage

you to cite the corresponding papers listed below.

e If you use stabilization (automatic dual price smoothing stabilization is
activated by default), please cite paper [I1]:
Artur Pessoa, Ruslan Sadykov, Eduardo Uchoa, and Francois Vanderbeck.
Automation and combination of linear-programming based stabilization
techniques in column generation. INFORMS Journal on Computing,
30(2):339-360, 2018.

e If you use primal heuristics, please cite paper [17]:
Ruslan Sadykov, Francois Vanderbeck, Artur Pessoa, Issam Tahiri, and
Eduardo Uchoa. Primal heuristics for branch-and-price: the assets of
diving methods. INFORMS Journal on Computing, 31(2):251-267, 2019.

e If you use the VPRSolver extension, please cite paper [12]:
Artur Pessoa, Ruslan Sadykov, Eduardo Uchoa, and Francois Vanderbeck.
A generic exact solver for vehicle routing and related problems. Mathe-
matical Programming, 183:483-523, 2020.

2 Modelling language

This section overviews the modelling language, i.e. the C++ interface for BaP-
Cod. To use this interface, one needs to include the corresponding header file:

H #include "bcModelinglLanguageC.hpp"

BaPCod models are similar to Mixed Integer Programs (MIPs): the user
needs to define (continuous or integer) variables, linear constraints and the
objective function. Models are defined using of original variables, i.e. variables
of the original compact formulation. There are however following differences.

The user needs to specify the decomposition: i.e. which constraints are du-
alized (remain in the master formulation) and which constraints are imposed
when solving the subproblem formulations (or pricing problems). Therefore, at
least two formulations should be defined: master one and at least one subprob-
lem formulation. Each subproblem formulations has integer bounds specifying
how many solutions of this subproblem (i.e. how many columns generated by
this pricing problem) can participate in the global solution of the model. These
bounds are useful to define identical subproblems.

One can also use BaPCod to solve a MIP without applying decomposition;
this may be useful when benchmarking a decomposition against the original



formulation. For this, one should define a single formulation and solve it (instead
of solving the model).

Each variable belongs to a formulation. Subproblem constraints may involve
only variables belonging to the corresponding subproblem formulation. On the
contrary, master constraints may involve variables belonging both to the master
formulation (we call them pure master variables) and to the subproblem formu-
lations. Coefficients of subproblem variables in the master constraints determine
the coefficients of columns in these constraints.

The user has a possibility to define additional functors (C++ classes) to
improve the performance of BaPCod. Functors are enhanced versions of call-
backs. A functor may have several functions which are called in different stages
of the solution process. The main functor is the pricing one which may be
defined for a subproblem formulation for managing the corresponding pricing
problem. Another important functor is to separate robust cutting planes. Such
cutting planes are defined similarly to standard constraints using original vari-
ables. The user can also define a functor for generation of robust branching
constraints. Defining non-robust cutting plains and branching constraints is
also possible but reserved for an advanced use. The VRPSolver extension pre-
defines a certain number of functors which are used for solving vehicle routing
and related problems. This extension is reviewed in Section [6]

2.1 Environment handler

Every time BaPCod is used, one should first declare an environment handler of
type BcInitialisation using constructor

BcInitialisation(int argc, char x*argvl[],
std::string config_filename = "config/bcParams.cfg"

Here argc and argv are the standard parameters of the main() function for
command line arguments, and config_filename is the default (relative) path
to the configuration file with BaPCod parameters (for the case -b parameter
does not present in the command line).

The environment handler has several useful methods.

“UserControlParameters & param();

This method allows one to obtain the object with basic BaPCod parameters.
One then can read and modify these parameters. The available parameters are
reviewed in Section Bl

“void bcReset () ;

This method should necessarily be called between two calls to BcModel: :solve ()
function (of a model associated with this environment handler) in order to reset
internal counters.

Finally, for obtaining the statistics of the execution on can use the methods

double getStatisticValue(const std::string & statName);
long getStatisticCounter (const std::string & statName);
double getStatisticTime (const std::string & statName);

10



to get values of individual statistics (records, counters, and timers). See Sec-
tion M for an overview of BaPCod statistics.

2.2 Model handler

The model handler is used to define and solve BaPCod models. Every model
should be associated with a BaPCod environment handler, specified in the model
constructor:

const std::string & modelName = "Model");

BcModel (const BcInitialisation & bapcodInit,

The main method of the handler solves the model:

“BcSolution BcModel::solve ();

It returns the best found solution. The solution returned is disaggregated by
default, see Section for details.
Solution management callback can be attached to a model:

“Void attach(BcSolutionFoundCallback * solutionFoundCallbackPtr);

This callback is called every time a solution is found which is considered to be
feasible by the model. This callback can be used to check the feasibility of the
solution (and thus the correctness of the model) and possibly show and/or store
it for future use.

2.3 Formulation handlers

Formulation handler BcFormulation serves to manage formulations. The mas-
ter formulation can be created or obtained using the constructor

“BcMaster(BcModel & model, const std::string & name = "master");

Subproblem formulations are handled in an array of type BcColGenSpArray.
This array is created or obtained using the constructor

“BcColGenSpArray(BcModel & model, const std::string & name = "colGenSF”);

BcColGenSpArray has two operators operator () and operator[] to access
individual formulations in the array. These operators take integer indices as
parameters. The first operator creates the formulation with given indices if it
does not exists. If no index is given, 0 is used by default. The second operator
does not create formulation; if the formulation with given indices does not exist,
an error occurs. For example, the following code creates a model with the master
formulation and two subproblem formulations.

11



BcInitialisation bclInit(argec, argv);
BcModel model (bcInit);

BcMaster master (model);
BcColGenSpArray colGenSp(model);
colGenSp (0);

colGenSp(1);

The master formulation is created automatically if BcColGenSpArray is con-
structed.
The master formulation of a subproblem one can be obtained with method

‘const BcFormulation BcFormulation::master () const;

It returns BcMaster handler which inherits from BcFormulation. If the formu-
lation is not a subproblem one, the returned master formulation is not defined.
The same method, defined for BcModel, allows one to retrieve the master for-
mulation of a model.

The list of subproblem formulations of a master one can be obtained with
method

‘const std::1ist< BcFormulation > & colGenSubProblemList () const;

If the formulation is not the master one, the returned list is empty.

For a subproblem formulation, one may define multiplicity bounds, i.e. the
minimum and maximum number of solutions (i.e. columns) from this formu-
lation which can participate in the global model solution. These bounds will
define convexity constraints in the restricted master problem. The bounds are
set with operators operator>=, operator<=, and operator==. For example,
the code

colGenSp [0] >
colGenSp[1] <

1;
2;

sets lower bound one for the subproblem formulation with index 0 (by default,
the lower bound is equal to 0), and upper bound two for the subproblem for-
mulation with index 1 (by default, the upper bound is equal to o).

For a subproblem formulation, one may also define the fixed cost, i.e. the
value which will be added to the coefficient in the objective function of every
column coming from this subproblem. The method is

void BcFormulation::setFixedCost (const double & value);

|

By default, the fixed cost is equal to zero. For example, in the bin packing
model, the fixed cost of the knapsack subproblem may be set to 1.0. The same
setFixedCost method is defined for BcColGenSpArray. It sets the same fixed
cost for all subproblem formulations in the array.

The master formulation can be initialized with a set of columns using two
methods of BcFormulation:

12



void initializeWithSolution(BcSolution & sol);
void initializeWithColumns (BcSolution & sol);

These two methods should be called after completely defining the master and
subproblem formulations. The solution passed should be disaggregated (see
Section . The first method updates the global solution of the model and
adds its subproblem solutions as columns to the restricted master problem (if
parameterized accordingly, see Section . The second method adds columns
corresponding to subproblem solutions in the provided solution chain sol to the
restricted master problem (independently of the parameterization and without
updating the global solution of the model).

If one wants to solve a MIP model without applying decomposition, a single
formulation should be declared using constructor

“BcFormulation(BcModel & model, const std::string & name = "directFor#");

Then, instead of solving the model, one should solve this formulation using
method

“BcSolution BcFormulation::solve();

2.4 Variables and constraints

Variables and constraints are defined using arrays:

BcVarArray (const BcFormulation & formulation, const std::string & name);
BcConstrArray (const BcFormulation & formulation, const std::string &| name = "");

Every array of variables or constraints should belong to a formulation, either to
the master or the a subproblem one. Note that these constructors are used in
two ways. First, one can create a new array of variables or constraints before
solving the model. After starting the solution process, one can retrieve the
existing array by passing its name as the parameter. This functionality is used
to retrieve existing variables and constraints in user-defined functors.

The same operators operator() and operator[] as for formulations are
used to access individual elements in the array. Again, the first operator creates
the element with given indices if it does not exist, the second operation raises
an error in this case. Note that the syntax of these operators is different for
multi-dimensional indices:

BcVarArray xVar(colGenSp[0]l, "X");
xVar (0,0);
xVar [0] [0] <= 1;

This code creates variable g ¢ belonging to the subproblem formulation with

index 0, and then sets the upper bound of this variable to 1. The type of

individual variables is BcVar, and the type of individual constraints is BcConstr.
For an array of variables or constraints, one can define index characters:

13



xVar.defineIndexNames (MultiIndexNames (’i’,’j’));

|

This characters are used in names of individual variables. For example, the
name of variable xVar [0] [0] will be "Xi0j0".
For an array of variables, their type is set using method type:

‘xVar.type(’B’);

’B’ stands for binary, >I’ for integer, and ’C’ for continuous. By default, vari-
ables are continuous. The same method is also defined for individual variables.

For an array of variables, or individual variables, one can define their bounds
using operators operator<= and operator>=. For subproblem variables these
bounds are local and valid only when solving the subproblem. In the global
model solution, the total value of a subproblem variable can violate its local
bounds. To set global bounds on subproblem variables, one should define the
corresponding master constraints.

For an array of constraints, or individual constraints, one can define their
sense and right-hand size using operators operator<=, operator>=, and operator==.
For example the code

BcConstrArray setPackConstr (master(), "SPC");
setPackConstr (0) <= 1;

creates a less-or-equal constraint with the right-hand-size value equal to 1.
For an array of constraints, or individual constraints, one can indicate whether
they will be used in preprocessing, using method

“void toBeUsedInPreprocessing(bool flag);

To set coefficients of variables in constraints, one may use operators operator+=,
operator+, operator-=, and operator-. For example, the code

BcConstrArray setCovConstr (master (), "SCC");
setCovConstr.defineIndexNames (MultiIndexNames (’k’));
setCovConstr (0) >= 2;

BcVarArray yVar (master (), "Y");

setCovConstr [0] += xVar[0][0] + 2 x y[0];
setCovConstr [0] -= 0.5 * xVar [0][0];

defines constraint %960,0 + 2y > 2 with name "SCCkO".

2.5 Objective function

The objective function of a model or a formulation (when solving a MIP) can
be obtained using the constructors

BcObjective (BcModel & model);
BcObjective (BcFormulation & bcForm);
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The sense and integrality of the objective function is determined using the
method

void setMinMaxStatus (const BcObjStatus::MinMaxIntFloat & newDbjectiv%Sense);

|

Possible arguments are BcObjStatus: :minInt and BcObjStatus: :minFloat.
One may not use maximization objective with BaPCod for the moment, as there
are known bugs when it is used. One can transform maximization objective
to minimization by multiplying it by —1. By default, the objective function
is “float”, which mean it can take any value. If it is known that the objective
function value of any feasible solution is integer, one should give this information
to the solver by setting the objective function type to “integer”. In this case, the
lower bound will be rounded up before checking whether a branch-and-bound
node should be pruned, making the search tree smaller.

The objective function itself can be retrieved using operator operator ().
Coeflicients of the variables in the objective function are set in the same way as
for constraints. For example, the code

BcObjective objective (model);
objective.setMinMaxStatus (BcObjStatus::minInt);
objective += yVar(0) + 2 * yVar(1);

sets the objective function to min yo+2y; and states that it can take only integer
values. Both master and subproblem variables may participate in the objective
function.

The initial upper bound for the objective function value (i.e. the cut-off
value) can be set using operator operator<=. For example, the code

objective <= 100; ‘

sets the cut-off value to 100, meaning that all branch-and-bound nodes will be
pruned as soon as the lower bound becomes strictly greater than 99 (as the
objective function is known to be integer as indicated above). Setting initial
upper bound to a value which is as close as possible to the optimum value is
important to decrease the size of the search tree.

Another